**После обновления migration таблиц базы выполнить следующее:**

1. Сделать миграцию и посеять seed

php artisan migrate:fresh --seed

1. Для правильной работы пакета passport Auth2 , выполнить команду

// установить параметры passport в базе

php artisan passport:install

php7.3 artisan passport:install

1. Проверить работу superviser – постановка задач и работа с очередями

Локально из под приложения запуск планировщика

php artisan schedule:run

php7.3 artisan schedule:run

на сервере проверить открытость порта и если нет то открыть

открыть порт на сервере - sudo iptables -I INPUT -p tcp -m tcp --dport 6001 -j ACCEPT

открытые порты - sudo lsof -i -P -n | grep LISTEN

>>>

выполнение задач

php artisan queue:work --queue=database

php7.3 artisan queue:work --queue=database

>>>

рестарт задач после изменений в php

php artisan queue:restart

>>>

**После перезагрузки сервака – открыть порт для Socket**

sudo iptables -I INPUT -p tcp -m tcp --dport 6001 -j ACCEPT

инфо для открытия на постоянно: <https://forum.ubuntu.ru/index.php?topic=249178.0>

>>>

**Рабочая версия npm i socket.io@1.7.4**

**\package.json**

"dependencies": {  
"ioredis": "^4.22.0",  
"socket.io": "^1.7.4",

}

**Реализация отправки данных в socket при добавлении нового игрока в сессию. (Аттракциону)**

Сокращенно – без логики

app\Http\Controllers\SessionController.php

public function update(UpdateSessionRequest $request) {  
  
 // добавить игрока в сессию  
 $session = $this->addGamerSession($index);  
  
}

\app\Http\Traits\SessionTraite.php

protected function addGamerSession($index){  
  
 $this->addGamerUpdateSession($session, $index);  
  
}

private function addGamerUpdateSession($session, $index){  
  
 event(new AddGamer([$index['attraction\_id'], $gamer]));  
  
}

\app\Events\AddGamer.php

public $attraction\_id;  
public $gamer;  
  
public function \_\_construct($data) {  
 $this->attraction\_id = $data[0];  
 $this->gamer = $data[1];  
}  
  
public function broadcastOn() {  
 return ['attraction'];  
}  
  
// Имя события  
public function broadcastAs() {  
 return 'add-gamer\_'.$this->attraction\_id;  
}  
  
// приходит в событии  
public function broadcastWith() {  
 return [  
 'gamer' => $this->gamer,  
 ];  
}

\ws.server\server.js

// сервер websocket  
let app = require("express")();  
let http = require("http").Server(app).listen(6001, function () {  
 ***console***.log("listening in port 6001");  
});  
let io = require("socket.io")(http);  
  
// Redis слушает события Laravel приложения  
var Redis = require('ioredis');  
//клиент приложения  
var redis = new Redis();  
  
// подписаться на события  
// \* все события  
// error - ошибка в базе данных  
// count - кол-во подписанных событий этого клиента  
redis.psubscribe('\*', function(error, count) { });  
  
// всплытие событий от Laravel  
// pattern - шаблон события  
// channel - канал события Laravel  
// message - сообщение события Laravel  
redis.on('pmessage', function(pattern, channel, message) {  
  
 parsedMessage = ***JSON***.parse(message);  
 //console.log(parsedMessage);  
  
 if (parsedMessage.event.indexOf('add-gamer') !== -1){  
 if (typeof parsedMessage.data.gamer.user\_id !== 'undefined'){  
 io.emit( parsedMessage.event,  
 { data: "{user\_id:" + parsedMessage.data.gamer.user\_id + ", nickname:" + parsedMessage.data.gamer.user\_one.nickname + "}" }  
 );  
 }  
 // для получения Test данных - не обьект user  
 else{  
 io.emit( parsedMessage.event, message);  
 }  
 }  
});

**Локально сервер запускается в консоле**

node ws.server/server.js

**на сервере в supervisor – файл конфига команды**

**команда для запуска node сервера -** node ws.server/server.js

создать файл - etc/supervisor/conf.d/node-server.conf

[program:node-server]

command=sudo node ws.server/server.js

directory = /home/admin/web/ch-throw.ru/public\_html

user=root

autostart=true

autorestart=true

startretries=3

stdout\_logfile=/home/admin/web/ch-throw.ru/public\_html/storage/logs/node\_server.log

stdout\_logfile\_maxbytes=1MB

stdout\_logfile\_backups=10

stopsignal=TERM

environment=NODE\_ENV=production

numprocs=1

>>>

**Реализация отправки данных в socket при изменении статуса (Закончилась) лицензии администратора аттракциона. (в 24 часа ночи аттрациону)**

1. Команда постановки задач запускается локально php artisan schedule:run

Или на сервере supervisor

создать файл - etc/supervisor/conf.d/shedul-laravel.conf

**Запуск с перерывом в 60 сек**

[program:shedul-laravel]

command=/bin/sh -c "while [ true ]; do (php /home/admin/web/ch-throw.ru/public\_html/artisan schedule:run --verbose --no-interaction &); sleep 60; done"

user=root

autostart=true

autorestart=true

numprocs=1

redirect\_stderr=true

stdout\_logfile=/home/admin/web/ch-throw.ru/public\_html/storage/logs/supervisor\_queue-work.log

В самом Kernel настройка времени постановки задачи может варьироваться.

\app\Console\Kernel.php

protected function schedule(Schedule $schedule) {  
// каждый день в 1 мин первого ночи по серверному времени  
$schedule->call(new LicenseConsole)->dailyAt('00:01');

}

1. Файл постановки задач

\app\Console\LicenseConsole.php

public function \_\_invoke() {  
 // отправить в очередь задачу с паузой в 5 сек (драйвер в настройках - database)  
 SendLicenseJobs::*dispatch*()->onQueue('database')->delay(5);

}

1. Файл выполнения задачи

app\Jobs\SendLicenseJobs.php

Выполнение задач в очереди

Не отлавливает изменения в задаче

php artisan queue:work --queue=database

Отлавливает изменения в задаче

php artisan queue:listen --queue=database

class SendLicenseJobs implements ShouldQueue {  
 use Dispatchable, InteractsWithQueue, Queueable, SerializesModels;  
  
 // задержка повторной попытки неудачного задания  
 public $retryAfter = 30;  
 // количество ошибочных выполнений задачи  
 public $tries = 3;  
  
  
public function \_\_construct($int) {  
 // назначить этой задаче имя очереди  
 $this->onQueue('database');  
 }  
  
public function handle() {  
  
 $coll = (new LicenseRepository)->get();  
 $day\_now = Carbon::*today*()->toDateString();  
  
 foreach ($coll as $key => $license){  
  
 // лицензия не пуста  
 if(!is\_null($license->month)){  
 // проверка в наступившие 00:01 часа ночи  
 // прошел месяц и 1 день  
 $lic\_month = Carbon::*parse*($license->month)->addMonth()->addDay()->toDateString();  
 // лицензия протухла  
 if ($lic\_month == $day\_now) {  
 event(new SendLicenseEvent([$license->attraction\_id, 'stop']));  
 }  
 }  
 }  
  
 logs()->info("lic = ", (Array)$coll);  
 logs()->info("Заливка Локализации в базу завершена");  
 }  
  
  
 // метод вызывается при ошибке выполнения задачи  
 // $exception - передает сообщение об ошибке  
 public function failed(\Throwable $e) {  
 logs()->info("Ошибка задачи : AddLocalizationData ");  
 logs()->info($e->getMessage());  
 }  
}

1. Файл Event - \app\Events\SendLicenseEvent.php

class SendLicenseEvent implements ShouldBroadcastNow{  
 use Dispatchable, InteractsWithSockets, SerializesModels;  
  
 public $attraction\_id;  
 public $status;  
  
public function \_\_construct($data) {  
 $this->attraction\_id = $data[0];  
 $this->status = $data[1];  
 }  
  
public function broadcastOn() {  
 return ['license'];  
 }  
  
 // Имя события  
 public function broadcastAs() {  
 return 'license-status\_'.$this->attraction\_id;  
 }  
  
 // приходит в событии  
 public function broadcastWith() {  
 return [  
 'attraction\_id' => $this->attraction\_id,  
 'status' => $this->status,  
 ];  
 }  
}

1. Файл сервера node - \ws.server\server.js

Команда запуска сервера

node ws.server/server.js

// сервер websocket  
let app = require("express")();  
let http = require("http").Server(app).listen(6001, function () {  
 ***console***.log("listening in port 6001");  
});  
let io = require("socket.io")(http);  
  
// Redis слушает события Laravel приложения  
var Redis = require('ioredis');  
//клиент приложения  
var redis = new Redis();  
  
// подписаться на события  
// \* все события  
// error - ошибка в базе данных  
// count - кол-во подписанных событий этого клиента  
redis.psubscribe('\*', function(error, count) { });  
  
// всплытие событий от Laravel  
// pattern - шаблон события  
// channel - канал события Laravel  
// message - сообщение события Laravel  
redis.on('pmessage', function(pattern, channel, message) {  
  
 parsedMessage = ***JSON***.parse(message);  
 //console.log(parsedMessage);  
  
 if (parsedMessage.event.indexOf('license-status') !== -1){  
 io.emit( parsedMessage.event,  
 { data: "{user\_id:" + parsedMessage.data.user\_id + ", license-status:" + parsedMessage.data.message + "}" }  
 );  
 }  
});

1. Файл клиента - \resources\views\welcome.blade.php

{{-- библиотека socket.io --}}  
<script src="https://cdn.socket.io/socket.io-1.4.5.js"></script>  
<script>  
 var socket = io("{{ env('APP\_URL') }}:6001");

// 1 подписка на event и принятие данных

socket.on('license-status\_10000', function(data){  
 ***console***.log(data);  
 });  
</script>

**Реализация отправки данных в socket игроку при активации, закрытии и удалении сессии – (срабытывает в 3 событиях). (Игроку)**

Файл \app\Events\SessionStatusEvent.php

class SessionStatusEvent implements ShouldBroadcastNow{  
 use Dispatchable, InteractsWithSockets, SerializesModels;  
  
 public $session\_id;  
 public $status;  
  
 */\*\*  
 \* Create a new event instance.  
 \*  
 \** ***@return*** *void  
 \*/* public function \_\_construct($data) {  
 $this->session\_id = $data[0];  
 $this->status = $data[1];  
 }  
  
 */\*\*  
 \* Имя канала по которому транслируется событие  
 \*  
 \** ***@return*** *\Illuminate\Broadcasting\Channel|array  
 \*/* public function broadcastOn() {  
 return ['session-status'];  
 }  
  
 // Имя события  
 public function broadcastAs() {  
 return 'session-status'.$this->session\_id;  
 }  
  
 // приходит в событии  
 public function broadcastWith() {  
 return [  
 'session\_id' => $this->session\_id,  
 'status' => $this->status,  
 ];  
 }  
}

файл \app\Http\Traits\SessionTraite.php

// ========================================  
 // активировать сессию  
 protected function ActivateTraiteSession($index){  
 // выслать socket в клиент о запуске сессии  
 event(new SessionStatusEvent([$index['session\_id'], 'start']));  
 return true;  
 }

// ========================================  
// удаляет указанную сессию  
protected function deleteSession($session\_id){  
 // выслать socket в клиент о запуске сессии  
 event(new SessionStatusEvent([$session\_id, 'close']));  
return $session;  
}

// ========================================  
// закрывает указанную сессию  
protected function closeSession($index){  
 // выслать socket в клиент о запуске сессии  
 event(new SessionStatusEvent([$index['session\_id'], 'stop']));  
return $session;  
}

Файл \ws.server\server.js

node ws.server/server.js

// сервер websocket  
let app = require("session-status")();  
let http = require("http").Server(app).listen(6001, function () {  
 ***console***.log("listening in port 6001");  
});  
let io = require("socket.io")(http);  
  
// Redis слушает события Laravel приложения  
var Redis = require('ioredis');  
//клиент приложения  
var redis = new Redis();  
  
// подписаться на события  
// \* все события  
// error - ошибка в базе данных  
// count - кол-во подписанных событий этого клиента  
redis.psubscribe('\*', function(error, count) { });  
  
// всплытие событий от Laravel  
// pattern - шаблон события  
// channel - канал события Laravel  
// message - сообщение события Laravel  
redis.on('pmessage', function(pattern, channel, message) {  
  
 parsedMessage = ***JSON***.parse(message);  
  
 if (parsedMessage.event.indexOf('session-status') !== -1){  
 io.emit( parsedMessage.event,  
 { data: "{session\_id:" + parsedMessage.data.session\_id + ", status:" + parsedMessage.data.status + "}" }  
 );  
 }  
});

Файл \resources\views\welcome.blade.php

{{-- библиотека socket.io --}}  
<script src="https://cdn.socket.io/socket.io-1.4.5.js"></script>  
<script>  
 // инициализация соединения  
 // node ws.server/server.js  
 var socket = io("{{ env('APP\_URL') }}:6001");

socket.on('session-status\_1', function(data){  
 ***console***.log(data);  
 });  
</script>

**Реализация отправки данных в socket при переходе хода игрока в сессии. (игроку)**

Файл \app\Events\SessionPlayerTransitEvent.php

class SessionPlayerTransitEvent implements ShouldBroadcastNow{  
 use Dispatchable, InteractsWithSockets, SerializesModels;  
  
 public $session\_id;  
 public $json;  
  
 */\*\*  
 \* Create a new event instance.  
 \*  
 \** ***@return*** *void  
 \*/* public function \_\_construct($data) {  
 $this->session\_id = $data[0];  
 $this->json = $data[1];  
 }  
  
 */\*\*  
 \* Имя канала по которому транслируется событие  
 \*  
 \** ***@return*** *\Illuminate\Broadcasting\Channel|array  
 \*/* public function broadcastOn() {  
 return ['session-transit'];  
 }  
  
 // Имя события  
 public function broadcastAs() {  
 return 'session-transit\_'.$this->session\_id;  
 }  
  
 // приходит в событии  
 public function broadcastWith() {  
 return [  
 'session\_id' => $this->session\_id,  
 'data' => $this->json,  
 ];  
 }  
}

файл \app\Http\Traits\SessionTraite.php

// ========================================  
// переход хода игрока  
protected function PlayerTransitSession($index){  
  
 $auth = Auth::*user*();  
 // владелец аттракциона или root (мои доступы, admin\_id)  
 $this->service->checkOwnerAdmin($auth, $index['admin\_id']);  
  
 // отправить json от аттракциона юзеру  
 event(new SessionPlayerTransitEvent([$index['session\_id'], $index['data']]));  
return true;  
}

Файл \ws.server\server.js

node ws.server/server.js

// сервер websocket  
let app = require("session-status")();  
let http = require("http").Server(app).listen(6001, function () {  
 ***console***.log("listening in port 6001");  
});  
let io = require("socket.io")(http);  
  
// Redis слушает события Laravel приложения  
var Redis = require('ioredis');  
//клиент приложения  
var redis = new Redis();  
  
// подписаться на события  
// \* все события  
// error - ошибка в базе данных  
// count - кол-во подписанных событий этого клиента  
redis.psubscribe('\*', function(error, count) { });  
  
// всплытие событий от Laravel  
// pattern - шаблон события  
// channel - канал события Laravel  
// message - сообщение события Laravel  
redis.on('pmessage', function(pattern, channel, message) {  
  
 parsedMessage = ***JSON***.parse(message);  
  
 if (parsedMessage.event.indexOf('session-transit') !== -1){  
 io.emit( parsedMessage.event,  
 { data: "{session\_id:" + parsedMessage.data.session\_id + ", data:" + parsedMessage.data.data + "}" }  
 );  
 }

});

Файл \resources\views\welcome.blade.php

{{-- библиотека socket.io --}}  
<script src="https://cdn.socket.io/socket.io-1.4.5.js"></script>  
<script>  
 // инициализация соединения  
 // node ws.server/server.js  
 var socket = io("{{ env('APP\_URL') }}:6001");

socket.on('session-transit\_1', function(data){  
 ***console***.log(data);  
});

</script>

**Реализация выход игрока из игры и отправка в socket на аттракцион кого нужно удалить из сессии. (аттракцион)**

Файл \routes\api.php

Route::*prefix*('session')->group( function () {  
 // завершение игры игроком  
 Route::*post*('/player\_exit', 'SessionController@playerExit');  
});

Файл \app\Http\Controllers\SessionController.php

// завершение игры игроком  
public function playerExit(PlayerExitRequest $request){  
 $index = $request->validated();  
 $bool = $this->PlayerExitSession($index);  
return response()->json( $bool , 201);  
}

Файл \app\Http\Traits\SessionTraite.php

// завершение игры игроком  
protected function PlayerExitSession($index){  
 $auth = Auth::*user*();  
 // Я игрок и переданый id мой  
 $this->service->checkGamerId($auth, $index['gamer\_id']);  
 // отправить socket в аттракцион  
 event(new ExitGamer([$index['session\_id'], $index['gamer\_id']]));  
return true;  
}

Файл \app\Events\ExitGamer.php

class ExitGamer implements ShouldBroadcastNow{  
 use Dispatchable, InteractsWithSockets, SerializesModels;  
  
 public $session\_id;  
 public $gamer\_id;  
  
public function \_\_construct($data) {  
 $this->session\_id = $data[0];  
 $this->gamer\_id = $data[1];  
 }  
  
 */\*\*  
 \* Имя канала по которому транслируется событие  
 \*/* public function broadcastOn() {  
 return ['gamer-status'];  
 }  
  
 // Имя события  
 public function broadcastAs() {  
 return 'gamer-status\_'.$this->session\_id;  
 }  
  
 // приходит в событии  
 public function broadcastWith() {  
 return [  
 'gamer\_id' => $this->gamer\_id,  
 'session\_id' => $this->session\_id,  
 ];  
 }  
}

Файл \ws.server\server.js

node ws.server/server.js

if (parsedMessage.event.indexOf('gamer-status') !== -1){  
 io.emit( parsedMessage.event,  
 { data: "{session\_id:" + parsedMessage.data.session\_id + ", gamer\_id:" + parsedMessage.data.gamer\_id + "}" }  
 );  
}

Файл \resources\views\welcome.blade.php

<script src="https://cdn.socket.io/socket.io-1.4.5.js"></script>  
<script>  
 // инициализация соединения  
 // node ws.server/server.js  
 var socket = io("{{ env('APP\_URL') }}:6001");  
  
 socket.on('gamer-status\_1', function(data){  
 ***console***.log(data);  
 });  
</script>

**Реализация отправки данных в socket при запросе на добавление игрока к сессии. (аттракцион)**

Файл \routes\api.php

Route::*prefix*('session')->group( function () {  
// запрос игроком на добавление к сессии  
Route::*post*('player\_start', 'SessionController@playerStart');

});

Файл \app\Http\Controllers\SessionController.php

public function playerStart(PlayerStartRequest $request){  
 $index = $request->validated();  
 $bool = $this->PlayerStartSession($index);  
return response()->json( $bool , 201);  
}

Файл \app\Http\Traits\SessionTraite.php

// завершение игры игроком  
protected function PlayerExitSession($index){  
 $auth = Auth::*user*();  
 // Я игрок и переданый id мой  
 $this->service->checkGamerId($auth, $index['gamer\_id']);  
 // отправить socket в аттракцион  
 event(new ExitGamer([$index['session\_id'], $index['gamer\_id']]));  
return true;  
}

Файл \app\Events\StartGamer.php

class StartGamer implements ShouldBroadcastNow{  
 use Dispatchable, InteractsWithSockets, SerializesModels;  
  
 public $session\_id;  
 public $gamer\_id;  
  
 */\*\*  
 \* Create a new event instance.  
 \*  
 \** ***@return*** *void  
 \*/* public function \_\_construct($data) {  
 $this->session\_id = $data[0];  
 $this->gamer\_id = $data[1];  
 }  
  
 */\*\*  
 \* Имя канала по которому транслируется событие  
 \*  
 \** ***@return*** *\Illuminate\Broadcasting\Channel|array  
 \*/* public function broadcastOn() {  
 return ['session'];  
 }  
  
 // Имя события  
 public function broadcastAs() {  
 return 'query\_add\_gamer\_'.$this->session\_id;  
 }  
  
 // приходит в событии  
 public function broadcastWith() {  
 return [  
 'gamer\_id' => $this->gamer\_id,  
 'session\_id' => $this->session\_id,  
 ];  
 }  
}

Файл \ws.server\server.js

node ws.server/server.js

else if (parsedMessage.event.indexOf('query\_add\_gamer') !== -1){  
 io.emit( parsedMessage.event,  
 { data: "{session\_id:" + parsedMessage.data.session\_id + ", gamer\_id:" + parsedMessage.data.gamer\_id + "}" }  
 );  
}

Файл \resources\views\welcome.blade.php

<script src="https://cdn.socket.io/socket.io-1.4.5.js"></script>  
<script>  
 // инициализация соединения  
 // node ws.server/server.js  
 var socket = io("{{ env('APP\_URL') }}:6001");  
  
socket.on('query\_add\_gamer\_1', function(data){  
 ***console***.log(data);  
});

</script>

**Реализация отправки данных в socket при добавлении игрока в сессии. (игроку)**

Файл \app\Events\ResponseAddGamer.php

class ResponseAddGamer implements ShouldBroadcastNow{  
 use Dispatchable, InteractsWithSockets, SerializesModels;  
  
 public $bool;  
 public $gamer\_id;  
  
 */\*\*  
 \* Create a new event instance.  
 \*  
 \** ***@return*** *void  
 \*/* public function \_\_construct($data) {  
 $this->gamer\_id = $data[0];  
 $this->bool = $data[1];  
 }  
  
 */\*\*  
 \* Имя канала по которому транслируется событие  
 \*  
 \** ***@return*** *\Illuminate\Broadcasting\Channel|array  
 \*/* public function broadcastOn() {  
 return ['response\_add\_gamer'];  
 }  
  
 // Имя события  
 public function broadcastAs() {  
 return 'response\_add\_gamer\_'.$this->gamer\_id;  
 }  
  
 // приходит в событии  
 public function broadcastWith() {  
 return [  
 'user\_is\_added' => $this->bool,  
 ];  
 }  
}

файл \app\Http\Traits\SessionTraite.php

// добавление игрока и обновление токена сессии  
protected function addGamerSession($index){  
// отправить socket игроку  
event(new ResponseAddGamer([$index['gamer\_id'], $bool ]));

return $session;  
}

Файл \ws.server\server.js

node ws.server/server.js

// сервер websocket  
let app = require("session-status")();  
let http = require("http").Server(app).listen(6001, function () {  
 ***console***.log("listening in port 6001");  
});  
let io = require("socket.io")(http);  
  
// Redis слушает события Laravel приложения  
var Redis = require('ioredis');  
//клиент приложения  
var redis = new Redis();  
  
// подписаться на события  
// \* все события  
// error - ошибка в базе данных  
// count - кол-во подписанных событий этого клиента  
redis.psubscribe('\*', function(error, count) { });  
  
// всплытие событий от Laravel  
// pattern - шаблон события  
// channel - канал события Laravel  
// message - сообщение события Laravel  
redis.on('pmessage', function(pattern, channel, message) {  
  
 parsedMessage = ***JSON***.parse(message);  
  
else if (parsedMessage.event.indexOf('response\_add\_gamer') !== -1){  
 io.emit( parsedMessage.event,  
 { data: "{user\_is\_added:" + parsedMessage.data.user\_is\_added + "}" }  
 );  
}

});

Файл \resources\views\welcome.blade.php

{{-- библиотека socket.io --}}  
<script src="https://cdn.socket.io/socket.io-1.4.5.js"></script>  
<script>  
 // инициализация соединения  
 // node ws.server/server.js  
 var socket = io("{{ env('APP\_URL') }}:6001");

socket.on('response\_add\_gamer\_3', function(data){  
 ***console***.log(data);  
});

</script>

**Socket После удаления игрока отправить игроку статус удаления (игроку)**

Файл \app\Events\DeleteGamer.php

class DeleteGamer implements ShouldBroadcastNow{  
 use Dispatchable, InteractsWithSockets, SerializesModels;  
  
 public $gamer\_id;  
 public $delete\_status;  
  
 */\*\*  
 \* Create a new event instance.  
 \*  
 \** ***@return*** *void  
 \*/* public function \_\_construct($data) {  
 $this->gamer\_id = $data[0];  
 $this->delete\_status = $data[1];  
 }  
  
 */\*\*  
 \* Имя канала по которому транслируется событие  
 \*  
 \** ***@return*** *\Illuminate\Broadcasting\Channel|array  
 \*/* public function broadcastOn() {  
 return ['delete\_status'];  
 }  
  
 // Имя события  
 public function broadcastAs() {  
 return 'delete\_status\_'.$this->gamer\_id;  
 }  
  
 // приходит в событии  
 public function broadcastWith() {  
 return [  
 'delete\_status' => $this->delete\_status,  
 ];  
 }  
}

файл \app\Http\Traits\SessionTraite.php

// ========================================  
// удалить игрока из сессии  
protected function deleteGamerSession($index){  
 $bool = false;  
 // если игрок подтвердил на аттракционе удаление себя из сессии  
 if($index['confirmation']){  
 $bool = true;  
 }  
 // выслать socket в клиент о статусе его удаления  
 event(new DeleteGamer([$index['gamer\_id'], $bool]));  
return $session;  
}

Файл \ws.server\server.js

node ws.server/server.js

// сервер websocket  
let app = require("session-status")();  
let http = require("http").Server(app).listen(6001, function () {  
 ***console***.log("listening in port 6001");  
});  
let io = require("socket.io")(http);  
  
// Redis слушает события Laravel приложения  
var Redis = require('ioredis');  
//клиент приложения  
var redis = new Redis();  
  
// подписаться на события  
// \* все события  
// error - ошибка в базе данных  
// count - кол-во подписанных событий этого клиента  
redis.psubscribe('\*', function(error, count) { });  
  
// всплытие событий от Laravel  
// pattern - шаблон события  
// channel - канал события Laravel  
// message - сообщение события Laravel  
redis.on('pmessage', function(pattern, channel, message) {  
  
 parsedMessage = ***JSON***.parse(message);  
  
else if (parsedMessage.event.indexOf('delete\_status') !== -1){  
 io.emit( parsedMessage.event,  
 { data: "{delete\_status:" + parsedMessage.data.delete\_status + "}" }  
 );  
}

});

Файл \resources\views\welcome.blade.php

{{-- библиотека socket.io --}}  
<script src="https://cdn.socket.io/socket.io-1.4.5.js"></script>  
<script>  
 // инициализация соединения  
 // node ws.server/server.js  
 var socket = io("{{ env('APP\_URL') }}:6001");

socket.on('delete\_status\_1', function(data){  
 ***console***.log(data);  
});

</script>

**Реализация отправки данных в socket при смене id image игроком. (аттракцион)**

Файл \routes\api.php

// установить картинку для юзера  
Route::*post*('user\_images/set\_id', 'UserImageController@setImage');

Файл \app\Http\Controllers\UserImageController.php

public function setImage(SelectImageRequest $request) {  
 $index = $request->validated();  
 $bool = $this->setImageTrate($index);  
return response()->json( $bool , 201);  
}

Файл \app\Http\Traits\UserImageTraite.php

// ========================================  
// установить картинку для юзера  
protected function setImageTrate($index){  
 // выслать socket аттракциону  
 $this->eventSelectImage($index);  
}

// выслать socket аттракциону  
 private function eventSelectImage($index){  
 event(new ChangeUserImageEvent([  
 $session->session\_id,  
 $index['user\_id'],  
 $select\_image->select\_border,  
 $select\_image->select\_avatar,  
 ]  
 ));  
 }

Файл \app\Events\ChangeUserImageEvent.php

class ChangeUserImageEvent implements ShouldBroadcastNow{  
 use Dispatchable, InteractsWithSockets, SerializesModels;  
  
 public $session\_id;  
 public $gamer\_id;  
 public $select\_border;  
 public $select\_avatar;  
  
 */\*\*  
 \* Create a new event instance.  
 \*  
 \** ***@return*** *void  
 \*/* public function \_\_construct($data) {  
 $this->session\_id = $data[0];  
 $this->gamer\_id = $data[1];  
 $this->select\_border = $data[2];  
 $this->select\_avatar = $data[3];  
 }  
  
 */\*\*  
 \* Имя канала по которому транслируется событие  
 \*  
 \** ***@return*** *\Illuminate\Broadcasting\Channel|array  
 \*/* public function broadcastOn() {  
 return ['change\_image\_gamer'];  
 }  
  
 // Имя события  
 public function broadcastAs() {  
 return 'change\_image\_gamer\_'.$this->session\_id;  
 }  
  
 // приходит в событии  
 public function broadcastWith() {  
 return [  
 'gamer\_id' => $this->gamer\_id,  
 'select\_border' => $this->select\_border,  
 'select\_avatar' => $this->select\_avatar,  
 ];  
 }  
}

Файл \ws.server\server.js

node ws.server/server.js

else if (parsedMessage.event.indexOf('change\_image\_gamer') !== -1){  
 io.emit( parsedMessage.event,  
 {  
 data:  
 "{gamer\_id:" + parsedMessage.data.gamer\_id +  
 ", select\_border:" + parsedMessage.data.select\_border +  
 ", select\_avatar:" + parsedMessage.data.select\_avatar +  
 "}"  
 }  
 );  
}

Файл \resources\views\welcome.blade.php

<script src="https://cdn.socket.io/socket.io-1.4.5.js"></script>  
<script>  
 // инициализация соединения  
 // node ws.server/server.js  
 var socket = io("{{ env('APP\_URL') }}:6001");  
  
// socket.on('change\_image\_gamer\_3', function(data){  
// console.log(data);  
// });

</script>

**Реализация отправки данных в socket при смене nickname игроком. (аттракцион)**

Файл \routes\api.php

// обновить данные юзера  
Route::*post*('update\_data', 'AutherController@updateData');

Файл \app\Http\Controllers\Auth\AutherController.php

public function updateData(UpdateDataRequest $request) {  
 $response = $this->changeDataTrait($index);  
}

Файл \app\Http\Traits\AuthTraite.php

// =========================================  
// обновить данные юзера  
public function changeDataTrait($index){  
 // находится ли user в сессии  
 if($session = (new SessionUserRepository())->whereArrFirst([ 'user\_id' => $user->id ])){  
 // отправка в аттракцион новый nickname  
 event(new ChangeUserNicknameEvent([  
 $session->session\_id,  
 $user->id,  
 $index['nickname'],  
 ]  
 ));  
 }  
}

Файл \app\Events\ChangeUserNicknameEvent.php

class ChangeUserNicknameEvent implements ShouldBroadcastNow{  
 use Dispatchable, InteractsWithSockets, SerializesModels;  
  
 public $session\_id;  
 public $user\_id;  
 public $nickname;  
  
 */\*\*  
 \* Create a new event instance.  
 \*  
 \** ***@return*** *void  
 \*/* public function \_\_construct($data) {  
 $this->session\_id = $data[0];  
 $this->user\_id = $data[1];  
 $this->nickname = $data[2];  
 }  
  
 */\*\*  
 \* Имя канала по которому транслируется событие  
 \*  
 \** ***@return*** *\Illuminate\Broadcasting\Channel|array  
 \*/* public function broadcastOn() {  
 return ['change\_user\_nickname'];  
 }  
  
 // Имя события  
 public function broadcastAs() {  
 return 'change\_user\_nickname\_'.$this->session\_id;  
 }  
  
 // приходит в событии  
 public function broadcastWith() {  
 return [  
 'user\_id' => $this->user\_id,  
 'nickname' => $this->nickname,  
 ];  
 }  
}

Файл \ws.server\server.js

node ws.server/server.js

else if (parsedMessage.event.indexOf('change\_user\_nickname') !== -1){  
 io.emit( parsedMessage.event, {  
 data:  
 "{nickname:" + parsedMessage.data.nickname +  
 ", user\_id:" + parsedMessage.data.user\_id + "}"  
 }  
 );  
}

Файл \resources\views\welcome.blade.php

<script src="https://cdn.socket.io/socket.io-1.4.5.js"></script>  
<script>  
 // инициализация соединения  
 // node ws.server/server.js  
 var socket = io("{{ env('APP\_URL') }}:6001");  
  
socket.on('change\_user\_nickname\_8', function(data){  
 ***console***.log(data);  
});

</script>

**Реализация достижений у Локации**

**Запрос взятия данных достижений**

POST /api/achievements\_location/select?location\_id=2

Выбирает достижения указанной локации. Выборка отдается игроку и если обновление таблицы были в прошлом часе, то происходит постановка отложенной задачи (пересчет не более чем через 10 сек) пересчет данных с обновлением времени и данных достижений локации.

**Данные для определения достижений:**

Таблица [history\_sessions](http://ch-throw.ru/phpmyadmin/sql.php?db=admin_axes&table=history_sessions&token=0c7ab2ddb237ffa22fcf09a0144f27be) – данные сюда пападают при завершении одной игры. Берутса данные игроков, времени игры, и привязка аттракциона к нужной локации

Таблица [location\_mode\_statistics](http://ch-throw.ru/phpmyadmin/sql.php?db=admin_axes&table=location_mode_statistics&token=0c7ab2ddb237ffa22fcf09a0144f27be) - данные сюда пападают при завершении одной игры. Берутса данные режима игры, локации и кол-во сыгранных в этом режиме игр.

**Как достижения отправляются в responce :**

Если достижения еще не разу не создавалиcm –
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Если достижения создавались -
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long\_liver - как и остальные 9 полей означают название достижения по примеру таблицы расписанных достижений

'long\_liver'=> [  
 'title\_ru' => 'Долгожитель',  
 'title\_en' => 'Long-liver',  
 'description\_ru' => 'Локация активна :type лет',  
 'description\_en' => 'Location is active for :type years',  
 'type' => [1, 3, 5],  
],  
'axes\_all\_directions'=> [  
 'title\_ru' => 'Топоры во все стороны',  
 'title\_en' => 'Axes in all directions',  
 'description\_ru' => 'На локации сыграно :type игр',  
 'description\_en' => ':type games played at the location',  
 'type' => [1000, 2000, 5000],  
],  
'access\_granted'=> [  
 'title\_ru' => 'Доступ разрешен',  
 'title\_en' => 'Access granted',  
 'description\_ru' => 'На локации зарегистрировались :type пользователей',  
 'description\_en' => ':type players have registered at the location',  
 'type' => [100, 500, 1000],  
],  
'in\_love\_bullseye'=> [  
 'title\_ru' => 'Любовь к Bullseye',  
 'title\_en' => 'In love with Bullseye',  
 'description\_ru' => 'На локации сыграно :type игр Bullseye',  
 'description\_en' => ':type Bullseye games played at the location',  
 'type' => [500, 1000, 2000],  
],  
'in\_love\_sniper'=> [  
 'title\_ru' => 'Любовь к Sniper',  
 'title\_en' => 'In love with Sniper',  
 'description\_ru' => 'На локации сыграно :type игр Sniper',  
 'description\_en' => ':type Sniper games played at the location',  
 'type' => [500, 1000, 2000],  
],  
'in\_love\_throw\_royal'=> [  
 'title\_ru' => 'Любовь к Throw Royal',  
 'title\_en' => 'In love with Throw Royal',  
 'description\_ru' => 'На локации сыграно :type игр Throw Royal',  
 'description\_en' => ':type Throw Royal games played at the location',  
 'type' => [500, 1000, 2000],  
],  
'in\_love\_monopoly'=> [  
 'title\_ru' => 'Любовь к Monopoly',  
 'title\_en' => 'In love with Monopoly',  
 'description\_ru' => 'На локации сыграно :type игр Monopoly',  
 'description\_en' => ':type Monopoly games played at the location',  
 'type' => [500, 1000, 2000],  
],  
'hype'=> [  
 'title\_ru' => 'Ажиотаж',  
 'title\_en' => 'Hype',  
 'description\_ru' => 'Локацию за один день посетило :type зарегистрированных гостей',  
 'description\_en' => 'Location in one day was visited by :type registered guests',  
 'type' => [50, 100, 200],  
],  
'packed\_to\_eyeballs'=> [  
 'title\_ru' => 'Не протолкнуться',  
 'title\_en' => 'Packed to the eyeballs',  
 'description\_ru' => 'Локацию за месяц посетило :type игроков',  
 'description\_en' => 'Location was visited by :type players per month',  
 'type' => [1000, 2000, 5000],  
],  
'who\_you'=> [  
 'title\_ru' => 'Кто вы?',  
 'title\_en' => 'Who are you?',  
 'description\_ru' => 'Локацию за один день посетило :type не зарегистрированных гостей',  
 'description\_en' => 'Location was visited by :type unregistered guests in one day',  
 'type' => [100, 200, 500],  
],

Поле type в достижении означает уровень достижения, всего их 3. В response приходят уже готовые description исходя из type.

**Как протестировать работу обновления достижений.**

1. Понизить type на сервере в файле \config\game\location\_achievements.php
2. Изменить параметры в таблице [location\_mode\_statistics](http://ch-throw.ru/phpmyadmin/sql.php?db=admin_axes&table=location_mode_statistics&token=0c7ab2ddb237ffa22fcf09a0144f27be)

![](data:image/png;base64,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)

Location\_id – локация с которой вы работаете

Mode\_id – режим игры в котором происходит начисление отыгранных игр

Count\_game – кол-во сыгранных игр в этом режиме

1. В этом файле на сервере - \app\Services\LocationAchievementServices.php

Скопировать и поставить эту строку рядом с return

UpdateLocationAchievementJobs::*dispatch*($index['location\_id'])->onQueue('database')->delay(5);

1. Запустить Post url - /api/achievements\_location/select?location\_id=2

Мы помним что задача выполняется не сразу - подождать 5 сек , после чего запустить url еще раз

ВЕРНУТЬ ВСЕ НА СВОИ МЕСТА !