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# Köszönetnyilvánítás

Szeretnék köszönetet mondani témavezetőmnek Dr. Jeszenszky Péternek, amiért a tanított tárgyai által sikerült olyan szakmai alapot elsajátítanom amért, annak idején a debreceni egyetem informatika karát választottam.

Továbbá szeretnék köszönetet mondani Fekete Gyulának, amiért cégüknél végezhetem el szakmai gyakorlatomat valamint, hogy a projektmunkák által tovább mélyíthettem tudásomat.

Végül pedig páromnak, Jenei Alexandrának, amiért türelmes volt velem, az egyetemen töltött éveim alatt, valamint a projektmunkák, illetve a szakdolgozat írása alatt is türelemmel és figyelemmel kísérte végig munkámat.

# Bevezetés

A dolgozatom témájának kiválasztásnál azt tartottam legfontosabbnak, hogy egy olyan tudást szerezzek, amivel később munkába állhatok.

A java nyelvet választottam, amit az egyetemi oktatás során nagyon megkedveltem.

A dolgozatom egy online vásárlással foglalkozó oldal elkészítésére irányult. Elkészítésére célirányosan a modern, valamint az iparban is használt technológiákat választottam.  
A dolgozat első része e technológiák bemutatására fog irányulni.  
 A programmal sikerült minden olyan célt elérni, amit még az elején kitűztem magamnak.  
Főbb célom e technológiák megértése, és felhasználása közel valós környezetben.

Az objektum-relációs leképezés, a web api-k megértése, a hatékony tiszta kód megvalósítása mind céljaim voltak.

A program maga nem teljesített minden célt, amit még az elején kitűztem magamnak az idő hiánya miatt, ám a főbb funkciók elkészültek.

Az oldalra regisztrálást követően tudunk termékeket megtekinteni, termékekre keresni.   
A keresést tudjuk szűkíteni, valamint a kereséshez egy olyan filterező megoldást képzeltem el, amiben attribútumokat, kategóriákat adhatunk át.

Maguk a kategóriák Many-To-Many kapcsolatban állnak a termékekkel.

A kategóriákon belül vannak további kategóriák, amik közül a vásárló tud böngészni.

Az attribútumok jelképezik a termékek tulajdonságait, melyekkel a vásárló ki tudja választani a számára legideálisabb terméket.   
A kategóriák és az attribútumok együttesen írják le a termékeket.  
A termékekre lehet licitálni, illetve ha fix áras, akkor azt megvásárolni.

A termékekre tudunk kommenteket küldeni, továbbá tudunk képeket is csatolni hozzájuk.

Elkészült még egy kezdetleges biztonsági rendszer amely [OAuth 2](https://oauth.net/2/)

-őt használ.

Két faktoros bejelentkezés elkészítésére sajnos már nem maradt idő.

A backendhez Spring Boot 1.5x-et használtam, míg a frontendhez Angular 6-ot.

Az adatbázishoz Mysql-t használtam.

# 1. fejezet

## A felhasznált technológiák

Ebben a fejezetben szeretnék kitérni a fejlesztéshez felhasznált technológiákra.

### Spring Boot

A Springboot király dolog.

#### Történelme

Az igény egy könnyebben használható Spring Framework-re 2012 októberében merült fel Mike Youngstrom‏ által.  
A könnyítésnek lehetőségét abban látta, hogy amennyire csak lehet, absztrahálni kell a Spring keretrendszert. Szerinte a servlet konténer használata az új fejlesztők számára egy olyan tanulási görbét von maga után, amit nem biztos, hogy szükséges volna rájuk helyezni.

A tanulási görbe alatt értendő pl. a web.xml és egyéb servlet konfiguráció, .war mappa szerkezet, konténer implementációk (pl. portok, szálkészlet,..), komplex osztálybetöltő hierarchia stb.

A felsoroltak nem rendelkeznek egy egységes konfigurációval, helyette, egy nem egységes, inkonzisztens módon adhatók meg.

Szerinte egyszerűsíthető volna a Spring keretrendszer, ha egybeágyaznák és egységesítenék a gyakori web konténereket egy közös Spring konténerben.

#### Spring Boot annotációk, konfigok meg ilyenek, az alap izék you know

### Spring Data

Enterprise applikációk az adatfeldolgozást a lehető legegyszerűbben szeretnék megvalósítani. Az egyik legelőrehaladottabb megoldást Spring Data Project biztosítja. Képes automatikusan generálni repozitorikat az általunk átadott funkcionális interfészből.

Az absztrakció alapja a Repository interfész. Ebből származnak le olyan interfészek, mint pl. JpaRepository, CrudRepository, MongoRepository.

##### Annotáló konfiguráció

Használni úgy, tudjuk, hogy a repozitorinkat injektáljuk. Az injektálás történhet pl. mezőn annotálva, vagy konstruktoron annotálva.

Pl.

@Autowired  
private PersonRepository personRepository;

Illetve:

@Autowired  
public Osztályom (private PersonRepository personRepository)  
{  
 this.personRepository = personRepository;  
}

##### Lekérdező metódusok

Standard, illetve összetett lekérdező műveletek végrehajtására repozitorikat használunk. Egy interfészre van csak szükség, ami fontos, hogy kiterjesszen egy al interfészét a Repository interfész gyermek interfészei közül, vagy magát a Repository interfészt.

Egy példa egy személy interfész létrehozására:  
interface PersonRepository extends Repository <Person, Long> { … }

A generikus paraméterei egy személy entitás, míg a másik a személy entitás egyedi azonosítójának a típusa.

Ezt követően egy lekérdező műveletet a következőképpen készíthetünk el:

interface PersonRepository extends Repository <Person, Long> {

List <Person> findByLastname (String lastname);

 }

Magát a lekérdezést a Spring Data absztrakciói mögött elrejtve oldja meg.

A függvényünk egy személyekből álló listát fog vissza adni, leszűrve őket a vezetéknevükre.

Ehhez hasonló findyBy műveleteket könnyen létre tudunk hozni. Pusztán figyelni kell, hogy mi az a paraméter, amire szűrni szeretnénk.

Pl. életkorra a következő képpen nézne ki:  
List <Person> findByAge (int age);

A leszűrt elemekre lehet használni a distinct műveletet is:  
List <Person> findDistinctPeopleByLastname (String lastname);

Rendezni is lehet a következőképpen:  
 List <Person> findByLastnameOrderByFirstnameAsc (String lastname);  
A névben szerepelni kell ilyenkor az OrderBy-nak, aztán a rendező property neve majd, hogy növekvő, vagy csökkenő sorrendben szeretnénk látni a leszűrt elemeket.

Előfordulhat, hogy 1-nél több propertire szeretnénk szűrni, ilyenkor egy összekapcsoló logikai névre van szükség: Or/And.

Pl.:

List <Person> findByAgeOrHeight (int age, int height);

##### Property kifejezések

A lekérdező függvényekben a kifejezéseket olyan módon kell átadni, hogy a benne szereplő property nevek biztosan tagjai legyenek a domain osztálynak.  
Ám megadható beágyazott osztály is a keresés tárgyaként.  
Ha van egy személy entitásom benne egy cím beágyazott osztállyal (lehet hn nem beágyazott mert ez cak foreign key, nézd mi azu a beágyoztt

### Spring Rest API

### Spring Security

<https://dzone.com/articles/magic-of-spring-data>

https://docs.spring.io/spring-data/jpa/docs/current/reference/html/

https://github.com/spring-projects/spring-framework/issues/14521

https://www.quickprogrammingtips.com/spring-boot/history-of-spring-framework-and-spring-boot.html