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# Bevezetés

A dolgozatom témájának kiválasztásnál azt tartottam legfontosabbnak, hogy egy olyan tudást szerezzek, amivel később munkába állhatok.

A java nyelvet választottam, amit az egyetemi oktatás során nagyon megkedveltem.

A dolgozatom egy online vásárlással foglalkozó oldal elkészítésére irányult. Elkészítésére célirányosan a modern, valamint az iparban is használt technológiákat választottam. A programmal sikerült minden olyan célt elérni, amit még az elején kitűztem magamnak.

Főbb célom e technológiák megértése, és felhasználása volt közel valós környezetben. Az objektum-relációs leképezés, a web API-k megértése, a hatékony tiszta kód megvalósítása mind céljaim voltak.

A program maga nem teljesít minden célt, amit még az elején kitűztem magamnak az idő hiánya miatt, ám a főbb funkciók elkészültek.

Az oldalra regisztrálást követően tudunk termékeket megtekinteni, termékekre keresni. A keresést tudjuk szűkíteni, valamint a kereséshez egy olyan szűrő megoldást valósítottam meg, amiben attribútumokat, kategóriákat adhatunk át.

A dolgozat első fejezete a felhasznált technológiák rövid bemutatásával kezdődik. A második fejezet a szoftvert ismerteti. A szoftver ismertetését először az entitások bemutatásával, majd a kontrollerek, végül pedig a szolgáltatások bemutatásával zárom.

A szoftverben a keresést megvalósító szűrő lesz az, ami a legtöbb funkcionalitást igénybe veszi.

A szűrőnél egy sajátos terminológiát is megfogalmaztam, ám erről a szoftver ismertetésénél még terjedelmesen írni fogok.

## A felhasznált technológiák

Ebben a fejezetben szeretnék kitérni a fejlesztéshez felhasznált technológiákra.

## 2.1. Spring Boot

Röviden szeretnék egy kis bemutatót írni az általam választott Framework-ről. A bemutatása során sokszor a [9] dokumentációt használom.

### 2.1.1. Történelme

Az igény egy könnyebben használható Spring Framework-re 2012 októberében merült fel Mike Youngstrom‏ által.

A könnyítésnek lehetőségét abban látta, hogy amennyire csak lehet, absztrahálni kell a Spring keretrendszert. Szerinte a servlet konténer használata az új fejlesztők számára egy olyan tanulási görbét von maga után, amit nem biztos, hogy szükséges volna rájuk helyezni.

A tanulási görbe alatt értendő pl. a web.xml és egyéb servlet konfiguráció, war mappa szerkezet, konténer implementációk (pl. portok, szálkészlet, stb.), komplex osztálybetöltő hierarchia stb.

A felsoroltak nem rendelkeznek egy egységes konfigurációval, helyette egy nem egységes, inkonzisztens módon adhatók meg.

Szerinte egyszerűsíthető volna a Spring keretrendszer, ha egybeágyaznák és egységesítenék a gyakori web konténereket egy közös Spring konténerben.

Bővebben a [1] github issue-ban fejti ki ötleteit.

A történelméről bővebben pedig a [4] cikkben olvashatunk.

### 2.1.2. Kiindulás

A projekt alapját előállíthatjuk a *Spring Intializer* segítségével. A projektemben Maven-t használtam, így itt is azt fogom körül járni.

A Spring Boot, a Spring által elérhető nagyobb funkcionalitásokat néhány függőségbe gyűjtötte. Ezek hozzáadását követően sok dolgunk már nem akad.

Az Intializer által előállított projektben létrejön az src/main/java/package/ mappában a main metódus, amin @SpringBootApplication annotáció szerepel.

Ez tulajdonképpen három nagyobb annotációt olvaszt magába:

|  |  |
| --- | --- |
| @Configuration | Az osztályon, amelyiken alkalmazzák, ott ez az annotáció ezt az osztályt a Spring Java alapú konfigurációs osztállyá nevezi ki. |
| @ComponentScan | Komponens keresést indít el, így bármelyik web kontroller vagy bármelyik másik komponens megtalálásra kerül. |
| @EnableAutoConfiguration | Itt a Spring Boot egyik „varázslata”, ez az automata konfigurációt teszi lehetővé. Segítségével nem kell több oldalnyi konfigurációs kódot írni. |

### 2.1.3. Függőségek befecskendezése

@Autowired: A függőségek befecskendezéséhez használjuk.  
Azokat az osztályokat, amiket ellátunk olyan annotációkkal, amelyeket a @ComponentScan megtalálhat, azokat itt befecskendezhetjük.

Maga a fecskendezés három módon történhet meg:

* mezőn
* konstruktoron
* setter metóduson.

Példa:

**public** **class** **Osztályom** {

*//1. lehetőség*

**@Autowired**

**private** Komponens komponens;

*//2. lehetőség*

**@Autowired**

**public** Osztályom (Komponens komponens){

**this**.komponens = komponens;

}

*//3. lehetőség*

**@Autowired**

**public** void setKomponens (Komponens komponens){

**this**.komponens = komponens;

}

}

### 2.1.4. Főbb szkópok

Bab szkópok segítségével adhatjuk meg az osztályok példányosításának módját.  
A Spring IOC konténert használhatjuk a bab szkópok általi példányosításához.  
Több fajta szkóp létezik: singleton, prototype, request, session és global session.  
Bővebb leírással a [6] dokumentáció tud szolgálni.

#### 2.1.4.1. Egyke

Amikor egy bab egyke, akkor csupán egy példánya fog használatban lenni. Bármikor, amikor kérés irányul a Spring IOC konténer felé egy egyke bab eléréséhez, akkor mindig ugyanaz a példány kerül átadásra. Ezért aztán ha módosításra kerül egy egyke bab, akkor bármilyen új hivatkozás erre a babra az új változtatásokkal ellátott babot kapja, hiszen csupán egy példánya létezik.

Példa:

**@Scope**("singleton")

**public** **class** **SingletonClass** {

**private** SingletonClass singletonClass;

**@Bean**

**public** SingletonClass getSingletonClass(){

**return** singletonClass;

}

}

#### 2.1.4.2. Prototípus

A prototípus szkóppal ellátott babok minden új kérés esetén új példányt hoznak létre. Egyke szkópot állapot nélküli babokra teszünk, míg az állapottal rendelkezőkre prototípust teszünk. Úgy használhatjuk, hogy a @Scope annotációnak a „prototype” karakterláncot adjuk át.

#### 2.1.4.3. Kérés

A kérés szkóp új babot csinál minden egyes HTTP kérésnél egy munkameneten belül. Még akkor is, ha 2 lekérés érkezik egy munkameneten belül szimultán módon. Minden kérés egy eltérő memória címet hivatkozik. Minden kérés függetlenül kezelt, és nincsenek egymásra hatással.

#### 2.1.4.4. Munkamenet

Ebben az esetben egy HTTP kérésen belül 2 ugyanolyan típusú babra való hivatkozás az egykében megismert viselkedést fogja tanúsítani, azaz nem fog új helyet lefoglalni az új hivatkozásra a babnak a kérésen belül, hanem a már meglévőt fogja használni.

## 2.2. Spring Data

Az egyik legelőrehaladottabb megoldást az adatfeldolgozásra a Spring Data Project biztosítja. Képes automatikusan generálni tárolókat az általunk átadott funkcionális interfészből. Bővebben a [2] cikkben olvashatunk róla.

Az absztrakció alapja a Repository interfész. Ebből származnak le olyan interfészek, mint pl. JpaRepository, CrudRepository, MongoRepository.

A bemutatásában sokszor fogok a dokumentációhoz [3] visszatérni.

### 2.2.1. Annotáló konfiguráció

Használni úgy tudjuk, hogy a repozitorinkat injektáljuk. Az injektálás történhet például mezőn annotálva vagy konstruktoron annotálva.

Például:

**@Autowired**

**private** SzemélyRepository személyRepository;

*//Illetve:*

**@Autowired**

**public** Osztályom (SzemélyRepository személyRepository){

**this**.személyRepository = személyRepository;

}

### 2.2.2. Lekérdező metódusok

Standard, illetve összetett lekérdező műveletek végrehajtására tárolókat használunk. Egy interfészre van csak szükség, ami fontos, hogy kiterjesszen egy al interfészét a Repository interfész gyermek interfészei közül, vagy magát a Repository interfészt.

Egy példa egy ház interfész létrehozására:

**interface** **HouseRepository** **extends** Repository <House, Long> { … }

A generikus paraméterei egy ház entitás, míg a másik a ház entitás egyedi azonosítójának a típusa.

Ezt követően egy lekérdező műveletet a következőképpen készíthetünk el:

**interface** **HouseRepository** **extends** Repository <House, Long> {

List <House> findByColor(String color);

}

Magát a lekérdezést a Spring Data absztrakciói mögött elrejtve oldja meg.   
A függvényünk egy házakból álló listát fog vissza adni, leszűrve őket a színükre.  
Ehhez hasonló findyBy műveleteket könnyen létre tudunk hozni. Pusztán figyelni kell, hogy mi az a paraméter, amire szűrni szeretnénk.

Például. életkorra a következő képpen nézne ki:

List <House> findByAge(int age);

A leszűrt elemekre lehet használni a distinct műveletet is:

List <House> findDistinctHouseByColor(String color);

Rendezni is lehet a következőképpen:

List <House> findByColorOrderByAgeAsc(String color);

A névben szerepelni kell ilyenkor az OrderBy-nak, aztán a rendező property neve majd, hogy növekvő, vagy csökkenő sorrendben szeretnénk látni a leszűrt elemeket.

Előfordulhat, hogy 1-nél több propertire szeretnénk szűrni, ilyenkor egy összekapcsoló logikai névre van szükség: Or/And.

Például:

List <House> findByAgeOrHeight(int age, int height);

### 2.2.3. Lekérdezés készítés

Korábban már írtam a lekérdezések használatáról, illetve megadásáról, ám most jobban belemegyek.

A felépítése egy ilyen lekérdezésnek a következő módon alakul:  
{visszatérési típus} findyBy {Entitás valamely propertije}[and | or [{entitás valamely propertije}[and | or]..] ]([ [típus property\_név],[típus property\_név]..]);  
Fontos, hogy a paraméter lista elemszáma meg kell, egyezzen a lekérdezésben átadott tulajdonság nevek számával és a típusainak is meg kell egyeznie.

Felhasználható kulcsszavak:

And, Or, Is, Equals, Between, LessThan, LessThanEqual, GreaterThan, GreaterThanEqual, After, Before, IsNull, IsNotNull, NotNull, Like, NotLike, StartingWith, EndingWith, Containing, OrderBy, Not, In, NotIn, True, False, IgnoreCase.

Ezekre néhány példa:

|  |  |
| --- | --- |
| GreaterThan | findByAgeGreaterThan |
| Before | findByStartDateBefore |
| Containing | findByFirstnameContaining |
| Not | findByLastnameNot |
| NotIn | findByAgeNotIn (Collection <Age> ages) |
| True | findByActiveTrue () |

### 2.2.4. @Query használata

Amennyiben saját lekérdezéseket szeretnénk írni azt, megtehetjük a @Query annotáció használatával. Itt a függvényünk felett egy JPQL lekérdezést adhatunk meg.

Példa:

**@Query**("select h from House h where h.color = ?1")

House findByColor(String color);

Ebben a példában a sztringben megjelenő „h” egy a House entitás egy példányát képviseli. Az „h” segítségével tudunk hivatkozni a benne található tulajdonságok egyikére.

Alkalmazható a Like kifejezés is a következő módon:

**@Query**("select h from House h where h.address like %?1")

List<House> findByAddressEndsWith(String address);

A % karaktert a Spring Data kiszedve, egy érvényes JPQL lekérdezést hoz létre.

A lekérdezésben szerepeltetett paramétereket eddig csak pozíció szerint adtuk át, ám lehetséges ezt név szerint kötni is.  
Példa:

**@Query**("select h from House h where h.color = :color or h.age = :age")

User findByColorOrAge(**@Param**("color") String color, **@Param**("age") Integer age);

### 2.3. Hibernate

A Hibernate [5] a JPA-nak az egyik legnépszerűbb megvalósítása. A Hibernate egy objektum-relációs le kepézést megvalósító programkönyvtár.

### 2.3.1. ORM

Hibernate segítséget nyújt az alkalmazásunknak abban, hogy az adatokat tartósan tároljuk. Maga a perzisztencia nem más, mint az a vágy, hogy az alkalmazás által kezelt adatok túléljék az alkalmazást. Tehát azt szeretnénk, hogy az objektumaink állapotai éljenek a JVM hatáskörén kívül is, így ez az állapot később még visszakapható. ORM [7] segítségével az entitásainkra képezhetjük le adatbázisunk tábláink sorait.

A táblák leképezése POJO osztályokra XML vagy annotációs konfigurációval implementálható.  
A Hibernate képes kezelni az egy az egyhez, több a többhöz kapcsolat az osztályok között.  
Támogatja az egyedi érték típusok le kepézését is. Továbbá lehetőség van a következőkre:

* Felülírni az alapértelemzett SQL típust, amikor egy oszlopot képezünk le egy tulajdonságra.
* Leképezni Java Enumokat akárcsak a szokásos típusokat

### 2.3.2. Annotációk

A javax.persistance csomagot használva érhetjük el őket.  
Az annotációk [8] segítségével tudjuk konfigurálni az entitásokat, és a kapcsolatot közöttük.  
Helyette használható XML konfiguráció.

Néhány annotáció:

|  |  |
| --- | --- |
| @Entity | Az entitás babjainkat ezzel az annotációval kell, hogy elássuk. |
| @Table (name=táblanév) | Az átadott táblanév alapján köti az adatbázisban megtalálható táblát ezzel az entitással. |
| @Id | Jelezzük, hogy a property az egy egyedi azonosító. |
| @Column (name=oszlopnév) | Az átadott oszlopnév alapján köti az adatbázisban megtalálható tábla oszlopát ezen entitás propertijén. |
| @Lob | Nagyméretű objektumok használata esetén kell megadni. |
| @OneToOne | Egy az egyhez kapcsolathoz használandó. |
| @OneToMany | Egy az többhöz kapcsolathoz használandó. |
| @ManyToOne | Több az egyhez kapcsolathoz használandó. |
| @ManyToMany | Több az többhöz kapcsolathoz használandó. |

# A szoftver bemutatása

Ebben a fejezetben szeretnék kitérni az elkészített projekt működésére, történetére bővebben.

## 3.1. A program főbb funkciói

A cél egy webáruház megvalósítása. Egy webáruház legalapvetőbb funkciói közé tartoznak a termékek feltöltései, illetve ezek megvásárlása, vagy az ezekre való licitálhatóság. Ezt ki kell egészíteni természetesen plusz funkciókkal, hogy egy használható, felhasználóbarát oldalt kapjunk.

Ezen plusz funkciók (illetve adalékok) úgy, mint

* felhasználó kezelés
* termékek kategóriái
* termékeken megjelenő attribútumok (tulajdonságok)
* termékekre való kereshetőség
* termékekre való licitálhatóság
* fix áras megvásárolhatóság.

A felhasználó élmény megteremtésé érdekében szükséges lehetőséget teremteni egy olyan kapcsolati formára a potenciálisvevő és a kínáló között, mint a kommentelés lehetősége. Továbbá szükséges, hogy a feltölteni kívánt terméket a vevő fontos információkkal láthassa el.  
Ez nálam egy hosszú leírás megadásában teljesedik ki, illetőleg képeket tölthet fel a termékeihez.

A keresés működéséhez elengedhetetlenül szükséges a már említett kategóriák, illetve attribútumok. A kategóriák jelentenék a termék hova való besorolhatóságát, úgy, mint pl. Telefon, Bútor, Számítástechnikai eszköz stb. Az attribútumok megadása a termék egy olyan komolyabb leírása, ami nem csak azt teszi lehetővé, hogy azt jobban megismerjük, de a kereshetőségét is ez teremti meg, természetesen a kategóriákkal kiegészülve.

Attribútum alatt értem a termék komolyabb leírását. Attribútum alatt általában egy név-érték párt gondolunk. Itt is valamennyire hasonló a kettő, de nem ugyanaz. Ezt a későbbiekben még sokkal részletesebben kifejtem.

Egy egyszerű példa lehetne egy valamilyen Körte márkájú telefon, amiről tudjuk, hogy zöld színű, Android operációs rendszer fut rajta, 3GB rendszermemória és így tovább. Ez mind olyan leírása a terméknek, ami alapján tudunk szűrni ilyen tulajdonságokra, pl. ha a 3GB, vagy annál nagyobb rendszermemóriával rendelkező, zöld színű telefonokat akarunk megkapni akkor azt az implementált szűrőmmel megtehetjük.

Komolyabb használatára még a későbbiekben visszatérek.

Az alapvető funkciók között megemlíteném a regisztrációt és a belépés lehetőségét.  
A regisztrációt követően kapunk a megadott e-mail címünkre egy aktiválásra felszólító e mail-t, amiben ha az aktiváló URL-t nem látogatjuk meg, akkor nem lesz a regisztrált fiókunk aktiválva, ami elvesz tőlünk sok főbb funkciót, úgy, mint a termékek feltöltése, licitálás, valamint a fix áras megvásárlás. Regisztrált felhasználó amennyiben elfelejtette jelszavát, könnyen kaphat újat.

A bejelentkezett felhasználó kap egy access token-t, amivel őt egyértelműen azonosítjuk, és bármilyen olyan funkció, ami belépést igényel, a token alapján megkapott felhasználó nevében tudja használni a web shop-ot.

A szoftver csupán kettő nagyobb szerepkört különböztet meg, az USER-t illetőleg, az ADMIN-t. Funkciós korlátozások ezek szerint természetesen szükségesek, úgy, mint a titkos felhasználói információk elrejtése, a kategóriák, és az attribútumok feltölthetősége csupán az ADMIN által.

## 3.2. Entitások

### 3.2.1. Bázis entitás

Az entitások nagy része ezen entitásból származik, hiszen ők is rendelkeznének e mezőkkel, így adja magát az öröklés.

Tartalmazza az Id-t, amit el-láttam a már korábban bemutatott Id annotációval, illetve a generálási stratégiájának az alapértelmezett auto-t állítottam be. Ez azt jelenti, hogy a perzisztencia szolgáltató fogja majd kiválasztani a neki megfelelőt.

Az adatbázisnak a MySQL-t választottam, amiben van „auto increment”, így nagyon kényelmessé teszi az egyedi azonosítók automata generálását.   
A projekt elején az adatbázis kiválasztásánál az Oracle Database is szóba jött.

1. ábra A Bázis entitás UML osztály diagramja

Felvettem két további fontos mezőt, a létrehozás dátumát illetve a módosítás dátumát.

Ezen kettőre a JSON ignorációt is felvettem, azért ha Repository-n keresztül kérnék le entitásokat, akkor a létrehozási, illetőleg módosítási dátumok ne legyenek elérhetőek, minthogy ezek a felhasználó számára nem szükséges információk.

Végül, hogy megmondjam, hogy az entitásom az egy bázis entitás, a javax.persistance csomag által szolgáltatott @MappedSuperClass annotációt vettem igénybe.

Beemeletem a projektembe a lombok nevű függőséget, ami nagyban megkönnyítette a munkámat, hiszen nem szükséges általa a getterek-setterek állandó legeneráltatása, így ezen boilerplate kódtól tisztábbak lettek az entitásaim, illetve a DTO-im.

### 3.2.2. User, Seller, Buyer entitások

A bázis entitás után a második legnagyobb osztály, ami vagy közvetlen, vagy közvetett módon, de kapcsolatban áll ezen entitásokkal, főleg, hogy a Seller és a Buyer szülője a User.
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2. ábra User, Seller, Buyer entitások

#### 3.2.2.1. User entitás

A User entitás segítségével menthetünk le, illetve érhetünk felhasználókat.  
Egy felhasználót az e-mail címe, felhasználói neve, jelszava illetve szerepe alapján jellemezzük.

Előforduló asszociációs kapcsolatok:

|  |  |
| --- | --- |
| @ManyToMany | A Role entitással |
| @OneToOne | A Seller és Buyer entitásokkal |

Minthogy ez már olyan entitás, amint szeretnénk perzisztálni az adatbázisban, meg kell őt jelölni az @Entity annotációval. A jelszót, mint olyan információt, amit nem szabad továbbítani a repozitoris lekérésekhez, elláttam a @JsonIgnore annotációval.

Az asszociációra vonatkozó annotáción elforduló mappedBy azt a célt szolgálja, hogy megmondjuk, hogy melyik mező birtokolja a relációt. Ezt csak a birtokolt szerepelteti. A reláció másik oldalán egy @JoinColumn annotáció szerepel. Benne átadható name értéknek kell adni az adatbázis táblán található összekapcsoló oszlopnevet (külső kulcs nevét). Tehát azért fontos, hogy a birtokló oldalán legyen ez megadva, mert a birtoklónak az adatbázis táblájában szerepel az összekötő oszlopnév.

Rendelkezik továbbá egy aktiválságot jelző logikai értékkel is, ami a regisztráció után még hamis, ám a regisztrációs e-mail-ben megadott linkben lévő URL-en tovább haladva ez átíródik igazra.

Itt az aktivációnál megemlíteném, hogy az az entitás ami az aktivációs karakterláncot tartalmazza az a UserActivation entitás. Rendelkezik továbbá még a lejárati dátummal. Magára az aktivációra a következő fejezetekben fogok kitérni, amikor majd a serviceket és kontrollereket mutatom be.

#### 3.2.2.2. Seller entitás

A vevő entitás, ahogy említettem korábban, egy az egy asszociációban áll a User entitással. Létrehozatalára a felhasználó létrehozásánál kerül sor.  
Előforduló asszociációs kapcsolatok:

|  |  |
| --- | --- |
| @OneToMany | Buyer entitással |
| @OneToOne | User, Image entitásokkal |

Termékek hozzáadásra, illetőleg elvételére hoztam itt létre az add/removeProduct metódusokat.

Az aboutMe mezőn egy @Lob annotációszerepel. Itt azért választottam a Lob-ot mert ezt nagyobb szöveges mezőnek gondoltam ki, ahol esetleg valamilyen formázott HTML-ben megírt személyes leírást adhatunk át, ami esetleg akár nagyobb méretű is lehet.

#### 3.2.2.3. Buyer entitás

A másik profil (a Seller mellett) ami létrejön a User regisztrációja során, az a Buyer entitás. Mezőket tekintve hasonlít a másik profilhoz, ám vannak kiegészítések.

Előforduló asszociációs kapcsolatok:

|  |  |
| --- | --- |
| @OneToMany | Product, Bid, Comment entitásokkal |
| @OneToOne | User, Image entitásokkal |

Az idő hiánya végett a buyer profiljára való kommentelés nem készült el.

#### 3.2.2.4. Attribute entitás

Ezen entitás hivatott a speciális tulajdonságok megfogalmazásra. A kétoldalú kapcsolat végett elérhetőek azon termékek, amelyeken az aktuális attribútum meg lett adva.

Itt szerepel az az érték, amelyet majd egy típushoz kötünk. A típust az AttributeCore entitásban helyeztem el. Azért volt fontos nem itt szerepeltetni a típust, mert akkor nem tudnék rá keresni, ha nem volna egy pár egyedi attribútum típus.

A külön szedés előnye, hogy tudok olyan kapcsolatot felállítani, hogy ha pl. egy AttributeCore entitás típusa karakterlánc, neve pedig szín, akkor ehhez állhatnak kapcsolatban olyan attribútumok melynek értékei a CSS3 szín megnevezései közül valók.  
Tehát meg tudok ehhez adni attribútumokat különböző értékekkel, amelyek mindegyike véges típusokból válogathat.

Típusnak három érték képzelhető el: egész, lebegőpontos szám, karakterlánc. Előforduló asszociációs kapcsolatok:

|  |  |
| --- | --- |
| @ManyToOne | Product, AttributeCore entitásokkal |

#### 3.2.2.5. AttributeCore entitás

Ahogy említettem, ő volna az attribútum típusait összefogó entitás.  
A típust enum-ban adtam meg. Ahhoz, hogy ennek a perzisztenciája működőképes lehessen,  
szükséges volt egy @Enumerated annotáció megadása, paraméterként pedig a típusát, aminek én ordinálist választottam, ami az enum-ot egész számként tárolja.

Előforduló asszociációs kapcsolatok:

|  |  |
| --- | --- |
| @OneToMany | Attribute entitással |

#### 3.2.2.6. Bid entitás

Ezen entitással a licitálást valósítjuk meg. Vásárlóból azért egy listát kapcsolok hozzá, mert így tudom visszakeresni azt, hogy kik is voltak, akik licitáltak.

A licitálás szabályának értelmében szükséges mindig szigorúan nagyobb licitet feladni az adott termékre, így amikor lejár a dátuma a licitálásnak, akkor elegendő csak az utolsó licitálót kivenni a listából.  
Értéknek egész értéket használ.

Előforduló asszociációs kapcsolatok:

|  |  |
| --- | --- |
| @ManyToOne | Product, Buyer entitásokkal |

#### 3.2.2.7. Product entitás

Az egyik legfontosabb entitás. Hasonlóan a profilokhoz itt is Lob-ként adtam meg a leírását.  
Képek feltöltésére az Image entitás alkalmazható. Az előbb felsorolt entitások nagy része szerepel itt.  
Termék feltöltésénél meg kell adni, hogy az fix áras, vagy licitálós. Ezt a termék típust enum-ban kell megadnunk.  
Természetesen a licit entitáshoz hasonlóan itt is egészként adhatjuk meg a fix árat, amelyet kötelező megadni a termék feltöltésénél, amennyiben az fix árasnak indul.  
 Ami viszont közös a kettőben, hogy egy bizonyos idő intervallumot kell megadni.

A keresés egyszerűsítése végett felvettem egy aktivitást jelző logikai értéket, ami akkor igaz, amikor még nem járt le a termék, vagy ha fix áras, akkor, ha még nem lett megvásárolva.  
Így a keresésnél nem kell a dátumot hasonlítani mindegyiknél, hogy az még érvényes-e, pusztán elég e logikai értéket venni alapul.  
A terméket a már megadott attribútumokon kívül jellemezi még a kategória, ami a kereshetőség és specifikálhatóság szempontjából elengedhetetlenül fontos.

A kommentek is nagyon fontosak, hiszen adni kell egy fórumot a potenciális vevőknek a termékre vonatkozó kérdéseik feltételére.

A munka elején, úgy képzeletem, hogy egy belső levelezéssel oldom meg a kommunikáció lehetőségét a vevők és az eladók között, ám rájöttem, hogy ezzel azt a potenciált veszítem el, hogy a vásárlók egy még átfogóbb képet kapjanak az adott termékről.  
Ezenfelül, ami még nagyon fontos, hogy az eladót is lehessen kommentálni, hiszen az ő munkássága az oldal presztízsét javíthatja, de ugyan ilyen arányban rombolhatja is. Sajnálatos módon ez már nem készült el, de amennyiben ez a projekt valós környezetbe kerülne ki, egészen biztos, hogy az megvalósításra kerülne.

Előforduló asszociációs kapcsolatok:

|  |  |
| --- | --- |
| @OneToMany | Comment, Attribute, Image entitásokkal |
| @ManyToOne | Buyer, entitással |
| @ManyToMany | Category entitással |

#### 3.2.2.8. Category entitás

![](data:image/png;base64,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)Az alapgondolatot már megfogalmaztam a kategóriákkal kapcsolatban, ám azt hozzátenném, hogy az alapelgondolás részét képezi az is, hogy a kategóriák fa-szerűen képzelhetőtek el.  
Ezt a faszerű kialakítást úgy gondoltam, hogy kiindulásként van egy nullértékű szülő kategória. Belőle származnak le az alkategóriák, minden alkategória egyes darabja egy újabb szülő kategória lehet, de nyilván már nullértékű nem.  
Előforduló asszociációs kapcsolatok:

3. ábra kategória entitás kép magyarázat

|  |  |
| --- | --- |
| @ManyToMany | Product entitással |

#### 3.2.2.9. Image entitás

A profilokon megjelenő képek eltárolásáért felel, illetőleg a termékeken megjelenő képekért. Lob-ként kezelem, és bájt tömbben tárolom.

#### 3.2.2.10. AccessTokenEntity, RefreshTokenEntity entitások

Az access token JDBC-vel való tárolására használandók, illetőleg a token megszerzésére, elpusztítására.

## 3.3. Adatbázis

Ezen rövid fejezettel a már bemutatott entitásokat szeretném bemutatni, hogy az adatbázisban hogyan állnak össze.

### 3.3.1. Diagram

### 3.3.2. Leírás

Magát az adatbázist MySQL-ben valósítottam meg, minthogy ez egy nagyon jól dokumentált, és egy ilyen típusú webalkalmazás felépítésre rendkívül ajánlott a fundamentumok megismerésére.

Összesen 15 táblát hoztam létre. Kevesebbel nehéz volna kiszolgálni az alkalmazást, többel pedig redundancia léphet fel.  
Kiindulásnál ugyanis úgy alkottam meg a képek perzisztálását, hogy a profil táblákon volt egy lob tárolásra alkalmas oszlop, míg a termékek pedig már a kép entitással álltak kapcsolatban.

Ám kis átalakítás hatására mindenki a kép táblát használta, ez pedig azért is jó, mert így sokkal könnyedebb táblákat hozhattam létre. Maga kép tábla egy irányú kapcsolatban lett felvéve, így aztán kell egy összekapcsoló tábla, amiben a kapcsolatot szerepeltetem. A képek tábla esetében ez a product\_image tábla. Kategóriák esetében, minthogy az egy több a többhöz kapcsolatban lett felvéve, ő is kapott egy összekapcsoló táblát, a product\_category-t.

## 3.4. Kontrollerek

Ezen fejezetben a kontrollerek bemutatására kerítek sort. Többnyire azonos kialakítást képviselnek, a felesleges komplexitás elkerülése érdekben.

A kontrollerek implementálják a REST API-t, és többnyire JSON-t adnak vissza.  
Azon egyszerűsítés érdekében, hogy a kontroller metódusait ne kelljen mindig megjelölni a @RequestMapping és @ResponseBody annotációkkal, helyette a kontrollert látom el a @RestController annotációval.  
A @RestController sztereotip annotáció kombinálja a @ResponseBody-t és a @Controller annotációkat.

### 3.4.1. Csontváz

A kontrollerjeim nagyrésze ugyanazon függvényeket/metódusokat tartalmazza így törekedtem arra, hogy azok ne térjenek el egymástól, így az egységességnek köszönhetően esetleges javítása, tovább fejlesztése sokkalta egyszerűbb.

Majdnem minden kontroller rendelkezik egy saját service-szel is, ami a kontroller mögötti logikát valósítja meg, továbbá a perzisztáló repozitorikkal foglalkozik.  
Ezen csontváz a következőképpen fest:

|  |  |
| --- | --- |
| @PostMapping public DTO create (@RequestBody DTO, HttpServletResponse) | Új entitások felvételére. Az első paramétert leképezve entitássá mentjük le az érvényesítést követően. HttpServletResponse-t pedig arra használom, hogy ha esetleg valamilyen hiba adódik, akkor egy HTTP hibakód formájában azt itt megadhatom. |
| @PutMapping („/{id}”) public DTO update (@PathVariable („id”) id, @RequestBody DTO, HttpServletResponse) | Már létező entitások frissítésre alkalmazandó. Szükséges továbbá egy egyedi azonosító, ami alapján a már létezőt elkereshetjük. |
| @GetMapping („/{id}”) public List <DTO>get (@PathVariable („id”) id, HttpServletResponse) | Egyedi azonosító alapján való lekérés. |
| @GetMapping („/all”) public List <DTO> get () | Összes létező entitás (DTO-vá képezve) lekérése. |
| @GetMapping („/size”) public List <DTO>size () | Az összes létezőnek a darabszáma. Szükség lehet rá ha lapozva szeretnénk lekérni a már létezőket. |
| @GetMapping („/all/{page}/{size}”) public List <DTO> getAll (@PathVariable („id”) page, @PathVariable („id”) size) | Lapozható lekéréshez. Szükséges átadni egy lap és egy darabszámot, hogy melyik lapról szeretnénk hányat. |

### 3.4.2. User kontroller

A csontvázban bemutatott metódusokon, függvényeken kívül szerepel még néhány, ami a felhasználó műveletkéihez elengedhetetlen.

Található benne egy egyszeri meghívást biztosító pollozást megvalósító metódus.  
A benne található funkciót a későbbiekben még bemutatom, ám lényegében csak annyit csinál, hogy a termékeket deaktiválja, ha azok elérték a végdátumot.

Megtalálható egy felhasználó aktiválásra alkalmas végpont, az UserActivation, amely egy aktivációs kódot vár, majd átirányít vagy egy oldalra, ami tájékoztat a hibás aktivációs kódról, vagy ha sikeres volt az aktiváció, akkor el irányít egy bejelentkezési oldalra.

### 3.4.3. Buyer, Seller kontroller

Az egységes kialakítás végett mindkettő pusztán egy plusz metódust valósít meg, a profil kép feltöltésére vonatkozót. A feltöltött profil kép elérésére az Image kontrollert használom, a képek egységes elérése végett. A feltöltést azért volt szükséges ezen a két kontrollerre elkülöníteni, mert nekem így tisztább, mintha az Image kontroller DTO-jában lenne felsorolva az összes entitásra vonatkozó egyedi azonosító ahova kép kellhet, esetleg több, ha több helyre szeretnénk azt a képet feltölteni. Ám a képek felöltését sose képzeltem el úgy, hogy egy kép több helyen is szerepeljen, pl. a két profilon ugyanaz a profil kép. Mert bár valós igény lehet, hogy valaki azonos képet szeretne itt és ott is, bár én arra bátorítanám a felhasználókat, hogy azt a két profilt kezeljék két különböző profilként.

A kép feltöltő metódusnál szükség volt a GetMapping-ben felvenni egy a consumes paramétert, hogy megmondjam, hogy milyen MIME média típusokat fogadok el a klienstől. Jelen esetben a multipart/form-data-át engedek meg. Ekkor a kép feltöltésekor meg kell adni a fájlnak egy nevet is, amit én a feltöltő metódusomban „image”-nek várok. A feltöltött képet pedig MultipartFile-ként kezelem a továbbiakban, amiből könnyen kinyerhető azon bájt tömb, amit tudok majd tárolni a feltöltéskor.

### 3.4.4. Image kontroller

Az előző pontban kifejtett okok miatt itt nem szerepel a felötlés, csupán az elérés. Továbbá a képek törlése is hasonlóan oda korlátozódik, ahol azokat felötljük azonos analógia végett.

A képek lekérése csupán egy kép id-re van szükség. Lett készítve egy függvény, ami profil képet ad vissza, nem pedig képet, így megkérdőjelezhető, hogy akkor miért is nem, a profil kontrollereken lettek elhelyezve, ám ha jobban megnézzük, akkor látjuk, hogy bár az elérése valóban ki bővül a „profile”-al, ám ugyanazt a funkcionálisát valósítja meg, mint a sima kép elérés. Amennyiben nincsen profil kép feltöltve, akkor egy alapértelmezett kép kerül átadásra.

A függvények bájt tömbként adják vissza a képeket, ám kliens oldalon, JPEG-ként kezelhetőek, minthogy ezt a média típust adtam át.

### 3.4.5. Product kontroller

A csontvázon kívül szerepel még a termékekhez képfeltöltés, illetve, eltávolítás lehetősége.

A létező kategóriák elérése is itt található. Bár tisztább lett volna egy kategória kontroller, ahova lehet posztolni kategóriákat, illetőleg akkor onnan elérni, ám az idő hiánya sajnos ezt nem tette lehetővé.

A csontváz részét nem képezi a törlés lehetősége, hiszen az User, seller, és buyer kontrollerek nem valósítják meg. User kontrollernél bár elképzelhető volna egy logikai törlés, de ez nem lett implementálva.

Ám itt már szükséges lehet a termékek törlése, bár ez is kérdés tárgya lehet, hiszen ha esetleg a felhasználó esetleg obszcén viselkedést tanúsít, akkor kérdéses lehet, hogy esetleg azt a termékét távolítsuk el, ami a gondokat keltette, vagy magát a felhasználót helyezzük olyan pozícióba, hogy már ne legyen képes belépni az oldalra fiókjával.   
A kitiltás ideje megint fontos kérdést vet fel, ám ha a viselkedése minden határon túlmegy, akkor valóban törlése van szükség, amely megvalósítása szerintem mindenképpen csak logikai lehet. Hiszen annyi helyen szerepelhet, hogy törlése az asszociációs kapcsolat végett nagy munka volna mind eltávolítani, így ha felveszünk hozzá egy flag-et amivel jelezzük, hogy ő ki-tiltott felhasználó, akkor minden helyen ahol vele kapcsolatba kerülhetünk, pl. ha egy licitálásban részt vett, akkor ott ezt figyelnünk kell, de így kapunk egy megoldást erre a problematikára. Ezen vizsgálat sajnos, ahogy írtam korábban nem készült már el, csupán egy fizikai törlése a terméknek.

Két fő funkcionalitást megvalósító metódus szerepel még, a licitálás, illetőleg a termék megvásárlása, amely természetesen csak a fix áras termékekre vonatkozik.

**@PostMapping**("/bid/{entityId}/{price}")

**public** void placeBid(

**@PathVariable**("entityId") int entityId,

**@PathVariable**("price") int price,

HttpServletResponse response)

{

User user = userService.getCurrentUser();

userService.checkIfActivated(user);

**if**(productService.get(entityId) == **null**)

{

response.setStatus(HttpServletResponse.SC\_NOT\_FOUND);

**return**;

}

productService.bid(entityId,price);

}

**@PostMapping**("/buy/{id}")

**public** void buy(

**@PathVariable**("id") Integer id,

HttpServletResponse response)

{

User user = userService.getCurrentUser();

userService.checkIfActivated(user);

**if**(productService.get(id) == **null**)

{

response.setStatus(HttpServletResponse.SC\_NOT\_FOUND);

**return**;

}

productService.buy(id);

}

Azért tartottam fontosnak, e két kódrészlet beemelését a kódból, mert így picit jobban át tudok menni azon, hogy mit is valósít meg, és hogyan is.  
Sok helyen kezdőnek azzal a metódusok/függvények, hogy a felhasználó service-ből kérem le az aktuális felhasználót. Ezen lépés szükséges, hogy megtudjam, hogy az aktuális felhasználó, aktiválva van-e, vagy sem. Amennyiben nincsen, akkor egy UserNotActivatedException kivétel váltódik ki.

Amennyiben a termék nem létezik, amelyiken szeretnénk műveletet végrehajtani, akkor egy Not Found (404) állapotkódú http választ kapunk. Ha minden a helyén van, akkor kezdődhet meg a vásárlás, licitálás szolgáltatása.  
A kép törlése itt valósul meg. Át szükséges adni a termék azonosítóját, illetve a kép azonosítóját.

Továbbá a kép feltöltés is található meg, amely a már megismert viselkedést valósítja meg.

### 3.4.6. Comment kontroller

A feltöltésénél annyival egészül ki, hogy van egy érvényesítési metódus, ami csupán annyit csinál, hogy ha a termék nem létezik, akkor kivétel váltódik ki. Törlés itt is szerepel, akárcsak a termék kontrolleren.

### 3.4.7. ProductFilter kontroller

A feltöltött termékekre valósíthatunk meg vele szűrést. A szűrés működésébe még melyebben bele fogok menni a következő nagy pontban.  
Ezen kontroller a csontváznak összesen három függvényét valósítja meg. Minden esetben egy ProductFilter DTO-t adok át, és a szerint tudom megkapni, a létező összes ilyen termékdarabszámát, összes a termékeket, illetve az összes ilyen terméket lapozva.

### 3.4.8 Attribute, AttributeCore kontroller

Az attribútumok kezeléseseit teszik lehetővé. Csak a csontvázban bemutatottokat valósítják meg.

## 3.5. Szolgáltatások

A szolgálatásokban megfogalmazott logika bemutatásaira szeretnék most bővebben kitérni.

### 3.5.1. Bázis szolgáltatás

Akárcsak az entitásoknál a bázis entitás, itt is gondoltam, hogy szükséges volna egy absztrakció, ami segítségével az azonos metódusokat és függvényeket megvalósíthatom egységesen.

Ám azt is észrevettem, hogy vannak olyan szolgáltatásaim melyek nem használják ki teljes mértékben az ott felsoroltokat, ezért csak feleslegesen ott foglalják a helyet, így a bázis interfészt implementáltam egy absztrakt osztályból, így maguk a szolgáltatás implementációm ebből az absztrakt osztályból fognak örökölni, míg a bázis interfészt is megvalósítják.  
Így már tényleg csak a szolgáltatásban valóban szükséges metódusok/függvények kerülnek tényleges implementálásra.

### 3.5.2. User szolgálatás

Ezen szolgáltatás valósítja meg főként a felhasználók regisztrációját, továbbá egyéb felhasználói műveleteket.

A csontvázban megfogalmazott műveletek implementálása a posztban a regisztrálásnak felel meg, míg a put a jelszó frissítésnek.

A regisztrációt megelőz egy ellenőrzés az átadott adatokra. Megvizsgálásra kerül, a regisztrációhoz szükséges adatok létezése, majd ezt követően a felhasználónév és az e-mail adatbázisban való létezésének vizsgálata.

Végül az átadott szerepkörnek a létezése kerül megvizsgálásra.

Fontos itt szerepkörnél kiemelni, hogy most megengedett bárki számára admin színtű szerepek regisztrálása is, ami nyilvánvalóan rossz, így ha ez termelési környezetbe kerülne ki, akkor ez a lehetőség tiltásra kerülne, tesztelési, fejlesztési célokra viszont megfelel ez a fajta kialakítás.

Ezt követően a két profil entitás (buyer, seller) hozzáadásra kerül sor, végül pedig egy aktivációs entitás létrehozásra.

Az utolsó művelet, ami végbemegy, az az aktivációs e-mail küldése.

E-mail küldését egy utility-ként vettem fel.

**@Override**

**public** void sendSimpleMessage(String to, String subject, String text) {

MimeMessage message = emailSender.createMimeMessage();

MimeMessageHelper helper = **new** MimeMessageHelper(message);

**try**

{

helper.setTo(to);

helper.setSubject(subject);

helper.setText(text,**true**);

}

**catch** (MessagingException e)

{

**throw** **new** EmailSendingException(e.getLocalizedMessage());

}

emailSender.send(message);

}

Ezen metódust hívva tudok bármilyen szöveges e-mailt küldeni.  
Három paraméterre van csak szükség, egy to e-mail címre, jelen esetben ez a regisztrálandó fiók e-mail címe, egy tárgyra, ami itt a regisztráció, végül az üzenetet, amelyben a regisztráció tényét írjuk le és az aktivációs kóddal ellátott linket adjuk meg.

Az e-mail küldéséért a Spring Framework által szolgáltatott JavaMailSender interfészt felelős. Az application.properties fájlban használatához szükséges a következő paraméterek átadása:

|  |  |
| --- | --- |
| spring.mail.host=smtp.gmail.com | SMTP szerver, jelen esetben Gmail |
| spring.mail.port=587 | Port-ja |
| spring.mail.username=felhasználónév | Az SMTP szolgáltatónál regisztrált fiók felhasználó neve (nem kötelező amennyiben a fiókhoz nem tartozik felhasználónév) |
| spring.mail.password=jelszó | Fiók jelszava |
| spring.mail.properties.mail.smtp.starttls.enable=true | TLS kapcsolódás bekapcsolása |
| spring.mail.properties.mail.smtp.starttls.required=true | TLS szükségesség |
| spring.mail.properties.mail.smtp.auth=true | Bejelentkezéses SMTP szolgálató |

A jelszavakhoz BCryptPasswordEncoder-t használtam. Ez egy a Spring által ajánlott hash alapú titkosító algoritmus. A hash-elés azt jelentené, hogy a jelszót valamennyi iteráció múlva átalakítsuk egy olyan alfa-numerikus sorozattá, ami egy véletlen alfa-numerikus soroztatnak, tűnik. Fontos kiemelni azt, hogy ugyanazon jelszó kétszeri hash-elése mindig ugyanazt a hash-elt jelszót adja. Ám a [10]előnye a többi ismertebb hash algoritmussal szemben (MD5, SHA1), hogy lassú.

Ha valakinek van egy nagy adatbázisa a gyakori jelszavakról, akkor azokról hash-t generálva valószínűleg megszerezné a mi adatbázisunkban felelhető jelszó hash-ek valamennyiét.

Így ha az adatbázisunkba illetéktelenek beférkőznek, akkor a felhasználóink jelszavát is megszerzik. A bcrypt azonban használ só-t is a jelszavakhoz, ami azt jelenti, hogy nem csak a jelszót hash-eli, hanem a jelszót és a só sztringet együtt, ami már egy sokkal erősebb tárolható jelszót ad vissza. Bár még így is feltörhető volna brute force-al a hash-elt jelszavaink, ám a bcrypt nagy interációjának köszönhetően ez egy nem igazán járható út.

### 3.5.3. Buyer, Seller szolgáltatás

A bázis szolgáltatások közül nem kerül minden implementálásra, a bázisokon kívül pedig összesen egy, a kép mentése.

### 3.5.4. Product szolgáltatás

A termékek megvásárlása illetve a licitálás implementálásán kívül a kategóriák elérése, képek feltöltése, törlése is itt kerül megvalósítására.

Az osztály bemutatását kezdeném a termékeken lévő kategóriák frissítésével.  
A kategóriák hozzáadása úgy működik, hogy a kategóriák azonosítóját adom át a HTTP törzsben, és ha ezek között van olyan, amelyik nem szerepel a terméken akkor hozzáadom. Jelenlegi implementáció alatt nincsen abból hiba, ha olyan kategória azonosítót adok át, ami nem létezik. A törlésük úgy valósul meg, hogy az azonosítókat szorzom mínusz 1-el.

A vásárlást megvalósító metódus a következőképpen alakul:

**@Override**

**public** void buy(Integer id) {

Product entity = productRepository.findById(id);

Buyer buyer = userService.getCurrentUser().getBuyer();

**if** (entity.getType() != ProductType.FixedPrice)

**throw** **new** NotFixedPricedProductException(

"The product is not fix priced");

**if** (entity.getBuyer() != **null**)

**throw** **new** AlreadySoldException(

"The product is already sold");

**if** (!entity.getActive())

**throw** **new** OverdueException(

"The selling period has ended");

entity.setBuyer(buyer);

entity.setActive(**false**);

productRepository.save(entity);

buyer.addProduct(entity);

buyerRepository.save(buyer);

emailUtil.sendSimpleMessage(buyer.getUser().getEmail(),

"You baught a product", "You baught the product: "+ entity.getName());

}

Az azonosító alapján megszerezzük a terméket, majd az aktuális bejelentkezett felhasználó alapján a vásárló profil entitást. Amennyiben a termék nem fix áras, akkor kivétel eldobására kerül sor, illetve ha nem már van hozzákapcsolt vevő, akkor szintén kivétel váltódik ki. A végső vizsgálat az aktivitásra vonatkozik, ahol is megnézzük, hogy nem-e járt-e még le a vásárlási időszak.

Végül a vásárlás tényéről egy e-mail kerül ki küldésre. A továbbfejlesztéshez megemlítendő, hogy itt is szükség volna egy a regisztrációhoz hasonló, a vásárlást tényét megerősítő e-mail ki küldésére, amiben arra kérjük a potenciális vásárlót, hogy igazolja egy kattintással, hogy valóban ő az, aki a vásárlást kezdeményezte.

A licitálás megvalósítása hasonló valamennyire a vásárláséhoz.

Kialakítása a következőképpen működik:

**@Override**

**public** void bid(int entityId, int price) {

Product entity = productRepository.findById(entityId);

Buyer buyer = userService.getCurrentUser().getBuyer();

**if** (!entity.getActive()) {

**throw** **new** OverdueException(

"The selling period has ended");

}

**if** (entity.getType() != ProductType.Bidding) {

**throw** **new** NotBiddingProductException(

"The product is not for bidding");

}

**if** (entity.getBiddings() != **null** && !entity.getBiddings().isEmpty()

&& price <= entity.getBiddings()

.stream().mapToInt(x -> x.getPrice())

.max().getAsInt()) {

**throw** **new** SmallerPriceException(

"The price must be higher");

}

Bid bid = **new** Bid();

bid.setBuyer(buyer);

bid.setPrice(price);

bid.setProduct(entity);

bidRepository.save(bid);

entity.addBid(bid);

productRepository.save(entity);

}

Átadásra kerül a termék azonosítója és egy ár.  
Itt is megvizsgálásra kerül, hogy tart-e még a vásárlási időszak, illetve, hogy a termék licitálós-e. Végül azt nézzük meg, hogy a licitet növelő érték az valóban növeli-e az aktuális értéket. Amennyiben nem, akkor arról szintén kivétel formájában tájékoztatjuk a klienst.

Ha minden rendben volt, akkor létrehozunk egy új bid entitást, beállítjuk neki a terméket, végül a terméknek a bid-et.

### 3.5.5. Adatbázis poll szolgálatás

Ez a szolgáltatás jelenleg csak egy szolgálatást hív meg, a termék deaktiváló szolgáltatást.

A feladata ennek a szolgáltatásnak az volna, hogy az adatbázist bizonyos időközönként meghívjuk valamely művelet végrehajtása érdekében. Nagyon fontos, hogy ezt ne a fő szálon tegyük meg, hiszen ez egy végtelen ciklus. A projekt indításakor ezt a szolgáltatást is el kell indítani. Az indítását már a felhasználó kontrollerben beharangozott startPoll fogja kezdeményezni, ami pusztán csak egyszer tud lefutni. Minden 5 másodpercben pedig bizonyos műveleteket fog végrehajtani az adatbázisunkon.

### 3.5.6. Termék deaktiváló szolgáltatás

Ez került tehát meghívásra az előző pontban érintett szolgáltatás által.  
A feladat az volna, hogy vizsgálni kell, hogy van-e olyan termék, amelyiknek lejárt az ideje, mert akkor őt deaktiválni kell. Ennek megoldásra első gondoltam az volt, hogy az adatbázisban létrehozok egy event-et (trigger), ami majd bizonyos időközönként lefut és a lejárt termékeken átbillenti az aktivációs flag-et hamisra. Ám hamar rájöttem, hogy ez az ötlet több sebből is vérzik.

Az ok pedig amiért rossz ez a fajta implementáció, hogy így nem vagyok képes több nagyon fontos művelet végrehajtására. Többek között pl. e-mail küldés a licit végén a győztesnek.

Így aztán a szolgáltatás nem is csinál mást, mint átrohan a termékeken, megnézni, hogy az aktuális termék vég dátuma a mostani dátum előtt van-e, azaz már lejárt, és hogy aktív-e még, hiszen ha már nem aktív, akkor már korábban megtaláltuk, és deaktiváltuk.  
Ezen feltételek teljesülése mellett vizsgáljuk meg azt, hogy fix áras, vagy licites-e.  
Amennyiben fix áras, akkor csupán átbillentyűk az aktivitást jelző logikai értéket. Ám ha, licitálás valósul meg, akkor megnézzük, hogy ki az, aki a legnagyobb licittel rendelkezik, hiszen akkor őt állítjuk be, mint vevőt a termékeknek, és neki küldünk e-mail-t a győzelem tényéről.

### 3.5.7. Komment szolgáltatás

A kommentelés mögötti logika megvalósítása. Csupán a bázis szolgálatásban szerepeltetett metódusokat, függvényeket valósítja meg.

2.5.4. Kép szolgáltatás

A bázis szolgálatások közül összesen csak kettőt valósít meg. Mivel nem kérünk vissza tömegesen képeket, csak egyenként, egy get by id alakú függvényen kívül másra nincs is szükség. A másik pedig, amit megvalósít, az az összes kép számának a lekérése.

2.5.5. Attribútum szolgáltatás

A metódus, amit kiemelnék itt, az a validálás, A többit azért nem, mert azok a bázis szolgáltatás általi metódusokat, függvényeket valósítják csupán meg.

Megvizsgáljuk, hogy a már meglévő attribútum listán szereplő attribútumok valamelyikére szeretne-e értéket megadni-e vagy sem. Amennyiben nem létezik az az attribútumnév, akkor kivétel váltódik ki. Mivel az attribútumot egy termékhez kapcsoljuk, ezért fontos, hogy azt használni hivatott termék létezzen.

Mint már az attribútum entitásnál kifejtettem, egy attribútum összesen három típus közül válogathat. Amennyiben az érték, amit átadni szeretnénk, nem felel meg annak a típusnak, amihez őt szeretnénk csatolni akkor ott kivétel fog történni, mégpedig egy NumericConversionException.

2.5.6. Attribútum mag szolgáltatás

A bázis szolgáltatásban megfogalmazottakon kívül nem is hajt végre extra műveletet. Ezen szolgáltatás csupán, a post, put, get és delete műveleteket valósítja meg, természetesen megfelelően át mappolva a DTO-król az értékeket az entitásokra, és vissza.

### **2.5.7. Termék szűrő szolgáltatás**

Utoljára hagytam e szolgáltatás bemutatását, mert bár ez készült el utoljára, mégis inkább azért, mert ez az, ami talán a termékekre licitálásán, vásárlásán kívül a másik legfontosabb műveletet hatja végre, a szűrést.

A szűrést bár említettem korábban, úgy kellene valahogy elképzelni, hogy a kliens oldalon lesz egy kategória kiválasztó, amiben opcionálisan be-klikkelgetem a megfelelő kategóriákat, majd opcionálisan megadok egy termék nevet (töredékszó), opcionálisan kiválaszthatok attribútumok közül azokat, amik érdekelnek, majd minden egyes kiválasztott attribútumhoz meg kell adni egy műveletet (pl. egyenlő, kisebb egyenlő) és egy értéket. A keresésre kattintva pedig azon termékek jelennének majd meg, amelyek teljesítik e feltételekéként.

Egy kis személyes megjegyzésem ehhez a szolgáltatáshoz az volna, hogy erre vagyok a legbüszkébb, mert minden, amit elképzeltem az itt egyesül (attribútumok, kategóriák), felhasználásra kerül. Bár talán ez a legkomplexebb, ami megtalálható a szolgáltatásaim között, hiszen ez, ami minden nagyobb szolgáltatás által adott értékeket használja, mégis ezt volt a legrövidebb elkészíteni, a könnyeden átlátható interfészes absztrakciónak köszönhetően.

Szerepel két numerikus érték összehasonlító függvény, amelyek igazat adnak, amennyiben a kiválasztott operáció, az átadott érték és a kiválasztott művelet a szűrőben átadott értékhez mérten teljesül.

Maga a szolgáltatás szíve a getAll függvény, mely először opcionálisan leszűri az összes terméket egy töredékszóra. Utána, ha vannak átadott kategóriák, akkor azok szerint szűr tovább.

Végül magukra az attribútumokra szűr. Működése a következőképpen alakul:   
Végigmegyek a szűrő magokon, majd azon belül a korábban már leszűrt termékeken.  
Az aktuális terméknek az attribútumain megyek bentebb tovább. Ezen attribútum magjának veszem az műveletét, majd a magban megfogalmazott típusnak megfelelően a szűrő által biztosított operációval megnézem, hogy az adott termék megfelel-e a biztosított követelményeknek.  
Előfordulhat, hogy a termék valamely attribútumra vonatkozó feltételnek megfelelet, ezért őt elcsomagoltuk, mint jó terméket, de később belefuthatunk, egy olyan attribútumába, ahol viszont elromlik, így ekkor őt ki kell venni ebből a listából.  
A legvégén leképezzük DTO listává az termék listát, és készen is vagyunk.

Mindezt megelőz egy validálás a filter DTO-ra, amely megnézi, hogy az átadott kategóriák és attribútummagok léteznek-e.

A licitálás megvalósítása hasonló valamennyire a vásárláséhoz.  
Kialakítása a következőképpen működik:

**@Override**

**public** void bid(int entityId, int price) {

Product entity = productRepository.findById(entityId);

Buyer buyer = userService.getCurrentUser().getBuyer();

**if** (!entity.getActive()) {

**throw** **new** OverdueException(

"The selling period has ended");

}

**if** (entity.getType() != ProductType.Bidding) {

**throw** **new** NotBiddingProductException(

"The product is not for bidding");

}

**if** (entity.getBiddings() != **null** && !entity.getBiddings().isEmpty()

&& price <= entity.getBiddings()

.stream().mapToInt(x -> x.getPrice())

.max().getAsInt()) {

**throw** **new** SmallerPriceException(

"The price must be higher");

}

Bid bid = **new** Bid();

bid.setBuyer(buyer);

bid.setPrice(price);

bid.setProduct(entity);

bidRepository.save(bid);

entity.addBid(bid);

productRepository.save(entity);

}

Átadásra kerül a termék azonosítója és egy ár. Itt is megvizsgálásra kerül, hogy tart-e még a vásárlási időszak, illetve, hogy a termék licitálós-e. Végül azt nézzük meg, hogy a licitet növelő érték az valóban növeli-e az aktuális értéket. Amennyiben nem, akkor arról szintén kivétel formájában tájékoztatjuk a klienst.

Ha minden rendben volt, akkor létrehozunk egy új bid entitást, beállítjuk neki a terméket, végül a terméknek a bid-et.

# Összegzés

Dolgozatomban bemutatásra került először a felhasznált technológiák majd az elkészült projektem.

Minden részét a projektnek, amelyet fontosnak éreztem bemutatásra, megpróbáltam hiánytalanul prezentálni.

A projektem egy web áruház egy lehetőséges megvalósítását járja körül. A kigondolt áruházamban termékeket lehet felölteni, ezekere licitálni, vagy ha éppen fix áras, akkor azt megvásárolni. A termékekre lehet keresni egy szűrő szolgáltatás által.

Szűrni lehet termék névre, kategóriákra, vagy már bizonyos jellemzőkre, melyeket itt attribútumoknak neveztem el.

Az fő ok, amiért ezt a projektet választottam, az az volt, hogy egy nagyobb web alkalmazást alkothassak meg, és, hogy megtanulhassam, hogy mik azok a fő komponensek, amik összerántásával egy kész, működőképes, esetleg termelés kész alkalmazást írhassunk.  
Nagyon élvezetesnek tartottam a projekt előkészületeket, a tervezést, fázisát.

Sok tapasztalatot gyűjtöttem az elkészítés során, és bár nem lett minden készen, amit tervbe vettem magnak, még sincsen hiányérzetem, mert tudom, hogy a fontos képességeket már elsajátítottam, amikkel e hiányosságokat könnyedén ki tudnám küszöbölni.

A tanulást kiindulásként nagyon sok online kurzus megtekintése indította el, majd később, amikor már biztosabbnak éreztem tudásom, voltam képes hatékonyabban értelmezni a dokumentációkat.

Összességben a spring boot egy pozitív csalódás volt, amivel sikerült sok fontos koncepciót megértenem.

Szerencsémre a tutoriálok és a viszonylag könnyebben értelmezhető dokumentációkban kevésszer volt hiány.

A biztonság kérdése viszont nagyon nehézkes volt számomra, minthogy ahhoz való források elemzését nem tették könnyebbé a videó kurzusok, mert azok nem nagyon voltak fellelhetőek.

# Irodalomjegyzék

|  |  |
| --- | --- |
| [1] | Mike Youngstrom,*Improved support for 'containerless' web application architectures*, 2012 október 17. https://github.com/spring-projects/spring-framework/issues/14521 |
| [2] | Sergiy Pylypets, *The Magic of Spring Data*, 2018 október 19. <https://dzone.com/articles/magic-of-spring-data> |
| [3] | *Spring Data JPA - Reference Documentation* https://docs.spring.io/spring-data/jpa/docs/current/reference/html/ |
| [4] | [*History of Spring Framework and Spring Boot*](https://www.quickprogrammingtips.com/spring-boot/history-of-spring-framework-and-spring-boot.html) https://www.quickprogrammingtips.com/spring-boot/history-of-spring-framework-and-spring-boot.html |
| [6] | Bean scopes https://docs.spring.io/spring/docs/3.0.0.M3/reference/html/ch04s04.html |
| [7] | *What is Object/Relational Mapping?*<http://hibernate.org/orm/what-is-an-orm/> |
| [8] | *Hibernate - JPA Annotations* <http://www.techferry.com/articles/hibernate-jpa-annotations.html> |
| [9] | *Spring Framework Reference Documentation*https://docs.spring.io/spring/docs/4.3.3.RELEASE/spring-framework-reference/htmlsingle/ |
| [10] | Dan Arias, *Bcrypt*, 2018 május 31. https://auth0.com/blog/hashing-in-action-understanding-bcrypt/ |

# Köszönetnyilvánítás

Szeretnék köszönetet mondani témavezetőmnek Dr. Jeszenszky Péternek, amiért a tanított tárgyai által sikerült olyan szakmai alapot elsajátítanom amért, annak idején a debreceni egyetem informatika karát választottam.

Továbbá szeretnék köszönetet mondani Fekete Gyulának, amiért cégüknél végezhetem el szakmai gyakorlatomat valamint, hogy a projektmunkák által tovább mélyíthettem tudásomat.

Végül pedig páromnak, Jenei Alexandrának, amiért türelmes volt velem, az egyetemen töltött éveim alatt, valamint a projektmunkák, illetve a szakdolgozat írása alatt is türelemmel és figyelemmel kísérte végig munkámat.