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# Introduction

There is no single, definitive source of departmental information at the university. Different systems have their own list of department names, codes etc. Some even have multiple sources of department information.

Accman imports data from various systems such as Banner and SAP, and pushes data out to many more (AD, Blackboard, Talis). While it is performing many of these tasks, it has to deal with the many formats that the departmental data can be in.

Over the years, Accman has evolved various mechanisms to cope with these different sources of departmental data. It contains a number of tables for storing and mapping e.g. SAP departments to UoS departments. This has led to brittle code that is prone to error and is difficult to maintain. It also makes it very hard to accommodate some types of changes that the business might like to make.

It also makes it nearly impossible for the business to restructure departments *without* Accman breaking in some way.

Ideally, there should be one definitive source of departmental data that all systems reference.

This document attempts to show how departmental data is stored and used by Accman.

# Sources of Departmental Data

Below is a list of databases that Accman uses, alongside the tables / columns that contain departmental data.

### Tables

DEPT

SAP\_DEPT 4 different department lists

HR\_DEPARTMENTS

BANNER\_DEPT

DEPARTMENT\_STATUS

DEPT\_PERSON\_ACCOUNT

### Other tables/fields

PERSON.DEPT\_CODE

PERSON.SAP\_DEPT\_CODE

TEMPUSCOHORTPROGRAMMES.COHORT\_DEPT\_ID

TEMPUSCOHORTPROGRAMMES.COHORT\_DEPT\_NAME

Mail

Associates

### Tables

ASSOCIATE.DepartmentCode

### Tables

DEPARTMENT

IDM

# Overview: SAP Import Process

1. SAP writes its export data to the ZACCMAN table. Each record represents a member of staff who has arrived / left / changed departments etc and therefore needs updating in Accman.
2. The sap\_import.bat file runs on a schedule starts the staff\_import.pl script.
3. Sap\_import.pl sees that the ZACCMAN table contains fresh data, it reads the new records.
4. Sap\_import.pl can create or update accounts in Accman depending on certain rules. In both cases, the department code read from the ZACCMAN DEPT table is translated into an Accman-friendly department code, and then written to the person.dept\_code column.

**Go.Bat**

|  |  |  |
| --- | --- | --- |
| **Process** | **Script** | **Parameters** |
| Pregenerate accounts | pregen.pl | Transaction ID = 1 |
| Pregenerate Associates | pregen\_associate.pl | Transaction ID = 88 |
| Quota | quota | Transaction ID = 4 |
| Password | password | Transaction ID = 5 |
| Enable Disable | enableDisable | Transaction ID = 12 |
| Force | forcelogout | Transaction ID = 21 |
| Move Rename | moverename.pl | Transaction ID = 28 |
| Expiry Date | expiryDate | Transaction ID = 33 |
| New Staff | newstaff | Transaction ID = 34 |
| Gen password.txt | password\_txt | Transaction ID = 39 |
| Extend | extend | Transaction ID = 40 |
| Reconcile | reconcile | Transaction ID = 41 |
| Register account | register | Transaction ID = 43 |
| Copy logfile | copylog | Transaction ID = 45 |
| Copy EPP logfile | copyEPPlog | Transaction ID = 46 |
| Assign account to student | assign | Transaction ID = 47 |
| Live@Edu - CreateUsers | create\_users\_processor | Transaction ID = 48 |
| Live@Edu - ChangePassword | change\_password\_processor | Transaction ID = 61 |
| Live@Edu - DisableUsers | disable\_users\_processor | Transaction ID = 62 |
| Live@Edu - EnableUsers | enable\_users\_processor | Transaction ID = 63 |
|  |  |  |

## Banner\_import.bat

|  |  |
| --- | --- |
| **Process** | **Script** |
| Import student data from Banner into AccMan banner\_import table | banner4import.pl |
| Import program data from Banner into AccMan prog table | banner4prog.pl |
| Check for no-shows of 'expected' students | noshow.pl |
| Import from banner\_import into person table | banner4person.pl |
| Enable accounts that have been disabled previously that are now active studentautostate.pl |  |
| Restore future UFAA status of 'left' students (has to be run after banner4person) It probably doesn't matter if this doesn't get through to Talis (users will be 'expected' rather than 'present') | restoreUFAA.pl |
| Import address data from Banner into AccMan banner\_address table | banner4address.pl |
| Export student data and address from AccMan to su\_bbreg\_fullNNN | banner4talis.pl |
| Export staff reconciliation data from AccMan to su\_bbreg\_recNN reconcileTalis.pl |  |
| Export staff data from AccMan to su\_bbreg\_staff | r#talis\_staff.pl |
| FTP su\_bbreg to Talis to be processed by borr\_import prog run overnight by crontab | banner4ftp.pl |

# Sap\_import.bat

Runs at 13:10 every day

Executes the following Perl scripts in order

c:\accman\scripts\scheduled\sap\_import.pl

c:\accman\scripts\scheduled\staffmultipost.pl

c:\accman\scripts\scheduled\staffmultileft.pl

c:\accman\scripts\scheduled\staffsequential.pl

c:\accman\scripts\scheduled\staffautostate.pl

# sap\_import.pl

## Introduction

This script is executed by sap\_import.bat.

Import users from the SAP database into Accman.

## Transactions Generated

97 (Update Janus)

## Process

1. Keeps looping until it spots that the data in the SAP db is at least 4 minutes old (compares the TIMESTAMP field in ZACCMAN with the timestamp in the sap\_import table. This is so we only do anything when there is something worth processing.
2. Delete everything from the sap\_import table so we have a clean slate.
3. Generates a new import ID for this import operation
4. Builds a list of reference data used to map SAP values to Accman values for the following items: Title (Reverend 🡪Rev), Department (CAIT 🡪UI) and Grace (last possible date for leavers to have a chance to return)
5. Execute the following SQL to obtain the accounts needing to be processed

select

PERNR, INITS, SURNAME, FORENAME, TITLE, PREFNAME, MIDNAME, DEPT, SDATE, EDATE, DOB, STATUS, MULTIPOST, TIMESTAMP

from

ZACCMAN

where

MANDT = 200 and

PERNR != '00000000'

1. Inserts the data into the MAIL.SAP\_IMPORT table using the following SQL

insert into sap\_import

values (?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, encrypt(?, ?), ?, ?, ?)

1. Reads the data back from the MAIL.SAP\_IMPORT table and processes each record it finds
2. Calls updateStaff()
3. Checks that the personnel number is valid (otherwise no further processing is done)
4. Calculate what the person state should be
5. Check that the names are correct
6. Convert the SAP title to an Accman title
7. Convert the SAP department name to an Accman department name
8. We have the personnel number, so look up their person record by looking in the rollmap table (which maps roll/personnel numbers to personIDs
9. If no person record is found, create a new one and generate a new rollnumber for them
   1. Insert the details we have into the person table
   2. Generate a new rollnumber: this is actually just the personID + 200000000 so if the personID was 1234, their rollnnumber would be 200001234.
   3. Insert the new rollnumber into the rollmap table
   4. Update the new person record with the generated rollnumber

insert into person (initials, realname, source\_code, person\_status\_code, dept\_code, forenames, person\_state, importID, first\_importID, title, preferredName, start\_date, end\_date, secret, multi\_post, b\_date) values (?, ?, 'P', 'S', ?, ?, ?, $importID, $importID, ?, ?, ?, ?, ?, ?, ?)

1. Otherwise, if a person record is found
   1. Check that this isn’t a duplicate i.e. there are not two records with the same personnel number in this import
   2. If the person has already left and they have not been extended, don’t proceed any further
   3. If an account is due to be extended, set their state to ‘extended’
   4. Update their details in Accman with the following SQL. This updates their department code

update person

set importID = $importID,

source\_code = 'P',

person\_status\_code = 'S',

initials = ?,

realname = ?,

dept\_code = ?,

sap\_dept\_code = ?,

forenames = ?,

person\_state = ?,

title = ?,

preferredName = ?,

start\_date = ?,

end\_date = ?,

secret = ?,

multi\_post = ?,

b\_date = ?

where personID = ?

1. Creates a Janus (type 97) transaction
2. Mark the import as complete

# Banner\_import.bat

## Introduction

This script is run as a windows scheduled task. There are two run modes (both are scheduled to run)

1. Incremental: every weekday, at 11:30am.
2. Full: every weekday, at 7:30pm

A command line parameter called “-inc” is passed in to specify whether the script should run in full or incremental mode. If “-inc” is present as the first command line parameter, the script will run in *incremental* mode, otherwise it will run in *full* mode.

Looking at the configuration for the scheduled task, it looks something like this (note the “-inc” parameter is passed in this example, signifying that this task runs the script in incremental mode:

*cmd /c start "Banner import" /DC:\accman\logs C:\accman\batch\banner\_import.bat -inc*

## Process

This batch script is a lightweight wrapper around many other Perl scripts. It calls the various scripts in the following order

|  |  |  |
| --- | --- | --- |
| Script Name | Incremental | Purpose |
| banner4imort.pl | X | Copies data from Banner to Accman |
| banner4prog.pl |  | Import program data from Banner into AccMan prog table |
| noshow.pl |  | Check for no-shows of 'expected' students |
| banner4person.pl |  | Import from banner\_import into person table |
| assign.pl |  | Import from banner into banner\_syraccs table and assign any allocated accounts to the correct student |
| studentautostate.pl | X | Enable accounts that have been disabled previously that are now active and disable ones where student has now left or is absent |
| restoreUFAA.pl |  | Restore future UFAA status of 'left' students (has to be run after banner4person) It probably doesn't matter if this doesn't get through to Talis (users will be 'expected' rather than 'present') |
| banner4address.pl |  | Import address data from Banner into AccMan banner\_address table |
| banner4talis.pl |  | Export student data and address from AccMan to su\_bbreg\_fullNNN |
| reconcileTalis.pl |  | Export staff reconciliation data from AccMan to su\_bbreg\_recNN |
| talis\_staff.pl |  | Export staff data from AccMan to su\_bbreg\_staff |
| banner4ftp.pl |  | FTP su\_bbreg to Talis to be processed by borr\_import prog run overnight by crontab |
| banner4talis.pl | X | Export incremental student data from AccMan to su\_bbreg\_incNNN |
| banner4ftp.pl | X | FTP su\_bbreg\_incNNN to Talis to be processed by borr\_import prog run by crontab |

# Staffautostate.pl

## Introduction

Executed as part of the SAP import process. Enable or disable accounts affected by the most recent SAP import depending on their status.

## Process

1. Get the latest import information from the person\_import table
2. Get a list of staff accounts which are candidates for being re-enabled i.e. their account records are disabled

select

a.accID, a.username, p.personID

from

account a, person p, department\_status ds, dept\_person\_account d

where p.personID = a.personID

and p.person\_state = 'present'

and p.source\_code = 'P'

and p.person\_status\_code = 'S'

and a.status\_code = 'S'

and a.state in ('disabled', 'deletable')

and a.accountType = 'personal'

and a.department\_status\_code = ds.department\_status\_code

and p.dept\_code = d.person\_dept\_code

and ds.dept\_code = d.account\_dept\_code

and (a.DisabledReason in ('Person has left', 'User has left - extension expired')

or a.DisabledReason like 'User has left%');

1. See if there are any other valid account records with the same personID but are different to the account already retrieved in step 2. I.e. Bob has two accounts, one that’s disabled (step 2), and one that’s valid (step 3)

select

a.username

from

account a, person p, department\_status ds, dept\_person\_account d

where p.personID = ?

and p.personID = a.personID

and p.person\_status\_code = 'S'

and a.status\_code = 'S'

and a.state = 'valid'

and a.accountType = 'personal'

and a.department\_status\_code = ds.department\_status\_code

and p.dept\_code = d.person\_dept\_code

and ds.dept\_code = d.account\_dept\_code

and a.accID != ?

1. If Bob does have a valid account (retrieved in step 3) then disable the first one (but it’s already disabled isn’t it?) because they are now using the one from step 3. Calls disableAccount() on the account from step 2.
2. If Bob does *not* have another valid account, the one from step 2 can be re-enabled because they must have returned. Calls enableAccount() on the account from step 2
3. Finally, find any accounts that definitely need to be disabled by running the following query. Call disableAccount() on each account that is retrieved.

select a.accID, a.username

from account a, person p

where p.personID = a.personID

and p.person\_state = 'left'

and p.source\_code = 'P'

and a.state = 'valid'

and a.accountType = 'personal'

# Banner4import.pl

## Introduction

This script is executed by banner\_import.bat, which runs as a windows scheduled task. There are two run modes, and both are

1. Incremental: every weekday, at 11:30am.
2. Full: every weekday, at 7:30pm

The purpose of Banner4import.pl is to copy information out of the Banner database, and into the Accman (Mail) database. Once this is done, other scripts carry out further processing.

## In Pictures

Accman

(banner\_import)

Banner

banner4import.pl

Student

data

Student

data

## Examples

1. When run in **incremental** mode, assuming today’s date is 28th Feb 2012

current\_sess = 2012

first\_sess = 2012

term = 201200

maxterm = 201299

So, students will only be retrieved if (among other things) their term code is between 201200 and 201299

1. When run in **full** mode on 28th Feb 2012

current\_sess = 2012

first\_sess = 2011

term = 201100

maxterm = 201299

So, students will only be retrieved if (among other things) their term code is between 201100 and 201299

1. When run in **incremental** mode, assuming today’s date is 10th Nov 2012

current\_sess = 2013

first\_sess = 2013

term = 201300

maxterm = 201399

So, students will only be retrieved if (among other things) their term code is between 201300 and 201399

1. When run in **full** mode on 10th Nov 2012

current\_sess = 2013

first\_sess = 2012

term = 201200

maxterm = 201399

So, students will only be retrieved if (among other things) their term code is between 201200 and 201399

## Transactions Generated

None

## Process

1. Connect to the Mail database
2. Connect to the Banner database
3. Define *current\_sess(ion)* as e.g.
   1. 2012 (if today < 01 July 2012)
   2. 2013 (today > after 30 June 2012).
4. Define *first\_sess(ion)* as
   1. *current\_sess* (if incremental) e.g. 2012
   2. *current\_sess – 1* (otherwise) e.g. 2011
5. Define term as ‘<first\_sess>00’
   1. e.g. 201200
6. Define maxterm as ‘<current\_sess>99’
   1. e.g. 201299
7. Delete all records from the banner import table in the Mail database
   1. Delete from mail.banner\_import
8. Prepare the select script. Reads student data from the BANNER database, ready to be inserted into the MAIL.BANNER\_IMPORT table

SELECT DISTINCT

SPRIDEN\_PIDM,

SPRIDEN\_ID,

SPRIDEN\_LAST\_NAME,

SPRIDEN\_FIRST\_NAME,

SPRIDEN\_MI,

SPBPERS\_BIRTH\_DATE,

SPBPERS\_SEX,

SPBPERS\_NAME\_PREFIX,

SGBSTDN\_TERM\_CODE\_EFF,

SGBSTDN\_STST\_CODE,

SGBSTDN\_LEVL\_CODE,

SGBSTDN\_STYP\_CODE,

SGBSTDN\_DEGC\_CODE\_1,

SGBSTDN\_MAJR\_CODE\_1,

SGBSTDN\_BLCK\_CODE,

SGBSTDN\_DEPT\_CODE,

SGBSTDN\_PROGRAM\_1,

SFBETRM\_AR\_IND,

SFBETRM\_ADD\_DATE,

SFBETRM\_ESTS\_CODE,

SKBHINS\_ENDDATE

FROM

spriden JOIN spbpers

ON spriden\_pidm = spbpers\_pidm

JOIN sgbstdn

ON spriden\_pidm = sgbstdn\_pidm

JOIN sfbetrm

ON spriden\_pidm = sfbetrm\_pidm

LEFT JOIN

(SELECT ins1.skbhins\_pidm, stdn1.sgbstdn\_term\_code\_admit,

MAX(ins1.skbhins\_enddate) AS skbhins\_enddate

FROM skbhins ins1, sgbstdn stdn1

WHERE NOT EXISTS (SELECT 1

FROM skbhins ins2

WHERE ins2.skbhins\_pidm = ins1.skbhins\_pidm

AND ins2.skbhins\_enddate IS NULL

AND ins2.skbhins\_term\_code = ins1.skbhins\_term\_code

AND ins1.skbhins\_active\_ind = 'Y'

AND ins2.skbhins\_active\_ind = 'Y')

AND ins1.skbhins\_term\_code = stdn1.sgbstdn\_term\_code\_admit

AND ins1.SKBHINS\_PIDM = stdn1.sgbstdn\_pidm

GROUP BY ins1.skbhins\_pidm, sgbstdn\_term\_code\_admit

UNION

SELECT ins1.skbhins\_pidm, stdn1.sgbstdn\_term\_code\_admit,

NULL AS skbhins\_enddate

FROM skbhins ins1, sgbstdn stdn1

WHERE EXISTS (SELECT 1

FROM skbhins ins2

WHERE ins2.skbhins\_pidm = ins1.skbhins\_pidm

AND ins2.skbhins\_enddate IS NULL

AND ins2.SKBHINS\_TERM\_CODE = ins1.SKBHINS\_TERM\_CODE

AND ins1.skbhins\_active\_ind = 'Y'

AND ins2.skbhins\_active\_ind = 'Y')

AND ins1.skbhins\_term\_code = stdn1.sgbstdn\_term\_code\_admit

AND ins1.skbhins\_pidm = stdn1.sgbstdn\_pidm) ains

ON spriden\_pidm = skbhins\_pidm AND ains.sgbstdn\_term\_code\_admit = sgbstdn.sgbstdn\_term\_code\_admit

WHERE

sgbstdn\_term\_code\_eff = sfbetrm\_term\_code

AND spriden\_change\_ind IS NULL

AND SUBSTR(sfbetrm\_term\_code,1,4) =

(SELECT

MAX(SUBSTR(sfbetrm\_term\_code,1,4))

FROM

spriden spri2, sfbetrm

WHERE

spri2.spriden\_pidm = spriden.spriden\_pidm

AND sfbetrm\_ests\_code != 'EL'

AND sfbetrm\_term\_code BETWEEN <term> AND <maxterm>

AND spri2.spriden\_pidm = sfbetrm\_pidm)

ORDER BY spriden\_id

1. For each record retrieved in the previous step, insert them into the MAIL.BANNER\_IMPORT table

INSERT INTO BANNER\_IMPORT

(

SPRIDEN\_PIDM,

SPRIDEN\_ID,

SPRIDEN\_LAST\_NAME,

SPRIDEN\_FIRST\_NAME,

SPRIDEN\_MI,

SPBPERS\_BIRTH\_DATE,

SPBPERS\_SEX,

SPBPERS\_NAME\_PREFIX,

SGBSTDN\_TERM\_CODE\_EFF,

SGBSTDN\_STST\_CODE,

SGBSTDN\_LEVL\_CODE,

SGBSTDN\_STYP\_CODE,

SGBSTDN\_DEGC\_CODE\_1,

SGBSTDN\_MAJR\_CODE\_1,

SGBSTDN\_BLCK\_CODE,

SGBSTDN\_DEPT\_CODE,

SGBSTDN\_PROGRAM\_1,

SFBETRM\_AR\_IND,

SFBETRM\_ADD\_DATE,

SFBETRM\_ESTS\_CODE,

SKBHINS\_ENDDATE

)

VALUES (<values retrieved from the select statement>)

# Assign.pl

## Introduction

Assign is a Perl script that is executed as a standard transaction processor. It is started via go.bat and once running, periodically checks for any type 47 transactions in the Mail database.

## Purpose

The purpose of this script is to read account information that has recently come into Accman via the *banner4import* process (described in another section in this document), and converts that loosely-structured information into proper account/person records.

## Transactions Generated

None

## Process

1. Executes the following SQL query

SELECT

SYRACCS\_ROWNUM, SYRACCS\_ACCMAN\_STATUS, SYRACCS\_USERNAME, SYRACCS\_PIDM, SYRACCS\_DEPT\_CODE, SYRACCS\_LEVL\_CODE

FROM

SYRACCS

WHERE

SYRACCS\_SIS\_STATUS = 'A' and SYRACCS\_ACCMAN\_STATUS in ('N', 'R') and ROWNUM = 1

1. Get the number of records affected by running a similar SQL query (with a count this time). Stored in *count\_matching\_records*.

SELECT

COUNT(\*)

FROM

SYRACCS

WHERE

SYRACCS\_SIS\_STATUS = 'A' and SYRACCS\_ACCMAN\_STATUS IN ('N', 'R')

1. For each account retrieved in step 1, do the following
   1. Get the student details based on the PIDM [processAccount, getStudentDetails]

select distinct

SPRIDEN\_ID, SPRIDEN\_LAST\_NAME, SPRIDEN\_FIRST\_NAME, SPRIDEN\_MI,

SPBPERS\_BIRTH\_DATE, SPBPERS\_SEX, SPBPERS\_NAME\_PREFIX

from

SPRIDEN join SPBPERS on SPRIDEN\_PIDM = SPBPERS\_PIDM(+)

where

SPRIDEN\_CHANGE\_IND is NULL

and SPRIDEN\_PIDM = ?

* 1. Get the course details for the student

select distinct

SGBSTDN\_TERM\_CODE\_EFF, SGBSTDN\_STST\_CODE, SGBSTDN\_LEVL\_CODE, SGBSTDN\_STYP\_CODE,

SGBSTDN\_DEGC\_CODE\_1, SGBSTDN\_MAJR\_CODE\_1, SGBSTDN\_BLCK\_CODE, SGBSTDN\_DEPT\_CODE, SGBSTDN\_PROGRAM\_1

from SGBSTDN S1

where SGBSTDN\_TERM\_CODE\_EFF =

(select max(SGBSTDN\_TERM\_CODE\_EFF) from SGBSTDN S2 where S1.SGBSTDN\_PIDM = S2.SGBSTDN\_PIDM and S2.SGBSTDN\_DEPT\_CODE = ? and S2.SGBSTDN\_LEVL\_CODE = ?)

and SGBSTDN\_PIDM = ?

* 1. If we have a value for SGBSTDN\_TERM\_CODE\_EFF, retrieve the student’s registration details for this term if they exist and they are not ‘EL’ (eligible to register).

select distinct SFBETRM\_AR\_IND, SFBETRM\_ADD\_DATE, SFBETRM\_ESTS\_CODE

from SFBETRM

where SFBETRM\_TERM\_CODE = ? and SFBETRM\_ESTS\_CODE != 'EL' and SFBETRM\_PIDM = ?

* 1. If the course details exist i.e. we have a value for SGBSTDN\_TERM\_CODE\_EFF, get the student’s end date

select COUNT(\*) from SKBHINS where SKBHINS\_ENDDATE is NULL and SKBHINS\_ACTIVE\_IND = 'Y' and SKBHINS\_PIDM = ?

If the query above returns 0 (because there is not SKBHINS record) or there is an end date, try to get the end date using this query

select MAX(SKBHINS\_ENDDATE)

from SKBHINS

where SKBHINS\_ACTIVE\_IND = 'Y' and SKBHINS\_PIDM = ?

* 1. If we don’t have a value for SGBSTDN\_TERM\_CODE\_EFF, we need to set certain values ourselves (some of which are hardcoded, and some of which come from the SYRACCS table (see earlier queries)

$SGBSTDN\_TERM\_CODE\_EFF = '000000';

$SGBSTDN\_STST\_CODE = 'AS';

$SGBSTDN\_LEVL\_CODE = $SYRACCS\_LEVL\_CODE;

$SGBSTDN\_STYP\_CODE = '';

$SGBSTDN\_DEGC\_CODE\_1 = '';

$SGBSTDN\_MAJR\_CODE\_1 = '';

$SGBSTDN\_BLCK\_CODE = '';

$SGBSTDN\_DEPT\_CODE = $SYRACCS\_DEPT\_CODE;

$SGBSTDN\_PROGRAM\_1 = '';

* 1. **Note**: at this point, we can say that the department code has come either from the SGBSTDN table (see the banner4import.pl script) or if it wasn’t available from there, from the SYRACCS table.
  2. If we don’t have a value for SFBETRM\_ESTS\_CODE at this point, set a few default values

$SFBETRM\_AR\_IND = 'N';

$SFBETRM\_ADD\_DATE = datenow ();

$SFBETRM\_ESTS\_CODE = 'EL';

* 1. We can now start constructing Accman data based on what we retrieved from Banner. This is done using methods in the **studentPerson.pl** script. There is a separate section in the document that explains this script in detail.
  2. First, create the person record by executing:

**studentPerson.parsePerson**

* 1. Check that the rollnumber has a value. If not, this record is invalid and we should not proceed any further with this student.
  2. Next, work out what the Accman values for their course should be by executing

**studentPerson.parseCourse**

* 1. Get the Accman values for their registration details by executing

**studentPerson.parseRegistration**

* 1. Now retrieve the ID of the last successful import

select max(importID) from person\_import where source\_code = 'S' and completed = 'Y'

* 1. *Reject*: the three methods above (parsePerson, parseCourse, parseRegistration) make a note of any student data that for some reason is deemed invalid. Any invalid fields are written to a log file for checking (presumably)
  2. Call **studentPerson.updateStudentPerson**, which takes all the values we have derived from the Banner database, and writes them to the Accman table

1. Get the acID, personID & state fields from the account table where the username matches the username stored in the SYRACCS table. Note: this will only continue if an account is found. The account must exist, however the person record attached to the account does not necessarily need to exist. Calls the method **current()** to work this out**.**
2. If the account ID exists…

If PersonID = -1

SUCCESS: Call **assignAccount()** to assign a new account, this is a new person

If account.PersonID != personID

FAIL: log warning, the account is assigned to someone else

If *state* matches 'new', 'printed', or 'used'

SUCCESS: Call **assignAccount()** to assign a new account

If *state* matches 'valid', 'assigned'

SUCCESS: no need to assign the account, its already done

If *state* matches: 'disabled', 'deletable', 'expired', 'failed'

SUCCESS: account needs to be reactivated

Calls **enableAccount()**

If *state* matches 'deleting', 'deleted', 'invalid'

FAIL: account cannot be enabled

else

FAIL: generic error message

1. Disable any other person records that this account might have been linked to
   1. Execute the following SQL query

select

accID, username

from

account a

where

(state = 'valid' or (state = 'disabled' and (disabledReason in ('Student has left', 'Student is absent', 'User has left - extension expired', 'Student has probably left') or (disabledReason like 'Now using%' and disabledReason != concat('Now using ', ?)) or disabledReason like 'Already using%'))) and accountType = 'personal' and personID = ? and accID != ?

* 1. Call the standard **disable()** method to disable each returned record

1. Update the SISassign table to log the outcome of this assign record (for auditing).
2. Finally, update the banner SYRACCS table

update

SYRACCS

set

SYRACCS\_ACCMAN\_STATUS = 'A',

SYRACCS\_ACTIVITY\_DATE = SYSDATE

where

SYRACCS\_ROWNUM = ?

# allocateLib.pl

## Introduction

Routines to allocate and optionally update accounts in SYRACCS

## In Pictures

## Examples

## Depends On

### Perl Packages

* Warnings
* Strict
* DBI

### Modules

### Tables

* MAIL
  + ACCOUNT
  + ACCOUNT\_DETAILS
  + DEPARTMENT\_STATUS
  + PERSON

## Methods

1. *newAccountToSYRACCS ()*
   1. Get account information where account type is NDS for a specified student
      1. select plain\_text\_password, d.dept\_code, a.status\_code, state, PIDM from account a join account\_details ad on (a.accID = ad.accID) join department\_status d on (d.department\_status\_code = a.department\_status\_code) left join person p on (a.personID = p.personID) where ad.type = 'NDS' and username = ?
   2. Filter out any accounts which aren’t ‘new’ or aren’t Student accounts
   3. Determine the Banner Dept Code and Level
      1. Via *deptAndLevel()*
   4. Read the current Banner account information for the student
      1. select SYRACCS\_ROWNUM, SYRACCS\_ACCMAN\_STATUS, SYRACCS\_PIDM, SYRACCS\_SIS\_STATUS, SYRACCS\_INIT\_PASSWORD, SYRACCS\_DEPT\_CODE, SYRACCS\_LEVL\_CODE from SYRACCS where SYRACCS\_USERNAME = ?
   5. If the account does not exist in Banner create it
      1. insert into SYRACCS (SYRACCS\_USERNAME, SYRACCS\_ACCMAN\_STATUS, SYRACCS\_PIDM, SYRACCS\_SIS\_STATUS, SYRACCS\_INIT\_PASSWORD, SYRACCS\_DEPT\_CODE, SYRACCS\_LEVL\_CODE, SYRACCS\_ACTIVITY\_DATE) values (?, ?, ?, ?, ?, ?, ?, SYSDATE)
   6. If the account does exist in Banner and ????? no PIDM and $SYRACCS\_ACCMAN\_STATUS ne 'N' or $SYRACCS\_SIS\_STATUS ne 'N' or $SYRACCS\_DEPT\_CODE ne $dept\_code or $SYRACCS\_LEVL\_CODE ne $level\_code the Update the Banner account
      1. update SYRACCS set SYRACCS\_USERNAME = ?, SYRACCS\_ACCMAN\_STATUS = ?, SYRACCS\_PIDM = ?, SYRACCS\_SIS\_STATUS = ?, SYRACCS\_INIT\_PASSWORD = ?, SYRACCS\_DEPT\_CODE = ?, SYRACCS\_LEVL\_CODE = ?, SYRACCS\_ACTIVITY\_DATE = SYSDATE where SYRACCS\_ROWNUM = ?
2. *studentAccountToSYRACCS ()*
   1. Get the Student account information
      1. select ' ' as 'password', d.dept\_code, a.status\_code, state, PIDM from account a join department\_status d on (d.department\_status\_code = a.department\_status\_code) left join person p on (a.personID = p.personID) where username = ?
   2. Skip account unless:
      1. It has a PIDM
      2. The account state is VALID, DISABLED or DELETABLE
      3. The account status code indicates it is a Student
   3. Determine the Banner Dept Code and Level
      1. Via *deptAndLevel()*
   4. Skip any student where the pidm, DEPT CODE AND LEVEL already exist for a different username.
      1. select SYRACCS\_ROWNUM from SYRACCS where SYRACCS\_PIDM = ? and SYRACCS\_DEPT\_CODE = ? and SYRACCS\_LEVL\_CODE = ? and SYRACCS\_USERNAME != ?
   5. Check if the username already exists
      1. select SYRACCS\_ROWNUM, SYRACCS\_ACCMAN\_STATUS, SYRACCS\_PIDM, SYRACCS\_SIS\_STATUS, SYRACCS\_INIT\_PASSWORD, SYRACCS\_DEPT\_CODE, SYRACCS\_LEVL\_CODE from SYRACCS where SYRACCS\_USERNAME = ?
   6. If it doesn’t exist insert it:
   7. If it does exist AND
      * 1. The PIDM matches AND
        2. The dept code has changed OR
        3. The level has changed OR
        4. The AccMan status not ‘A’ OR
        5. The SIS status is not ‘A’
      1. Update it
         1. update SYRACCS set SYRACCS\_USERNAME = ?, SYRACCS\_ACCMAN\_STATUS = ?, SYRACCS\_PIDM = ?, SYRACCS\_SIS\_STATUS = ?, SYRACCS\_INIT\_PASSWORD = ?, SYRACCS\_DEPT\_CODE = ?, SYRACCS\_LEVL\_CODE = ?, SYRACCS\_ACTIVITY\_DATE = SYSDATE where SYRACCS\_ROWNUM = ?
3. *deptAndLevel()*
   1. Translate AccMan dept codes and levels to Banner equivalents
      1. If AccMan Status\_Code ‘P’ use Banner level code ‘PG’ else use ‘UG’
      2. If AccMan dept code = ‘AF’ and Banner level code = ‘UG’ use Banner Dept Code = ‘JA’
4. *prepare\_allocate()*
   1. define SQL statements
5. *finish\_allocate()*
   1. release DB handles.

# Banner4person.pl

## Introduction

This script reads student information from the MAIL.BANNER\_IMPORT table.

It parses each Student record it finds; for each record it finds it converts Banner reference information to its AccMan equivalent and then either inserts a new MAIL.PERSON record or updates an existing one.

## In Pictures

![banner4personplSequenceDiagram.png](data:image/png;base64,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)

## Examples

TBC

## Depends On

### Perl Packages

* Warnings
* Strict
* DBI

### Libraries

* **connect.pl**
* **studentPerson.pl**
* **paths.pl**
* **trLogging.pl**

### Database Tables

* MAIL
  + BANNER\_IMPORT

## Process

1. Define local variables
2. Connect to Banner database
   1. Via *connectDB()* in **connect.pl**
3. Define SQL handles to read students imported from Banner held in MAIL.BANNER\_IMPORT
   1. Via *PrepareSQL()*
4. Define SQL handles to read and write Student information
   1. Via *prepareStudentPersonSQL()* in **studentPerson.pl**.
5. Initialise reference data for Student Titles, States and Department code mappings
   1. Via *initialiseParsing()* in **studentPerson.pl**
6. Import Student Information
   1. Via *importStudents()*
   2. Record the start of the import process
      1. Via *generateImport()* in **studentPerson.pl**
   3. Read Student Information from MAIL.BANNER\_IMPORT:
      1. select SPRIDEN\_PIDM, SPRIDEN\_ID, SPRIDEN\_LAST\_NAME, SPRIDEN\_FIRST\_NAME, SPRIDEN\_MI, SPBPERS\_BIRTH\_DATE, SPBPERS\_SEX, SPBPERS\_NAME\_PREFIX, SGBSTDN\_TERM\_CODE\_EFF, SGBSTDN\_STST\_CODE, SGBSTDN\_LEVL\_CODE, SGBSTDN\_STYP\_CODE, SGBSTDN\_DEGC\_CODE\_1, SGBSTDN\_MAJR\_CODE\_1, SGBSTDN\_BLCK\_CODE, SGBSTDN\_DEPT\_CODE, SGBSTDN\_PROGRAM\_1, SFBETRM\_AR\_IND, SFBETRM\_ADD\_DATE, SFBETRM\_ESTS\_CODE, SKBHINS\_ENDDATE from banner\_import
   4. For each Student Record update AccMan Student Details
      1. Via *updateStudentDetails()*
      2. Convert or reject a Student’s Personal Details from Banner to AccMan equivalents. E.g. tidy names, select AccMan person title and clean birth dates.
         1. Via *parsePerson()* in **studentPerson.pl**
      3. Convert or reject a Student’s Course Details from Banner to AccMan equivalents. E.g. determine student state, select AccMan department codes and set student codes.
         1. Via *parseCourse()* in **studentPerson.pl**
      4. Convert or reject a Student RegistrationDetails from Banner to AccMan equivalents. E.g. determine student registration state from enrolment status
         1. Via *parseRegistration()* in **studentPerson.pl**
      5. Adjust person state for Nursing UGs
      6. Log any rejected Students where their registration state is ‘present’
      7. Ignore any students with registration status = ‘EL’ or with an invalid Student Id. Update Student Information held in AccMan
         1. Via *updateStudentPerson()* in **studentPerson.pl**
   5. Record the completion of the import process.
      1. Via *completeImport()* in **studentPerson.pl**
7. Close Student Information SQL handles
   1. Via *finishStudentPersonSQL()* in **studentPerson.pl**
8. Disconnect from Banner database
   1. Via *finishDB()* in **connect.pl**

# Banner4Talis.pl

## Introduction

For students, generate Talis Borrower Import file from Accman data.

Extracts selected data fields from all student account records in Accman

## In Pictures

## Examples

## Depends On

### Perl Packages

* Warnings
* Strict
* DBI

### Modules

### Tables

* MAIL
  + PERSON\_IMPORT
  + PERSON
  + DEPT
  + ACCOUNT
  + TRANSACTIONS

## Process

1. Connect to AccMan Database
   1. Via *connect\_db()*
2. Get the ID of the last successful Banner Import
   1. select importID from person\_import where source\_code = 'S' and completed = 'Y' order by importID desc limit 1
3. Open an export file
4. Generate SQL statements
5. Get a list of all imported students
   1. select per.RealName, per.rollnumber, per.SPRIDEN\_ID, per.person\_status\_code, per.forenames, per.title, per.dept\_code, per.leaver\_flag, per.stu\_att, dpt.site\_code from person per, dept dpt where per.dept\_code = dpt.dept\_code and per.importID = $importID and per.first\_importID = $first\_importID
6. For each Student
   1. Get email address
      1. Via *get\_email\_address()*
   2. Get Talis status
      1. Via *get\_talis\_special\_status()*
   3. Get Tails email optout
      1. Via *get\_talis\_email\_optout()*
   4. Write the student information to the export file.
      1. Via *print\_borrower\_type\_id(), print\_expiry\_date\_future(), print\_borrower\_site(), print\_borrower\_surname(), print\_borrower\_title(), print\_borrower\_forenames(), print\_borrower\_department(), print\_home\_and\_term\_addresses(), print\_borrower\_registration\_number(), print\_email\_address()*
7. Get a list of all students who have had their NDS accounts have been disabled recently.
   1. select per.RealName, per.rollnumber, per.SPRIDEN\_ID, per.person\_status\_code, per.forenames, per.title, per.dept\_code, per.leaver\_flag, per.stu\_att, dpt.site\_code from person per, dept dpt, account acc, transactions tx where per.dept\_code = dpt.dept\_code and acc.personID = per.personID and acc.status\_code < 'R' and tx.affectsID = acc.accID and tx.tr\_type\_id = 12 and tx.tr\_state = 'processed' and tx.tr\_when >= '$first\_date\_string'
8. For each Student
   1. If it has already been processed by the code above then skip it.
      1. select per.RealName, per.rollnumber, per.SPRIDEN\_ID, per.person\_status\_code, per.forenames, per.title, per.dept\_code, per.leaver\_flag, per.stu\_att, dpt.site\_code from person per, dept dpt where per.dept\_code = dpt.dept\_code and per.importID = $importID and per.first\_importID = $first\_importID and per.rollnumber = ?
   2. Get email address
      1. Via *get\_email\_address()*
   3. Get Talis status
      1. Via *get\_talis\_special\_status()*
   4. Get Tails email optout
      1. Via *get\_talis\_email\_optout()*
   5. Write the student information to the export file.
      1. Via *print\_borrower\_type\_id(), print\_expiry\_date\_future(), print\_borrower\_site(), print\_borrower\_surname(), print\_borrower\_title(), print\_borrower\_forenames(), print\_borrower\_department(), print\_home\_and\_term\_addresses(), print\_borrower\_registration\_number(), print\_email\_address()*
9. Disconnect from AccMan Database
   1. Vi *disconnect\_DB()* in **connect.pl**

# deDuplicateWeekly.pl

## Introduction

Disable all valid personal student accounts where person has left

Disable all personal student accounts in the wrong school or at the wrong level (provided the student has a valid account at the correct school and level)

## In Pictures

## Examples

## Depends On

### Perl Packages

* Warnings
* Strict
* DBI

### Modules

* Connect.pl
* disableAccount.pl
* paths.pl

### Tables

* MAIL
  + PERSON
  + ACCOUNT
  + DEPARTMENT\_STATUS

## Process

1. Connect to AccMan database
   1. Via connectDB() in **connect.pl**
2. Prepare SQL statements
   1. Via *prepare\_SQL()*
3. Disable accounts for students who have left
   1. Via *disableLeft()*
   2. Read list of students who have left
      1. select a.accID, a.username from person p, account a where p.personID = a.personID and p.source\_code = 'S' and p.person\_state in ('left', 'missing') and a.state = 'valid' and a.accountType = 'personal'
   3. Disable the account of each student who has left.
      1. Vai *disableAccount*() in **disableAccount.pl**
4. Disable duplicate accounts for students who have moved school/level
   1. Via *disableDuplicates()*
   2. Read a list of students who have duplicate accounts where one has the wrong dept/level
      1. select a1.username, a2.accID, a2.username from person p, account a1, account a2, department\_status ds1, department\_status ds2 where p.personID = a1.personID and p.personID = a2.personID and a1.department\_status\_code = ds1.department\_status\_code and a2.department\_status\_code = ds2.department\_status\_code and p.source\_code = 'S' and a1.state = 'valid' and a1.accountType = 'personal' and a2.accID != a1.accID and a2.accountType = 'personal' and ds1.dept\_code = p.dept\_code and ((p.person\_status\_code in ('U', 'N') and a1.status\_code < 'P') or (p.person\_status\_code = 'P' and a1.status\_code = 'P')) and (ds2.dept\_code != p.dept\_code or (p.person\_status\_code in ('U', 'N') and a2.status\_code = 'P') or (p.person\_status\_code = 'P' and a2.status\_code < 'P')) and (a2.state = 'valid' or (a2.state = 'disabled' and (a2.disabledReason in ('Student has left', 'Student is absent', 'User has left - extension expired', 'Student has probably left') or (a2.disabledReason like 'Now using%' and a2.disabledReason != concat('Now using ', a1.username)) or a2.disabledReason like 'Already using%')))
   3. Disable each duplicate account.
      1. Via *disableAccount*() in **disableAccount.pl**
5. Disconnect from AccMan database
   1. Via *disconnectDB()* in **connect.pl**

# DisableAccount.pl

## Introduction

## In Pictures

## Examples

## Depends On

### Perl Packages

* Warnings
* Strict
* DBI

### Libraries

* **connect.pl**
* **generateTransaction.pl**

### Transactions

* 12
* 62

### Database Tables

* MAIL
  + ACCOUNT
  + ACCOUNT\_DETAILS
  + DEPARTMENT\_STATUS
  + EMAIL\_DOMAIN
  + PERSON
  + STUDENT\_ESTS

## Methods

1. *disableAccount()*
   1. Get Account State
      1. select state from account where accID = ?
   2. Stop processing if the account does not exist or the state is one of:
      1. deleted, invalid
   3. Convert account state to disabled, failed, expired, deletable or deleting or NULL
   4. If account state is not NULL
      1. Update the account record disabling the account:
         1. update account set state = ?, disabledReason = ?, disabledCure = ? where accID = ?
   5. Update the account details
      1. update account\_details set disabled = 'Y', disdate = now() where accID = ? and (disabled != 'Y' or disdate is null)
   6. Create an Disabling, type 12, Transaction with parameters:
      1. select username, defaultContext context, disabledReason from account a, department\_status d where a.department\_status\_code = d.department\_status\_code and accID = ?
      2. via *generateTransaction()* in **generateTransaction.pl**
   7. Create an Disable Live@Edu account, type 62, Transaction with parameters:
      1. select concat(a.primary\_mailname, '@', ed.domainName) identity from account a, emailDomain ed where a.primary\_domainID = ed.domainID and accID = ?
      2. via *generateTransaction()* in **generateTransaction.pl**
   8. Close Database handles
      1. Via *finishDB()* in **connect.pl**

# EnableAccount.pl

## Introduction

## In Pictures

## Examples

## Depends On

### Perl Packages

* Warnings
* Strict
* DBI

### Libraries

* **connect.pl**
* **generateTransaction.pl**
* **trLogging.pl** 
  + **Indirectly referenced**

### Database Tables

* MAIL
  + ACCOUNT
  + DEPARTMENT\_STATUS
  + DEPT\_PERSON\_ACCOUNT
  + PERSON
  + STUDENT\_ESTS

### Transactions

* 13
* 33
* 63

## Methods

1. Get Username and information about why the account is currently disabled.
   1. select username, DisabledReason, DisabledCure from account where accID = ?
2. Log information
   1. Via apb\_logactivity\_tofile() in trLogging.pl
3. Get Account State
   1. select state from account where accID = ?
   2. Stop processing if the account state is one of:
      1. deleted, deleting or invalid
4. Convert account state to valid, used, new or NULL
5. Check reason account is disabled.
6. Allow enabling if reason is one of:
   1. Undefined
   2. Blank
   3. Student is absent
   4. Student has left
   5. User has left - extension expired
7. Do **not** allow enabling if the reason is one of:
   1. Now using…
   2. Account moved to…
   3. Anything else
8. If this was called from **enable.pl** override any earlier logic to allow enabling.
9. If the account has been manually blocked then prevent any disabling
   1. select manually\_disabled from account where accID = ?
10. If the account can be enabled
    1. Update the account state
       1. update account set state = ?, disabledReason = null, disabledCure = null where accID = ?
    2. Update the account details
       1. update account\_details set disabled = 'N', disdate = null where accID = ? and (disabled != 'N' or disdate is not null)
    3. Create an ExpiryDate, type 33, Transaction with parameters dependent on the Account state
       1. select username, defaultContext context, 'none' as 'date’ from account a, department\_status d where a.department\_status\_code = d.department\_status\_code and accID = ?
          1. OR
       2. select username, defaultContext context, date\_add(curdate(), interval 1 month) as 'date' from account a, department\_status d where a.department\_status\_code = d.department\_status\_code and accID = ?
       3. Via *generateTransaction()* in generateTransaction.pl
    4. Create a ???????, type 13, Transaction with parameters dependent a optional Reason
       1. select username, defaultContext context from account a, department\_status d where a.department\_status\_code = d.department\_status\_code and accID = ?
          1. OR
       2. select username, defaultContext context, '$reason' as enabledReason from account a, department\_status d where a.department\_status\_code = d.department\_status\_code and accID = ?
11. Via *generateTransaction()* in generateTransaction.pl
    1. Create an Enable Live@Edu account, type 63, Transaction with parameters
       1. select concat(a.primary\_mailname, '@', ed.domainName) identity from account a, emailDomain ed where a.primary\_domainID = ed.domainID and accID = ?
       2. Via *generateTransaction()* in generateTransaction.pl
12. Close Database handles
    1. Via finishDB() in **connect.pl**

# EnableDisable.pl

## Introduction

## In Pictures

## Examples

## Depends On

### Perl Packages

* Warnings
* DBI

### Libraries

* **mailAccount.pl**
* **generateTransaction.pl**
* **trCommon.pl**
  + **implicitly referenced**

### Database Tables

* MAIL
  + ACCOUNT
  + EMAILDOMAIN
  + MAILSERVERS
  + ACCOUNT\_DETAILS
* IDM/IDMDEV
  + MAIL\_DOMAIN
  + MAIL\_ACCOUNT

### Transactions

* 103
* 104

## Methods

1. *prepare\_specific\_SQL()*
2. *specificInitialisation()*
3. *transaction()*
   1. Check username is valid
      1. Via *checkParam\_username*() in **trCommon.pl**
   2. Update the email account
      1. Via *updateEmailAccount()* in **mailAccount.pl**
      2. Select the current email information for the Student
         1. SELECT A.USERNAME, 'ACCMAN' AS 'DATA\_SOURCE', P.DEPT\_CODE, P.TITLE, P.REALNAME, P.FORENAMES, P.PREFERREDNAME, P.INITIALS, P.PERSON\_STATUS\_CODE, IF(AD.DELETED = 'Y', 'DELETED', IF(A.STATE = 'VALID' AND AD.DISABLED = 'N', 'VALID', 'DISABLED')) AS MAIL\_STATUS, IF(A.DISPOSE\_DOMAINID = 266, 'LIVE\@EDU', IF(A.DISPOSE\_DOMAINID = 5, 'LIVE\@EDU', IF(A.DISPOSE\_DOMAINID = 183, 'WEBMAIL', IF(A.DISPOSE\_DOMAINID = 178, 'EXCHANGE', 'POP3')))) AS MAIL\_TYPE, A.DISPOSE\_MAILNAME, ID1.DOMAIN\_ID, IF(A.DISPOSE\_DOMAINID != 178, AD.PASSWORD, NULL) AS MAILBOX\_PASSWORD, ID2.DOMAIN\_ID, IF(A.DISPOSE\_DOMAINID = 183, CONCAT(M.MAILDIR, '/', LEFT(DISPOSE\_MAILNAME, 1), '/', MID(DISPOSE\_MAILNAME, 2, 1), '/', MID(DISPOSE\_MAILNAME, 3, 1), '/', MID(DISPOSE\_MAILNAME, 4, 1), '/', ID(DISPOSE\_MAILNAME, 5, 1), '/', MID(DISPOSE\_MAILNAME, 6, 1)), IF(A.DISPOSE\_DOMAINID != 178, CONCAT(M.MAILDIR, '/', LEFT(DISPOSE\_MAILNAME, 2), '/', MID(DISPOSE\_MAILNAME, 3, 1), '/', DISPOSE\_MAILNAME), NULL)) AS PATH, IF(A.DISPOSE\_DOMAINID != 178, AD.FSQUOTA, NULL) AS QUOTA FROM PERSON P JOIN ACCOUNT A ON P.PERSONID = A.PERSONID JOIN EMAILDOMAIN E ON A.DISPOSE\_DOMAINID = E.DOMAINID JOIN $IDMDB\.MAIL\_DOMAIN ID1 ON E.DOMAINNAME = ID1.DOMAIN\_NAME LEFT JOIN MAILSERVERS M ON A.MAILSERVERID = M.MAILSERVERID LEFT JOIN $IDMDB\.MAIL\_DOMAIN ID2 ON M.SERVERNAME = ID2.DOMAIN\_NAME JOIN ACCOUNT\_DETAILS AD ON A.ACCID = AD.ACCID WHERE AD.TYPE = 'EMAIL' AND A.USERNAME = ?
      3. Update the Students account
         1. UPDATE $IDMDB\.MAIL\_ACCOUNT SET USERNAME = ?, DATA\_SOURCE = ?, DEPT\_CODE = ?, TITLE = ?, SURNAME = ?, FIRST\_NAMES = ?, PREFERRED\_NAME = ?, INITIALS = ?, USER\_STATUS\_CODE = ?, MAIL\_STATUS = ?, MAIL\_TYPE = ?, DELIVERY\_NAME = ?, DELIVERY\_DOMAIN\_ID = ?, MAILBOX\_PASSWORD = ?, MAILBOX\_DOMAIN\_ID = ?, MAILBOX\_LOCATION = ?, MAILBOX\_QUOTA = ? WHERE USERNAME = ?
   3. Check context is valid
      1. Via *checkParam\_context()* in **trCommon.pl**
   4. If disabling, type 12
      1. Create a Disable AD Account, type 103, Transaction
         1. Via *generateTransaction()* in **generateTransaction.pl**
   5. If enabling, type 13
      1. Create a Ensable AD Account, type 104, Transaction
         1. Via *generateTransaction()* in **generateTransaction.pl**

# restoreUFAA.pl

## Introduction

Restore future UFAA status for students after they have left in this session

Restore present/future UFAA status for students after they have left in previous session

Restore UFAA status for students after being erroneously assigned an account for a school/level they are not studying in ( => acad\_sess = 0000)

## In Pictures

## Examples

## Depends On

### Perl Packages

* Warnings
* Strict
* DBI

### Modules

* Connect.pl
* Paths.pl
* trLogging.pl

### Tables

* MAIL
  + PERSON
* BANNER
  + SGBSTDN
  + SYRACCS

## Process

1. Connect to AccMan Database
   1. Via *ConnectAccman()*
      1. Vi *ConnectDB()* in **connect.pl**
2. Connect to Banner Database
   1. Via *ConnectBanner()*
      1. Vi *ConnectDB()* in **connect.pl**
3. Prepare SQL Statements
   1. Via *prepareSQL()*
4. Restore UFAA status in the **next** session for students who left in the **current** session
   1. Via *restoreUFAA()*
   2. Find all students who left in the relevant session
      1. select PIDM, program from person where source\_code = 'S' and acad\_sess = ? and person\_state = 'left'
   3. For each student check if they are still active in banner for target session on a new or different dept.
      1. select SGBSTDN\_DEPT\_CODE, SGBSTDN\_LEVL\_CODE, SGBSTDN\_TERM\_CODE\_EFF from SGBSTDN where SGBSTDN\_TERM\_CODE\_EFF > ? and SGBSTDN\_TERM\_CODE\_ADMIT > ? and SGBSTDN\_STST\_CODE = 'AS' and SGBSTDN\_PROGRAM\_1 != ? and SGBSTDN\_PIDM = ?
   4. If they are re-assign the account
      1. update SYRACCS set SYRACCS\_ACCMAN\_STATUS = 'R', SYRACCS\_ACTIVITY\_DATE = SYSDATE where SYRACCS\_PIDM = ? and SYRACCS\_DEPT\_CODE = ? and SYRACCS\_LEVL\_CODE = ?
5. Restore UFAA status in the **current** session for students who left in the **last** session
   1. Via *restoreUFAA()* see above
6. Restore UFAA status in the **current** session for students in the wrong dept/level
   1. Via *restoreUFAA()* see above
7. Disconnect from Banner Database
   1. Via *disconnectBanner()*
      1. Vi *disconnectDB()* in **connect.pl**
8. Disconnect from AccMan Database
   1. Via *disconnectAccman()*
      1. Vi *disconnectDB()* in **connect.pl**

# StudentAutoState.pl

## Introduction

## In Pictures

## Examples

## Depends On

### Perl Packages

* Warnings
* Strict
* DBI

### Libraries

* **connect.pl**
* **disableAccount.pl**
* **enableAccount.pl**
* **trLogging.pl**
* **paths.pl**

### Database Tables

* MAIL
  + ACCOUNT
  + DEPARTMENT\_STATUS
  + DEPT\_PERSON\_ACCOUNT
  + PERSON
  + STUDENT\_ESTS

## Process

1. Define local variables
   1. Define the current academic session year
      1. Optionally decrement the year by 1.
2. Connect to Banner database
   1. Via *connectDB()* in **connect.pl**
3. Define SQL handles to read persons Account, Person, Department and status information, based on the current academic session.
   1. Via *PrepareSQL()*
4. Find the most recent Person Import **NOT USED**
   1. select importID from person\_import where source\_code = 'S' and completed = 'Y' order by importID desc limit 1
5. Enable accounts for returning students
   1. Via *enable()*
   2. Get all details about accounts potentially to be enabled.
      1. Filter by current academic year and defined account and person states, status codes, dept codes and reasons for disabling the account.
         1. select a.accID, a.username, p.person\_state, p.personID from account a, person p, department\_status ds, dept\_person\_account d where p.personID = a.personID and p.person\_state in ('present', 'graduating') and p.source\_code = 'S' and p.acad\_sess >= $session and ((p.person\_status\_code in ('N', 'U') and a.status\_code < 'P') or (p.person\_status\_code = 'P' and a.status\_code in ('P', 'Q'))) and a.state in ('disabled', 'deletable') and a.accountType = 'personal' and a.department\_status\_code = ds.department\_status\_code and p.dept\_code = d.person\_dept\_code and ds.dept\_code = d.account\_dept\_code and a.disabledReason in ('$leftReason', '$absentReason', '$extendReason', 'Student has probably left')
   3. For each Account
      1. Check if the account is currently valid:
         1. select a.username from account a, person p, department\_status ds, dept\_person\_account d where p.personID = ? and p.personID = a.personID and ((p.person\_status\_code in ('N', 'U') and a.status\_code < 'P') or (p.person\_status\_code = 'P' and a.status\_code in ('P', 'Q'))) and a.state = 'valid' and a.accountType = 'personal' and a.department\_status\_code = ds.department\_status\_code and p.dept\_code = d.person\_dept\_code and ds.dept\_code = d.account\_dept\_code and a.accID != ?
   4. If there is a valid account disable it.
      1. Via *disableAccount()* in **disableAccount.pl**
   5. If the current account is not valid enable it.
      1. Via *enableAccount()* in **enableAccount.pl**
      2. Log the change
         1. Via *apb\_logactivity\_tofile()* in **trLogging.pl**
6. Disable accounts for departed of inactive students
   1. Get Cure codes, %cure
      1. Via *getCurehash*()
         1. select stu\_ests, ests\_desc, person\_state from student\_ests
   2. Get all details about accounts to be disabled.
      1. Filter by current academic year and defined account and person types, states, source codes, dept codes and session.
         1. select a.accID, a.username, p.person\_state, p.stu\_ests from account a, person p, department\_status ds where p.personID = a.personID and p.person\_state in ('absent', 'left') and p.source\_code = 'S' and p.acad\_sess >= $session and a.state = 'valid' and a.accountType = 'personal' and a.department\_status\_code = ds.department\_status\_code
      2. Disable the account
         1. Via *disableAccount()* in **disableAccount.pl**
7. Log counts of accounts processed.
   1. Via logactivity() and apb\_logactivity\_tofile() in **trLogging.pl**
8. Disconnect from Banner
   1. Via *disconnectDB()* in **connect.pl**

# StudentPerson.pl

## Introduction

## In Pictures

## Examples

## Depends On

### Perl Packages

* Warnings
* Strict
* DBI

### Libraries

* **connect.pl**
* **generateTransaction.pl**

### Database Tables

* MAIL
  + TITLEMAP
  + STUDENT\_ESTS
  + BANNER\_DEPT
  + SY\_TO\_EL\_PROGRAM\_CODES
  + PERSON\_IMPORT
  + BANNER\_IMPORT
    - (indirectly as values from this are passed into the functions)
  + PERSON
  + PERSON\_ADD
  + EXTENSION
  + PERSON\_REJECTED\_DATA
  + PERSON\_CHANGE
  + PROG
  + MIDYEARPROG

### Transactions

* 97: UPDATE\_JANUS\_USER\_DETAILS (.NET)

## Process

1. Update Person
   1. As implemented in *Banner4Person.pl*
      1. *prepareStudentPersonSQL()*
      2. *initialiseParsing()*
      3. *generateImportID()*
      4. For each Student record in MAIL.BANNER\_IMPORT
         1. *parsePerson()*
         2. *parseCourse()*
         3. *parseRegistration()*
         4. *updateStudentPerson()*
      5. *completeImport()*
      6. *finishStudentPersonSQL()*

## Methods

1. Initialization
   1. *@graduationDate*
   2. %psc
   3. %pgr
2. *prepareStudentPersonSQL()*
   1. Defines SQL Statements used in the following methods.
3. *initialiseParsing()*
   1. Initialises the AccMan person reference data, by calls to:
      1. *getTitleHash*()
      2. *getPStateHash()*
      3. *getDeptHash()*
      4. *getSYdeptHash()*
      5. *finishDB*() in **connect.pl**
4. *getTitleHash*()
   1. initialises map of person titles, *$titleMap*, using:
      1. select title, source\_title from titleMap
5. *getPStateHash()*
   1. initialises a map of person states, %pstate, using:
      1. select stu\_ests, person\_state from student\_ests
6. *getDeptHash()*
   1. initialises a map of Banner Depts codes, $depthash, to AccMan codes using:
      1. select SGBSTDN\_DEPT\_CODE, dept\_code from banner\_dept
7. *getSYdeptHash()*
   1. initialises a map of obsolete SY Banner chemistry codes, %SYdepthash, using:
      1. select program from SY\_to\_EL\_program\_codes
8. *generateImportID()*
   1. Creates a new record in the MAIL.PERSON\_IMPORT table and returns the ID value of the new record, using:
      1. insert into person\_import (source\_code) values ('S')
9. *completeImport()*
   1. Signals the import is complete by updates the MAIL.PERSON\_IMPORT record, using:
      1. update person\_import set completed = 'Y' where importID = ?
10. *parsePerson()*
    1. Check and convert Personal Details from Banner to AccMan equivalents.
    2. Rejects the student if:
       1. Student ID, SPRIDEN\_ID, is invalid
       2. Student last name SPRIDEN\_LAST\_NAME is invalid.
       3. Student first name SPRIDEN\_FIRST\_NAME is invalid.
       4. Student middle name SPRIDEN\_MI is invalid.
       5. Student title, SPBPERS\_NAME\_PREFIX, cannot be mapped to AccMan
       6. Date of birth, SPBPERS\_BIRTH\_DATE, is invalid.
    3. Record any rejections:
       1. insert into person\_rejected\_data (importID, rollnumber, field\_name, bad\_field\_value) values (?, ?, ?, ?)
    4. Sets the following fields:
       1. $*pidm* set from $*SPRIDEN*\_*PIDM*
       2. $*rollnumber* set from $*SPRIDEN*\_*ID*
          1. Check the Student ID is of the form “@########” and extract the number portion
       3. $*realname* set from $*SPRIDEN*\_*LAST*\_*NAME*
          1. Replace “.” With space, remove excess whitespace, replace accented characters
       4. $*firstName* set from $*SPRIDEN*\_*FIRST*\_*NAME*
          1. Replace “.” With space, remove excess whitespace, replace accented characters
       5. $*middleName* set from $*SPRIDEN*\_*MI*
          1. Replace “.” With space, remove excess whitespace, replace accented characters
       6. $*preferredname* set from $*SPRIDEN*\_*FIRST*\_*NAME*
       7. $*forenames* set from $*firstname* $*middleName*
       8. $*initials* set from $*forenames*
          1. Remove apostrophes, uppercase and initilise
       9. $b\_date set from $*SPBPERS\_BIRTH\_DATE*
       10. $title set from $*SPBPERS\_NAME\_PREFIX*
           1. Remove dots and find AccMan value from *$titleMap*
11. *parseCourse()*
    1. Check and convert Course Details from Banner to AccMan equivalents.
    2. Rejects the student if:
       1. student status, SGBSTDN\_STST\_CODE, is not one of:
          1. AS|IS|DE|IG|RR|SU|WD|WU|IN|WN
       2. Student level, SGBSTDN\_LEVL\_CODE, is not one of:
          1. UG, PG, FE, PQ, CE
       3. Student term code, SGBSTDN\_TERM\_CODE\_EFF, is < 2000 or > 2020.
       4. Student attendance code, SGBSTDN\_PROGRAM\_1, is not
          1. [FSPEDLO]|LI
       5. Department code, $SGBSTDN\_DEPT\_CODE, is not included in $depthash
       6. Department code, $SGBSTDN\_ STYP\_CODE, is not one of:
          1. FNCDET
       7. Year Code, SGBSTDN\_BLCK\_CODE, is not 1-9.
    3. Record any rejections:
       1. insert into person\_rejected\_data (importID, rollnumber, field\_name, bad\_field\_value) values (?, ?, ?, ?)
    4. Sets the following fields:
       1. $stu\_levl set from $SGBSTDN\_LEVL\_CODE;
       2. $person\_status\_code set from $SGBSTDN\_LEVL\_CODE;
       3. $stu\_term set from $SGBSTDN\_TERM\_CODE\_EFF;
       4. $acad\_sess set from substr ($SGBSTDN\_TERM\_CODE\_EFF, 0, 4);
       5. $program set from $SGBSTDN\_PROGRAM\_1 || 'X/X/X';
       6. $stu\_att set from $SGBSTDN\_PROGRAM\_1 or F
       7. $sos\_code set from $SGBSTDN\_MAJR\_CODE\_1
       8. $dept\_code set from $SGBSTDN\_DEPT\_CODE;
       9. $stu\_styp set from $SGBSTDN\_STYP\_CODE;
       10. $stu\_degc set from $SGBSTDN\_DEGC\_CODE\_1;
       11. $qual\_aim\_code set from *$pgr*
       12. $stu\_block set from $SGBSTDN\_BLCK\_CODE;
       13. $yr\_course set from $SGBSTDN\_BLCK\_CODE
       14. $yr\_student set from *$stu\_styp*
       15. $leaver\_flag set from '';
12. *parseRegistration()*
    1. Check and convert Registration Details to AccMan
    2. Rejects Student if:
       1. Registration status is not one of:
          1. Y, C, N
       2. Enrolment Status, SFBETRM\_ESTS\_CODE, is not in $*pstate*
       3. Start Date, SFBETRM\_ADD\_DATE, is invalid
       4. End date, SKBHINS\_ENDDATE, is invalid
    3. Record any rejections:
       1. insert into person\_rejected\_data (importID, rollnumber, field\_name, bad\_field\_value) values (?, ?, ?, ?)
    4. Sets the following fields:
       1. $reg\_status set from $SFBETRM\_AR\_IND;
       2. $stu\_ests set from $SFBETRM\_ESTS\_CODE;
       3. $person\_state set from $pstate/$SFBETRM\_ESTS\_CODE/$SKBHINS\_ENDDATE
       4. $start\_date set from $SFBETRM\_ADD\_DATE;
       5. $end\_date set from $SKBHINS\_ENDDATE;
13. *updateStudentPerson ()*
    1. Check to see if there is an existing Person record by using the StudentID/RollNumber
       1. select personID, Initials, RealName, sos\_code, person\_status\_code, dept\_code, forenames, qual\_aim\_code, person\_state, importID, yr\_student, yr\_course, acad\_sess, reg\_status, leaver\_flag, pidm, title, program, stu\_term, stu\_levl, stu\_styp, stu\_degc, stu\_block, stu\_stst, stu\_ests, stu\_att, start\_date, end\_date, preferredName, b\_date from person where rollnumber = ? and person\_status\_code in ('N', 'U', 'P', 'X')}
    2. If the Person record **does not** exist:
       1. Calculate the final year status
          1. Via *set\_Leaver()*
       2. Insert a new Person record
          1. insert into person (Initials, RealName, source\_code, rollnumber, SPRIDEN\_ID, sos\_code, person\_status\_code, dept\_code, forenames, qual\_aim\_code, person\_state, importID, first\_importID, yr\_student, yr\_course, acad\_sess, reg\_status, leaver\_flag, pidm, title, program, stu\_term, stu\_levl, stu\_styp, stu\_degc, stu\_block, stu\_stst, stu\_ests, stu\_att, start\_date, end\_date, preferredName, b\_date) values (?, ?, 'S', ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?, ?)
       3. Log the addition of a Person
          1. insert into person\_add (importID, rollnumber) values (?, ?)
    3. If the Person record does exist check the data to see if an update is required:
       1. Optionally force an update regardless of data mismatches.
       2. don't import 'expected' for following year if 'present' for db year on same programme and yr\_course > db\_yr\_course
       3. Do not update if the new data is for an older academic year.
       4. Do not update if new data is older than the current data or worse(!?!)
       5. Do not update if the Term Code is **not** the same in the new and old data, i.e. they have changed course (????) and
          1. They were present in the lst course but not present on the new one.
             1. Or
          2. The existing aimed for qualification code is less than the new one.
    4. Potentially adjust fields:
       1. *$person\_state*
          1. Potentially depends on “extended” state of student
             1. select personID from extension where personID = ?
       2. $*leaver\_flag*
       3. $*preferredName*
    5. Log changes.
       1. Via *logchange()*
    6. Update Person record:
       1. update person set importID = ?, source\_code = 'S', Initials = ?, RealName = ?, SPRIDEN\_ID = ?, sos\_code = ?, person\_status\_code = ?, dept\_code = ?, forenames = ?, qual\_aim\_code = ?, person\_state = ?, yr\_student = ?, yr\_course = ?, acad\_sess = ?, reg\_status = ?, leaver\_flag = ?, pidm = ?, title = ?, program = ?, stu\_term = ?, stu\_levl = ?, stu\_styp = ?, stu\_degc = ?, stu\_block = ?, stu\_stst = ?, stu\_ests = ?, stu\_att = ?, start\_date = ?, end\_date = ?, preferredName = ?, b\_date = ? where personID = ?
    7. Add a new Transaction, type 97, to update Janus
       1. Via *generateTransaction()* in **generateTransaction.pl**
14. *finishStudentPersonSQL* *()*
    1. Closes SQL handles used in the methods described above.
15. *Set\_leaver()*
    1. Read the relevant Leaver flag for the student
       1. select p.SPLENGTH, p.UOMS, m.PROGRAM from prog p left join midYearProg m on m.PROGRAM = p.PROGRAM where p.PROGRAM = ?
16. *Logchange()*
    1. insert into person\_change (importID, personID, field\_name, old\_field\_value, new\_field\_value) values (?, ?, ?, ?, ?)

# Other Scripts

The following scripts were not initially identified as being crucially important to this analysis but since they do contain references to department names & codes, they are included here

# maillist-staff.pl

This is probably not used any more since the last modification was made in 2010. It creates a file containing user details that can be imported into Exchange. We are now using AD/Exchange integration so can’t see this being used. The file it generates includes department details.

Transactions generated: None

# maillist-student.pl

Performs the same task as maillist-staff, but for students.

Transactions generated: None

# mailstaffchanges.pl

Transactions generated: None

## Process

Compiles a list of staff whose details have changed in the last 24 hours and emails the changes to various people.

Certain processes (sap\_import.pl, studentPerson.pl etc) insert records into the **person\_change** table to record details that have changed.

This script looks for changes to the field “dept\_code” field and records their old dept\_code, and the dept\_code of the department they have moved to.

select a.username, c.old\_field\_value as old, d1.dept\_name as old\_name, c.new\_field\_value as new, d2.dept\_name as new\_name, date\_format(i.import\_time,'%Y-%m-%d') as 'when'

from

account a

join person\_change c on a.personID = c.personID

join person\_import i on c.importID = i.importID,

dept d1,

dept d2

where

i.importID > 12653

and i.import\_time >= @timescale

and i.source\_code = 'P'

and c.field\_name = 'dept\_code'

and a.state = 'valid'

and c.old\_field\_value = d1.dept\_code

and c.new\_field\_value = d2.dept\_code

order by a.username, i.importID

Also reads from the reconciliation table to find people whose username has changed. The reconcile.pl script inserts records into the reconciliation table. The dept\_code field is used within the query.

select a.username, p1.dept\_code as old, d1.dept\_name as old\_name, p2.dept\_code as new, d2.dept\_name as new\_name, date\_format(r.reconciliation\_timestamp, '%Y-%m-%d') as 'when'

from

account a,

person p1,

person p2,

reconciliation r,

dept d1,

dept d2

where

a.personID = p2.personID

and p1.rollnumber = r.old\_rollnumber

and p2.rollnumber = r.rollnumber

and p1.dept\_code != p2.dept\_code

and a.state = 'valid'

and a.status\_code = 'S'

and p1.dept\_code = d1.dept\_code

and p2.dept\_code = d2.dept\_code

and r.reconciliationID > 3300

and r.reconciliation\_timestamp >= @timescale

order by a.username, r.reconciliationID

# moverename.pl

This script is no longer needed. It was switched off during transformation because it does not support AD.

# noshow.pl

Looks for students that Accman expected to be here, but who have not turned up. For any students it finds, it re-reads the student details from Banner and updates their details in Accman. This includes department information.

Transactions generated: none

# pregen\_associate.pl

Transactions generated

82 (Complete Associate Generation)

This script relies heavily on the department details. When a new associate is created, they will write a transaction to the DB with parameters specifying their department code. This script then finds the next available username, from a pool of pre-created accounts, to grant the new user. It then performs an initial setup of the account in NDS. Example:

Transaction specifies that a user with the following details needs to be created:

account\_prefix: AAA i.e. what their username should start with

department\_code: AD i.e. their two-letter department code

rollnumber: 400124566 (the user’s rollnumber)

status\_code: S (staff)

This script then reads that transaction and finds the next available matching username (based on the prefix, department, and numeric part of the username. E.g. ‘find the next available username for department code UI, with a prefix UIS’ might come up with 1058 if there have been 1057 members of staff in UIS previously, so the new user will be assigned a username of UIS1058.

The account is created in an NDS context that is built up using information retrieved from the department\_status table (the fields defaultContext, defaultServer and defaultVolume). An example row from the department\_status table would be:

SELECT

ds.department\_status\_code, ds.active, ds.defaultContext, ds.defaultServer, ds.defaultvolume

FROM department\_status ds

LEFT OUTER JOIN dept\_person\_account dpa ON dpa.account\_dept\_code = ds.dept\_code

WHERE ds.status\_code = ?

AND (dpa.person\_dept\_code = ? OR ds.dept\_code = ?)

order by department\_status\_id desc;

The parameters to this query are the status code (‘S’ for staff) and the department code (params 2 *and* 3), all of which come from the transaction parameters.

Once the context has been derived from this query, the user is created in NDS and is forever linked to this department-specific context.

NB There is another variant of this script called pregen.pl which is used for non-associates. Pregen.pl is executed independently of user-creation, and is used to create pools of available users that can be used later (still based on departments). Pregen-associate.pl does the same thing, but forms a step in the ‘create associate’ process itself, and instead of creating a pool of e.g. 10 accounts, creates a single account that is snapped up there and then by the user being set up.

# selfReg.pl

Transactions Generated: 43 (Register),

This script is used to manually generate a type 43 (register) transaction for a user. The operator enters the username and the script presents them with some information about the user. It then asks them if the details are correct, and if so, creates the type 43 transaction.

One of the values displayed to the operator is the user’s department. That seems to be all this script does with the department.

# staffmultileft.pl

Transactions generated: 41 (Reconcile)

## Process

This is one of the scripts executed by sap\_import.bat. It uses the dept codes in a fairly niche but straightforward way.

1. Looks for all people who are multi-post holders but their person record states that they have ‘left’

select distinct p.personID, a.accID, a.username from person p, account a, person\_multi\_post m where p.personID = a.personID and p.personID = m.personID\_1 and p.multi\_post = 'Y' and a.state = 'valid' and a.accountType = 'personal' and p.person\_state in ('left', 'absent', 'extended') and p.source\_code = 'P'

1. Count the number of records each person has in the person\_multi\_post table (to work out how many additional posts they have)

select count(m.personID\_2) from person\_multi\_post m, person p where p.personID = m.personID\_2 and p.person\_state = 'present' and m.personID\_1 = ?

1. If there is only one other account, reconcile it i.e. check what state the second account is in, and if it’s the only account left, make the account record point to this person record (since the previous person record is redundant because it is ‘left’)
2. If there are multiple other person records, do a more complicated version of reconcile. This one takes the department code into account i.e.
   1. if two person records belong to the same department, try and reconcile them
   2. otherwise try to reconcile them another way (i.e. disable the extra account)

# staffsequential.pl

Transactions generated: 41 (Reconcile)

This is one of the scripts executed by sap\_import.bat. It’s almost identical to staffmultileft.pl apart from the fact that it acts on people who do not have multiple posts. It also uses the department code in a fairly minor way.

# Register.pl

## Introduction

## Applies account settings from student account assignment and staff self-registration.

## Links an account record to its person record & many other things such as setting up email, setting quotas etc

Contains a lot of NDS functionality that will be (has been) phased out after transformation

Takes 4 transaction parameters: accID, personID, username and disabledReason (optional)

Since it performs many different tasks, and it quite often breaks half way through doing these things, the register process keeps track of where it is using a fifth transaction parameter called trState. Each time a step is completed, this number is incremented up to the current final state of 24. Until this state is reached, the tr\_state of the transaction remains at ‘pending’, and on reaching state 24, it is changed to ‘processed’.

This allows the register script to ‘recover’ any half-processed transactions that would otherwise have failed and been left in a state of limbo. It looks for any ‘pending’ transactions, checks what state they reached before the script encountered a problem, and then continues from where it left off.

## Process

State 0: links the account and person records together by setting the personID column in the account table

State 1: Get the default email system by calling getDefaultDisposeDomain().

State 2: Generate a random email password and insert it into the account\_details table (for the EMAIL system)

State 3: Create a mail account by calling createMailAccount() from mailAccount.pl. This inserts a record into mail\_account table in the IDM database.

State 4: Generates the email address which takes the form of the initials followed by the surname (with some checking and formatting). Works out their domain (e.g. salford.ac.uk or live.salford.ac.uk) based on whether they are staff or student. Adds the primary and alias addresses to the account.

State 5: Generates a random password for Athens and inserts it into the account\_details table

State 6: Insert a new transaction to create the Athens account (type 7)

State 7: Insert a new transaction to create the password.txt file in the user’s F: drive (type 39)

State 8: Set the property ‘NetAPPIMAPhomeDirectory’ on the users NDS account (students only)

State 9: Set the email quota by updating the account\_details table (where type = ‘EMAIL’)

State 10: Set the GPAS Balance (obsolete) for printing

State 11: Set the NDS file quota by updating the account\_details table (where type = @NDS’)

State 12: Remove the account expiry date from NDS

State 13: Sets some more NDS attributes (username, rollnumber, name).

State 14: Sets the ACLs in NDS so that the user cannot change the rollnumber and lastname attributes.

State 15: Create the import and control files for the NDS account, and then run JRBImprt to set all the relevant values for this user.

State 16: Update the account so that it is valid.

State 17: Disable the account if there is a disabled reason associated with the account

State 18: Update the mail account (calls updateMailAccount()) to update table mail\_account in the IDM database.

State 19: A type 42 (set email quota) transaction used to be generated here, but it doesn’t happen any more.

State 20: Insert a transaction to create the Live@Edu account for students (type 48).

State 21: Update the account table with some email-related values

State 22: Insert a transaction to create a new Janus account (type 97)

State 23: Insert a transaction to create the AD account (type 93)

State 24: Finished!

# .NET Processes

The following .NET processors in AccmanBackEndLibrary make use of the department. The classes (processors) in AccmanBackEndLibrary are roughly equivalent to the older Perl scripts.

# TempusCohortCreateUpdateUser

This has its own list of departments which reside in a different database. A new table in Accman called TempusCohortProgrammes contains references to these departments.

# ActivateDirectoryNewUser

This makes use of the department code stored in HR\_DEPARTMENTS and if a matching one cannot be found, it will fall back to using the department in the dept table. The department name is pushed into ActiveDirectory.

# ImportAssociate

Reads the department code from the Associates database (in the Associate.DepartmentCode column) and inserts it into person.dept\_code column in the Mail database.