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API ALLROUTES
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# Introducción

En el siguiente documento se va a explicar de forma detallada como he realizado la API de mi aplicación web “AllRoutes”, que su principal función, es la de gestionar la tanto la parte de usuarios, como la parte de las rutas. Explicaré el funcionamiento de las funciones desarrolladas, indicando su utilidad, los parámetros de entrada necesarios, valores devueltos dependiendo de las respuestas y ejemplos del funcionamiento.

# Árbol de directorios

Esta API la he organizado en los siguientes directorios:

![Interfaz de usuario gráfica, Aplicación, Chat o mensaje de texto

Descripción generada automáticamente](data:image/png;base64,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)

Clases: contiene el archivo “conexión.php” el cual contiene la conexión a la base de datos y una función para generar un token único a un usuario que haya iniciado sesión.

<?php

*require\_once* "../vendor/autoload.php";

*use* Firebase\JWT\JWT;

*class* Conexion *extends* mysqli {

*private* $host = "localhost";

*private* $db = "allroutes";

*private* $user = "allroutes";

*private* $pass = "allroutes";

*public* *function* \_\_construct()

        {

*try* {

*parent*::\_\_construct(*$this*->host, *$this*->user, *$this*->pass, *$this*->db);

            } *catch* (mysqli\_sql\_exception $e) {

                echo "ERROR: {$e->getMessage()}";

*// header("HTTP/1.1 400 Bad Request");*

*exit*;

            }

        }

*/\*####################################*

*GENERAR TOKEN DE AUTENTICACIÓN*

*####################################\*/*

*static* *public* *function* jwt($username) {

            $time = time();

            $key = 'This 1s S3cr3T';

            $token = array(

                "iat" => $time, *//Tiempo en que inicia el token*

                "exp" => $time + (60\*60\*24), *// Tiempo en que expirará el token(1 dia)*

                "username" => $username

            );

            $jwt = JWT::encode($token, $key, 'HS256');

*return* $jwt;

        }

    }

?>

LoadRoute: contiene un archivo index.php con la función para subir una ruta a la base de datos.

Routes: contiene un archivo index.php con la función para obtener todas las rutas y los parámetros para filtrar por nombre, distancia mínima y distancia máxima.

Users: contiene un archivo index.php con las funciones básicas para gestionar las peticiones del usuario.

# Parte de los usuarios

Esta parte de la API gestiona las peticiones básicas de los usuarios (registro, inicio de sesión, edición de datos y eliminación de la cuenta).

La URL base para realizar las llamadas seria la siguiente:

* [**http://localhost/proyecto-allroutes/php/api/users/**](http://localhost/proyecto-allroutes/php/api/users/)

## Registro de un usuario

Función para registrar un usuario en la base de datos:

*if* ($\_SERVER['REQUEST\_METHOD'] == 'POST') {

    $json = file\_get\_contents('php://input');

    $user = json\_decode($json);

*/\* REGISTRAR USUARIO \*/*

*if* (

        isset($user->username) && isset($user->fullname) && isset($user->email) &&

        isset($user->pass) && isset($user->height) && isset($user->weight) &&

        isset($user->birthday) && isset($user->actividades)

    ) {

        $fullname = $user->fullname;

        $username = $user->username;

        $email = $user->email;

        $pass = $user->pass;

        $height = $user->height;

        $weight = $user->weight;

        $birthday = $user->birthday;

        $activities = implode(",", $user->actividades);

        $passHash = hash("sha512", $pass);

        $sql = "*INSERT INTO* users (username, fullname,  email, pass, height,

*weight*, birthday, activities) *VALUES* ('$username', '$fullname', '$email',

                '$passHash', '$height', '$weight', '$birthday', '$activities')";

        $sql2 = "*SELECT* username *FROM* users *WHERE* username='$username'";

*try* {

            $usuarios = $con->query($sql2)->fetch\_all(MYSQLI\_ASSOC);

*if* (count($usuarios) > 0) {

                header("HTTP/1.1 409 Username exist");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *false*,

                    'msg' => "El nombre de usuario ya existe"

                ]);

            } *else* {

                $con->query($sql);

                header("HTTP/1.1 201 Created");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *true*,

                    'msg' => "El usuario se ha creado correctamente"

                ]);

            }

        } *catch* (mysqli\_sql\_exception $e) {

            header("HTTP/1.1 400 Bad Request");

            header("Content-Type: application/json");

            echo json\_encode([

                'success' => *false*,

                'msg' => "Alguno de los campos está vacío"

            ]);

        }

En primer lugar, se comprueba que se haya recibido el siguiente cuerpo del body:

    {

        "username": \*nombre de usuario

        "fullname": \*nombre completo

        "email": \*correo electrónico

        "pass": \*contraseña

        "height": \*altura

        "weight": \*peso

        "birthday": \*fecha de nacimiento

        actividades, \*actividades preferidas

    };

Si se han recibido, se almacenaría los valores en variables, y a continuación se declararía la consulta para insertar en la tabla “users” los valores recibidos anteriormente y una pequeña consulta que comprueba que el “username” no esté repetido en la base de datos.

A continuación, en un bloque “try catch” se comprueba el número de usuarios encontrados en la anterior consulta, si es mayor que 0 la respuesta sería “409 Username exists” y nos devolvería un mensaje de error de que el usuario ya existe. En cambio, si el número de usuarios encontrados es 0 se ejecuta la consulta de inserción del usuario y la respuesta sería exitosa “HTTP/1.1 201 Created” con el mensaje de usuario creado correctamente. Si hubiera algún fallo de otro tipo la respuesta sería “HTTP:/1.1 400 Bad Request” con un mensaje de error al registrar al usuario.

Ejemplo de una llamada:

*let* datosUsuario = {

        "username": `${username.value}`,

        "fullname": `${fullname.value}`,

        "email": `${email.value}`,

        "pass": `${pass.value}`,

        "height": `${estatura.value}`,

        "weight": `${peso.value}`,

        "birthday": `${fechaNac.value}`,

        actividades,

    };

*let* url = "http://localhost/proyecto-allroutes/php/api/users/";

    fetch(url, {

        method: 'POST',

        headers: {

            'Content-Type': 'application/json;charset=utf-8'

        },

        body: JSON.stringify(datosUsuario)

    })

        .then(response *=>* {

*return* response.json();

        })

        .then(data *=>* {

*if* (data['success']) {

                console.log(data['msg']);

            } *else* {

                console.log(data['msg']);

            }

        })

## Iniciar sesión

Función para iniciar sesión en la aplicación:

} *elseif* (isset($user->username) && isset($user->pass)) {

        $username = $user->username;

        $pass = $user->pass;

        $sql = "*SELECT* id, username, pass *FROM* users *WHERE* username='$username'";

        $jwt = Conexion::jwt($username);

*try* {

            $usuario = $con->query($sql)->fetch\_all(MYSQLI\_ASSOC);

*/\* var\_dump(hash('sha512', $pass));*

*var\_dump($usuario[0]['pass']); \*/*

*if* (hash('sha512', $pass) == $usuario[0]['pass']) {

                header("HTTP/1.1 200 OK");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *true*,

                    'msg' => "Se ha iniciado sesion",

                    'id' => $usuario[0]['id'],

                    'username' => $usuario[0]['username'],

                    'token' => $jwt

                ]);

            } *else* {

                header("HTTP/1.1 400 Bad Request");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *false*,

                    'msg' => "Datos de sesión incorrectos"

                ]);

            }

        } *catch* (mysqli\_sql\_exception $e) {

            header("HTTP/1.1 404 Not Found");

            header("Content-Type: application/json");

            echo json\_encode([

                'success' => *false*,

                'msg' => "No se encuentra el usuario"

            ]);

        }

    } *else* {

        header("HTTP/1.1 400 Bad Request");

        header("Content-Type: application/json");

        echo json\_encode([

            'success' => *false*,

            'msg' => "Alguno de los campos esta vacío"

        ]);

    }

*exit*;

Se comprueba que se haya recibido el siguiente cuerpo del mensaje:

    {

        "username": \*nombre de usuario

        "pass": \*contraseña

    };

Si se han recibido se declara la consulta para obtener el id, el nombre de usuario y la contraseña del usuario recibido en el cuerpo del mensaje, a continuación se genera un token JWT con la función mencionada anteriormente en la clase “conexión” y en un bloque try catch se comprueba que las contraseñas sean iguales, si lo son la respuesta seria “HTTP/1.1 200 OK” y devolvería un JSON con un mensaje de se ha iniciado sesión, el id del usuario, su nombre de usuario y el token generado. Si las contraseñas no fueran iguales la respuesta seria “HTTP/1.1 404 Not Found” y devolvería un JSON con un mensaje de que no se encuentra al usuario.

Ejemplo de una llamada:

*let* url = "http://localhost/proyecto-allroutes/php/api/users/";

    fetch(url, {

        method: 'POST',

        headers: {

            'Content-Type': 'application/json'

        },

        body: JSON.stringify(datosUsuario)

    })

        .then(response *=>* {

*return* response.json();

        })

        .then(data *=>* {

*if* (data['success']) {

                localStorage.setItem('token', `${data['token']}`);

                localStorage.setItem('username', `${data['username']}`)

                localStorage.setItem('id', `${data['id']}`)

                location.reload();

            } *else* {

                console.log(data['msg']);

            }

        })

## Obtener usuarios

Función para obtener los campos de la tabla usuarios:

*if* ($\_SERVER['REQUEST\_METHOD'] == 'GET') {

*try* {

        $sql = "*SELECT* \* *FROM* users *WHERE* 1";

*if* (isset($\_GET['id'])) {

            $id = $\_GET['id'];

            $sql .= " *AND* id='$id'";

        } *elseif* (count($\_GET) > 0) {

            header("HTTP 400 Bad Request");

            header("Content-Type: application/json");

            echo json\_encode([

                'success' => *false*,

                'msg' => "Error se encuentran mas usuarios con ese id"

            ]);

        }

        $usuarios = $con->query($sql)->fetch\_all(MYSQLI\_ASSOC);

        $usuarios[0]['activities'] = explode(",", $usuarios[0]['activities']);

*if* ($usuarios != *null*) {

            header("HTTP/1.1 200 OK");

            header("Content-Type: application/json");

            echo json\_encode($usuarios[0]);

        } *else* {

            header("HTTP/1.1 404 Not Found");

            header("Content-Type: application/json");

            echo json\_encode([

                'success' => *false*,

                'msg' => "No se encuentra al usuario"

            ]);

        }

    } *catch* (mysqli\_sql\_exception $e) {

        header("HTTP/1.1 400 Bad Request");

        header("Content-Type: application/json");

        echo json\_encode([

            'success' => *false*,

            'msg' => "Error al obtener los usuarios"

        ]);

    }

*exit*;

}

En un bloque try catch se declara la sentencia sql para obtener todos los campos de la tabla “users”. A continuación se comprueba si en la url base se le haya pasado como parámetro un “id” si es así se le agregar a la sentencia sql que filtre por el “id” indicado.

Url con el parámetro id:

* <http://localhost/proyecto-allroutes/php/api/users?id=identificador>

Lo siguiente es ejecutar la consulta y comprobar que el array “usuarios” no sea nulo, si es así se obtiene la respuesta “HTTP/1.1 200 OK” y se devuelve un JSON con los campos del usuario. Si en cambio el array usuarios es nulo se obtiene una respuesta “HTTP/1.1 404 Not Found” y devuelve un JSON son el mensaje de que no se han encontrado usuarios. Si por alguna razón hay otro tipo de error la respuesta sería “HTTP/1.1 400 Bad Request” y devolvería un JSON con el mensaje de error al obtener los usuarios.

Ejemplo de una llamada:

*let* url = `http://localhost/proyecto-allroutes/php/api/users?id=${identificador}`;

    fetch(url, {

        method: 'GET',

        headers: {

            'Content-Type': 'application/json;charset=utf-8'

        }

    })

    .then(response *=>* {

*return* response.json();

    })

    .then(data *=>* {

*if*(data) {

*let* fullname = document.querySelector('#fullname');

*let* username = document.querySelector('#user');

*let* email = document.querySelector('#email');

*let* estatura = document.querySelector('#estatura');

*let* peso = document.querySelector('#peso');

*let* fechaNac = document.querySelector('#fechaNac');

*let* pass = document.querySelector('#pass');

*let* senderismo = document.querySelector('#senderismo');

*let* bicicleta = document.querySelector('#bicicleta');

*let* running = document.querySelector('#running');

*let* alpinismo = document.querySelector('#alpinismo');

            console.log(data);

            fullname.value = data['fullname'];

            username.value = data['username'];

            email.value = data['email'];

            estatura.value = data['height'];

            peso.value = data['weight'];

            fechaNac.value = data['birthday'];

            pass.value = data['pass'];

            senderismo.checked = data['activities'].some((item) *=>* item == 'senderismo');

            bicicleta.checked = data['activities'].some((item) *=>* item == 'bicicleta');

            running.checked = data['activities'].some((item) *=>* item == 'running');

            alpinismo.checked = data['activities'].some((item) *=>* item == 'alpinismo');

        } *else* {

            console.log(data['msg']);

        }

    })

## Función para validar un token

Función:

*function* isValidToken($token, $username)

{

*global* $key;

*try* {

        $json = JWT::decode($token, *new* Key($key, 'HS256'));

*return* ($json->username == $username);

    } *catch* (Exception $e) {

*return* *false*;

    }

}

Recibe como parámetros el token y el nombre de usuario, y internamente decodifica el token para extraer el usuario relacionado con él y lo compara para ver si realmente ese token es de ese usuario, si es así devolvería true y si no false.

## Eliminar usuario

Función para eliminar un usuario:

*if* ($\_SERVER['REQUEST\_METHOD'] == '*DELETE*') {

    $token = '';

    $headers = apache\_request\_headers();

*if* (isset($headers['Authorization'])) {

        $matches = array();

        preg\_match('/Bearer\s(\S+)/', $headers['Authorization'], $matches);

*if* (isset($matches[1])) {

            $token = $matches[1];

        }

    } *else* {

        header("HTTP/1.1 401 Bad Request");

        header("Content-Type: application/json");

        echo json\_encode([

            'success' => *false*,

            'msg' => "Token no encontrado"

        ]);

    }

*if* (isset($\_GET['username'])) {

        $username = $\_GET['username'];

        $sql = "*DELETE* *FROM* users *WHERE* username='$username'";

*if* (!isValidToken($token, $username)) {

            header("HTTP/1.1 401 Bad Request");

            header("Content-Type: application/json");

            echo json\_encode([

                'success' => *false*,

                'msg' => "Token no válido"

            ]);

        } *else* {

*try* {

                $con->query($sql);

                header("HTTP/1.1 200 OK");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *true*,

                    'msg' => "Usuario eliminado correctamente"

                ]);

            } *catch* (mysqli\_sql\_exception $e) {

                header("HTTP/1.1 400 Bad Request");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *false*,

                    'msg' => "Usuario no eliminado"

                ]);

            }

        }

    } *else* {

        header("HTTP/1.1 400 Bad Request");

        header("Content-Type: application/json");

        echo json\_encode([

            'success' => *false*,

            'msg' => "Usuario no encontrado"

        ]);

    }

*exit*;

}

Se comprueba si en la cabecera existe el parámetro “Authorization”, si existe se extrae el valor del token y se almacena en una variable. Si no se recibe una respuesta “HTTP/1.1 401 Bad Request” que devuelve un JSON con el mensaje de token no encontrado.

A continuación, se comprueba que se haya obtenido el parámetro “username” en la url, si es así se almacena en una variable, se declara la consulta y se comprueba que el usuario es quien dice ser con la función “isValidToken” antes mencionada (esto es para evitar que otro usuario borre la cuenta). Si el token y el usuario están relacionados se ejecutaría el bloque try catch, si no se obtendría una respuesta “HTTP/1.1 401 Bas Request” y devolvería un JSON con un mensaje de token no valido. En el bloque try catch se ejecutaría la sentencia y si todo sale bien se recibe una respuesta “HTTP/1.1 200 OK” que devolvería un JSON con el mensaje de usuario eliminado correctamente, si no se recibiría la respuesta “HTTP/1.1 400 Bad Request” y se devolverá un JSON con el mensaje de usuario no eliminado.

Ejemplo de llamada:

fetch(`http://localhost/proyecto-allroutes/php/api/users?username=${username}`, {

        method: 'DELETE',

        headers: {

            'Authorization': `Bearer ${token}`

        }

    })

    .then(response *=>* {

*return* response.json();

    })

    .then(data *=>* {

*if*(data['success']) {

            console.log(data['msg']);

            localStorage.clear();

            window.location = "index.html"

        } *else*{

            console.log(data['msg']);

        }

    })

## Editar usuario

Función para editar a un usuario:

*if* ($\_SERVER['REQUEST\_METHOD'] == 'PUT') {

    $token = '';

    $headers = apache\_request\_headers();

*if* (isset($headers['Authorization'])) {

        $matches = array();

        preg\_match('/Bearer\s(\S+)/', $headers['Authorization'], $matches);

*if* (isset($matches[1])) {

            $token = $matches[1];

        }

    } *else* {

        header("HTTP/1.1 401 Bad Request");

        header("Content-Type: application/json");

        echo json\_encode([

            'success' => *false*,

            'msg' => "Token no encontrado"

        ]);

    }

*if* (isset($\_GET['username'])) {

        $json = file\_get\_contents('php://input');

        $user = json\_decode($json);

        $username = $\_GET['username'];

        $email = $user->email;

        $pass = $user->pass;

        $height = $user->height;

        $weight = $user->weight;

        $birthday = $user->birthday;

        $activities = implode(",", $user->actividades);

        $sql = "*UPDATE* users *SET* email='$email', pass='$pass', height='$height', *weight*='$weight', birthday='$birthday', activities='$activities' *WHERE* username='$username'";

*if* (!isValidToken($token, $username)) {

            header("HTTP/1.1 401 Bad Request");

            header("Content-Type: application/json");

            echo json\_encode([

                'success' => *false*,

                'msg' => "Token no válido"

            ]);

        } *else* {

*try* {

                $con->query($sql);

                header("HTTP/1.1 201 Created");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *true*,

                    'msg' => "Usuario modificado correctamente"

                ]);

            } *catch* (mysqli\_sql\_exception $e) {

                header("HTTP/1.1 400 Bad Request");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *false*,

                    'msg' => "No se puede actualizar el usuario"

                ]);

            }

        }

    } *else* {

        header("HTTP/1.1 400 Bad Request");

        header("Content-Type: application/json");

        echo json\_encode([

            'success' => *false*,

            'msg' => "Alguno de los campos requeridos está vacío",

        ]);

    }

}

Se comprueba si en la cabecera existe el parámetro “Authorization”, si existe se extrae el valor del token y se almacena en una variable. Si no se recibe una respuesta “HTTP/1.1 401 Bad Request” que devuelve un JSON con el mensaje de token no encontrado.

A continuación, se comprueba que se haya obtenido el parámetro “username” en la url, si es así se obtiene el cuerpo del mensaje descodificado, se almacena la del usuario en distintas variables y se declara la consulta.

Por último, se verifica que el token sea del usuario en cuestión, si el token no es de ese usuario devuelve la respuesta “HTTP/1.1 401 Bad Request” y devuelve un JSON con el mensaje de token no valido. Si por el contrario el token es de ese usuario se ejecuta un bloque try catch para realizar la consulta, si dicha consulta se resuelve correctamente devuelve la respuesta “HTTP/1.1 201 Created” con un JSON con el mensaje de usuario modificado correctamente, si no se ha ejecutado correctamente se recibe la respuesta “HTTP/1.1 400 Bad Request” con un JSON de que no se ha podido actualizar los datos.

Ejemplo de una llamada:

*let* datosUsuario = {

        "email": `${email.value}`,

        "pass": `${pass.value}`,

        "height": `${estatura.value}`,

        "weight": `${peso.value}`,

        "birthday": `${fechaNac.value}`,

        actividades,

    };

    fetch(`http://localhost/proyecto-allroutes/php/api/users?username=${username}`, {

        method: 'PUT',

        headers: {

            'Content-Type': 'application/json',

            'Authorization': `Bearer ${token}`

        },

        body: JSON.stringify(datosUsuario)

    })

    .then(response *=>* {

*return* response.json();

    })

    .then(data *=>* {

*if* (data['success']) {

            console.log(data['msg']);

        } *else* {

            console.log(data['msg']);

        }

    })

# Parte de las rutas

Esta parte de la API gestiona las peticiones para obtener las rutas o para subir una ruta a la base de datos.

URL base para obtener:

* <http://localhost/proyecto-allroutes/php/api/routes>

URL base para la subida:

* <http://localhost/proyecto-allroutes/php/api/loadRoute>

## Obtener rutas

Función para obtener las rutas:

*if* ($\_SERVER['REQUEST\_METHOD'] == 'GET') {

*if* (isset($\_GET['id'])) {

        $id = $\_GET['id'];

        $sql = "*SELECT* \* *FROM* routes *WHERE* 1 *AND* id\_user='$id'";

    } *else* {

        $sql = "*SELECT* \* *FROM* routes *WHERE* 1";

    }

*if* (isset($\_GET['name'])) {

        $name = $\_GET['name'];

        $sql .= " *AND* route\_name *LIKE* '%$name%'";

    }

*if* (isset($\_GET['min\_dist'])) {

        $min\_dist = $\_GET['min\_dist'];

        $sql .= " *AND* distance >= $min\_dist";

    }

*if* (isset($\_GET['max\_dist'])) {

        $max\_dist = $\_GET['max\_dist'];

        $sql .= " *AND* distance <= $max\_dist";

    }

*try* {

        $rutas = $con->query($sql)->fetch\_all(MYSQLI\_ASSOC);

*if* ($rutas != *null*) {

            header("HTTP/1.1 200 OK");

            header("Content-Type: application/json");

            echo json\_encode($rutas);

        } *else* {

            header("HTTP/1.1 404 Not Found");

            header("Content-Type: application/json");

            echo json\_encode([

                'success' => *false*,

                'msg' => "No se encuentra la ruta"

            ]);

        }

    } *catch* (mysqli\_sql\_exception $e) {

        header("HTTP/1.1 400 Bad Request");

        header("Content-Type: application/json");

        echo json\_encode([

            'success' => *false*,

            'msg' => "Error al obtener las rutas",

            'error' => $sql,

        ]);

    }

Esta función es tanto para la página de búsqueda de rutas como para la pagina de mis rutas. Primero se comprueba si se obtenido el parámetro “id”, si es así la consulta buscará las rutas de un usuario especifico, si no se buscan todas las rutas independientemente del usuario. Luego se comprueba si se han recibido los parámetros “name”, “min\_dist” y “max\_dist” que son las opciones de filtrado, si se han recibido se añade a la consulta el filtrado. Por último, en un bloque try catch se ejecuta la consulta en la que si el array “rutas” es distinto a null se ejecuta la consulta satisfactoriamente y devuelve la repuesta “HTTP/1.1 200 OK” con un JSON con el array “rutas”. Si no se encuentran rutas devuelve una respuesta “HTTP/1.1 404 Not Found” con un JSON con el mensaje de que no se encuentran rutas.

Ejemplo de una llamada:

*let* url = `http://localhost/proyecto-allroutes/php/api/routes?name=${inputNombreRuta}`;

    inputDistMin != '' ? url += `&min\_dist=${inputDistMin}` : '';

    inputDistMax != '' ? url += `&min\_dist=${inputDistMax}` : '';

    fetch(url, {

        method: 'GET',

        headers: {

            'Content-Type': 'application/json;charset=utf-8'

        },

    })

        .then(response *=>* {

*return* response.json();

        })

        .then(data *=>* {

*if* (data) {

*let* datos = "";

*if* (data.length > 0) {

                    data.forEach(item *=>* {

                        datos += `

                        <a class='enlaces' href='detalle-ruta.php?id=${item['id']}'>

                            <div class='trail'>

                                <div class='trail\_\_header'>

                                    <span>${item['route\_name']}</span>

                                </div>

                                <div class='trail\_\_body'>

                                    <div class='trail\_item'>

                                        <small>Distancia</small>

                                        <h4>${item['distance']}</h4>

                                    </div>

                                    <div class='trail\_item'>

                                        <small>Altura Máxima</small>

                                        <h4>${item['max\_height']}m</h4>

                                    </div>

                                    <div class='trail\_item'>

                                        <small>Altura Mínima</small>

                                        <h4>${item['min\_height']}m</h4>

                                    </div>

                                </div>

                                <div class='trail\_\_image'><img src='imgs/default-image.jpg' alt='imagen'></div>

                            </div>

                        </a>

                `;

                    });

                } *else* {

                    datos = "<h2>No hay ninguna ruta</h2>";

                }

                main\_list.innerHTML = datos;

            } *else* {

                console.log(data['msg']);

            }

## Subir ruta

Función para subir una ruta:

*if* ($\_SERVER['REQUEST\_METHOD'] == 'POST') {

    $token = '';

    $headers = apache\_request\_headers();

*if* (isset($headers['Authorization'])) {

        $matches = array();

        preg\_match('/Bearer\s(\S+)/', $headers['Authorization'], $matches);

*if* (isset($matches[1])) {

            $token = $matches[1];

        }

    } *else* {

        header("HTTP/1.1 401 Bad Request");

        header("Content-Type: application/json");

        echo json\_encode([

            'success' => *false*,

            'msg' => "Token no encontrado"

        ]);

    }

*if* (isset($\_GET['username'])) {

        $json = file\_get\_contents('php://input');

        $ruta = json\_decode($json);

        $username = $\_GET['username'];

        $valorCircu = '';

*if* ($ruta->circular == "circular") {

            $valorCircu = 1;

        } *else* {

            $valorCircu = 0;

        }

        $id\_user = $ruta->id\_user;

        $route\_name = $ruta->route\_name;

        $descrip = $ruta->descrip;

        $distance = $ruta->distance;

        $max\_height = $ruta->max\_height;

        $min\_height = $ruta->min\_height;

        $pos\_slope = $ruta->pos\_slope;

        $neg\_slope = $ruta->neg\_slope;

        $start\_lat = $ruta->start\_lat;

        $start\_lon = $ruta->start\_lon;

        $points = $ruta->points;

        $circular = $valorCircu;

        $date = $ruta->date;

        $sql = "*INSERT INTO* routes (`id\_user`, `route\_name`, `descrip`, `distance`, `max\_height`, `min\_height`, `pos\_slope`, `neg\_slope`, `start\_lat`, `start\_lon`, `points`, `circular`, `date`) *VALUES* ('$id\_user', '$route\_name', '$descrip', '$distance', '$max\_height', '$min\_height', '$pos\_slope', '$neg\_slope', '$start\_lat', '$start\_lon', '$points', '$circular', '$date')";

*if* (!isValidToken($token, $username)) {

            header("HTTP/1.1 401 Bad Request");

            header("Content-Type: application/json");

            echo json\_encode([

                'success' => *false*,

                'msg' => "Token no válido"

            ]);

        } *else* {

*try* {

                $con->query($sql);

                header("HTTP/1.1 201 Created");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *true*,

                    'msg' => "Ruta insertada correctamente"

                ]);

            } *catch* (mysqli\_sql\_exception $e) {

                header("HTTP/1.1 400 Bad Request");

                header("Content-Type: application/json");

                echo json\_encode([

                    'success' => *false*,

                    'msg' => "Ruta no insertada"

                ]);

            }

        }

    } *else* {

        header("HTTP/1.1 400 Bad Request");

        header("Content-Type: application/json");

        echo json\_encode([

            'success' => *false*,

            'msg' => "Username no encontrado"

        ]);

    }

*exit*;

}

Primero comprueba que exista el token en la cabecera, si existe se almacena en una variable llamada “token” y si no existe se recibe la respuesta “HTTP/1.1 401 Bad Request” con un JSON con el mensaje token no encontrado.

A continuación, se comprueba si se ha recibido como parámetro el “username”, si no se ha recibido se recibe una respuesta “HTTP/1.1 400 Bad Request” con el mensaje username no encontrado. Por el contrario si se encuentra el “username” se almacena en una variable, se obtiene el cuerpo del mensaje y se almacenan los datos en variables, se declara la consulta y por último se comprueba si el token recibido es del usuario, si no lo es se recibe una respuesta “HTTP/1.1 401 Bad request” y se devuelve un JSON son el mensaje token no valido. Por último, si el token es valido se ejecuta un bloque try catch ejecutando la consulta, si la consulta es exitosa se recibe la respuesta “HTTP/1.1 201 Created” con el mensaje de ruta insertada correctamente, si por el contraria la consulta no se realiza, se recibe la respuesta “HTTP/1.1 Bad Request” con el mensaje ruta no insertada.

Ejemplo de una llamada:

*let* datos = {

                    id\_user,

                    route\_name,

                    descrip,

                    distance,

                    max\_height,

                    min\_height,

                    pos\_slope,

                    neg\_slope,

                    start\_lat,

                    start\_lon,

                    circular,

                    date,

                    "points": JSON.stringify(puntos),

                }

*let* url = `http://localhost/proyecto-allroutes/php/api/loadRoute/?username=${username}`;

                fetch(url, {

                    method: 'POST',

                    headers: {

                        'Content-Type': 'application/json',

                        'Authorization': `Bearer ${token}`

                    },

                    body: JSON.stringify(datos)

                })

                    .then(response *=>* {

*return* response.json();

                    })

                    .then(data *=>* {

                        console.log(data);

                    })