**Problem : Chakravyuha**

During the battle of Mahabharat, when Arjuna was far away in the battlefield, Guru Drona made a Chakravyuha formation of the Kaurava army to capture Yudhisthir Maharaj. Abhimanyu, young son of Arjuna was the only one amongst the remaining Pandava army who knew how to crack the Chakravyuha. He took it upon himself to take the battle to the enemies.   
  
Abhimanyu knew how to get power points when cracking the Chakravyuha. So great was his prowess that rest of the Pandava army could not keep pace with his advances. Worried at the rest of the army falling behind, Yudhisthir Maharaj needs your help to track of Abhimanyu's advances. Write a program that tracks how many power points Abhimanyu has collected and also uncover his trail   
  
A Chakravyuha is a wheel-like formation. Pictorially it is depicted as below
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**Fig 1. Chakravyuha**
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A Chakravyuha has a very well-defined co-ordinate system. Each point on the co-ordinate system is manned by a certain unit of the army. The Commander-In-Chief is always located at the center of the army to better co-ordinate his forces. The only way to crack the Chakravyuha is to defeat the units in sequential order.   
  
A Sequential order of units differs structurally based on the radius of the Chakra. The radius can be thought of as length or breadth of the matrix depicted above. The structure i.e. placement of units in *sequential order* is as shown below 

**Fig 2. Army unit placements in Chakravyuha of size 5**

The entry point of the Chakravyuha is always at the (0,0) co-ordinate of the matrix above. This is where the 1st army unit guards. From (0,0) i.e. 1st unit Abhimanyu has to march towards the center at (2,2) where the 25th i.e. the last of the enemy army unit guards. Remember that he has to proceed by destroying the units in sequential fashion. After destroying the first unit, Abhimanyu gets a power point. Thereafter, he gets one after destroying army units which are multiples of 11. You should also be a in a position to tell Yudhisthir Maharaj the location at which Abhimanyu collected his power points. 

**Input Format:**   
  
First line of input will be length as well as breadth of the army units, say N

**Output Format:**

* Print NxN matrix depicting the placement of army units, with unit numbers delimited by (\t) Tab character
* Print Total power points collected
* Print coordinates of power points collected in sequential fashion (one per line)

**Constraints:**

1. **0 < N <=100**

**Sample Input and Output**

|  |  |  |
| --- | --- | --- |
| **SNo.** | **Input** | **Output** |
| 1 | 2 | 1 2 4 3 Total Power points : 1 (0,0) |
| 2 | 5 | 1 2 3 4 5 16 17 18 19 6 15 24 25 20 7 14 23 22 21 8 13 12 11 10 9 Total Power points : 3 (0,0) (4,2) (3,2) |

**Problem : The Vita Sum**

Tom the cat is brushing up his Math skills. He has a bag containing N balls of different colors. Now Tom can randomly pick any even number of balls from the bag. Tom wants to find out the sum of all such combinations of balls that he can pull out from the bag. Given he can pull out at max K balls in one pick.

**Input Format:**   
  
First line contains two space separated numbers N and K

**Output Format:**   
  
The output is the sum of all the combinations of balls he can pull out modulo 10^9+7 i.e. (1000000007)

**Constraints:**

1. **0<=N,k<=10^9**
2. **N >= k**

**Sample Input and Output**

|  |  |  |  |
| --- | --- | --- | --- |
| **SNo.** | **Input** | **Output** | **Explaination** |
| 1 | 4 4 | 8 | We need 4C0 + 4C2+ 4C4= 1+6+1=8 |
| 2 | 8 3 | 29 | We need 8C0 + 8C2= 1+28=29 |

**Problem : Verify JSON Object validity**

A JSON object is a key-value pair data structure that is enclosed within { }. A sample JSON object would look like  
{  
"key1":"value1",  
"key2":"value2",  
"key3": {   
"key4":"value4",  
"key5":"value5"}  
"key6":"value6",  
"key7":[  
{  
"key8":"value8"  
}]  
}  
  
Given a JSON object, ignore the literal values of the object and check whether the distinguishing characters and notation of the object are valid to determine if the JSON object is valid or not.   
  
Note:

1. Key3 points to another JSON object (Concept of nesting of JSON objects).
2. Key7 points to an array of JSON objects.

You may wish to refer <http://json.org/>  to get a more formal description of JSON grammar. <http://www.tutorialspoint.com/json/json_overview.htm> are also good resources to understand JSON specifications. 

**Input Format:**

1. First line contains a pattern of JSON without any literal

**Output Format:**   
  
Print 1 if pattern is valid, -1 otherwise.

**Constraints:**

1. **A JSON object should start with '{' and ends with a '}'.**
2. **The key and value should be separated by a ':'.**
3. **A ',' suggests an additional JSON property.**
4. **An array only consists of JSON objects. It cannot contain a "key":"value" pair by itself.**

**Example 1:**   
  
**Input**   
{:[{},{}]}   
  
**Outputput**   
1   
  
**Explanation**   
{  
"Key": [{  
"Key": "Value"  
}, {  
"Key": "Value"  
}]  
}  
Pattern is following all constrains hence prints 1

**Example 2:**   
  
**Input**   
{:{[]},{}}   
  
**Outputput**   
-1   
  
**Explanation**   
Covert this pattern in a JSON Object  
  
{  
"Key": {  
[  
"Key": "Value"  
]  
},  
{  
"Key": "Value"  
}  
}  
  
Constraint 4 "An array only consists of JSON objects. It cannot contain a "key":"value" pair by itself." not followed here, so it's a invalid pattern, hence prints -1

**Problem : Ram and Chocolates**

Ram is a school boy. He has n good friends numbered from 1 to n. Let this be denoted by an Array A. The friend with higher array index is closer to Ram. It's his birthday today and hence he wants to distribute his birthday chocolates in a way such that A[i+1]=A[i]+3. Now he had n boxes numbered from 1 to n for each of his friend and his mother had filled them with some random number of chocolates, However Ram has made up his mind to distribute the the chocolates in the way described above. He wants to know if it is possible to re-arrange the chocolates in the boxes to have a distribution pattern he likes.

**Input Format:**

1. First line contains the number n denoting the number of boxes
2. Second line contains n space separated numbers denoting chocolates in each box.

**Output Format:**

* Output **Yes** if the rearrangement is possible followed by the minimum number of steps required to rearrange, delimited by whitespace
* Output **No** if such rearrangement is not possible.

**Constraints:**

1. **1<=n<=25**
2. **1<=Ai<=500**

**Sample Input and Output**

|  |  |  |  |
| --- | --- | --- | --- |
| **SNo.** | **Input** | **Output** | **Explaination** |
| 1 | 3 4 8 10 | No |  |
| 2 | 5 6 10 11 16 17 | Yes 2 | Step1: 6 9 12 16 17 Step 2: 6 9 12 15 18 |

**Problem : Last Digit**

**Statement :**   
  
Compute the last digit of the following sequence   
  
![https://www.tcscodevita.com/CodevitaV6/images/lastdigit.png](data:image/png;base64,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)   
  
i.e. Summation of F(n) from i = 0 to 2^i &tl;= n, where F(n) is the summation of 2^(2^i+2j) Where j varies from 0 to n

**Input Format:**   
  
Single integer representing n

**Output Format:**   
  
Last digit of the number S

**Constraints:**

1. **0<=n<=10^17**

**Sample Input and Output**

|  |  |  |
| --- | --- | --- |
| **SNo.** | **Input** | **Output** |
| 1 | 3 | 0 |
| 2 | 10 | 8 |

***Note***:

**Problem : RLE String**

Given a Run Length Encoded ASCII (Base 64) String as input, write a program to decode the string and print the corresponding image. Number of characters in each row of the resulting image is always 57.   
  
This question can be understood once we understand how RLE maps to an image. Have a look at the Example section to get this understanding.

**Input Format:**   
  
RLE ASCII String

**Output Format:**   
  
Ascii data resembling an image corresponding to input RLE String

**Example:**   
  
The following string is a RLE string   
  
**DJJGKHG HBMBEBIBFBF HBMBQDK HBMBTDH HBMBEBIBFBF HBNGKHG**   
  
It gets converted into the image below. You should see 'TCS' emerge by embossing the '!' character on '0' character

![https://www.tcscodevita.com/CodevitaV6/images/rle1.png](data:image/png;base64,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)  
**Fig. 1. Ascii Image corresponding to RLE string shown above**

Note: - Each row comprising only of '!' and '0' has a length of exactly 57 characters   
Now let's understand the steps to convert the RLE into the image

1. Split the RLE string on space character. For each substring achieved after splitting do step 2
2. **Lets perform the required calculation on first row of ascii image**:- which is **DJJGKHG**
   1. Where, highlighted value is calculated as (Ascii value of(D)-64)ïƒ¨ (68-64)=4
   2. (Ascii value of(J)-64)->(74-64)=10
   3. (Ascii value of(J)-64)-> (74-64)=10
   4. (Ascii value of(G)-64)-> (71-64)=7
   5. (Ascii value of(K)-64)-> (75-64)=11
   6. (Ascii value of(H)-64)-> (72-64)=8
   7. (Ascii value of(G)-64)-> (71-64)=7
3. Addition of all numerical values for each character in every sub-string as computed in step 2 should equal 57
4. Corresponding to each alphabet in the sub-string, say D, a number, 4 in this case, is achieved by operation denoted in step 2
5. Print '0' 4 times (let's call this operation multiply) which will produce a string '0000'
6. Take the next character, J in this case and number 10 achieved by performing operation denoted in step 2
7. Toggle '0' to '!' and print it 10 times which will produce a string '!!!!!!!!!!'
8. Similarly, for each even index in sub-string multiply '0' with corresponding number and for each odd index in sub-string multiply '!' with corresponding number. Sub-string starts with index 0.
9. After processing each sub-string you will get the corresponding row in the ascii image
10. When all sub-strings are processed you will get all rows which will form the ascii image. Print that as output.

**Sample Input and Output**  
  
**Input1:**   
DJJGKHG HBMBEBIBFBF HBMBQDK HBMBTDH HBMBEBIBFBF HBNGKHG   
  
**Output1:**  
  
![https://www.tcscodevita.com/CodevitaV6/images/rle1.png](data:image/png;base64,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)   
  
**Input2:**   
YFZ YFZ YFZ YFZ JdK JdK JdK YFZ YFZ YFZ YFZ YFZ   
  
**Output1:**  
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