**SESSION -**

**LISTS – EXAMPLE\_1 (using python interpreter)**

Lists, for example, can collect attributes about people in a positionally ordered way.

Create two records:

>>> bob = ['Bob Smith', 42, 30000, 'software']

>>> sue = ['Sue Jones', 45, 40000, 'hardware']

Each record is a list of four properties: name, age, pay, and job fields.

**OPERATIONS ON THESE RECORDS**

**TO ACCESS INDIVIDUAL FIELDS** – Index by position

>>> bob[0], sue[2] # fetch name, pay

('Bob Smith', 40000)

**TO EXTRACT LAST NAME: -** split and indexing

>>> bob[0].split()[-1] # what's bob's last name?

'Smith'

**Details**

>>> bob[0].split()

['Bob', 'Smith']

>>> bob[0].split()[-1]

'Smith'

**MULTIPLICATION**

>>> sue[2] \*= 1.25 # give sue a 25% raise

**Otherway?**

>>> sue[2] = sue[2] \* 1.25

**DISPLAY**

>>> sue

['Sue Jones', 45, 50000.0, 'hardware']

**A DATABASE LIST**

>>> people = [bob, sue] # reference in list of lists

**PRINT PEOPLE DATABASE**

>>> for person in people:

print(person)

**Details**

>>> for person in people:

... print(people)

File "<stdin>", line 2

print(people)

^

IndentationError: expected an indented block

>>> for person in people:

... print(person)

...

['Bob Smith', 42, 30000, 'software']

['Sue jones', 45, 50000.0, 'hardware']

**ACCESSING INDIVIDUAL FIELDS OF DATABASE RECORDS**

>>> people[1][0]

'Sue Jones'

**Details**

>>> people[1]

['Sue jones', 45, 50000.0, 'hardware']

>>> people[1][0]

'Sue jones'

>>> people[1][1]

45

>>> people[1][2]

50000.0

>>> people[1][3]

'hardware'

>>> for person in people:

print(person[0].split()[-1]) # print last names

person[2] \*= 1.20 # give each some raise

Smith

Jones

>>> for person in people: print(person[2]) # check new pay

36000.0

60000.0

**TO ADD RECORDS INTO DATABSE**

>>> people.append(['Tom', 50, 0, None])

>>> len(people)

3

>>> people[-1][0]

'Tom'
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The list-based record representations in the prior example required to search for field names. This has some performance impact. There are more efficient and convenient ways to associate property names and values. The built-in dictionary object is a natural:

**DICTIONARIES – EXAMPLE\_2 (using python interpreter)**

>>> bob = {'name': 'Bob Smith', 'age': 42, 'pay': 30000, 'job': 'dev'}

>>> sue = {'name': 'Sue Jones', 'age': 45, 'pay': 40000, 'job': 'hdw'}

![Pencil](data:image/png;base64,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)Now,

* Bob and Sue are objects that map field names to values automatically, and
* they make our code more understandable and meaningful.
* We don’t have to remember what a numeric offset means, and
* we let Python search for the value associated with a field’s name with its efficient dictionary indexing.

>>> bob['name'], sue['pay’] # not bob[0], sue[2]

('Bob Smith', 40000)

>>> bob['name'].split()[-1]

'Smith'

>>> sue['pay'] \*= 1.10

>>> sue['pay']

44000.0

>>> people = [bob, sue]

>>> for person in people:

... print(person['name'], person['pay'])

...

('bob smith', 30000)

('sue Jones', 40000)