**DOM创建节点及节点属性**

通过JavaScript可以很方便的获取DOM节点，从而进行一系列的DOM操作。但实际上一般开发者都习惯性的先定义好HTML结构，但这样就非常不灵活了。

试想下这样的情况：如果我们通过AJAX获取到数据之后然后才能确定结构的话，这种情况就需要动态的处理节点了

本文向大家介绍一下如何使用JavaScript创建div节点元素，主要包括创建div节点元素的属性和创建div节点元素的样式两大部分内容，相信本文介绍一定会让你有所收获。

先介绍下需要用到的浏览器提供的一些原生的方法（这里不处理低版本的IE兼容问题）

创建流程比较简单，大体如下：

1. 创建节点(常见的：元素、属性和文本)
2. 添加节点的一些属性
3. 加入到文档中

流程中涉及的一点方法：

* 创建元素：document.createElement
* 设置属性：setAttribute
* 添加文本：innerHTML
* 加入文档：appendChild

如右边代码所示，写一个最简单的元素创建，我们会发现几个问题：

1. 每一个元素节点都必须单独创建
2. 节点是属性需要单独设置，而且设置的接口不是很统一
3. 添加到指定的元素位置不灵活
4. 最后还有一个最重要的：浏览器兼容问题处理

## jQuery节点创建与属性的处理

上一节介绍了通过JavaScript原生接口创建节点，在处理上是非常复杂与繁琐的。我们可以通过使用jQuery来简化了这个过程

**创建元素节点**：

可以有几种方式，后面会慢慢接触。常见的就是直接把这个节点的结构给通过HTML标记字符串描述出来，通过$()函数处理，$("html结构")

$("<div></div>")

**创建为本节点**：

与创建元素节点类似，可以直接把文本内容一并描述

$("<div>我是文本节点</div>")

**创建为属性节点**：

与创建元素节点同样的方式

$("<div id='test' class='aaron'>我是文本节点</div>")

我们通过jQuery把上一届的代码改造一下，如右边代码所示

一条一句就搞定了，跟写HTML结构方式是一样的

$("<div class='right'><div class='aaron'>动态创建DIV元素节点</div></div>")

这就是jQuery创建节点的方式，让我们保留HTML的结构书写方式，非常的简单、方便和灵活

## DOM内部插入append()与appendTo()

动态创建的元素是不够的，它只是临时存放在内存中，最终我们需要放到页面文档并呈现出来。那么问题来了，怎么放到文档上？

这里就涉及到一个位置关系，常见的就是把这个新创建的元素，当作页面某一个元素的子元素放到其内部。针对这样的处理，jQuery就定义2个操作的方法
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append：这个操作与对指定的元素执行原生的appendChild方法，将它们添加到文档中的情况类似。

appendTo：实际上，使用这个方法是颠倒了常规的$(A).append(B)的操作，即不是把B追加到A中，而是把A追加到B中。

简单的总结就是：

.append()和.appendTo()两种方法功能相同，主要的不同是语法——内容和目标的位置不同

append()前面是被插入的对象，后面是要在对象内插入的元素内容

appendTo()前面是要插入的元素内容，而后面是被插入的对象

**DOM外部插入after()与before()**

节点与节点之前有各种关系，除了父子，祖辈关系，还可以是兄弟关系。之前我们在处理节点插入的时候，接触到了内部插入的几个方法，这节我们开始讲外部插入的处理，也就是兄弟之间的关系处理，这里jQuery引入了2个方法，可以用来在匹配I的元素前后插入内容

选择器的描述：
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* before与after都是用来对相对选中元素外部增加相邻的兄弟节点
* 2个方法都是都可以接收HTML字符串，DOM 元素，元素数组，或者jQuery对象，用来插入到集合中每个匹配元素的前面或者后面
* 2个方法都支持多个参数传递after(div1,div2,....) 可以参考右边案例代码

注意点：

* after向元素的后边添加html代码，如果元素后面有元素了，那将后面的元素后移，然后将html代码插入
* before向元素的前边添加html代码，如果元素前面有元素了，那将前面的元素前移，然后将html代码插

**DOM内部插入prepend()与prependTo()**

在元素内部进行操作的方法，除了在被选元素的结尾（仍然在内部）通过append与appendTo插入指定内容外，相应的还可以在被选元素之前插入，jQuery提供的方法是prepend与prependTo

选择器的描述：
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通过右边代码可以看到prepend与prependTo的使用及区别：

* .prepend()方法将指定元素插入到匹配元素里面作为它的第一个子元素 (如果要作为最后一个子元素插入用.append()).
* .prepend()和.prependTo()实现同样的功能，主要的不同是语法，插入的内容和目标的位置不同
* 对于.prepend() 而言，选择器表达式写在方法的前面，作为待插入内容的容器，将要被插入的内容作为方法的参数
* 而.prependTo() 正好相反，将要被插入的内容写在方法的前面，可以是选择器表达式或动态创建的标记，待插入内容的容器作为参数。

这里总结下内部操作四个方法的区别：

* append()向每个匹配的元素内部追加内容
* prepend()向每个匹配的元素内部前置内容
* appendTo()把所有匹配的元素追加到另一个指定元素的集合中
* prependTo()把所有匹配的元素前置到另一个指定的元素集合中

**DOM外部插入insertAfter()与insertBefore()**

与内部插入处理一样，jQuery由于内容目标的位置不同，然增加了2个新的方法insertAfter与insertBefore

[![http://img.mukewang.com/57481d230001b0f305170241.jpg](data:image/png;base64,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)](http://img.mukewang.com/57481d230001b0f305170241.jpg)

* .before()和.insertBefore()实现同样的功能。主要的区别是语法——内容和目标的位置。 对于before()选择表达式在函数前面，内容作为参数，而.insertBefore()刚好相反，内容在方法前面，它将被放在参数里元素的前面
* .after()和.insertAfter() 实现同样的功能。主要的不同是语法——特别是（插入）内容和目标的位置。 对于after()选择表达式在函数的前面，参数是将要插入的内容。对于 .insertAfter(), 刚好相反，内容在方法前面，它将被放在参数里元素的后面
* before、after与insertBefore。insertAfter的除了目标与位置的不同外，后面的不支持多参数处理

注意事项：

* insertAfter将JQuery封装好的元素插入到指定元素的后面，如果元素后面有元素了，那将后面的元素后移，然后将JQuery对象插入；
* insertBefore将JQuery封装好的元素插入到指定元素的前面，如果元素前面有元素了，那将前面的元素前移，然后将JQuery对象插入；

## DOM节点删除之empty()的基本用法

要移除页面上节点是开发者常见的操作，jQuery提供了几种不同的方法用来处理这个问题，这里我们开仔细了解下empty方法

empty 顾名思义，清空方法，但是与删除又有点不一样，因为它只移除了 指定元素中的所有子节点。

这个方法不仅移除子元素（和其他后代元素），同样移除元素里的文本。因为，根据说明，元素里任何文本字符串都被看做是该元素的子节点。请看下面的HTML：

<div class="hello"><p>慕课网</p></div>

如果我们通过empty方法移除里面div的所有元素，它只是清空内部的html代码，但是标记仍然留在DOM中

//通过empty处理

$('.hello').empty()

//结果：<p>慕课网</p>被移除

<div class="hello"></div>

可以参考右边的代码区域：

通过empty移除了当前div元素下的所有p元素

但是本身id=test的div元素没有被删除

## DOM节点删除之remove()的有参用法和无参用法

remove与empty一样，都是移除元素的方法，但是remove会将元素自身移除，同时也会移除元素内部的一切，包括绑定的事件及与该元素相关的jQuery数据。

例如一段节点，绑定点击事件

<div class="hello"><p>慕课网</p></div>

$('.hello').on("click",fn)

如果不通过remove方法删除这个节点其实也很简单，但是同时需要把事件给销毁掉，这里是为了防止"内存泄漏"，所以前端开发者一定要注意，绑了多少事件，不用的时候一定要记得销毁

通过remove方法移除div及其内部所有元素，remove内部会自动操作事件销毁方法，所以使用使用起来非常简单

//通过remove处理

$('.hello').remove()

//结果：<div class="hello"><p>慕课网</p></div> 全部被移除

//节点不存在了,同事事件也会被销毁

**remove表达式参数：**

remove比empty好用的地方就是可以传递一个选择器表达式用来过滤将被移除的匹配元素集合，可以选择性的删除指定的节点

我们可以通过$()选择一组相同的元素，然后通过remove（）传递筛选的规则，从而这样处理

对比右边的代码区域，我们可以通过类似于这样处理

$("p").filter(":contains('3')").remove()

**DOM节点删除之empty和remove区别**

要用到移除指定元素的时候，jQuery提供了empty()与remove([expr])二个方法，两个都是删除元素，但是两者还是有区别

**empty方法**

* 严格地讲，empty()方法并不是删除节点，而是清空节点，它能清空元素中的所有后代节点
* empty不能删除自己本身这个节点

**remove方法**

* 该节点与该节点所包含的所有后代节点将同时被删除
* 提供传递一个筛选的表达式，删除指定合集中的元素

## DOM节点删除之保留数据的删除操作detach()

如果我们希望临时删除页面上的节点，但是又不希望节点上的数据与事件丢失，并且能在下一个时间段让这个删除的节点显示到页面，这时候就可以使用detach方法来处理

detach从字面上就很容易理解。让一个web元素托管。即从当前页面中移除该元素，但保留这个元素的内存模型对象。

来看看jquery官方文档的解释：

这个方法不会把匹配的元素从jQuery对象中删除，因而可以在将来再使用这些匹配的元素。与remove()不同的是，所有绑定的事件、附加的数据等都会保留下来。

$("div").detach()这一句会移除对象，仅仅是显示效果没有了。但是内存中还是存在的。当你append之后，又重新回到了文档流中。就又显示出来了。

当然这里要特别注意，detach方法是JQuery特有的，所以它只能处理通过JQuery的方法绑定的事件或者数据

参考右边的代码区域，通过 $("p").detach()把所有的P元素删除后，再通过append把删除的p元素放到页面上，通过点击文字，可以证明事件没有丢失

**DOM节点删除之detach()和remove()区别**

JQuery是一个很大强的工具库，在工作开发中，有些方法因为不常用到，或是没有注意到而被我们忽略。

remove()和detach()可能就是其中的一个，可能remove()我们用得比较多，而detach()就可能会很少了

 通过一张对比表来解释2个方法之间的不同

|  |  |  |  |
| --- | --- | --- | --- |
| 方法名 | 参数 | 事件及数据是否也被移除 | 元素自身是否被移除 |
| remove | 支持选择器表达 | 是 | 是（无参数时），有参数时要根据参数所涉及的范围 |
| detach | 参数同remove | 否 | 情况同remove |

**remove：**移除节点

* 无参数，移除自身整个节点以及该节点的内部的所有节点，包括节点上事件与数据
* 有参数，移除筛选出的节点以及该节点的内部的所有节点，包括节点上事件与数据

**detach：**移除节点

* 移除的处理与remove一致
* 与remove()不同的是，所有绑定的事件、附加的数据等都会保留下来
* 例如：$("p").detach()这一句会移除对象，仅仅是显示效果没有了。但是内存中还是存在的。当你append之后，又重新回到了文档流中。就又显示出来了。

**DOM拷贝clone()**

克隆节点是DOM的常见操作，jQuery提供一个clone方法，专门用于处理dom的克隆

.clone()方法深度 复制所有匹配的元素集合，包括所有匹配元素、匹配元素的下级元素、文字节点。

clone方法比较简单就是克隆节点，但是需要注意，如果节点有事件或者数据之类的其他处理，我们需要通过clone(ture)传递一个布尔值ture用来指定，这样不仅仅只是克隆单纯的节点结构，还要把附带的事件与数据给一并克隆了

例如：

HTML部分

<div></div>

JavaScript部分

$("div").on('click', function() {//执行操作})

//clone处理一

$("div").clone() //只克隆了结构，事件丢失

//clone处理二

$("div").clone(true) //结构、事件与数据都克隆

使用上就是这样简单，使用克隆的我们需要额外知道的细节：

* clone()方法时，在将它插入到文档之前，我们可以修改克隆后的元素或者元素内容，如右边代码我 $(this).clone().css('color','red') 增加了一个颜色
* 通过传递true，将所有绑定在原始元素上的事件处理函数复制到克隆元素上
* clone()方法是jQuery扩展的，只能处理通过jQuery绑定的事件与数据
* 元素数据（data）内对象和数组不会被复制，将继续被克隆元素和原始元素共享。深复制的所有数据，需要手动复制每一个

**DOM替换replaceWith()和replaceAll()**

之前学习了节点的内插入、外插入以及删除方法，这节会学习替换方法replaceWith

**.replaceWith( newContent )**：用提供的内容替换集合中所有匹配的元素并且返回被删除元素的集合

简单来说：用$()选择节点A，调用replaceWith方法，传入一个新的内容B（HTML字符串，DOM元素，或者jQuery对象）用来替换选中的节点A

看个简单的例子：一段HTML代码

<div>

<p>第一段</p>

<p>第二段</p>

<p>第三段</p>

</div>

替换第二段的节点与内容

$("p:eq(1)").replaceWith('<a style="color:red">替换第二段的内容</a>')

通过jQuery筛选出第二个p元素，调用replaceWith进行替换，结果如下

<div>

<p>第一段</p>

<a style="color:red">替换第二段的内容</a>'

<p>第三段</p>

</div>

**.replaceAll( target ) ：**用集合的匹配元素替换每个目标元素

.replaceAll()和.replaceWith()功能类似，但是目标和源相反，用上述的HTML结构，我们用replaceAll处理

$('<a style="color:red">替换第二段的内容</a>').replaceAll('p:eq(1)')

总结：

* .replaceAll()和.replaceWith()功能类似，主要是目标和源的位置区别
* .replaceWith()与.replaceAll() 方法会删除与节点相关联的所有数据和事件处理程序
* .replaceWith()方法，和大部分其他jQuery方法一样，返回jQuery对象，所以可以和其他方法链接使用
* .replaceWith()方法返回的jQuery对象引用的是替换前的节点，而不是通过replaceWith/replaceAll方法替换后的节点

## DOM包裹wrap()方法

如果要将元素用其他元素包裹起来，也就是给它增加一个父元素，针对这样的处理，JQuery提供了一个wrap方法

**.wrap( wrappingElement )：**在集合中匹配的每个元素周围包裹一个HTML结构

简单的看一段代码：

<p>p元素</p>

给p元素增加一个div包裹

$('p').wrap('<div></div>')

最后的结构，p元素增加了一个父div的结构

<div>

<p>p元素</p>

</div>

**.wrap( function ) ：**一个回调函数，返回用于包裹匹配元素的 HTML 内容或 jQuery 对象

使用后的效果与直接传递参数是一样，只不过可以把代码写在函数体内部，写法不同而已

以第一个案例为例：

$('p').wrap(function() {

return '<div></div>'; //与第一种类似，只是写法不一样

})

**注意：**

.wrap()函数可以接受任何字符串或对象，可以传递给$()工厂函数来指定一个DOM结构。这种结构可以嵌套了好几层深，但应该只包含一个核心的元素。每个匹配的元素都会被这种结构包裹。该方法返回原始的元素集，以便之后使用链式方法。

## DOM包裹unwrap()方法

我们可以通过wrap方法给选中元素增加一个包裹的父元素。相反，如果删除选中元素的父元素要如何处理 ?

jQuery提供了一个unwrap()方法 ，作用与wrap方法是相反的。将匹配元素集合的父级元素删除，保留自身（和兄弟元素，如果存在）在原来的位置。

看一段简单案例：

<div>

<p>p元素</p>

</div>

我要删除这段代码中的div，一般常规的方法会直接通过remove或者empty方法

$('div').remove();

但是如果我还要保留内部元素p，这样就意味着需要多做很多处理，步骤相对要麻烦很多，为了更便捷，jQuery提供了unwrap方法很方便的处理了这个问题

$('p').unwrap();

找到p元素，然后调用unwrap方法，这样只会删除父辈div元素了

结果：

<p>p元素</p>

这个方法比较简单，也不接受任何参数，注意参考下案例的使用即可

## DOM包裹wrapAll()方法

wrap是针对单个dom元素处理，如果要将**集合中**的元素用其他元素包裹起来，也就是给他们增加一个父元素，针对这样的处理，JQuery提供了一个wrapAll方法

**.wrapAll( wrappingElement )：**给集合中匹配的元素增加一个外面包裹HTML结构

简单的看一段代码：

<p>p元素</p>

<p>p元素</p>

给所有p元素增加一个div包裹

$('p').wrapAll('<div></div>')

最后的结构，2个P元素都增加了一个父div的结构

<div>

<p>p元素</p>

<p>p元素</p>

</div>

**.wrapAll( function ) ：**一个回调函数，返回用于包裹匹配元素的 HTML 内容或 jQuery 对象

通过回调的方式可以单独处理每一个元素

以上面案例为例，

$('p').wrapAll(function() {

return '<div><div/>';

})

以上的写法的结果如下，等同于warp的处理了

<div>

<p>p元素</p>

</div>

<div>

<p>p元素</p>

</div>

注意：

.wrapAll()函数可以接受任何字符串或对象，可以传递给$()工厂函数来指定一个DOM结构。这种结构可以嵌套多层，但是最内层只能有一个元素。所有匹配元素将会被当作是一个整体，在这个整体的外部用指定的 HTML 结构进行包裹。

## DOM包裹wrapInner()方法

如果要将合集中的元素内部所有的子元素用其他元素包裹起来，并当作指定元素的子元素，针对这样的处理，JQuery提供了一个wrapInner方法

**.wrapInner( wrappingElement )：**给集合中匹配的元素的内部，增加包裹的HTML结构

听起来有点绕，可以用个简单的例子描述下，简单的看一段代码：

<div>p元素</div>

<div>p元素</div>

给所有元素增加一个p包裹

$('div').wrapInner('<p></p>')

最后的结构，匹配的di元素的内部元素被p给包裹了

<div>

<p>p元素</p>

</div>

<div>

<p>p元素</p>

</div>

**.wrapInner( function ) ：**允许我们用一个callback函数做参数，每次遇到匹配元素时，该函数被执行，返回一个DOM元素，jQuery对象，或者HTML片段，用来包住匹配元素的内容

以上面案例为例，

$('div').wrapInner(function() {

return '<p></p>';

})

以上的写法的结果如下，等同于第一种处理了

<div>

<p>p元素</p>

</div>

<div>

<p>p元素</p>

</div>

注意：

当通过一个选择器字符串传递给.wrapInner() 函数，其参数应该是格式正确的 HTML，并且 HTML 标签应该是被正确关闭的。

## jQuery遍历之children()方法

jQuery是一个合集对象，如果想快速查找合集里面的第一级子元素，此时可以用children()方法。这里需要注意：.children(selector) 方法是返回匹配元素集合中每个元素的所有子元素（仅儿子辈，这里可以理解为就是父亲-儿子的关系）

**理解节点查找关系：**

<div class="div">

<ul class="son">

<li class="grandson">1</li>

</ul>

</div>

代码如果是$("div").children()，那么意味着只能找到ul，因为div与ul是父子关系，li与div是祖辈关系，因此无法找到。

**children()无参数**

允许我们通过在DOM树中对这些元素的直接子元素进行搜索，并且构造一个新的匹配元素的jQuery对象

**注意：jQuery是一个合集对象，所以通过children是匹配合集中每一给元素的第一级子元素**

.**children()方法选择性地接受同一类型选择器表达式**

$("div").children(".selected")

同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式

具体的操作，请参考右边的代码

## jQuery遍历之find()方法

jQuery是一个合集对象，如果想快速查找DOM树中的这些元素的后代元素，此时可以用find()方法，这也是开发使用频率很高的方法。这里要注意 children与find方法的区别，children是父子关系查找，find是后代关系（包含父子关系）

**理解节点查找关系：**

<div class="div">

<ul class="son">

<li class="grandson">1</li>

</ul>

</div>

代码如果是$("div").find("li")，此时，li与div是祖辈关系，通过find方法就可以快速的查找到了。

**.find()方法要注意的知识点：**

* find是遍历当前元素集合中每个元素的后代。只要符合，不管是儿子辈，孙子辈都可以。
* 与其他的树遍历方法不同，选择器表达式对于 .find() 是必需的参数。如果我们需要实现对所有后代元素的取回，可以传递通配选择器 '\*'。
* find只在后代中遍历，不包括自己。
* 选择器 context 是由 .find() 方法实现的；因此，$('.item-ii').find('li') 等价于 $('li', '.item-ii')(找到类名为item-ii的标签下的li标签)。

**注意重点：**

.find()和.children()方法是相似的

1.children只查找第一级的子节点

2.find查找范围包括子节点的所有后代节点

## jQuery遍历之parent()方法

jQuery是一个合集对象，如果想快速查找合集里面的每一个元素的父元素（这里可以理解为就是父亲-儿子的关系），此时可以用parent()方法

因为是父元素，这个方法只会向上查找一级

**理解节点查找关系：**

<div class="div">

<ul class="son">

<li class="grandson">1</li>

</ul>

</div>

查找ul的父元素div, $(ul).parent()，就是这样简单的表达

**parent()无参数**

parent()方法允许我们能够在DOM树中搜索到这些元素的父级元素，从有序的向上匹配元素，并根据匹配的元素创建一个新的 jQuery 对象

**注意：jQuery是一个合集对象，所以通过parent是匹配合集中每一个元素的父元素**

**parent()方法选择性地接受同一型选择器表达式**

同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式

## jQuery遍历之parents()方法

jQuery是一个合集对象，如果想快速查找合集里面的每一个元素的所有祖辈元素，此时可以用parents()方法

其实也类似find与children的区别，parent只会查找一级，parents则会往上一直查到查找到祖先节点

**理解节点查找关系：**

<div class="div">

<ul class="son">

<li class="grandson">1</li>

</ul>

</div>

在li节点上找到祖 辈元素div， 这里可以用$("li").parents()方法

**parents()无参数**

parents()方法允许我们能够在DOM树中搜索到这些元素的祖先元素，从有序的向上匹配元素，并根据匹配的元素创建一个新的 jQuery 对象;

返回的元素秩序是从离他们最近的父级元素开始的

**注意：jQuery是一个合集对象，所以通过parent是匹配合集中所有元素的祖辈元素**

**parents()方法选择性地接受同一型选择器表达式**

同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式

**注意事项：**

1 .parents()和.parent()方法是相似的，但后者只是进行了一个单级的DOM树查找

2 $( "html" ).parent()方法返回一个包含document的集合，而$( "html" ).parents()返回一个空集合。

**jQuery遍历之closest()方法**

以选定的元素为中心，往内查找可以通过find、children方法。如果往上查找，也就是查找当前元素的父辈祖辈元素，jQuery提供了closest()方法，这个方法类似parents但是又有一些细微的区别，属于使用频率很高的方法

**closest()方法接受一个匹配元素的选择器字符串**

从元素本身开始，在DOM 树上逐级向上级元素匹配，并返回最先匹配的祖先元素

例如：在div元素中，往上查找所有的li元素，可以这样表达

$("div").closet("li')

**注意：jQuery是一个合集对象，所以通过closest是匹配合集中每一个元素的祖先元素**

**closest()方法给定的jQuery集合或元素来过滤元素**

同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个jQuery的对象

**注意事项：**在使用的时候需要特别注意下

粗看.parents()和.closest()是有点相似的，都是往上遍历祖辈元素，但是两者还是有区别的，否则就没有存在的意义了

1. 起始位置不同：.closest开始于当前元素 .parents开始于父元素
2. 遍历的目标不同：.closest要找到指定的目标，.parents遍历到文档根元素，closest向上查找，直到找到一个匹配的就停止查找，parents一直查找到根元素，并将匹配的元素加入集合
3. 结果不同：.closest返回的是包含零个或一个元素的jquery对象，parents返回的是包含零个或一个或多个元素的jquery对象

## jQuery遍历之next()方法

jQuery是一个合集对象，如果想快速查找指定元素集合中每一个元素紧邻的后面同辈元素的元素集合，此时可以用next()方法

**理解节点查找关系：**

如下class="item-1"元素就是红色部分，那蓝色的class="item-2"就是它的兄弟元素

<ul class="level-3">

<li class="item-1">1</li>

<li class="item-2">2</li>

<li class="item-3">3</li>

</ul>

**next()无参数**

允许我们找遍元素集合中紧跟着这些元素的直接兄弟元素，并根据匹配的元素创建一个新的 jQuery 对象。

**注意：jQuery是一个合集对象，所以通过next匹配合集中每一个元素的下一个兄弟元素**

**next()方法选择性地接受同一类型选择器表达式**

同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式

## jQuery遍历之prev()方法

jQuery是一个合集对象，如果想快速查找指定元素集合中每一个元素紧邻的前面同辈元素的元素集合，此时可以用prev()方法

**理解节点查找关系：**

如下蓝色的class="item-2"的li元素，红色的节点就是它的prev兄弟节点

<ul class="level-3">

<li class="item-1">1</li>

<li class="item-2">2</li>

<li class="item-3">3</li>

</ul>

**prev()无参数**

取得一个包含匹配的元素集合中每一个元素紧邻的前一个同辈元素的元素集合

**注意：jQuery是一个合集对象，所以通过prev是匹配合集中每一个元素的上一个兄弟元素**

**prev()方法选择性地接受同一类型选择器表达式**

**同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式**

## jQuery遍历之siblings()

jQuery是一个合集对象，如果想快速查找指定元素集合中每一个元素的同辈元素，此时可以用siblings()方法

**理解节点查找关系：**

如下蓝色的class="item-2"的li元素，红色的节点就是它的siblings兄弟节点

<ul class="level-3">

<li class="item-1">1</li>

<li class="item-2">2</li>

<li class="item-3">3</li>

</ul>

**siblings()无参数**

取得一个包含匹配的元素集合中每一个元素的同辈元素的元素集合

**注意：jQuery是一个合集对象，所以通过siblings是匹配合集中每一个元素的同辈元素**

**siblings()方法选择性地接受同一类型选择器表达式**

**同样的也是因为jQuery是合集对象，可能需要对这个合集对象进行一定的筛选，找出目标元素，所以允许传一个选择器的表达式**

## jQuery遍历之add()方法

jQuery是一个合集对象，通过$()方法找到指定的元素合集后可以进行一系列的操作。$()之后就意味着这个合集对象已经是确定的，如果后期需要再往这个合集中添加一新的元素要如何处理？jQuery为此提供add方法，用来创建一个新的jQuery对象 ，元素添加到匹配的元素集合中

.add()的参数可以几乎接受任何的$()，包括一个jQuery选择器表达式，DOM元素，或HTML片段引用。

简单的看一个案例：

操作：选择所有的li元素，之后把p元素也加入到li的合集中

<ul>

<li>list item 1</li>

<li>list item 3</li>

</ul>

<p>新的p元素</p>

处理一：传递选择器

$('li').add('p')

处理二：传递dom元素

$('li').add(document.getElementsByTagName('p')[0])

还有一种方式，就是动态创建P标签加入到合集，然后插入到指定的位置，但是这样就改变元素的本身的排列了

$('li').add('<p>新的p元素</p>').appendTo(目标位置)

## jQuery遍历之each()

jQuery是一个合集对象，通过$()方法找到指定的元素合集后可以进行一系列的操作。比如我们操作$("li").css('') 给所有的li设置style值，因为jQuery是一个合集对象，所以css方法内部就必须封装一个遍历的方法，被称为隐式迭代的过程。要一个一个给合集中每一个li设置颜色，这里方法就是each

.each() 方法就是一个for循环的迭代器，它会迭代jQuery对象合集中的每一个DOM元素。每次回调函数执行时，会传递当前循环次数作为参数(从0开始计数

所以大体上了解3个重点：

each是一个for循环的包装迭代器

each通过回调的方式处理，并且会有2个固定的实参，索引与元素

each回调方法中的this指向当前迭代的dom元素

看一个简单的案例

<ul>

<li>慕课网</li>

<li>Aaron</li>

</ul>

开始迭代li，循环2次

$("li").each(function(index, element) {

index 索引 0,1

element是对应的li节点 li,li

this 指向的是li

})

这样可以在循环体会做一些逻辑操作了，如果需要提前退出，可以以通过返回 false以便在回调函数内中止循