**Goal**

**1. Design**

You will improve your design skills while learning many new design techniques and styles.

**2. C++ Programming**

You will learn what it takes to develop a larger program in the C++ language.

**3. C++ Survival**

Some of the techniques you learned in more standard object-oriented languages may not apply here. In addition, C++ has some unique features that you may be able to exploit. This project should help expose you to these issues and show you how to make choices you can live with.

**Overview**

**Abstraction as a Means of Extensible Design**

Below you will read about some specific problems you are to solve. However, we will also show you how these problems fit into a more general analysis pattern. If you know this, you can design your solution to this more abstract model, thereby allowing you to plug in new concrete problems with less effort.

Here are the three problems you are to solve. We describe in the background section the common characteristics of these problems.

**Fixing the Time on Your Clock**

Your clock has gone dead because you forgot to wind it or replace the battery, or you had a power outage. This clock has hands, so you must turn them to adjust the time. Which way, and how far, should you turn the hands to fix the time the most quickly?

You've probably guessed that this will be the easy one of the bunch. In fact, we'll trivialize it even further. The clock only has an hour hand, so the question becomes how many whole hours backwards or forwards the hour hand must be moved. Then we will "complicate" it a bit by turning it into a general modulo-n counting problem, by saying that the clock displays n hours on its face.

**Measuring Water**

A man goes to a river with several containers of different sizes to get a specific quantity of water in one of the containers. He can perform a sequence of the following operations:

* Fill any container from the river
* Empty any container
* Pour the contents of any container into any other container until either the destination container is full or the source container is empty.

What sequence of operations does he perform to obtain the desired quantity of water in one of his containers?

For example, if he has a 5 liter container and a 3 liter container how does he get 4 liters? He can perform the following sequence (which is not a shortest approach to the problem):

* Fill the 3 liter container
* Pour the 3 liter container into the 5 liter container
* Fill the 3 liter container
* Pour the 3 liter container into the 5 liter container leaving 1 liter in the 3 liter container
* Empty the 5 liter container
* Pour the 1 liter in the 3 liter container into the 5 liter container
* Fill the 3 liter container
* Pour the 3 liter container into the 5 liter container

We now have 4 liters in the 5 liter container

**Sam Lloyd's Sliding Block Puzzle**

A shallow rectangular box has several identically sized labelled square wooden blocks in it. If not all of the space in the box is taken up with the wooden blocks then it is possible to slide a wooden block if there is an empty space next to the block. The problem is to arrange a given arrangement of blocks to another specified arrangement of blocks by sliding the blocks around.

The specifics of each problem will be given in the detailed submission instructions for parts 1, 2, and 3. You will be working on these puzzles with other students in the class as a team.

After you and your team have solved these puzzles you will have to solve one additional puzzle on your own. This puzzle will be similar to one of the puzzles described above. The specifics of this problem are given in the detailed submission instructions for part 4.

**Background**

**A Single Abstraction for these Problems**

The problems described in the overview section belong to a class of problems that can be characterized as follows:

* There is some kind of *world* that can be in one of many *configurations*. *Actions* cause the configuration of the world to change in some small and incremental way.
* The set of all possible configurations is not known ahead of time; they must be computed by applying actions and seeing where they take us.
* We are presented with an initial configuration, and asked to bring the system to an acceptable *goal* configuration.
* The acceptability of a configuration as a goal configuration is testable (often there is more than just one such configuration).
* The solution is then a sequence of moves that propel the world from the initial configuration to one of the goal configurations. It is enough to list a sequence of configurations that lead to a solution configuration.

**Mapping the Abstraction**

Let's see how Sam Lloyd's sliding block puzzle maps to this abstraction.

* The world is a box of labelled square blocks. The current configuration of the world is the label and position of each block in the box. An action consists of moving one block one unit horizontally or vertically to a new spot in a legal way (no collisions).
* The initial configuration is just the initial setup of all the blocks. The test for an acceptable final configuration would see whether the blocks have the proper labels at the proper positions.

We will leave it as an exercise to the student to determine the mappings to the other two problems.

**The Algorithm**

The interesting thing about these problems is that we do not have to think about the concrete problem *instance* in order to describe an algorithm to solve it! Read and make sure you understand the algorithm below:

Create an initially empty queue of configurations.

Insert the initial configuration into the queue.

While

the queue is not empty and

the first configuration in the queue does not meet the goal,

loop:

Remove the first configuration from the queue and call it C.

For each move applicable to C, loop:

Make the move and enqueue the resulting

configuration if it has not already been seen.

end-loop.

end-loop.

The acceptable configuration is now at the head of the queue;

but if the queue is empty, there is no solution to the problem.

Did you recognize a pattern in the way the algorithm organizes and traverses its search space? It is a breadth-first search of a tree, where the nodes of the tree are discovered and attached as you go. This algorithm could be made more efficient. As written, it finds a goal configuration, but keeps looping until that configuration gets to the head of the queue. Feel free to improve or even redo the algorithm.

Notice some important things about the above algorithm:

* No specific concrete problem is ever mentioned.
* The algorithm is incomplete because it does not finish by telling you the sequence of actions that get you to an acceptable configuration. That, again, is left as an exercise for the student!
* We do not say how to determine if a configuration "has not already been seen".

**What To Do**

The activities in this project will have you design a framework that is easily adapted to all the problems of the classification described above. You will then implement and test all four of the problems using that design.

The general process you should follow goes something like this:

Develop the initial framework design in the abstract.

Write the code for the abstract framework.

For each problem for which you must implement a solution,

Code the specific problem classes.

If the previous step forced a modification of your design,

Modify the code for the design as needed to make it work

Modify the code for the previous problems as needed

Submit the code for your latest design and all the problems solved so far

**Shared Programming Responsibility**

Because this is the only project you are doing in this course, and it is mostly a team project, there is a possibility that we will not be able to accurately assess your programming abilities if your teammates do most of the programming. Therefore, each team member must be responsible for an equal portion of the code written *in the activities 1, 2 and 3*. In the header comments, the name of the principal author should show up first, as always, in each code file. The principal author of a piece of code must be able to explain it orally if asked by his/her instructor. Activity 4 is an individual submission based on the work the team has done during submissions 1, 2 and 3.

**Part 1**

*Part 1 is due on 27 October 2014.*

In this activity you will design a framework capable of solving any puzzle of a specific type and, as a test of this framework, use the framework to solve a very simple puzzle. In this first activity, you are mainly concerned with the design of the framework. The term *framework* means a set of classes that enable implementation of solutions to certain problems. However, the framework by itself is not a complete program. You will work with abstract notions such as configuration, goal, and find-next-configuration. The problem solver should be able to solve any problem that conforms to an *interface* that you develop in your design. Think carefully about this interface, as you will also have to write classes that conform to it to solve the four problems.

Your design document is a text file that contains a description of the framework that will solve puzzles. It should include a description of the classes and the public methods that the client uses to solve puzzles. This description should explain how the solver will solve puzzles. It is important to realize that the solver must be capable of solving any puzzle and must contain all of the puzzle-solving machinery. The individual puzzles should not contain any puzzle-solving machinery but only contain methods implementing the rules for a particular puzzle. You do not need to design a general puzzle rule mechanism as each puzzle can explicitly code the possible successor states to any (legal) puzzle configuration.

The design document should also explain the flow of control and the sequence of steps that the solver would take when solving a simple puzzle. You should explain how the client uses the interface you have designed and the steps that are taken to solve a specific puzzle. For example, the puzzle problem can be to set the clock to 3 when it now reads 2. The design document explains how this will happen within the general solver framework.

When you design the generic configuration class, make sure you include a display function that will print some textual representation of the configuration to standard output. This will be of great help while you are debugging your code. The puzzle solver algorithm can be enhanced by a call to the display function inside the loop. Of course, the implementations of display() will only show up in the code for specific puzzles.

This activity will also perform the first validation of your design. You will write the code for your design. Then you will add code for the set-the-clock problem, put the two together, and see how they work. *It is important to note that you are expected to be using a framework that is equally applicable to the other problems.*Clearly, there are far easier solutions to this problem than the one we are having you build! This first puzzle is designed to test your design.

You will have to think about exactly how you will realize your design within the constraints of the C++ language. Although you are free to make your own decisions, some suggested approaches are shown at[choices.html](http://www.cs.rit.edu/~swm/csci603/Project/choices.html) that satisfy the requirement of a framework that adapts well to different "configuration/puzzle" problems. All of the choices given can be made to work. As a hint, students who choose to represent configurations as a vector of ints generally have an easier time.

Getting back to the clock problem, it requires three integers as input:

* number of hours on dial
* current clock time
* true time

These integers are to be provided on the command line in the order shown above. Remember that in C++ command line arguments are strings (arrays of chars) and must be converted to ints before they can be used in your program. You may use atoi(argv[i]) to convert a command line argument to an integer. If you get the wrong number of arguments, or if the times are out of bounds with respect to the legal hours on the dial, you should report an error on standard error and quit.

The program is to be called **clock**, which means the main function should be defined in a file named **clock.cpp**. As submitted, the program must print out the solution by listing the sequence of configurations needed to reach the chosen goal configuration from the starting configuration.

You must also submit a file named readme containing your design and any other information about your program you want. The readme file is part of every submission for this project. If you modify the design in the future, which you can do at any time without penalty, you must submit an explanation of changes in the **readme** file.

**How To Submit**

You must submit all the **.cpp** and **.h** files required to build the **clock** program. It must be possible to compile the **clock** program by executing **gmakemake** and then simply **make**. Your design document must also be submitted as the **readme**. The submission must be from your team account.

submit -v swm-grd project1 clock.cpp *other-needed-code-files* readme

**Part 2**

*Part 2 is due on 10 November 2014.*

The purpose of this activity is to implement the solution for a problem that requires a slightly more involved configuration design. Write the code for the water measuring problem, plug it into your framework, and see how it works.

The program takes command line arguments specifying the initial state of the problem. The first command line argument is an integer representing the desired amount of water. The rest of the command line arguments are integers specifying the capacities of the containers. (The number of containers is the number of remaining command line arguments.) For example, the command

water 4 3 5

would specify the problem of obtaining 4 liters or water using two containers of size 3 liters and 5 liters.

The program is to be called **water**, which means the main function should be defined in a file named **water.cpp**. As submitted, the program must print out the solution that leaves the desired amount of water in one of the containers. If there is no solution your program must detect this and print out an appropriate message.

If you have modified the design, you must submit an explanation of changes in the **readme** file.

**Configuration Design Suggestions**

The world, although more complicated than the clock, is still fairly simple. The configuration basically consists of the amount of water in each of the containers. There must also be a place where the sizes of the containers is remembered but, since these values never change, these capacities do not need to be included in each configuration.

**How To Submit**

You must submit all the **.cpp** and **.h** files required to build the **water** program *and* the **clock** program. It must be possible to compile both programs by executing **gmakemake** and then simply **make**. If your underlying design changed, include the changes in the **readme** file mentioned above. ( If you had to change your design, then you probably need to update the clock program so that it continues to work. ) The submission must be from your team account.

submit swm-grd project2 clock.cpp water.cpp *other-needed-code-files* readme

**Part 3**

*Part 3 is due on 24 November 2014.*

The purpose of this activity is to implement the solution for a problem that at least appears very complex to humans. We hope that you will be surprised how easily your framework discovers a solution to this problem. Write the code for the sliding block problem, plug it into your framework, and see how it works.

**Input**

Your program will need to be told the initial configuration and the goal configuration. The program will be called lloyd and will take two arguments:

* The name of the input file to read for the initial configuration data. If this name is "-" then the initial configuration data is read from the standard input.
* The name of the output file where the solution is to be written. If this name is "-" then the solution is written to the standard output.

If you get the wrong number of arguments or you have difficulty opening, reading, or writing any files you should report an error on standard error and quit.

The puzzle can be considered to be a 2-dimensional array of characters. The character '.' represents an empty space and any other non-whitespace character represents a movable piece. The lloyd program will be given two configurations: the starting configuration and the desired ending configuration.

The format for the data (either from a file or standard input) is as follows:

* The first line of the initial configuration data will contain two integers which are the width and height of the box.
* This will be followed by a number of strings, one per line, each having "width" characters. The total number of strings will equal the height of the puzzle. These strings represent the initial configuration of the puzzle and the characters in the strings represent the labels of the pieces with the '.' character representing an empty space.
* This will be followed by an empty line.
* Following this empty line will be a number of strings, one per line, each having "width" characters. The total number of strings will equal the height of the puzzle. These strings represent the desired final configuration of the puzzle and the characters in the strings represent the labels of the pieces with the '.' character representing an empty space.

You should not assume that there is exactly one empty space - there might be none or there might be more than one.

You are responsible for detecting any irregularities in the input and exiting the program with a message to standard error. If there are too many or too few numbers on a line, but it is compensated for in the rest of the input, we do not require that you detect this error. In other words, your input reader does not have to be aware that new lines are a different kind of *white space*.

An easy way to read this input is to use formatted input to read the strings, e.g., is >> str;. Note that this will skip whitespace so it will also skip any number of blank lines. You do not have to check for the presence or absence of blank lines in your program.

A sample input file that shows a rather easy version of this puzzle can be found at [lloyd1.in](http://www.cs.rit.edu/~swm/csci603/Project/lloyd1.in). It is an example that is easily solved by hand. Be sure and use it as an early test case. Here is what it looks like:

![http://www.cs.rit.edu/~swm/csci603/Project/lloyd1.gif](data:image/gif;base64,R0lGODdhhwCfAIAAAAAAAP///ywAAAAAhwCfAAAC/oyPqcvtD6OctNqLs968+w+G4kiW5omm6sq27gvH8kzX9o3n+j4BAP/5MYQHYsJ48SmDwAZS8axEMdNc1PeoDo+Wq9bwJWHBS6yZuAwglUI2+exWu39jupzeztfTKzT4rwZYJBiIYGRX6FcH2MZVGHiY2OInWQlJuGZYSdm4Odh5+UmYwsnIiHjYuOd5WpqI+plnqeIqi1aWerv42qone4fXa9rEwkd8vECJvAw1xvwMHS09TV1tfY2drb3N3e39DR4uPk5ebn6Onq6+zt7u/g4ff8RGX29/j5+vv3+vE5acJGAXfwKlFKTwb9LBHgslJCzWMMJDTQOtRIQwcVBF/hwZRzm8mIXgRoQgHXREcTJlSSciDY5k+LKGypgSV76Y6fKNM4CGEG2xSBNjs5A9H/HkaPNokS9PfCq1gZOkJqZDTbaUmvOPMUdcfyINSjSrRyhXYYr9KCrsjahmscqpCfQsXLlCrfC7izevXnry+vr9Cziw4MGECxs+jDix4sWMGzt+DDmy5MmUK1u+jDmz5nU7t4V5eHLpVg2hRZR+SpdK3LleWRttu7TuiThz+GoFhrsnHF/AnPENdgnXW53ExcQSLsiXb4qYWPFilcl5qNNhgYt+9As7c6OwtA/rpOj71LEeFpm/feoNJj1knOvSCL77LzPky9fmfUt9b93F0uMnT0Mbfj7RVl86o1GmTGYHbsZggw4+CGGEEk5IYYUWXohhhhpuyGGHHvq1V4gijrigDGyhlZpVq8GGolss0nCiay2+OEOMsrk4o0xJkQWWil+lyFKPQf6Io4xG3gjVjl3RqFaSQrbGpI9rKbldlENOKVpnS9J3pZVQ6jhPk1x+eWSTYBYlJXpkIpkjjFxQFWaabbLp5lRaarQkj0CuaWJDn1GJJ5ZZOcWnnGXGENWdehZJZ42AFtjlnCaSSGml+nyIaaaabsppp55+Cmqooj5TAAA7)  
A Graphical Representation of lloyd1.in

The problem is to move two blocks to the left.

A more complicated example is at [lloyd2.in](http://www.cs.rit.edu/~swm/csci603/Project/lloyd2.in). It represents a 2 x 4 puzzle. Note that two of the pieces have the same letter. When two (or more) pieces have the same letter you should consider configurations identical even if two identically labelled pieces are interchanged.

![http://www.cs.rit.edu/~swm/csci603/Project/lloyd2.gif](data:image/gif;base64,R0lGODdhhwDKAIAAAAAAAP///ywAAAAAhwDKAAAC/oyPqcvtD6OctNqLs968+w+G4kiW5omm6sq27gvH8kzX9o3n+s73/g8MChcAwBBjZCQPy0TzUox+nkGqc2NFVolZZuXZbViLkHCJbIgayeylNAB+q9NSNdoOhyfX+vX+f/e24pZWmHfohaioyHdIeGe4d4XYWCjJQugY6XVpmGi5GXrZ2fiIUNqSORqJyiQZqElJp8oamwfbqULrWDmHNusKycsaCNvnR7x6ZCK4vOXpLNQcTV1tfY2drb3N3e39DR4uPk5ebn6Onq6+zt7u/g4fLz9PL213j5+vv8/f369jRgmUgRYCujCoAOGkLwRxKDzVkMLDTzcmQptgcZGE/ownMnqMiBEgyI0jI3BkVrJMQjMfc7RkeGrawpkJRRYEaTBLmJNnUj4AY1KgGJswg+2M+UuoUQc8Sbw8dhSiyk9RHUZMOlTqT61VK17NVVMr05gXadZ42mcrWbVGuzQdgZbkzblW6Ur0OdYl3qxF7+q1GxKwXIf+Chs+jBjP376BGQ/2Kjho5Kl1HUu2TBkyZrZ+N8eIe7mzaBugMzcefXavUtShSasm8jpsZdamH592PZmzRthi+Wqe1fVW8Dm+j+WdrXi1Ld6JhpftndpVa7A0qfe2ThE3nefZsV/0vgj8WxFxWDqReZ37d/W7Z5TWbTs+jffHacOfH9tsa/nu/vND3w+ge4kNSGCBWNWDYIIKLshggw4+CGGEEk5IYYUWXohhhhpuyGGHHn4IYogijkhiiR0cqE1ACvGUHAfjnQgCizEuFmB2uoGGon7kyVFHcnz4Mg2QxfhBHFTCgdKjHksZ5xQnQFIF3C9NTAmRMsPEApYyVIKHhZPn9bKdJ1RS1EomWIZyiyhVsofFK6+AUktajACynZVuSClKmWGywWabPQLSC51GBgNcnmLyaMyTdwrzYjbocWimiI+aSGmlll6Kaaaabsppp55+Cmqooo5KaqmmAmFgqqr+Q+Nt/N1XG3651edqjZ/5Z6OtxUXn2a66KserfbS+OqysvQL7/itzv9Uaa7OwykCfr80GFyyzzxbbXp8H6cgttrBSa2yhxRWpLJPKkSvbsuIhlSM0LaYbabraoalsu2LZS2au+kI7SVfCrPZvveu2OjChtE76Hbr/9TertNc6fGvDyDrrbcTHlkssxDBEO/HDHX+2asgi4/sCxxgnK2+1GX+sMcsl46ptyihjAnO2Fbe8rcQnU4xzKjWbLDPDa/XcLdEL88vuzS7v7HHO+x6tNNNR+wz10+POXPXLS15tb3ng8qy11evZDBTZNXdU9NjOma0z1WKHx17ZXzftdpgHIyz31Gk7LazRbweN9MWA650139YS/vfedR/ud8yKYzJy5KmeEUp55ZZfjnnmmm/Oeeees1AAADs=)  
A Graphical Representation of lloyd2.in

A more complicated example is at [lloyd3.in](http://www.cs.rit.edu/~swm/csci603/Project/lloyd3.in).

![http://www.cs.rit.edu/~swm/csci603/Project/lloyd3.gif](data:image/gif;base64,R0lGODdhhwD1AIAAAAAAAP///ywAAAAAhwD1AAAC/oyPqcvtD6OctNqLs968+w+G4kiW5omm6sq27gvH8kzX9o3n+s73/g8MCofEovGIvAAASQmT8TxEE1PlcvmpBrXUDRfzzXGxjjC0WxmbDWsSOXBlYufRK5tqh+fjen5/rncnR8f25Oe3UncHt1hliOAIyTipSPZIiVYpeZko1fgpuCg6KgeKecpZOsk4pdoWooja6Ar5aEm7avh2qXvK2supEsur+hcotbs3O3t7W0hIqbza5JFHzRN73WOt3e39DR4uPk5ebn6Onq6+zt7u/g4fLz9PX29/j5+vv98U5/8PMKDAgQRfbflhEEhCGAt9NHTxEBvCbhFZVNRxURjF/onaMtZK8+ZMxywUoIm85lGSkjIbq4FhOdKlhTUpbdQc5YRmyw430aDMstBfg54ziI4wGgMprJ0SY25jukPpC6kknTb96RAqRq1iuOKg2gIsT6iIJjzkpkBspwVn00RQq5HtTJA6rRZaSRcmVjxz8Z6k9iXhv75/+xV++3Io2ZBmS6JN6/UG3BSTM1Q+cdkvYI57r27Oandr6K6jv0a2ebpG5hKr3YZmDKHsW9gqO+OM7anxNMh2MwY9dhhJK9mIQT5ofbQ2bb0563Zu5Vq3GeQihufO6Xr64uWKZ3LfnYS6k9Q0xIMwj7u0ZIoF27t/P5if/Pn069u/jz+//v38/vv7/w9ggAIOSGCBBh6IYIIKLshggw4qhJ4b6RUHBnGWoVZVYjKtp1t349VWElttwHWIHfGxYoxsfJRIByJCDRKKiTA+o8t3XnjyYjY1WgPddSj60ossu/FCii/V4egIIMuI0mORRDIJSipCQhcMLLbYEsqS0tzVx11P5rJLlLgEqSRYOe4I5jM0DocmKqnsASeNgdQhTYQ22ehfNgg+9mCffv4JaKCCDkpooYYeimiiii7KaKOOPromfJJOKpR6GNomGqakaWqapaqRVxSoMtjJgRZ44tGQhT4axht2p7Yq12gVRaSdrBpixxyrPoXoXa7hxerYrbDqCiIKtWr6yuqaZtlI6o2gccohtJd+9pSn5YmaFLYMaTsVtxB5Gxa4Fom7FrLepeoctcVOGJ2H6q4aW7K3AfvuvMclW2lwR4whrF7cNasBm3we1yF48ApHL6+zHWyvEfwuK68x7hIbFblxSfuptaFqPKrFlHlsLMiYiWwCwBc+W++mKXdqm6pDRUyhunqmh5TJ/TYsF8zsUowzFErZrBnDL//MVao9B/0rX7zWrBWtOhPMcbZRbzt1t1V/2xGlWm8Naddefw122GKPTXbZZp/NQQEAOw==)  
A Graphical Representation of lloyd3.in

The object of this puzzle is to keep the numbers in order but have the empty space at the bottom-right instead of the top-left.

**Submission Details**

The program is to be called **lloyd**, which means the main function should be defined in a file named **lloyd.cpp**. As submitted, the program must print out the solution by listing the sequence of configurations needed to reach the chosen goal configuration from the starting configuration. An action consists of one block moving one square up, down, left, or right. For example, moving up 3 positions would be considered 3 actions.

Note that there is a possibility that no solution exists. If that is the case for a particular input, the program should print, "no solution exists" on the output (file or standard out), and then exit.

If you have modified the design, you must submit an explanation of changes in a file named **readme**.

**Configuration Design Suggestions**

The world is now more complicated. You may recall that one of the framework approaches was to represent the configurations as a vector of integers. Even if you choose another design, you can still put a vector of integers into your configuration class. For this puzzle, a 2D matrix might be easier to work with. Think about indexing a single vector with an accessing function to represent a 2-d matrix with a 1-d vector. You could use the character codes as the integers in your vector. You could then cast the integers to char for printing.

Note that there is no need to distinguish between blocks with the same label.

**How To Submit**

You must submit all the **.cpp** and **.h** files required to build the **lloyd** *and* **water** and **clock** programs. It must be possible to compile all three programs by executing **gmakemake** and then simply **make**. If your underlying design changed, include the **readme** file mentioned above. ( If you had to change your design, then you probably need to update the other two programs so that they continue to work. ) The submission must be from your team account.

submit swm-grd project3 clock.cpp water.cpp lloyd.cpp *other-needed-code-files* readme

**Part 4**

*Part 4 is due on 08 December 2014.*

This activity is to be done individually. You may use all of the files that you generated with your team but you are not allowed to share any code you write for this particular activity with anyone. You may use the same framework you developed for the previous submission to solve a variant of the clock puzzle.

You will need to copy the files from the team account to your personal account before working on this submission. You will then, in your own account, write the code necessary to solve the variant clock puzzle.

This puzzle is similar to the first puzzle except that instead of being able to move the clock forward and back one hour there are additional command line arguments (which may be positive or negative) that indicate how many hours the clock can be advanced (or set back if negative). Only values indicated may be used. Specifically, the first command line argument is the number of hours on the clock, the second is the starting time, the third is the desired ending time, and the rest of the arguments are the values that the clock may be advanced or set back (if negative). The solution of the puzzle is to get to the desired ending time using the fewest number of steps as determined by any combination of increments given as the command line values.

You may use the original clock code as a starting point.

You should add any comments to the readme file regarding changes to the design (you are still allowed to change the design).

You will also submit a team member evaluation form. Only a textual evaluation form is submitted. It is available as [team-evaluation](http://www.cs.rit.edu/~swm/csci603/Project/team-evaluation) in the web directory for this project.

**How To Submit**

This submission *must* be submitted from your own account. There should be no code specific to the variant clock puzzle in the team account. From *your own account*, make your submission as follows:

submit -v swm-grd project4 clock.cpp water.cpp lloyd.cpp vclock.cpp *other-needed-code-files* readme team-evaluation