# 重构项目总结

# **FastClick:**用于移动设备上的浏览器默认会在用户点击屏幕大约延迟300毫秒后才会触发点击事件(延迟事件)

**原理**：在检测到touchend事件的时候，会通过DOM自定义事件立即触发模拟一个click事件，并把浏览器在300ms之后真正的click事件阻止掉

**FastClick的使用：**

1. 要使用首先npm install fastClick来安装
2. 然后在页面引入fastclick.js （import FastClick from 'fastclick'）
3. 使用： FastClick.attach(document.body);
4. 初始化FastClick实例建议在页面的DOM文档加载完成后。

if ('addEventListener' in document) {

document.addEventListener('DOMContentLoaded', function() {

FastClick.attach(document.body);

}, false);

}

**不需要使用fastclick的情况：**

1. FastClick是不会对PC浏览器添加监听事件
2. Android版Chrome 32位的浏览器，如果设置viewport meta的值为width=device-width，这种情况下浏览器会马上触发点击事件，不会延迟300毫秒。

* **fromCharCode() 可接受一个指定的 Unicode 值，然后返回一个字符串。**

String.fromCharCode(numX,numX,...,numX)

一个或多个 Unicode 值，即要创建的字符串中的字符的 Unicode 编码。

* **scrollBehavior滚动行为**

使用前端路由，当切换到新路由时，想要页面滚到顶部，或者是保持原先的滚动位置，就像重新加载页面那样。 vue-router 能做到，而且更好，它让你可以自定义路由切换时页面如何滚动。接收to和from两个路由对象

scrollBehavior (to, from, savedPosition) {

// return 期望滚动到哪个的位置

}

* **this.$router.go()和this.$router.push()**

this.$router.go(val) => 在history记录中前进或者后退val步，当val为0时刷新当前页面。

this.$router.push(path) => 在history栈中添加一条新的记录。

* **插槽、具名插槽、作用域插槽**

1. 插槽：如果父组件想在调用的子组件设置内容，那么，就在子组件定义一个solt,就可以在父组件对子组件进行设置内容了
2. 具名插槽:具名插槽说白了就是给插槽起个名字让他们对应的插槽指向对应的内容位置。在父组件调用子组件的时候，给子组件中的solt起个name名，然后在父组件设置solt属性，属性值对应子组件的name属性值。 没定义name就是默认插槽
3. 作用域插槽:如果需要一个从子组件获取一个可用的插槽的时候我们就可以用作用域插槽。先在子组件找到需要插入内容的地方，然后用solt包裹起来，然后将要传的内容通过solt标签v-bind绑定，将跟他有关联的数据传递给slot里，在父组件调用的时候通过slot-scope获取到内容。在2.5版本以上的后不再限制只能在template标签上使用了。再是在插槽内的所有标签上都可以使用。

* **Async**

async. 默认是true，即为异步方式，$.Ajax执行后，会继续执行ajax后面的脚本，直到服务器端返回数据后，触发$.Ajax里的success方法，这时候执行的是两个线程。若要将其设置为false，则所有的请求均为同步请求，在没有返回值之前，同步请求将锁住浏览器，用户其它操作必须等待请求完成才可以执行。

async function timeout(flag) {

if (flag) {

return 'hello world'

} else {

throw 'my god, failure'

}

}

console.log(timeout(true)) // 调用Promise.resolve() 返回promise 对象。

console.log(timeout(false)); // 调用Promise.reject() 返回promise 对象。

* **@include指令**

使用include指令可以方便的把多个页面中重复显的内容抽取出来，大大的减少代码的重复量，方便我们对重复内容的维护

# **go back与return有什么区别**

# go back回去,回到某一个地方 return是从A地到B地,然后强调了又从B地回到A地 而且return还有一个用法就是指借了东西,归还回去

* **Polyline**

用当前画笔描绘一系列线段，使用PolylineTo函数时，当前位置会设为最后一条线段的终点。它不会由Polyline函数改动。Polyline既不使用也不改变目前位置。

* **Svg**

可缩放矢量图形是基于可扩展标记语言（标准通用标记语言的子集），用于描述二维矢量图形的一种图形格式。它由万维网联盟制定，是一个开放标准。

SVG-Edit 是一个基于浏览器的图像编辑器，可进行常用的一些图像处理功能，无需服务器端支持，支持各种浏览器。

**svg比较优势：**

1. 任意放缩。

用户可以任意缩放图像显示，而不会破坏图像的清晰度、细节等。

1. 文本独立。

SVG图像中的文字独立于图像，文字保留可编辑和可搜寻的状态。也不会再有字体的限制，用户系统即使没有安装某一字体，也会看到和他们制作时完全相同的画面。

1. 较小文件。

总体来讲，SVG文件比那些GIF和JPEG格式的文件要小很多，因而下载也很快。

1. 超强显示效果。

SVG图像在屏幕上总是边缘清晰，它的清晰度适合任何屏幕分辨率和打印分辨率。

1. 超级颜色控制。

SVG图像提供一个1 600万种颜色的调色板，支持ICC颜色描述文件标准、RGB、线X填充、渐变和蒙版。

1. 交互X和智能化。

SVG面临的主要问题一个是如何和已经占有重要市场份额的矢量图形格式Flash竞争的问题，另一个问题就是SVG的本地运行环境下的厂家支持程度。

* **Await**

 后面必须跟Promise对象，若非Promise，则不会拦截后面代码执行。当promise对象resolve过后并且执行完then里面的代码，就执行下一步代码，不resolve不会触发下一行代码执行。

需注意：如果then()中需要异步操作，不会等then中的异步执行完过后再执行下一个then（）的函数。原因就是，异步函数中，没有地方给你return给then（）回调函数。解决方案是async函数。

也就是说Promise对于异步的帮助 其实很有限，.then()只有第一个有用而已。

const getdirs = async function(ctx) {

let sendFiles = []

const files = await readdir(filePath) // 读文件夹

const promises = files.map(function(file){ // 利用map函数特性，返回值组成新的数组，这儿并没有用async函数，map内并不等待一个stat回来后再进行另一个stat，是同时进行的。

return stat(filePath + '/' + file)

.then(res => {

if(res === 'dir') sendFiles.push(file)

})

})

await Promise.all(promises) // 这儿是异步并发的关键，在这个位置等待所有promise对象resolve。

ctx.body = sendFiles

}

* **Promise**

很多现代浏览器都已经实现，但是为了兼容，建议自行对Promise进行封装或者使用第三方的解决方案（如webpack对es6语法进行编译）。 那么，我么将得到一个Promise构造函数，新建一个Promise的实例：

var \_promise = new Promise(function(resolve, reject){

setTimeout(function(){

var rand = Math.random();

if(rand<0.5){

resolve("resolve" + rand);

}else{

reject("reject" + rand);

}

},1000);

});

/\*运行结果:

\*有两种情况：

\*1)无事发生

\*2)报错形如：d.js:7 Uncaught (in promise) reject0.9541820247347901

\*/

Promise的构造函数接收一个函数作为参数，该函数接受两个额外的函数，resolve和reject，这两个函数分别代表将当前Promise置为fulfilled(解决)和rejected(拒绝)两个状态。Promise正是通过这两个状态来控制异步操作的结果。接下来我们将讨论Promise的用法，实际上Promise上的实例\_promise是一个对象，不是一个函数。在声明的时候，Promise传递的参数函数会立即执行，因此Promise使用的正确姿势是在其外层再包裹一层函数。

var run = function(){

var \_promise = new Promise(function(resolve, reject){

setTimeout(function(){

var rand = Math.random();

if(rand<0.5){

resolve("resolve" + rand);

}else{

reject("reject" + rand);

}

},1000);

});

return \_promise;

}

run();

这是Promise的正常用法，接下来，就是对异步操作结果的处理，接着上面创建的函数run()

run().then(function(data){

console.log(data);

});

每个Promise的实例对象，都有一个then的方法，这个方法就是用来处理之前各种异步逻辑的结果。