Nama : Difa Bagasputra Maulana  
NPM : 140810180057

**Tugas 6 (Worksheet 6)**

1. Adjacency Matrix

*/\**

*Nama    : Difa Bagasputra Maulana*

*NPM     : 140810180057*

*Kelas   : A*

*Program : Adjacency Matrix*

*\*/*

#include <iostream>

using namespace std;

int vertArr[20][20];

int count = 0;

void displayMatrix(int v){

    int i, j;

    for (i = 1; i <= v; i++){

        for (j = 1; j <= v; j++)

        {

            cout << vertArr[i][j] << " ";

        }

        cout << endl;

    }

}

void add\_edge(int u, int v){

    vertArr[u][v] = 1;

    vertArr[v][u] = 1;

}

int main(int argc, char \*argv[]){

    int v=8;

    add\_edge(1, 2);

    add\_edge(1, 3);

    add\_edge(2, 1);

    add\_edge(2, 3);

    add\_edge(2, 4);

    add\_edge(2, 5);

    add\_edge(3, 1);

    add\_edge(3, 2);

    add\_edge(3, 5);

    add\_edge(3, 7);

    add\_edge(3, 8);

    add\_edge(4, 2);

    add\_edge(4, 5);

    add\_edge(5, 2);

    add\_edge(5, 3);

    add\_edge(5, 4);

    add\_edge(5, 6);

    add\_edge(6, 5);

    add\_edge(7, 3);

    add\_edge(7, 8);

    add\_edge(8, 3);

    add\_edge(8, 7);

    displayMatrix(v);

}

![](data:image/png;base64,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)

1. Adjacency List

*/\**

*Nama    : Difa Bagasputra Maulana*

*NPM     : 140810180057*

*Kelas   : A*

*Program : Adjacency List*

*\*/*

#include <iostream>

#include <cstdlib>

using namespace std;

*/\**

*\* Adjacency List Node*

*\*/*

struct AdjListNode{

    int dest;

    struct AdjListNode\* next;

};

*/\**

*\* Adjacency List*

*\*/*

struct AdjList{

    struct AdjListNode \*head;

};

*/\**

*\* Class Graph*

*\*/*

class Graph{

    private:

        int V;

        struct AdjList\* array;

    public:

        Graph(int V){

            this->V = V;

            array = new AdjList [V];

            for (int i = 1; i <= V; ++i)

                array[i].head = NULL;

        }

*/\**

*\* Creating New Adjacency List Node*

*\*/*

        AdjListNode\* newAdjListNode(int dest){

            AdjListNode\* newNode = new AdjListNode;

            newNode->dest = dest;

            newNode->next = NULL;

            return newNode;

        }

*/\**

*\* Adding Edge to Graph*

*\*/*

        void addEdge(int src, int dest){

            AdjListNode\* newNode = newAdjListNode(dest);

            newNode->next = array[src].head;

            array[src].head = newNode;

            newNode = newAdjListNode(src);

            newNode->next = array[dest].head;

            array[dest].head = newNode;

        }

*/\**

*\* Print the graph*

*\*/*

        void printGraph(){

            int v;

            for (v = 1; v <= V; ++v){

                AdjListNode\* pCrawl = array[v].head;

                cout << "**\n** Adjacency list of vertex " << v << "**\n** head ";

                while (pCrawl){

                    cout<<"-> "<<pCrawl->dest;

                    pCrawl = pCrawl->next;

                }

                cout<<endl;

            }

        }

};

int main(){

    int n;

    cout << "Banyak node : "; cin >> n;

    Graph gh(n);

        gh.addEdge(1, 2);

        gh.addEdge(1, 3);

        gh.addEdge(2, 1);

        gh.addEdge(2, 3);

        gh.addEdge(2, 4);

        gh.addEdge(2, 5);

        gh.addEdge(3, 1);

        gh.addEdge(3, 2);

        gh.addEdge(3, 5);

        gh.addEdge(3, 7);

        gh.addEdge(3, 8);

        gh.addEdge(4, 2);

        gh.addEdge(4, 5);

        gh.addEdge(5, 2);

        gh.addEdge(5, 3);

        gh.addEdge(5, 4);

        gh.addEdge(5, 6);

        gh.addEdge(6, 5);

        gh.addEdge(7, 3);

        gh.addEdge(7, 8);

        gh.addEdge(8, 3);

        gh.addEdge(8, 7);

        gh.printGraph();

    return 0;

}

1. BFS

*/\**

*Nama    : Difa Bagasputra Maulana*

*NPM     : 140810180057*

*Kelas   : A*

*Program : BFS*

*\*/*

#include<iostream>

#include <list>

using namespace std;

// This class represents a directed graph using

// adjacency list representation

class Graph{

    int V; // No. of vertices

    // Pointer to an array containing adjacency

    // lists

    list<int> \*adj;

public:

    Graph(int V); // Constructor

    // function to add an edge to graph

    void addEdge(int v, int w);

    // prints BFS traversal from a given source s

    void BFS(int s);

};

Graph::Graph(int V){

    this->V = V;

    adj = new list<int>[V];

}

void Graph::addEdge(int v, int w){

    adj[v].push\_back(w); // Add w to v’s list.

}

void Graph::BFS(int s){

    // Mark all the vertices as not visited

    bool \*visited = new bool[V];

    for(int i = 0; i < V; i++)

        visited[i] = false;

    // Create a queue for BFS

    list<int> queue;

    // Mark the current node as visited and enqueue it

    visited[s] = true;

    queue.push\_back(s);

    // 'i' will be used to get all adjacent

    // vertices of a vertex

    list<int>::iterator i;

    while(!queue.empty()){

        // Dequeue a vertex from queue and print it

        s = queue.front();

        cout << s << " ";

        queue.pop\_front();

        // Get all adjacent vertices of the dequeued

        // vertex s. If a adjacent has not been visited,

        // then mark it visited and enqueue it

        for (i = adj[s].begin(); i != adj[s].end(); ++i){

            if (!visited[\*i]){

                visited[\*i] = true;

                queue.push\_back(\*i);

            }

        }

    }

}

// Driver program to test methods of graph class

int main(){

    // Create a graph given in the above diagram

    Graph g(8);

    g.addEdge(1, 2);

    g.addEdge(1, 3);

    g.addEdge(2, 4);

    g.addEdge(2, 5);

    g.addEdge(2, 3);

    g.addEdge(3, 7);

    g.addEdge(3, 8);

    g.addEdge(4, 5);

    g.addEdge(5, 3);

    g.addEdge(5, 6);

    g.addEdge(7, 8);

    cout << "Breadth First Traversal ";

    cout << "(mulai dari vertex 1) **\n**";

    g.BFS(1);

    return 0;

}
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* BFS merupakan metode pencarian secara melebar sehingga mengunjungi node dari kiri ke kanan di level yang sama. Apabila semua node pada suatu level sudah dikunjungi semua, maka akan berpindah ke level selanjutnya. Dalam worst case BFS harus mempertimbangkan semua jalur (path) untuk semua node yang mungkin, maka nilai kompleksitas waktu dari BFS adalah O( |V| + |E| ).
* Karena Big-O dari BFS adalah O(V+E) dimana V itu jumlah vertex dan E itu adalah jumlah edges maka Big-O = O(n) dimana n = v+e
* Maka dari itu Big-Ө nya adalah **Ө(n)**

1. DFS

*/\**

*Nama    : Difa Bagasputra Maulana*

*NPM     : 140810180057*

*Kelas   : A*

*Program : DFS*

*\*/*

#include<iostream>

#include<list>

using namespace std;

// Graph class represents a directed graph

// using adjacency list representation

class Graph{

    int V; // No. of vertices

    // Pointer to an array containing

    // adjacency lists

    list<int> \*adj;

    // A recursive function used by DFS

    void DFSUtil(int v, bool visited[]);

public:

    Graph(int V); // Constructor

    // function to add an edge to graph

    void addEdge(int v, int w);

    // DFS traversal of the vertices

    // reachable from v

    void DFS(int v);

};

Graph::Graph(int V){

    this->V = V;

    adj = new list<int>[V];

}

void Graph::addEdge(int v, int w){

    adj[v].push\_back(w); // Add w to v’s list.

}

void Graph::DFSUtil(int v, bool visited[]){

    // Mark the current node as visited and

    // print it

    visited[v] = true;

    cout << v << " ";

    // Recur for all the vertices adjacent

    // to this vertex

    list<int>::iterator i;

    for (i = adj[v].begin(); i != adj[v].end(); ++i)

        if (!visited[\*i])

            DFSUtil(\*i, visited);

}

// DFS traversal of the vertices reachable from v.

// It uses recursive DFSUtil()

void Graph::DFS(int v){

    // Mark all the vertices as not visited

    bool \*visited = new bool[V];

    for (int i = 0; i < V; i++)

        visited[i] = false;

    // Call the recursive helper function

    // to print DFS traversal

    DFSUtil(v, visited);

}

int main(){

    // Create a graph given in the above diagram

    Graph g(8);

    g.addEdge(1, 2);

    g.addEdge(1, 3);

    g.addEdge(2, 4);

    g.addEdge(2, 5);

    g.addEdge(2, 3);

    g.addEdge(3, 7);

    g.addEdge(3, 8);

    g.addEdge(4, 5);

    g.addEdge(5, 3);

    g.addEdge(5, 6);

    g.addEdge(7, 8);

    cout << "Depth First Traversal";

    cout << " (mulai dari vertex 1) **\n**";

    g.DFS(1);

    return 0;

}
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* DFS merupakan metode pencarian mendalam, yang mengunjungi semua node dari yang terkiri lalu geser ke kanan hingga semua node dikunjungi. Kompleksitas ruang algoritma DFS adalah O(bm), karena kita hanya hanya perlu menyimpan satu buah lintasan tunggal dari akar sampai daun, ditambah dengan simpul-simpul saudara kandungnya yang belum dikembangkan.
* Big O Kompleksitas total DFS () adalah (V+E). O(n) dengan V = Jumlah Verteks dan E = Jumlah Edges