**lokális változó scope**

**visszatérési érték**

**aktuális-formális paraméter egyezés szűkebb láthatóság**

**final, private, void**

**Java alkalmazás ↔ Adatbázis kapcsolat**

**Java alkalmazás**

**↓**

**JDBC API**

JDK része;

interfacek és metódusok

**↓**

**JDBC Driver**

JDBC implementációk

classpathon, mint jar állomány vagy Maven esetén depencencyként felvéve

**↓**

**Adatbázis**

server(maga az adatbázis = tárolás) és kliens (adatbázissal a kommunikáció)

MariDb – HeidiSQL

**ACTIVITIES** (pk, autoincrement) **id**, start\_time, activity\_desc, actvity\_type

**TRACKPOINTS** (pk, autoincrement) **id**, act:time, lat, lon, **(fk -> activities id) activity\_id**

**Java obketumok**

*Activity* **– két konstruktor\_ id-val (a visszanyert id-val vlaó példányosításhoz) és id nélkül (az insterhez való példányosításhoz)**

* > lesz egy List<TrackPoint > atrija;

*TrackPoint* – – két konstruktor\_ id-val (a visszanyert id-val vlaó példányosításhoz) és id nélkül (az insterhez való példányosításhoz)

kell a foreing key-s id atribútum bele, mert úgyis tárolja majd az Activity a saját lista atribútumában a trackpointot és össze fognak tartozni – adatbázisban activityk és trackpointok két külön táblan, ott kell a foreign ki az összekapcsolás miatt

**Kapcsolat létesítése az adatbázisal JDBC-vel**

**1.DataSource példány létrehozása,** és benne a kapcsolódási paraméterek eltárolása

* > JDBC URL: -setUrl(); host, port, séma, egyéb
* setUser(), setPassword()
* egyszer hozzuk létre!
* teszt BeforeEach-ben vagy main metódusban példányosítjuk és a DAO osztály attribútumaként tároljuk:

public class ActivityDao {  
  
 MariaDbDataSource dbDataSource;

…

class ActivityDaoTest {  
  
 private ActivityDao activityDao;  
  
 @BeforeEach  
 public void init () {

MariaDbDataSource dataSource;  
try {  
 dataSource = new MariaDbDataSource();  
 dataSource.setUrl("jdbc:mariadb://localhost:3306/activitytracker?useUnicode=true");  
 dataSource.setUser("activitytracker");  
 dataSource.setPassword("activitytracker");  
} catch (SQLException se) {  
 throw new IllegalStateException("Cannot create database", se);  
}

**2.Connection példány létrehozása**

* az adatbázissal való kapcsolat létrehozása
* a Datasource példány alapján választ implementációt
* magában a DAO osztály metódusaiban példányosítjuk (újra és újra)

Connection connection = dbDataSource.getConnection();

**3. Statement létrehozása**

* ez reprezentálja majd a kérést az adatbázis felé
* sima Statement: az SQL utasítást a .executaUpdate() paramétereként várja
* PreparedStatement : az SQL utasítás a példányosítás paramétere, és lehet bele tenni placeholdert, ezáltal paraméterezhető

PreparedStatement ps = connection.prepareStatement("insert into activities (start\_time, activity\_desc, activity\_type) values(?,?,?)")) {

* > oszlopok felsorolásával és placeholderekkel!

**4. PreparedStatement felparaméterezése**

setXXX() metódusokkal

első paraméter a placeholder száma, második az érték

ps.setTimestamp(1, Timestamp.*valueOf*(activity.getStartTime()));  
ps.setString(2, activity.getDesc());  
ps.setString(3, activity.getType().name());

**3. Statement végrehajtása**

**ha update:**

ps2.executeUpdate();

**4. Ha query – visszakapjuk a query eredményét egy ResultSet-ben:**

**Resultset** rs = ps.executeQuery(); //kurzoros!

*ResultSet metódusok:*

**next()**

**getXXX(columnindex);**

**5. Update & query id - ha az adatbázis által generált (auto\_increment) id-t akarjuk visszakapni:**

PreparedStatement ps = connection.prepareStatement("insert into activities (start\_time, activity\_desc, activity\_type) values(?,?,?)", Statement.*RETURN\_GENERATED\_KEYS*)) {

**és**

ResultSet rs = ps.getGeneratedKeys();

long id = rs.getLong(1);

**Tranzakció kezeléshez kiegészítések:**

.setAutoCommit(false,) .executeUpdate(), .commit() vagy .rollback()

…

conn.setAutoCommit(false);

…

if (name.startsWith("x")) {  
 throw new IllegalArgumentException("");

…

conn.commit();  
} catch (IllegalArgumentException iae) {  
 conn.rollback();  
}

…

**Architektúra**

**DAO osztály**

public class EmployeesDao {  
  
 private DataSource dataSource;

**…..**

**metóduskban új Conneciton és PreparedStatement példányosítás**

**TestOsztály**

**/1/ xxxDAO attribútum**

public class EmployeesDaoTest {  
  
 private EmployeesDao employeesDao;  
  
 **/2/** **@BeforeEach**

**/2a/ - Datasource példányosítás és SQLException handling** public void init() {  
 MariaDbDataSource dataSource;  
 try {  
 dataSource = new MariaDbDataSource();

**…**

**/2b/** **Flway = séma inicializálás**

Flyway flyway = Flyway.*configure*().dataSource(dataSource).load();  
flyway.clean();  
flyway.migrate();

/2c/ **DataSource dependency injection**

employeesDao = new EmployeesDao(dataSource);

/3/ **@Test metódusok**

update + lekérdezés kombináció

.createEmployee()

..ListEmployeeNames() /assertEquals/

**SQL utasítások / séma tárolása**

Resources/db/migration/V1\_name.sql;

**Gyakorlat – architektúra felépítése az Activitytracker2-es feladathoz**

1. activitytracker2 séma futtatása Heidiben
2. Java -a activitytracker2 package
3. Activity osztály létrehozása két konstruktorral
4. Type enum létrehozása
5. activities tábla léttrehozása Heidiben: id = pk, auto\_inc! Timestamp!
6. ActivityTrackerMain osztály létrehozása
7. main metódus és Activityk példányosítása
8. savetActivity(Activity) metódus megírása
9. findActivityById(id) metódus megírása
10. listAllActivities() metódus létrehozása
11. DAO osztály létrehozása és az ActivityTrackerMainből a metódusok kiszervezése
12. Adadtbázisban az activties tábla kitörlése, sql kód kiszervezése V1\_Activities fileba Javaba
13. Integrációs teszt megírása, flyway-el
14. saveActivity(Activity) metódus módosítása úgy, hogy visszaadjon egy Activityt a kinyert id-val
15. Trackpoiint osztály létrehozása
16. Activity osztály kiegészytése List<Trackpoint> attribútummal
17. track\_point tábla létrehozásának felvétele a sémába; fk = activity\_id(=activitytracker id)
18. saveAcvitiy() módosítása, hogy a trackpointokat lementse a track\_point táblába
19. findActivityById() módosítása, hogy betöltse a Trackpointokat is
20. tesztesetek módosítása
21. setautocommit(false), és rollback, ha a la tés lon nem valid
22. teszteset erre is

Először **másold át magadhoz a teszteseteket**, majd **commitolj azonnal!**A két feladatra **1,5 órád** van összesen!Old meg a feladatokat, minden feladat megoldását egy **külön commitban add be**!  
Ha letelik a másfél óra az első commitodhoz képest és nem fejezted be, megint **commitolj,** akkor is,  
ha nem vagy kész! Utána nyugodtan folytathatod a megoldást, akár több órát is  
ülhetsz felette, ha kész vagy, commitolj!

**netes tesztek**

olyan nincs, hogy NULL, csak null

private class-t nem lehet extendelni

anonymus inner class

They can be declared to extend another class or implement a single interface

public static void main(String[] args)

{

Object obj = new Object()

{

public int hashCode()

{

return 42;

}

};

System.out.println(obj.hashCode());

}

hashcode lehet negatív int is!

Stringben van hashcode implementáció karakterek alapján

iterator nem az Iterator interface metódusa, hanem a Collectioné

finally ág akkor is lefut ha a try[] ban return van

ha error van, lefut a finally de aztán lehal

ha exception van és el van kapva, akkor utána fut tovább, ha nincs új dobás

a finally ágon a close() kötelező IO-t dob! vagy fejlécben eldobatni vagy finally ágra is try-catch kell; ez így nem elég:

finally

{

out.close();

}

try lezárás után csak catch jöhet, semmi más, egy sout se!

tryhoz nem kötelező catch! de ha nincs, akkor kell finally.

tömb deklaráció – közvetlen váltózó előtt és után állhat a [], máshol nem ->

~~public [ ] int a~~ nem oké!

vigyázni! short és Short

Java is case sensitive – While lehet osztálynév, mert nem while

case-ben csak egy érték lehet!

~~case 0, 1: j = 1;~~

(b2 = true) nem ugyanaz, mint( b2==true)!

swtich - Case expressions must be constant expressions., Since x is marked final, lines 12 and 13 are legal; however y is not a final so the compiler will fail at line 11.

## compliation fails! ’i’ is delcared inside the loop:

for (int i = 0; i < 4; i += 2)

{

System.out.print(i + " ");

}

System.out.println(i);

**swtichben a break** a swtichből lép ki,; ha a swtich egy ciklusban van, akkor a ciklus fut tovább!

ahol belép, onnan mindenre lefut, amíg nincs break!!

**default ágba** nem fut belefeltétlen, csak ha az utsó ág?

continue and break statement can only occur in a looping construct.

char c6 = '\uface'; - ok, unicode representation

**interfaceben** nem static metódus nem lehet protected se private

float f1 = -343; //ok, integer és float is 32 bit, nem kell kitenni, hogy F

~~int f1 = -343.4F;~~ fordítva nem ok! Explicit casting kell

float f2 = 3.14; . nem ok, jobb oldali double, explicit konv kéne vagy kitenni, hogy F

class y implements x { void method() {} n – nem lesz ok, az overridenál ez így package private láthatóság, ami szűkebb, mint az interfaceben deklarált public metódus

default értéke az interface atirnak static final, ezt egy implementáló osztály nem változtathatja meg:

interface A

{

    int i = 111;

class B implements A

{

    void methodB()

    {

~~i = 222;~~

}

Interfaces can’t have initializers.

i =+ i / i; - nem +=! csak a + értékét veszi

ha az osztály örököl más osztálytól metódust, amit egyébként egy implementált interface számára előír, akkor az implementációnak minősül és nem kell override

 when a function is static, runtime polymorphism doesn't happen.**Ha az ős statikus metódusa ha uaz, mint a leszármazotté,** ősét fogja hívni, ha a statikus típus az ős, ilyenkor nincs polimorfizmus; ha a statikus is a leszámrazott, akkor fogja a leszármazottét

a statikus a gyermekben nem írható felül nem statikussal, és fordítva sem lehet!

Base b = new Derived();;

        b.show();

    }

**örökölt metódus láhatósága nem lehet szűkebb**! ha public volt, az override nem lehet private

**In Java, it is not allowed to do super.super.**

**ilyet nem lehet:**

interface Nameable {

default void setName(String name) {

this.name = name;

}

**objects.equals(Ob1, Pbj2)**

nem száll el nullpointerrel, ha egyik null - > false; mindkettő null -> true

ha egyik sem null obj1 equals()át fogja használni

**Lehet e tömbre contains?** **NEM**, csak kollekciókra.

![](data:image/png;base64,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)

**Típuskonverziók**

long k = 1000000000; / literált int-en értelmezi, de amíg elbírja az int tartomány, implicit típuskonverzió lesz és ok (10 számjegyig)

**nagyobb tartományon értelmezett változót akarom belerakni a kisebbe, úgy, hogy egyébként az érték beleférne - explicit konverzió kell**

long k = 10000000;

int i = k; /nem engedi, bár beleférne, de kell az explicit:

long k = 10000000;

int i = (int)k; / így kell

**nagyobb tartományon értelmezett változót akarom belerakni a kisebbe, úgy, hogy egyébként az érték nem fér bele - explicit konverzió kell és értékvesztés, fura szám, ne használjuk!**

int k = 100000000;  
short i = (short)k /engedi, de fura szám - > ha nem fér bele és explicit, fura szám lesz

double k = 1000.44;  
int i = (int)k; / engedi, nem fura szám és értékvesztés -> belefért azért nem fura a szám

double k = 1000;  
int i = k; /nem fordul le!

**a kisebb tartományon értelmezett változót akarom belerakni a nagyobba - implicit konverzió lesz:**

short k = 100;  
int i = k; /ok

char k = 'a';  
int i = k; /ok

char k = 'a';  
short i = k; /nem fordul le!

int k = 1000;  
double i = k; /ok

**Összegzés**

ha kisebb tartományba akarok nagyobbat, mindenképp kell explicit konverzió és értékvesztéssel járhat! Ha nagyobba kisebbet, implicit konverzió lesz, de pl. osztásnál két int hányadosa is int lesz, erre kell vigyázni!

short k = 100;  
int i = k; /ok

char k = 'a';  
int i = k; /ok

char k = 'a';  
short i = k; /nem fordul le!

int k = 1000;  
double i = k; /ok

long k = 1000000000000L; /10 számjegy fölött kiakad az int tartomány és ki kell írni, hogy L, ez így már nem konverzió; long 19 számjegyig

long k = 5000000000000000000L;  
int i = (int)k; /engedte, de nagyon fura, teljesen más értéket ír ki; értékvesztés?

double k = 5000000.56;  
int i = k; /nem engedi

double k = 5000000.56;  
int i = (int)k; /explicit konverzió, értékvesztéssel

**SWITCH**

csak short, char, int és String lehet!

**NÉZETEK**

eredeti kollekcióval vannak kapcsolatban

*lehet csak olvasható*, pl Collecitons. unmodifiableList() – metódus rajta nem hívható (nincs visszahatással az eredetire) de minden eredetin történő változást tükrözni fog

*lehet írható* – pl. Collecitons.SyncronizedList() - hívható rajta metódus és oda-vissza hatással vannak egymásra az eredetivel

**ARRAYS.ASLIST() – mit enged?**

**fix elemszámú, de nem immutable!**

List<Integer> nums = Arrays.*asList*(1,2,3,4,5);

reverse, shuffle – ok

Collections.*reverse*(nums); / ok

művelet, de elemszám nem változik

nums.set(2, 5); /ok

elemszám módsító művelet (törlés, beszúrás) – nem ok!

nums.add(2, 5); /lefordul de nem fut le = kivételt dob: UnsupportedOp – AbstractList

nums.remove(2); /lefordul de nem fut le = kivételt dob: UnsupportedOp –

**LIST.OF() – mit enged?**

**Immutable!**

List<Integer> nums = List.*of*(1,2,3,4,5);  
  
Collections.*shuffle*(nums); - /lefordul de nem fut le = kivételt dob: UnsupportedOp - Immutablecollection

nums.add(2, 5); - /lefordul de nem fut le = kivételt dob: UnsupportedOp - Immutablecollection

**COMPARETO() – PRIMITÍVRE!**

**compareto () intet vár ! ezért int típusú atrira a kivonás oké, doublere nem; compareto() csak objektumra hívható!**

…double int s;

@Override  
public int compareTo(Employee o) {  
 return Double.*valueOf*(s).compareTo(Double.*valueOf*(o.s));  
} / OK

..private int s;

@Override  
public int compareTo(Employee o) {  
 return Integer.*valueOf*(s).compareTo(Integer.*valueOf*(o.s));  
} / ok

@Override  
public int compareTo(Employee o) {  
 return s - o.s;  
}

**collecitons.sort(Set)**

nem ment! fordítási idejű hiba; vagy egyből Treeset, vagy LinkedHashSet, ami megjegyzi aberakás sorrendjét

**Elmélet**

mire emlékszem? vázlat -> ráolvasás, kimaradtak megjelölése -> újra

közben felmerülő kérdések -> lista és utánanézés

Kivételkezelés \ Filekezelés

Generikusok \Kollekciók\ Alapvető algok

eddigi vizsga tesztek

netes tesztek

**Gyakorlat**

lecke vidik

lecke feladatok

konzi feladatok