**lokálsd változó scope –**

**formális paraméter-aktuális paraméter –**

**visszatérési érték –**

**final**

**private-public szűkebb bővebb**

**short, Short**

KÉREK MINDENKIT, HOGY A VIZSGÁN ÚJ REPO-BA DOLGOZZATOK! Előkészített pom.xml-t kaptok. Projekt, könyvtár, repository neve legyen: zarovizsga . GroupId: hu.nive.ujratervezes, artifactId: zarovizsga. Csomagnév: hu.nive.ujratervezes.zarovizsga.

**Új projekt létrehozása + GitHub push**

1.IDEA -> File - > New -> Project

2. pom.xml update + jobb fent Maven klikk

3. új package, új osztály, új teszt

4. VCS -> Enable Version Control Integration

5. .idea könyvtárra jobb klikk -> Git - > Add to .gitignore

target  
.idea  
\*.iml

6. Git -> Github - > Share Project on Github

**pom.xml**

*<?*xml version="1.0" encoding="UTF-8"*?>*<project xmlns="http://maven.apache.org/POM/4.0.0"  
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">  
 <modelVersion>4.0.0</modelVersion>  
  
 <groupId>org.example</groupId>  
 <artifactId>training-solutions</artifactId>  
 <version>1.0-SNAPSHOT</version>  
 <build>  
 <plugins>  
 <plugin>  
 <groupId>org.apache.maven.plugins</groupId>  
 <artifactId>maven-compiler-plugin</artifactId>  
 <configuration>  
 <source>14</source>  
 <target>14</target>  
 </configuration>  
 </plugin>  
 </plugins>  
 </build>  
  
 <properties>  
 <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding>  
 <maven.compiler.source>15</maven.compiler.source>  
 <maven.compiler.target>15</maven.compiler.target>  
 </properties>  
  
 <dependencies>  
 <dependency>  
 <groupId>org.mariadb.jdbc</groupId>  
 <artifactId>mariadb-java-client</artifactId>  
 <version>2.7.2</version>  
 </dependency>  
 <dependency>  
 <groupId>org.flywaydb</groupId>  
 <artifactId>flyway-core</artifactId>  
 <version>7.5.3</version>  
 </dependency>  
 <dependency>  
 <groupId>org.junit.jupiter</groupId>  
 <artifactId>junit-jupiter-api</artifactId>  
 <version>5.7.1</version>  
 <scope>test</scope>  
 </dependency>  
 </dependencies>  
  
*</project>*

**jar plugin (main metódus hol van):**

<build>

<plugins>

<plugin>  
 <artifactId>maven-jar-plugin</artifactId>  
 <configuration>  
 <archive>  
 <manifest>  
 <mainClass>CustomerMain</mainClass>  
 </manifest>  
 </archive>  
 </configuration>  
</plugin>

</plugins>

</build>

**Parancssoros**

**build**

mvn clean package

**jar indítás**

>java -classpath target\speedrent-1.0-SNAPSHOT.jar CustomerMain

**jar indítás úgy, hogy pom.xmlbe be van állítva a main:**

java -jar target\distjar-1.0-SNAPSHOT.jar;

**Java projekt ráállítása github repora (local repo – remote repo összekapcsolás):**

git init

git remote add origin repourl

git add . , git commit -m „comment”, git push, git fetch

**Main**

public static void main(String[] args) {

}

**Értékek beolvasása**

Scanner scanner = new Scanner(System.in);

System.out.println("What's your name?");

String name = scanner.nextLine();

System.out.println("What's your year of birth?");

int yearOfBirth = scanner.nextInt();

Vigyázz a nextInt() metódussal, mert az nem olvassa be a sorvége jelet, és a következő nextLine() nem fog működni.

int age = scanner.nextInt();

scanner.nextLine(); //Ez fogja az ottmaradt sorvége jelet beolvasni

String name = scanner.nextLine();

Helyette jobb lehet a következő (NumberFormatException kivételt dob, ha nem szám):

String line = scanner.nextLine();

int age = Integer.parseInt(line); // Exception-t

**UML**

[![UML példa osztálydiagram](data:image/png;base64,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)](https://github.com/Training360/strukturavalto-java-public/blob/master/cheet-sheet/uml-demo.png)

**Számok**

boolean even = i % 2 == 0; // Páros?

double quotient = 10 / 4; // 2.0 - egészosztás

**Típuskényszerítés, autoboxing, String műveletek**

double d = 12; // int -> double implicit

int i = (int) 3.14; // double -> int kényszerítéssel, értéke 3

Integer i = 12; // int -> Integer autoboxing

int j = i; // Integer -> int autoboxing

int i = Integer.parseInt("12"); // Parse

double d = Double.parseDouble("12.1") // Parse

String si = Integer.toString(12); // toString

String di = Double.toString(d); // toString

**Stringműveletek**

boolean eq = name.equals(anotherName); // Egyenlőségvizsgálat

String fruit = "Apple";

int position = fruit.indexOf("pp"); // 1 (ha nem találja, -1)

int length = fruit.length() // 5 (hossza)

String sub = fruit.substring(1, 4); // ppl (1. indexű bekerül, 4. indexű nem kerül bele)

String upper = fruit.toUpperCase(); // APPLE

boolean empty = fruit.isEmpty(); // false, üres string esetén true

boolean blank = fruit.isBlank(); // false, ha csak whitespace karaktereket tartalmaz, akkor true

boolean startsWith = fruit.startsWith("app"); // true

boolean endWith = fruit.endsWith("le"); // true

boolean containsDoubleP = fruit.contains("pp"); // true

String part = fruit.substring(0, 2).toLowerCase(); // ap - összefűzhetők

Daraboljunk!

String s = "John;1980";

String[] parts = s.split(";"); // ; a separator karakter

String name = parts[0];

int yearOfBirth = Integer.parseInt(parts[1]);

Járjuk be karakterenként!

String s = "abcd";

for (char c: s.toCharArray()) {

System.out.println(Character.isLetter(c));

}

Hosszú string összefűzése:

StringBuilder sb = new StringBuilder();

for (int i = 0; i < 10; i++) {

sb.append(i).append(" \* ").append(i).append(" = ").append(i \* i);

}

Formázás:

String formatted = String.format("Name: %s, year of birth: %d", employee.getName(), employee.getYearOfBirth());

// Name: John Doe, year of birth: 1980

// Vagy azonnal kiírva:

System.out.printf("Name: %s, year of birth: %d", employee.getName(), employee.getYearOfBirth());

**Dátumok**

LocalDate fromDate = LocalDate.of(2015, Month.JANUARY, 30);

LocalDateTime fromDateTime = LocalDateTime.of(2015, 1, 20, 10, 15);

**DateFormatter**

DateTimeFormatter formatter = DateTimeFormatter.ofPattern("yyyy.MM.dd");

LocalDate dateOfOrders = LocalDate.parse(line, formatter);

**Ciklusok**

Klasszikus for ciklus. Csak akkor használjuk ezt, ha szükségünk van a ciklusváltozóra.

for (int i = 0; i < 10; i++) {

System.out.println(i);

}

Un. for-each ciklus, használjuk mindig ezt, ha lehet!

List<String> names = List.of("John Doe", "Jack Doe");

for (String name: names) {

System.out.println(name);

}

**Tömbök**

Lehetőleg kerüljük, helyette használjunk listát! Néhány helyen elkerülhetetlen, pl. varargs, split() vagy ha a feladat így kéri.

int[] numbers = new int[10];

int[] names = new String[]{"John", "Jack"};

int length = names.length;

for (String name: names) {

System.out.println(name);

}

**Listák**

List<String> names = List.of("John", "Jack"); // Módosíthatatlan lista

List<String> moreNumbers = new ArrayList<>(); // Módosítható lista, diamond operátor, primitív típus nem lehet

List<String> copy = new ArrayList<>(numbers); // Módosítható másolat

copy.add("Jane"); // ["John", "Jack", "Jane"] - hozzáadás

copy.remove("John"); // ["Jack", "Jane"] - eltávolítás

boolean containsJohn = names.contains("John"); // false - nincs benne

int size = names.size(); // 2 - hossza

int indexOfJane = names.indexOf("Jane") // 1 - 1. indexen

for(String name: names){

System.out.println(name);

}

**Véletlenszám**

Random rnd = new Random();

int randomNumberTo10 = rnd.nextInt(10); // 0 - 9-ig generálhat számokat, 10-et sosem generál

**Felsorolásos típus**

public enum Coin {

TWOHUNDRED, HUNDRED, TWENTY, TEN, FIVE

}

**JUnit**

**Függőségek**

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter-engine</artifactId>

<version>5.7.1</version>

<scope>test</scope>

</dependency>

**Teszt osztály**

public class TestCalculator {

void testAdd() {

// Given

Calculator calculator = new Calculator();

// When

int result = calculator.add(2, 3);

// Then

assertEquals(5, result);

}

}

**Kivételkezelés**

try {

int result = a / b;

// Ha nincs hiba

System.out.println("A hányados alsó egészrésze: " + result);

} catch (ArithmeticException ae) {

// Ha van hiba

throw new IllegalArgumentException("Arithmetic error", ae);

}

finally {

// Minden esetben lefut

System.out.println("Finally");

}

**Összegzés tétele**

Listában szereplő számok összege

public int sum(List<Integer> numbers) {

int sum = 0;

for (Integer n: numbers) {

sum += n;

}

return sum;

}

**Számlálás tétele**

A stringben szereplő b betűk száma:

public int countLetterB(String s) {

int count = 0;

for (char c: s.toCharArray()) {

if (c == 'b') {

count++;

}

}

return count;

}

**Szélsőérték keresés tétele**

Listában szereplő legnagyobb szám:

public int max(List<Integer> numbers) {

int max = Integer.MIN\_VALUE;

for (Integer n: numbers) {

if (n > max) {

max = n;

}

}

return max;

}

**Eldöntés tétele**

Csak 100-nál nagyobb számokat tartalmaz?

public boolean containsGreaterThanHundred(List<Integer> numbers) {

for (Integer i : numbers) {

if (i > 100) {

return true;

}

}

return false;

}

**Szűrés**

Csak a száznál nagyobb számok listáját adja vissza:

public List<Integer> greaterThanHundred(List<Integer> numbers) {

List<Integer> filtered = new ArrayList<>();

for (Integer i : numbers) {

if (i > 100) {

filtered.add(i);

}

}

return filtered;

}

**Transzformáció**

Csak a neveket adja vissza:

public List<String> getNames(List<Employee> employees) {

List<String> names = new ArrayList<>();

for (Employee employee: employees) {

names.add(employee.getName());

}

return names;

}

**Szöveges fájl beolvasása soronként**

public class FileReader {

public List<String> readLines(BufferedReader reader) throws IOException {

String line;

while ((line = reader.readLine()) != null) {

System.out.println(line);

}

}

public static void main(String[] args) {

try (BufferedReader reader = Files.newBufferedReader(Path.of("data.csv"))) {

new FileReader().readLines(reader);

} catch (IOException ioe) {

throw new IllegalStateException("Can not read file", ioe);

}

}

}

Ugyanez classpathról:

try (BufferedReader reader = new BufferedReader(new InputStreamReader(FileReader.class.getResourceAsStream("data.csv")))) {

new FileReader().readLines(reader);

} catch (IOException ioe) {

throw new IllegalStateException("Can not read file", ioe);

}

**Szöveges állomány kiírása soronként**

public class FileWriter {

public void writeLines(List<String> employees, BufferedWriter writer) {

try {

for (String employee : employees) {

writer.write(employee.getName() + "," + employee.getYearOfBirth());

}

} catch (IOException ioe) {

throw new IllegalStateException("Can not read file", ioe);

}

}

public static void main(String[] args) {

try (BufferedWriter writer = Files.newBufferedWriter(Path.of("data.csv"))) {

new FileWriter().writeLines(writer);

} catch (IOException ioe) {

throw new IllegalStateException("Can not write file", ioe);

}

}

}

**Set**

Set<String> names = new HashSet<>();

names.add("John");

names.add("Jack");

names.add("John");

System.out.println(names); // [John, Jack]

names.remove("John");

boolean contains = names.contains("Jack"); // true

for (String name: names) {

System.out.println(name);

}

**Map**

Map<String, String> words = new HashMap<>();

words.put("apple", "alma");

words.put("peer", "körte");

System.out.println(words.get("apple")); // alma

words.put("apple", "Apfel"); // Felülírja az értéket

System.out.println(words.get("apple")); // Apfel

Set<String> keys = words.keySet(); // Kulcsok

Collection<String> values = words.values(); // Értékek

for (Map.Entry entry: words.entrySet()) {

System.out.println(entry.getKey() + " - " + entry.getValue());

}

**Számlálás Map-pel**

Számoljuk meg, melyik betűből mennyi van egy Stringben!

String s = "alma mater";

Map<Character, Integer> countOfLetters = new HashMap<>();

for (char c: s.toCharArray()) {

if (countOfLetters.containsKey(c)) {

countOfLetters.put(c, countOfLetters.get(c) + 1);

}

else {

countOfLetters.put(c, 1);

}

}

System.out.println(countOfLetters); // { =1, a=3, r=1, t=1, e=1, l=1, m=2}

int numberOfM = countOfLetters.get('m'); // 2

**Iterátor**

List<Integer> values = new ArrayList<>(Arrays.asList(1, 2, 3, 4, 5));

for (Iterator<Integer> i = values.iterator(); i.hasNext()) {

int value = i.next();

if (value % 2 == 0) {

i.remove();

}

}

**Lista rendezése**

List<Integer> numbers = new ArrayList<>(List.of(6, 5, 8, 3));

Collections.sort(numbers);

// Figyelembe veszi az ékezeteket

List<String> names = new ArrayList<>(List.of("Benjámin", "Áron", "József", "Arnold"));

Collections.sort(names, Collator.getInstance(new Locale("hu", "HU")));

List<Employee> employees = List.of(

new Employee("John Doe", 1980),

new Employee("Jack Doe", 1970));

// Év vagy név szeretnénk rendezni

Collections.sort(employees, new Comparator<Employee>() {

@Override

public int compare(Employee o1, Employee o2) {

// return o1.getYearOfBirth() - o2.getYearOfBirth();

return o1.getName().compareTo(o2.getName());

}

});

**Copy konstruktor deep**

**public** Auction(Auction anotherAuction) {

user = new User(anotherAuction.user);

start = anotherAuction.start;

price = anotherAuction.price;

}

public User(User anotherUser) {  
 this.name = anotherUser.name;  
}

**JDBC**

**Függőségek**

<dependency>

<groupId>org.mariadb.jdbc</groupId>

<artifactId>mariadb-java-client</artifactId>

<version>2.7.2</version>

</dependency>

<dependency>

<groupId>org.flywaydb</groupId>

<artifactId>flyway-core</artifactId>

<version>7.5.3</version>

</dependency>

**DataSource létrehozása**

MariaDbDataSource dataSource;

try {

dataSource = new MariaDbDataSource();

dataSource.setUrl("jdbc:mariadb://localhost:3306/employees?useUnicode=true");

dataSource.setUser("employees");

dataSource.setPassword("employees");

}

catch (SQLException se) {

throw new IllegalStateException("Can not create data source", se);

}

**Flyway**

Flyway flyway = Flyway.configure().dataSource(dataSource).load();

flyway.clean();

flyway.migrate();

**Paraméterezett insert, update, delete**

try (

Connection conn = dataSource.getConnection();

PreparedStatement stmt =

conn.prepareStatement("insert into employees(emp\_name) values (?)")) {

stmt.setString(1, name);

stmt.executeUpdate();

}

catch (SQLException se) {

throw new IllegalStateException("Cannot insert", se);

}

**Lekérdezés**

public List<String> listEmployeeNames() {

try (

Connection conn = dataSource.getConnection();

Statement stmt = conn.createStatement();

ResultSet rs = stmt.executeQuery("select emp\_name from employees order by emp\_name")

) {

List<String> names = new ArrayList<>();

while (rs.next()) {

String name = rs.getString("emp\_name");

names.add(name);

}

return names;

}

catch (SQLException se) {

throw new IllegalStateException("Cannot select employees", se);

}

}

**Paraméterezett lekérdezés**

try (

Connection conn = dataSource.getConnection();

PreparedStatement stmt =

conn.prepareStatement("select emp\_name from employees where id = ?");

) {

stmt.setLong(1, id);

// ...

} catch (SQLException sqle) {

throw new IllegalArgumentException("Error by insert", sqle);

}

try (

ResultSet rs = stmt.executeQuery();

) {

if (rs.next()) {

String name = rs.getString("emp\_name");

return name;

}

throw new IllegalArgumentException("No result");

} catch (SQLException sqle) {

throw new IllegalArgumentException("Error by insert", sqle);

}

**Generált azonosító lekérdezése**

try (Connection conn = dataSource.getConnection();

PreparedStatement stmt = conn.prepareStatement("insert into employees(emp\_name) values (?)",

Statement.RETURN\_GENERATED\_KEYS)

) {

stmt.setString(1, name);

stmt.executeUpdate();

return executeAndGetGeneratedKey(stmt);

} catch (SQLException sqle) {

throw new IllegalArgumentException("Error by insert", sqle);

}

private long executeAndGetGeneratedKey(PreparedStatement stmt) {

try (

ResultSet rs = stmt.getGeneratedKeys();

) {

if (rs.next()) {

return rs.getLong(1);

} else {

throw new SQLException("No key has generated");

}

} catch (SQLException sqle) {

throw new IllegalArgumentException("Error by insert", sqle);

}

}

**SQL lekérdezések**

**Adatbázis- és tábla létrehozás**

CREATE DATABASE `hambi`;

USE CUSTOMERS;

## CREATE TABLE `products` (

## `id` int,

## `name varchar` (255),

## `description` varchar(255),

## `price` int

## );

**SELECT**

## SELECT \* FROM table\_name;

## SELECT name, city FROM customers;

## SELECT DISTINCT country FROM customers;

## SELECT DISTINCT country AS ’Ország’ FROM customers;

**WHERE - Selectek feltételek alapján**

## SELECT \* FROM customers WHERE country = ’Hungary’;

**WHERE operátorai**

## <>(nem egyenlő), < és >, between 2 and 4, in(2,4,5)

**WHERE feltételek összekacsolása**

## SELECT \* FROM customers WHERE country = ’Hungary’ AND city = ’Budapest’;

## SELECT \* FROM customers WHERE country = ’Hungary’ OR city = ’Budapest’;

## SELECT \* FROM customers WHERE NOT country = ’Germany’;

## SELECT \* FROM customers WHERE country = ’Hungary’ AND city = Berlin OR city = Budapest’;

## SELECT \* FROM customers WHERE country = ’Hungary’ AND (city = Berlin; OR city = Budapest’);

**ORDER BY - Találatok sorba rendezése**

## SELECT \* FROM customers ORDER BY country;

## SELECT \* FROM customers ORDER BY country, name;

## SELECT \* FROM customers ORDER BY country DESC, name;

## SELECT \* FROM customers ORDER BY country ASC, name DESC;

**LIMIT – csak az első x rekord!**

…

## ORDER BY.. DESC LIMIT 10;

**MIN, MAX COUNT, AVG, SUM**

SELECT MIN(price) AS SmallestPrice FROM products;

SELECT MAX(price) AS LargestPrice FROM products;

SELECT COUNT(id)FROM products WHERE category\_Id = 2;

SELECT COUNT(\*) FROM `orszagok` WHERE `terulet` > 50000 AND `terulet` < 150000;

SELECT AVG(price) FROM products;

SELECT SUM(price) FROM products WHERE category\_id=1;

**GROUP BY - Találatok csoportosítása (A GROUP BY mindig az ORDER BY előtt van!)**

SELECT COUNT(CustomerID), Country FROM Customers GROUP BY Country;

**LIKE - Keresés hasonlóság alapján - ’\_egy karakter ÉS ’%’ bármi**

SELECT \* FROM customers WHERE name LIKE ’a%’;

SELECT \* FROM Customers WHERE CustomerName LIKE '\_r%';

**Beágyazott lekérdezések – selectben select**

SELECT `orszag` FROM `orszagok`

WHERE `terulet` < (SELECT `terulet` FROM `orszagok` WHERE `orszag` = 'MAGYARORSZÁG');

SELECT `orszag`, `terulet` FROM `orszagok` WHERE `terulet` = (SELECT MAX(`terulet`) FROM `orszagok`);

SELECT `orszag`, `terulet` FROM `orszagok` WHERE `terulet` = (SELECT MIN(`terulet`) FROM `orszagok`);

**INSERT – Új rekordok beszúrása az adattáblákba**

INSERT INTO Customers (CustomerName, ContactName, Address, City, PostalCode, Country)

VALUES ('Cardinal', 'Tom B. Erichsen', 'Skagen 21', 'Stavanger', '4006', 'Norway');

INSERT INTO Customers VALUES ('Cardinal', 'Tom B. Erichsen', 'Skagen 21', 'Stavanger', '4006', 'Norway');

INSERT INTO Customers (CustomerName, ContactName, Address, City, PostalCode, Country)

VALUES ('Cardinal', 'Tom B. Erichsen', 'Skagen 21', 'Stavanger', '4006', 'Norway'),

('King', 'Koen Jensen', 'Oslo 21', 'Oslo', '7000', 'Norway'),

('Cool', 'Viking Kirksen', 'Berlin 44', 'Bergen', '2001', 'Norway');

**ADD – meglévő tábla oszloppal való bővítése**

ALTER TABLE `befiz` ADD `ugyfel\_azon` INT(10) UNSIGNED NOT NULL;

**UPDATE - Az egyes rekordok frissítése; legyen mindig WHERE!**

UPDATE Customers SET ContactName = 'Alfred Schmidt', City = 'Frankfurt' WHERE CustomerID = 1;

**DELETE - Rekordok törlése; legyen mindig WHERE!**

DELETE FROM Customers WHERE CustomerName='Alfreds Futterkiste'

**JOIN - Táblák összekötése - egyszerre több táblából is szeretnénk lekérni adatot, egy lekérdezéssel** (inner/left/right, full outer join)

SELECT `orders`.id, `customers`.name, `orders`.order\_date FROM `orders` INNER JOIN `customers` ON `orders`.customer\_id = `customers`.id;

**Join megvalósítása összerendelő tábla segítségével több a többhöz kapcsolat esetén**

SELECT \* FROM products p JOIN product\_to\_category ptc ON ptc.product\_id = p.Productid JOIN categories c ON c.id = ptc.category\_id ORDER by c.id DESC;

SELECT citizens.citizen\_name, citizens.age, cities.city FROM citizens JOIN cities ON citizens.zip=cities.zip WHERE citizens.age >100;

**Egy tábla csatolása saját magához – egyezések keresése vagy párokba rendezés**

SELECT A.name AS CustomerName1, B.name AS CustomerName2, A.city FROM customers A, customers B WHERE A.id <> B.id AND A.city = B.city;

**Tábla létrehozása megszorításokkal**

CREATE TABLE `log` (

id INT NOT NULL AUTO\_INCREMENT,

message VARCHAR(500) NOT NULL,

product\_id INT NOT NULL,

PRIMARY KEY (id),

FOREIGN KEY (product\_id) REFERENCES products (id)

);

CREATE TABLE Persons (

ID int NOT NULL UNIQUE,

ID email NOT NULL UNIQUE,

LastName varchar(255) NOT NULL,

FirstName varchar(255),

Age int

);

## *ON DELETE CASCADE*

## töri a hozzátartozókat is (rekordhoz tartozó összes másik rekordot az idegenek táblákból a foreign kulcs mentén)

## *ON UPTADE CASCADE*

## végigviszi a változtatást az összes kacsolódó táblában is

## *SET DEFAULT*

## *megmarad az adat, ráállítjuk egy default azonosítóra*

## *ON DELETE SET NUL*

## ami foreign keyből jön, arra törléskor (pl tábla drop) NULL-t állít be

**Megszorítások hozzáadása**

ALTER TABLE customers ADD CONSTRAINT unique\_name\_pairs UNIQUE (`name`, `contact`);

ALTER TABLE `customers` MODIFY COLUMN `id` int NOT NULL AUTO\_INCREMENT;

**Beszúrás utáni autoincrement helyreállítás:**

ALTER TABLE `customers` AUTO\_INCREMENT = 6;

**Index hozzárendelése (gyorsabb kereséspl. név és kontakt alapján, de plusz memória)**

CREATE INDEX name\_contact ON customers (NAME, contact);

**UNION - kettő vagy több SELECT utasítás eredménykészletét kombinálja** (a MariadBD nem ismeri a full outer joint, a helyett is jó az union)

SELECT City, Country FROM Customers WHERE Country='Germany' UNION

SELECT City, Country FROM Suppliers WHERE Country='Germany' ORDER BY City;

SELECT 'Customer' As Type, ContactName, City, Country

FROM Customers UNION SELECT 'Supplier', ContactName, City, Country FROM Suppliers;

SELECT \* FROM `pizza` WHERE `pizza\_id` < 2000 UNION

SELECT \* FROM `pizza` WHERE `pizza\_name` LIKE '%m%';

**HAVING - Csoportfeltételek létrehozása**(ha már csoportosítottam az oszlopokat group by-al, utána már alapba nem tudok szűrőt megadni; ezt lehet megoldani HAVING-el)

SELECT Sz\_Helye AS 'Születési Hely', SUM(fiz) AS 'Össz fizetés', AVG(fiz) AS 'Átlag fizetés'

FROM employees GROUP BY Sz\_Helye HAVING AVG(fiz) >= 120000;