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# Постановка задачи

Требуется написать программу на языке C++, которая вычисляет реализует калькулятор арифметических выражений, которые передает туда пользователь. Программа переводит выражение в обратную польскую запись и считает результат выражение через нее. Допустимые операции: +, -, /, \* в выражении, и унарный минус. Допускается использование скобок. Предполагается, что вычисления, преобразования будут производиться с использованием структуры данных Стек.

Стек – структура данных, представляющий из себя упорядоченный набор элементов, в которой добавление новых элементов и удаление существующих производится с одного конца, называемого вершиной стека. Говорят, что стек устроен по принципу FILO(first in - last out, «первым пришел – последним вышел»).

# Метод решения

1. Проверка корректности выражения

* корректность ввода
* пропущены ли операнды или знаки операций
* недопустимые символы

1. Разбиение исходного арифметического выражения на лексемы (т.е. выделить операнды, операции, переменные). В процессе выражение проверяется на корректность.
2. Перевод выражения в постфиксную (польскую) запись
3. Вычисление выражения по постфиксной записи

# Руководство пользователя

При запуске программы пользователю предлагается меню, состоящее из 2 пунктов.
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Затем, пользователю нужно ввести выражение. Переменные в выражении состоят только из латинских символов, запятая соответствует точке, выражение обязательно должно заканчиваться на ‘=’. Далее программа предоставит ему поля для ввода переменных, которые пользователь ввел в выражении. Если выражение введено некорректно, то пользователь увидит исключение, которое выбросит проверяющая функция. Далее пользователь может посчитать выражение повторно, но с другими значениями переменных или выйти в меню.

![](data:image/png;base64,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)

# Описание программной реализации

Класс Parser отвечает за парсинг строки, ее трансформацию в обратную польскую запись и вычисление значения числа. Функция ParseToPolish() отвечает за переработку введенной пользователем строчки в стэк – результат алгоритма обратной польской записи.

Функция inputVariables() отвечает за ввод пользователем переменных, которые есть в выражении.

Функция CountPolish() отвечает за подсчет значения выражения, на основе стэка, полученного из ParseToPolish().

Функция ExamInCorrect проверяет число на корректность ввода. В случае некорректного ввода функция выбрасывает исключение.

Так же в классе есть переменная логического типа IsContainVariables, которая отвечает за то, есть ли в выражении пользовательские переменные или нет.

# Приложение

void ParseToPolish() {

expr.erase(remove\_if(expr.begin(), expr.end(), isspace), expr.end());

ExamOnInCorrect();

ExamOnContainVariables();

std::string x; std::string t;

TStack <std::string> OperationStack;

char ch = '+';

int pos = 0;

do {

ch = expr[pos];

x = std::string(1, ch);

if (('A' <= ch && ch <= 'Z') || ('a' <= ch && ch <= 'z')) {

std::string t = "";

do {

t += ch;

pos += 1;

ch = expr[pos];

} while (IsSymbol(ch));

PolishStack.push(t);

}

else if (('0' <= ch && ch <= '9') || ch == '.') {

std::string t = "";

int count = 0;

do {

t += ch;

pos += 1;

ch = expr[pos];

if (ch == '.') count += 1;

} while (('0' <= ch && ch <= '9') || ch == '.');

if (count > 1) { std::cout << "incorrect\_input\_of\_float\_numbers"; throw std::invalid\_argument("incorrect\_input\_of\_float\_numbers"); }

PolishStack.push(t);

}

else if (x == "(") {

OperationStack.push(x); pos += 1;

}

else if (x == ")") {

pos += 1;

while (1) {

std::string t = OperationStack.top();

OperationStack.pop();

if (t == "(") break;

PolishStack.push(t);

}

}

else if ((pos == 0 && ch == '-') || (ch == '-' && IsOperation(expr[pos - 1])) || (ch == '-' && expr[pos - 1] == '(')) {

pos += 1;

ch = '@';

x = "@";

while (!OperationStack.empty()) {

std::string t = OperationStack.top();

if (GetOperationPrt(x) < GetOperationPrt(t)) {

OperationStack.pop();

PolishStack.push(t);

}

else {

break;

}

}

OperationStack.push(x);

}

else if (IsOperation(ch)) {

pos += 1;

while (!OperationStack.empty()) {

std::string t = OperationStack.top();

if (GetOperationPrt(x) <= GetOperationPrt(t)) {

OperationStack.pop();

PolishStack.push(t);

}

else {

break;

}

}

OperationStack.push(x);

}

else { throw std::invalid\_argument("user\_input\_unknown\_symbol"); }

} while (x != "=");

}

void inputVariables() {

TStack <std::string> temp\_stack(PolishStack);

while (!temp\_stack.empty()) {

std::string lem = temp\_stack.top();

if (IsSymbol(lem[0])) {

std::cout << "input " << lem << ":";

std::cin >> lem;

for (int i = 0; i < lem.size(); i++) {

if (!(IsAlpha(lem[i]) || lem[i] == '.' || lem[i] == '-')) {

std::cout << "incorrect\_input\_of\_variables";

throw std::invalid\_argument("incorrect\_input\_of\_variables");

}

}

}

resultParse.push(lem);

temp\_stack.pop();

}

}

float CountPolish() {

TStack<std::string> count;

while (!resultParse.empty()) {

std::string temp = resultParse.top();

resultParse.pop();

if (('0' <= temp[0] && temp[0] <= '9') || (temp[0] == '-' && temp.size() > 1))

{

count.push(temp);

}

else if (temp[0] == '@') {

std::string first = count.top();

count.pop();

std::string sh = std::to\_string(-(std::stof(first)));

count.push(sh);

}

else if (IsOperation(temp[0])) {

std::string second = count.top();

count.pop();

std::string first = count.top();

count.pop();

std::string sh = std::to\_string(doOperation(std::stof(first), std::stof(second), temp[0]));

count.push(sh);

}

}

return std::stof(count.top());

}

void ExamOnInCorrect() {

int count = 0;

for (int i = 0; i < expr.size(); i++) {

if (expr[i] == '(') count++;

if (expr[i] == ')') count--;

}

if (count != 0)

throw std::invalid\_argument("num\_of\_closing\_and\_opening\_brackets\_not\_equal");

for (int i = 0; i < expr.size(); i++)

{

if (i == 0) {

if (IsOperation(expr[i]) && expr[i] != '=' && expr[i] != '-') {

std::cout << "binar\_operation\_cannot\_be\_first\_symbol\_of\_equation";

throw std::invalid\_argument("binar\_operation\_cannot\_be\_first\_symbol\_of\_equation");

}

else if (expr[i] == ')') { std::cout << "closed\_bracket\_cannot\_start\_the\_expression "; throw std::invalid\_argument("close\_bracket\_cannot\_start\_the\_expression "); }

else if (expr[i] == '.') { std::cout << "dot\_cannot\_start\_the\_expression"; throw std::invalid\_argument("dot\_cannot\_start\_the\_expression "); }

else if (expr[i] == '(' && IsOperation(expr[i + 1]) && expr[i + 1] != '-') {

std::cout << "binar\_operator\_after\_opening\_bracket";

throw std::invalid\_argument("binar\_operator\_after\_opening\_bracket");

}

}

else {

if (IsOperation(expr[i - 1]) && IsOperation(expr[i]) && expr[i] != '-') {

std::cout << "two binar operations cannot be one after another";

throw std::invalid\_argument("two binar operations cannot be one after another");

}

else if (expr[i] == ')' && IsOperation(expr[i - 1])) {

std::cout << "operator\_before\_closing\_bracket";

throw std::invalid\_argument("operator\_before\_closing\_bracket");

}

else if (expr[i] == ')' && (IsAlpha(expr[i + 1]) || IsSymbol(expr[i + 1]))) {

std::cout << "symbol\_or\_alpha\_after\_closing\_bracket";

throw std::invalid\_argument("symbol\_or\_alpha\_after\_closing\_bracket");

}

else if (expr[i] == '(' && IsOperation(expr[i + 1]) && expr[i + 1] != '-') {

std::cout << "binar\_operator\_after\_opening\_bracket";

throw std::invalid\_argument("binar\_operator\_after\_opening\_bracket");

}

else if (expr[i] == '(' && (IsAlpha(expr[i - 1]) || IsSymbol(expr[i - 1]))) {

std::cout << "symbol\_or\_alpha\_before\_opening\_bracket";

throw std::invalid\_argument("symbol\_or\_alpha\_before\_opening\_bracket");

}

else if (expr[i] != ')' && expr[i] != '(' && !IsSymbol(expr[i]) && !IsAlpha(expr[i]) && !IsOperation(expr[i]) && expr[i] != '.') {

std::cout << "unknown symbol";

throw std::invalid\_argument("unknown\_symbol");

}

else if (expr[i] != ')' && expr[i] != '(' && !IsSymbol(expr[i]) && !IsAlpha(expr[i]) && !IsOperation(expr[i]) && expr[i] != '.') {

std::cout << "unknown symbol";

throw std::invalid\_argument("unknown\_symbol");

}

else if ((expr[i] == '.' && !IsAlpha(expr[i - 1]) && !IsAlpha(expr[i + 1])) || (expr[i] == '.' && IsAlpha(expr[i - 1]) && !IsAlpha(expr[i + 1])) || (expr[i] == '.' && !IsAlpha(expr[i - 1]) && IsAlpha(expr[i + 1]))) { std::cout << "dot\_without\_numbers"; throw std::invalid\_argument("dot\_without\_numbers"); }

}

}

if (expr[expr.size() - 1] != '=') {

std::cout << "equal\_not\_last\_symbol\_of\_equation";

throw std::invalid\_argument("equal\_not\_last\_symbol\_of\_equation");

}

}