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**Содержание**

**Введение**

**Задание №1**

Незнайка в своей экспедиции на Луну оказался на вершине лунной горы. Спуск вниз опасен, поэтому он взял с собой карту склона горы, где числами обозначено, сколько минут требуется на этот участок маршрута. Спуск происходит сверху вниз на один из соседних участков. Пример наиболее короткого маршрута выделен красным цветом, сумма чисел = 10. Напишите программу, рассчитывающую минимальное время спуска (сумму чисел в пути с вершины до основания).

**Алгоритм программы:**

1. *Генерирование горы (Generator)*: пользователь вводит высоту горы. Функция создает список строк, где каждая строка содержит на одно число больше предыдущей. Числа будем генерировать случайные (от 1 до 1000).
2. *Нахождение минимального пути (FindMinPath)*: используем динамическое программирование и будем идти снизу вверх, где dp[i][j] содержит минимальную сумму от вершины pyramid[i][j] до основания. На каждом шаге будем рассматривать минимальный из двух возможных путей вниз.
3. *Восстановление пути*: после вычислений восстанавливаем путь по значению dp, начиная от вершины и выбирая минимальный соседний элемент на каждом уровне.
4. *Вывод*: выводим последовательность вершин, соответствующую восстановленному минимальному пути, вместе с минимальной суммой времени.

**Код программы:**

#include <iostream>

#include <vector>

#include <cstdlib>

#include <ctime>

#include <algorithm>

// Функция генерации горы со случайными числами в диапазоне [1, 1000].

std::vector<std::vector<int>> Generator(int size) {

  std::vector<std::vector<int>> mountain; // создаем гору.

  for (int i = 0; i < size; i++) {

    std::vector<int> row; // временный вектор, содержащий значения текущего уровня горы.

    for (int j = 0; j <= i; j++) {

      row.push\_back(rand() % 1000 + 1); // генерация случаного числа.

    }

    mountain.push\_back(row); // добавляем число в текущую строку row.

  }

  return mountain;

}

// Поиск минимального пути.

std::pair<int, std::vector<int>> FindMinPath(const std::vector<std::vector<int>>& mountain) {

  int size = mountain.size(); // храним высоту горы.

  std::vector<std::vector<int>> dp = mountain; // создаем копию горы, в которую будем записывать минимальные суммы на каждом шаге.

  // Строим dp снизу вверх.

  for(int i = size - 2; i >= 0; --i) {

    for (int j = 0; j <= i; j++) {

      dp[i][j] += std::min(dp[i+1][j], dp[i + 1][j + 1]);

      // обновляем значения по самому минимальному соседу.

      //В dp[0][0] будет храниться минимальная сумма пути от вершины до основания.

    }

  }

  // Восстановление пути.

  std::vector<int> path;

  path.push\_back(mountain[0][0]); // добавляем верхний элемент.

  int col = 0; // индекс, по которому отслеживаем, где сейчас находимся.

  for (int i = 1; i < size; i++) {

    if (dp[i][col] < dp[i][col + 1]) { // смотрим соседей.

      path.push\_back(mountain[i][col]); // идем влево вниз.

    } else {

      path.push\_back(mountain[i][col + 1]); // идем вправо вниз.

      col++; // сдвигаем индекс вправо.

    }

  }

  return {dp[0][0], path};

  // возвращаем пару значений, dp[0][0] — это минимальная сумма пути от вершины до основания,

  //path — последовательность чисел, по которым проходил минимальный путь.

}

int main() {

  srand(time(0)); // инициализация генератора случайных чисел.

  int size = 0;

  std::cout << "Высота: ";

  std::cin >> size;

  auto mount = Generator(size); // генерация горы.

  // вывод горы.

  for (const auto& row : mount) {

    for (int num : row) {

      std::cout << num << " ";

    }

    std::cout << std::endl;

  }

  // поиск кратчайшего пути.

  auto result = FindMinPath(mount);

  int min = result.first;

  std::vector<int> path = result.second;

  // вывод результата.

  std::cout << "Минимальная сумма: " << min << std::endl;

  std::cout << "Путь: ";

  for (int num : path) {

    std::cout << num << " ";

  }

  std::cout << std::endl;

  return 0;

}

**Таблица тестов:**

|  |  |  |
| --- | --- | --- |
| Ввод | 4 | 5 |
| Вывод | 968  212 427  912 914 221  630 806 272 292  Минимальная сумма: 1888  Путь: 968 427 221 272 | 928  303 665  64 211 868  49 166 741 533  25 969 242 782 80  Минимальная сумма: 1369  Путь: 928 303 64 49 25 |
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**Задача №2**

После метеоритной атаки компьютерная сеть для управления лунными заводами разбилась на части, нужно объединить её в единое целое. Каждый фрагмент сети представлен в виде ненаправленного графа.

Вам известно общее число вершин графа (узлы сети, не более 1000) и набор рёбер (сохранившиеся линии связи, не более 1000).

Определите, какое минимальное число линий связи нужно дополнительно построить, чтобы сеть стала единой.

**Алгоритм программы:**

1. ***Представление сети в виде графа:*** вершины графа соответствуют узлам сети, а рёбра — существующим линиям связи между ними.
2. ***Поиск компонент связности:*** с помощью обхода графа в глубину (DFS) программа определяет количество компонент связности в графе. Компонента связности — это множество узлов, которые можно достичь друг из друга, следуя по существующим линиям связи.
3. *Подсчёт дополнительных линий связи:* если в графе существует более одной компоненты связности, то необходимо построить дополнительные линии связи для объединения этих компонент. Минимальное количество таких линий равно количеству компонент минус один.
4. *Вывод результата:* программа выводит минимальное количество линий связи, которые нужно добавить, чтобы сделать граф связным, то есть чтобы все узлы были соединены в единую сеть.

**Код программы:**

#include <iostream>

#include <vector>

#include <list>

// используем функцию DFS для обхода графа в глубину и поиска всех вершин.

void DFS(int v, const std::vector<std::list<int>>& adj, std::vector<bool>& visited) {

  visited[v] = true; // стартовая вершина изначально считается посещенной.

  for (int u : adj[v]) { // проходим по всем соседям вершины v.

    if (!visited[u]) { // если сосед еще не посещен, запускаем рекурсию.

      DFS(u, adj, visited);

    }

  }

}

// Функция для подсчета количества компонент связности.

int CountConnectedComponents(int N, const std::vector<std::pair<int, int>>& edges) {

  // Создаем список смежности.

  std::vector<std::list<int>> adj(N + 1); // Нумерация узлов с 1 до N.

  // Заполняем список смежности

  for (const auto& edge : edges) {

    int u = edge.first;

    int v = edge.second;

    adj[u].push\_back(v);

    adj[v].push\_back(u); // граф неориентированный.

  }

  std::vector<bool> visited(N + 1, false); // массив для отслеживания посещенных вершин.

  int components = 0; // счетчик компонент.

  // запускаем DFS из каждой непосещенной вершины.

  for (int i = 1; i <= N; ++i) {

    if (!visited[i]) {

      DFS(i, adj, visited);

      components++; // увеличиваем количество компонент.

    }

  }

  return components;

}

int main() {

  int n = 0;

  int m = 0;

  std::cin >> n >> m;

  //заполнения списка ребер

  std::vector<std::pair<int, int>> edges;

  for (int i = 0; i < m; ++i) {

    int u = 0;

    int v = 0;

    std::cin >> u >> v;

    edges.emplace\_back(u, v);

  }

  int components = CountConnectedComponents(n, edges);

  // Чтобы объединить все компоненты, нужно (components - 1) новых рёбер

  std::cout << components - 1 << "\n";

  return 0;

}

**Таблица тестов:**

|  |  |  |
| --- | --- | --- |
| Ввод | 10 6  1 2  2 8  4 10  5 9  6 10  7 9 | 7 4  1 2  2 3  4 5  6 7 |
| Вывод | 3 | 2 |
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**Задача №3**

В Иркутске раз в году наступает зима. Несмотря на то, что событие это довольно регулярное, оно всегда внезапно. Снег буквально заваливает все улицы, не давая проехать на чём-то меньше трактора. В этом году терпение лопнуло и специальным указом был создан кризисный центр по борьбе с сугробами. Центру были переданы спутники, лазеры, метеорологические зонды и несколько десятков лопат.

Вам поручено возглавить отдел разведки снежной ситуации и быть способным чрезвычайно быстро отвечать на запросы центра. Сам город состоит из нескольких, расположенных подряд, улиц, каждая из которых абсолютна похожа на любую другую.

1. Информация о снеге передается вам в виде тройки чисел – 1 в качестве идентификатора события, уникального индекса улицы и количество миллиметров выпавшего снега.
2. Запросы в свою очередь так же имеют вид тройки чисел – 2 в качестве идентификатора события, индекс улицы с которой нужно суммировать количество выпавшего снега и индекс улицы, по которую нужно суммировать, крайние улицы должны быть включены.

**Алгоритм программы:**

1. *Инициализация:* создадим структуру запросов.
2. *Обработка запросов:* Программа принимает m запросов двух типов:

* Тип 1: обновляет количество снега на конкретной улице a. Значение y записывается в соответствующий индекс массива.
* Тип 2: вычисляет и выводит сумму снега на отрезке улиц от a до b (включительно). Программа проходит по элементам массива в этом диапазоне и суммирует значения.

1. *Вывод результатов:* выводим результат суммирования по запросам типа 2.

**Код программы:**

#include <iostream>

#include <vector>

// Структура для хранения запроса.

struct Query {

  int type;

  int a;

  int b;

};

// Обработка всех запросов.

std::vector<int> process\_queries(int n, const std::vector<Query>& queries) {

  std::vector<int> snow(n + 1, 0); // Вектор для хранения количества снега.

  std::vector<int> results; // Результаты для запросов типа 2.

  for (const Query& q : queries) {

    if (q.type == 1) {

      // Запрос: добавить снег на улице.

      snow[q.a] += q.b;

    } else if (q.type == 2) {

        // Запрос: посчитать сумму на отрезке.

        int sum = 0;

        for (int i = q.a; i <= q.b; ++i) {

          sum += snow[i];

        }

        results.push\_back(sum); // Сохраняем результат.

    }

  }

  return results;

}

int main() {

  int n = 0;

  int k = 0;

  std::cin >> n >> k;

  std::vector<Query> queries;

  // Считываем все запросы

  for (int i = 0; i < k; ++i) {

    int type, a, b;

    std::cin >> type >> a >> b;

    queries.push\_back({type, a, b});

  }

  // Обрабатываем запросы и получаем результаты

  std::vector<int> results = process\_queries(n, queries);

  // Выводим результаты

  for (int res : results) {

    std::cout << res << '\n';

  }

  return 0;

}

**Таблица тестов:**

|  |  |  |
| --- | --- | --- |
| Ввод | 6 5  2 1 6  1 3 2  2 2 4  1 6 3  2 1 6 | 0  2  5 |
| Вывод | 5 3  1 3 7  1 1 4  2 1 5 | 11 |
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