Data624 HW2

Samuel Kigamba, Lin Li, Patrick Maloney, Daniel Moscoe, David Moste

7/16/2021

# KJ 6.3

#### Question

A chemical manufacturing process for a pharmaceutical product was discussed in Sect.1.4. In this problem, the objective is to understand the relationship between biological measurements of the raw materials (predictors), measurements of the manufacturing process (predictors), and the response of product yield. Biological predictors cannot be changed but can be used to assess the quality of the raw material before processing. On the other hand, manufacturing process predictors can be changed in the manufacturing process. Improving product yield by 1% will boost revenue by approximately one hundred thousand dollars per batch:

1. Start R and use these commands to load the data:

#### Code

library(AppliedPredictiveModeling)  
data(ChemicalManufacturingProcess)

#### Response

The matrix processPredictors contains the 57 predictors (12 describing the input biological material and 45 describing the process predictors) for the 176 manufacturing runs. yield contains the percent yield for each run.

#### Question

1. A small percentage of cells in the predictor set contain missing values. Use an imputation function to fill in these missing values (e.g., see Sect. 3.8).

#### Code

# Get total number of missing values  
sum(is.na(ChemicalManufacturingProcess))

## [1] 106

# Impute data with "knnImpute" method  
library(caret)

## Loading required package: lattice

## Loading required package: ggplot2

library(RANN)  
  
Chem\_impute <- preProcess(ChemicalManufacturingProcess, method = "knnImpute")  
impute\_Result <- predict(Chem\_impute, ChemicalManufacturingProcess)  
sum(is.na(impute\_Result))

## [1] 0

#### Question

1. Split the data into a training and a test set, pre-process the data, and tune a model of your choice from this chapter. What is the optimal value of the performance metric?

#### Code

library(caret)  
  
# Box–Cox transform and scale   
trans <- preProcess(impute\_Result, method = c("BoxCox", "scale"))

library(caret)  
  
transformed <- predict(trans, impute\_Result)

library(caret)  
  
# Split data into 75 % training and 25 % testing sets  
set.seed(1)  
n <- nrow(transformed)  
trainIndex <- sample(1:n, size = round(0.75\*n), replace=FALSE)  
train <- transformed[trainIndex ,]  
test <- transformed[-trainIndex ,]  
x <- train[, -1]  
y <- train[, 1]  
set.seed(100)  
plsTune <- train(x, y,   
 method = "pls",  
 tuneLength = 20,  
 trControl = trainControl(method = "cv", number = 10))  
plsTune

## Partial Least Squares   
##   
## 132 samples  
## 57 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 119, 119, 118, 120, 119, 118, ...   
## Resampling results across tuning parameters:  
##   
## ncomp RMSE Rsquared MAE   
## 1 0.7570309 0.4695266 0.6228282  
## 2 0.6945795 0.5667242 0.5513665  
## 3 0.6725321 0.6121573 0.5477136  
## 4 0.6701932 0.6229922 0.5476533  
## 5 0.6870380 0.6073507 0.5715733  
## 6 0.6961185 0.5937035 0.5778664  
## 7 0.7065944 0.5851510 0.5878432  
## 8 0.7153011 0.5861943 0.5948410  
## 9 0.7338339 0.5728594 0.6022937  
## 10 0.7632407 0.5612240 0.6244762  
## 11 0.7857860 0.5511652 0.6343056  
## 12 0.8050340 0.5442486 0.6445692  
## 13 0.8161405 0.5450546 0.6518595  
## 14 0.8353229 0.5438029 0.6608138  
## 15 0.8841104 0.5290770 0.6830433  
## 16 0.9232712 0.5300995 0.6992455  
## 17 0.9494331 0.5224930 0.7095627  
## 18 0.9731843 0.5186949 0.7198537  
## 19 1.0192248 0.4994294 0.7406936  
## 20 1.0596215 0.4857855 0.7562482  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was ncomp = 4.

library(caret)  
  
plsTunePred <- predict(plsTune, test)

#### Question

1. Predict the response for the test set. What is the value of the performance metric and how does this compare with the resampled performance metricon the training set?

#### Code

library(pls)

##   
## Attaching package: 'pls'

## The following object is masked from 'package:caret':  
##   
## R2

## The following object is masked from 'package:stats':  
##   
## loadings

plsFit <- plsr(Yield ~., data = train)  
plsPred <- predict(plsFit, test)

#### Question

1. Which predictors are most important in the model you have trained? Do either the biological or process predictors dominate the list?

#### Code

library(mlbench)  
  
# Rank variables by importance  
importance <- varImp(plsTune, scale = FALSE)  
print(importance)

## pls variable importance  
##   
## only 20 most important variables shown (out of 57)  
##   
## Overall  
## ManufacturingProcess32 0.06477  
## ManufacturingProcess13 0.06340  
## ManufacturingProcess09 0.06222  
## ManufacturingProcess17 0.05909  
## ManufacturingProcess36 0.05459  
## ManufacturingProcess12 0.04499  
## BiologicalMaterial03 0.04470  
## BiologicalMaterial02 0.04385  
## BiologicalMaterial06 0.04279  
## ManufacturingProcess06 0.04112  
## BiologicalMaterial12 0.04077  
## BiologicalMaterial11 0.04058  
## ManufacturingProcess33 0.04051  
## BiologicalMaterial08 0.04032  
## BiologicalMaterial01 0.03725  
## BiologicalMaterial04 0.03442  
## ManufacturingProcess11 0.03416  
## ManufacturingProcess28 0.03346  
## ManufacturingProcess04 0.02627  
## BiologicalMaterial09 0.02508

#### Response

The first six most important predictors are dominated by manufacturing processes. The number of biological and process predictors are similar for the top 20 most important predictors.

#### Question

1. Explore the relationships between each of the top predictors and the response. How could this information be helpful in improving yield in future runs of the manufacturing process?

#### Code

par(mfrow=c(2,3))  
plot(ChemicalManufacturingProcess$ManufacturingProcess32, ChemicalManufacturingProcess$Yield, xlab = "Process32", ylab = "Yield")  
plot(ChemicalManufacturingProcess$ManufacturingProcess13, ChemicalManufacturingProcess$Yield, xlab = "Process13", ylab = "Yield")  
plot(ChemicalManufacturingProcess$ManufacturingProcess09, ChemicalManufacturingProcess$Yield, xlab = "Process09", ylab = "Yield")  
plot(ChemicalManufacturingProcess$ManufacturingProcess17, ChemicalManufacturingProcess$Yield, xlab = "Process17", ylab = "Yield")  
plot(ChemicalManufacturingProcess$ManufacturingProcess06, ChemicalManufacturingProcess$Yield,xlab = "Process06", ylab = "Yield")  
plot(ChemicalManufacturingProcess$BiologicalMaterial03, ChemicalManufacturingProcess$Yield,xlab = "Biological03", ylab = "Yield")
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#### Response

The plots suggest that the most important variables are either positively or negatively correlated to Yield. Since the manufacturing predictors are the most important, removing/modifying the ones that have negative correlations with Yield can improve the yield production.

# KJ 7.2

#### Question

7.2. Friedman (1991) introduced several benchmark data sets create by simulation. One of these simulations used the following nonlinear equation to create data: y = 10 sin(πx1x2) + 20(x3 − 0.5)2 + 10x4 + 5x5 + N(0, σ2) where the x values are random variables uniformly distributed between [0, 1] (there are also 5 other non-informative variables also created in the simulation).

Which models appear to give the best performance? Does MARS select the informative predictors (those named X1–X5)?

#### Code

library(caret)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyr)  
library(corrplot)

## corrplot 0.89 loaded

##   
## Attaching package: 'corrplot'

## The following object is masked from 'package:pls':  
##   
## corrplot

library(AppliedPredictiveModeling)  
library(e1071)  
library(kernlab)

##   
## Attaching package: 'kernlab'

## The following object is masked from 'package:ggplot2':  
##   
## alpha

library(earth)

## Loading required package: Formula

## Loading required package: plotmo

## Loading required package: plotrix

## Loading required package: TeachingDemos

library(dplyr)  
library(mlbench)  
library(RANN)  
  
set.seed(200)  
trainingData <- mlbench.friedman1(200, sd = 1) ##We convert the 'x' data from a matrix to a data frame > ##One reason is that this will give the columns names.   
trainingData$x <- data.frame(trainingData$x) ##Look at the data using > featurePlot(trainingData$x, trainingData$y) > ##or other methods. > > ##This creates a list with a vector 'y' and a matrix > ##of predictors 'x'. Also simulate a large test set to > ##estimate the true error rate with good precision: >   
testData <- mlbench.friedman1(5000, sd = 1)   
testData$x <- data.frame(testData$x)  
  
# KNN  
knnModel <- train(x = trainingData$x, y = trainingData$y, method = "knn", preProc = c("center", "scale"), tuneLength = 10)   
knnModel

## k-Nearest Neighbors   
##   
## 200 samples  
## 10 predictor  
##   
## Pre-processing: centered (10), scaled (10)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 200, 200, 200, 200, 200, 200, ...   
## Resampling results across tuning parameters:  
##   
## k RMSE Rsquared MAE   
## 5 3.466085 0.5121775 2.816838  
## 7 3.349428 0.5452823 2.727410  
## 9 3.264276 0.5785990 2.660026  
## 11 3.214216 0.6024244 2.603767  
## 13 3.196510 0.6176570 2.591935  
## 15 3.184173 0.6305506 2.577482  
## 17 3.183130 0.6425367 2.567787  
## 19 3.198752 0.6483184 2.592683  
## 21 3.188993 0.6611428 2.588787  
## 23 3.200458 0.6638353 2.604529  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was k = 17.

knnPred <- predict(knnModel, newdata = testData$x) ##The function 'postResample' can be used to get the test set   
##perforamnce values   
postResample(pred = knnPred, obs = testData$y)

## RMSE Rsquared MAE   
## 3.2040595 0.6819919 2.5683461

# MARS  
marsFit <- earth(trainingData$x, trainingData$y)  
marsFit

## Selected 12 of 18 terms, and 6 of 10 predictors  
## Termination condition: Reached nk 21  
## Importance: X1, X4, X2, X5, X3, X6, X7-unused, X8-unused, X9-unused, ...  
## Number of terms at each degree of interaction: 1 11 (additive model)  
## GCV 2.540556 RSS 397.9654 GRSq 0.8968524 RSq 0.9183982

summary(marsFit)

## Call: earth(x=trainingData$x, y=trainingData$y)  
##   
## coefficients  
## (Intercept) 18.451984  
## h(0.621722-X1) -11.074396  
## h(0.601063-X2) -10.744225  
## h(X3-0.281766) 20.607853  
## h(0.447442-X3) 17.880232  
## h(X3-0.447442) -23.282007  
## h(X3-0.636458) 15.150350  
## h(0.734892-X4) -10.027487  
## h(X4-0.734892) 9.092045  
## h(0.850094-X5) -4.723407  
## h(X5-0.850094) 10.832932  
## h(X6-0.361791) -1.956821  
##   
## Selected 12 of 18 terms, and 6 of 10 predictors  
## Termination condition: Reached nk 21  
## Importance: X1, X4, X2, X5, X3, X6, X7-unused, X8-unused, X9-unused, ...  
## Number of terms at each degree of interaction: 1 11 (additive model)  
## GCV 2.540556 RSS 397.9654 GRSq 0.8968524 RSq 0.9183982

marsGrid <- expand.grid(.degree = 1:2, .nprune = 2:38)   
marsFittune <- train(trainingData$x, trainingData$y, method = "earth", tuneGrid = marsGrid, trControl = trainControl(method = "cv"))   
summary(marsFittune)

## Call: earth(x=data.frame[200,10], y=c(18.46,16.1,17...), keepxy=TRUE, degree=2,  
## nprune=13)  
##   
## coefficients  
## (Intercept) 22.050690  
## h(0.621722-X1) -15.001651  
## h(X1-0.621722) 10.878737  
## h(0.601063-X2) -18.830135  
## h(0.447442-X3) 9.940077  
## h(X3-0.606015) 12.999390  
## h(0.734892-X4) -9.877554  
## h(X4-0.734892) 10.414930  
## h(0.850094-X5) -5.604897  
## h(X1-0.621722) \* h(X2-0.295997) -43.245766  
## h(0.649253-X1) \* h(0.601063-X2) 26.218297  
##   
## Selected 11 of 18 terms, and 5 of 10 predictors (nprune=13)  
## Termination condition: Reached nk 21  
## Importance: X1, X4, X2, X5, X3, X6-unused, X7-unused, X8-unused, X9-unused, ...  
## Number of terms at each degree of interaction: 1 8 2  
## GCV 1.747495 RSS 264.5358 GRSq 0.929051 RSq 0.9457576

head(predict(marsFittune, testData$x))

## y  
## [1,] 18.539042  
## [2,] 21.224619  
## [3,] 11.994784  
## [4,] 8.087937  
## [5,] 11.415761  
## [6,] 12.293669

varImp(marsFittune)

## earth variable importance  
##   
## Overall  
## X1 100.00  
## X4 75.33  
## X2 48.88  
## X5 15.63  
## X3 0.00

#### Response

The optimal MARS model minimized the RMSE when the nprune = 13 and the degree = 2. MARS selected x1 as the most important predictor and x4 as second. The model used 152 training set data points as support vectors. The MARS Model fit best with a high R2 of ~.95

# KJ 7.5

#### Question

7.5. Exercise 6.3 describes data for a chemical manufacturing process. Use the same data imputation, data splitting, and pre-processing steps as before and train several nonlinear regression models.

1. Which nonlinear regression model gives the optimal resampling and test set performance?

#### Code

library(AppliedPredictiveModeling)  
library(caret)  
  
data(ChemicalManufacturingProcess)  
set.seed(56)  
knnmodel2 <- preProcess(ChemicalManufacturingProcess, "knnImpute")  
df <- predict(knnmodel2, ChemicalManufacturingProcess)  
df <- df %>%  
 select\_at(vars(-one\_of(nearZeroVar(., names = TRUE))))  
in\_train <- createDataPartition(df$Yield, times = 1, p = 0.8, list = FALSE)  
train\_df <- df[in\_train, ]  
test\_df <- df[-in\_train, ]  
  
# KNN  
knn\_model <- train(  
 Yield ~ ., data = train\_df, method = "knn",  
 center = TRUE,  
 scale = TRUE,  
 trControl = trainControl("cv", number = 10),  
 tuneLength = 25  
)  
knn\_model

## k-Nearest Neighbors   
##   
## 144 samples  
## 56 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 130, 129, 131, 130, 130, 130, ...   
## Resampling results across tuning parameters:  
##   
## k RMSE Rsquared MAE   
## 5 0.6665611 0.6064388 0.5302668  
## 7 0.7087263 0.5402774 0.5678798  
## 9 0.7130702 0.5331043 0.5820999  
## 11 0.7161287 0.5489623 0.5796126  
## 13 0.7126469 0.5579189 0.5727752  
## 15 0.7244959 0.5500764 0.5840181  
## 17 0.7354577 0.5430152 0.5902397  
## 19 0.7423521 0.5386067 0.5961459  
## 21 0.7615809 0.5095456 0.6142849  
## 23 0.7699950 0.4994279 0.6197973  
## 25 0.7795341 0.4884387 0.6250342  
## 27 0.7825606 0.4899842 0.6296604  
## 29 0.7860966 0.4941641 0.6328056  
## 31 0.7939608 0.4865922 0.6400718  
## 33 0.8040618 0.4650490 0.6460752  
## 35 0.8070461 0.4670781 0.6454113  
## 37 0.8127633 0.4634604 0.6505921  
## 39 0.8176406 0.4642579 0.6554725  
## 41 0.8260090 0.4508073 0.6624975  
## 43 0.8236464 0.4664046 0.6614813  
## 45 0.8290918 0.4530441 0.6652781  
## 47 0.8344262 0.4490136 0.6709419  
## 49 0.8424615 0.4305877 0.6796501  
## 51 0.8481423 0.4220161 0.6835723  
## 53 0.8523472 0.4237087 0.6865206  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was k = 5.

knn\_predictions <- predict(knn\_model, test\_df)  
results <- data.frame(t(postResample(pred = knn\_predictions, obs = test\_df$Yield))) %>%  
 mutate("Model"= "KNN")   
results

## RMSE Rsquared MAE Model  
## 1 0.7242108 0.3334588 0.5853915 KNN

# MARS  
MARS\_grid <- expand.grid(.degree = 1:2, .nprune = 2:38)  
MARS\_model <- train(  
 Yield ~ ., data = train\_df, method = "earth",  
 tuneGrid = MARS\_grid,  
 # If the following lines are uncommented, it throws an error  
 #center = TRUE,  
 #scale = TRUE,  
 trControl = trainControl("cv", number = 10),  
 tuneLength = 25  
)  
MARS\_model

## Multivariate Adaptive Regression Spline   
##   
## 144 samples  
## 56 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 129, 128, 129, 131, 129, 130, ...   
## Resampling results across tuning parameters:  
##   
## degree nprune RMSE Rsquared MAE   
## 1 2 0.7840293 0.4910640 0.6195486  
## 1 3 0.6440776 0.6478745 0.5256738  
## 1 4 0.6019981 0.6842362 0.4905541  
## 1 5 0.6204087 0.6604728 0.5057834  
## 1 6 0.6206660 0.6540201 0.5125711  
## 1 7 0.6270212 0.6627605 0.5226148  
## 1 8 0.6666876 0.6214691 0.5517621  
## 1 9 0.6746168 0.6287750 0.5515463  
## 1 10 0.6696009 0.6301541 0.5543528  
## 1 11 0.6762604 0.6309171 0.5575865  
## 1 12 0.6679343 0.6390047 0.5542393  
## 1 13 0.6831036 0.6274958 0.5619842  
## 1 14 0.6800274 0.6242549 0.5611026  
## 1 15 0.6734382 0.6238292 0.5582140  
## 1 16 0.6734382 0.6238292 0.5582140  
## 1 17 0.6734382 0.6238292 0.5582140  
## 1 18 0.6734382 0.6238292 0.5582140  
## 1 19 0.6734382 0.6238292 0.5582140  
## 1 20 0.6734382 0.6238292 0.5582140  
## 1 21 0.6734382 0.6238292 0.5582140  
## 1 22 0.6734382 0.6238292 0.5582140  
## 1 23 0.6734382 0.6238292 0.5582140  
## 1 24 0.6734382 0.6238292 0.5582140  
## 1 25 0.6734382 0.6238292 0.5582140  
## 1 26 0.6734382 0.6238292 0.5582140  
## 1 27 0.6734382 0.6238292 0.5582140  
## 1 28 0.6734382 0.6238292 0.5582140  
## 1 29 0.6734382 0.6238292 0.5582140  
## 1 30 0.6734382 0.6238292 0.5582140  
## 1 31 0.6734382 0.6238292 0.5582140  
## 1 32 0.6734382 0.6238292 0.5582140  
## 1 33 0.6734382 0.6238292 0.5582140  
## 1 34 0.6734382 0.6238292 0.5582140  
## 1 35 0.6734382 0.6238292 0.5582140  
## 1 36 0.6734382 0.6238292 0.5582140  
## 1 37 0.6734382 0.6238292 0.5582140  
## 1 38 0.6734382 0.6238292 0.5582140  
## 2 2 0.7840293 0.4910640 0.6195486  
## 2 3 0.6747248 0.6159095 0.5529334  
## 2 4 0.6464768 0.6255431 0.5352276  
## 2 5 0.6589820 0.6081124 0.5463171  
## 2 6 0.6612353 0.5993386 0.5518179  
## 2 7 0.6403966 0.6410935 0.5268027  
## 2 8 0.6446978 0.6364260 0.5259487  
## 2 9 0.6508266 0.6284406 0.5305388  
## 2 10 0.6886366 0.5890093 0.5651645  
## 2 11 0.6714691 0.6072878 0.5487666  
## 2 12 1.6321948 0.4793000 0.8506255  
## 2 13 1.6504889 0.4529011 0.8573734  
## 2 14 1.6296744 0.4956339 0.8489240  
## 2 15 1.6334893 0.4981260 0.8590366  
## 2 16 1.6569222 0.5005990 0.8641363  
## 2 17 1.7206211 0.4897833 0.8817245  
## 2 18 1.7243336 0.4817971 0.8953906  
## 2 19 1.7415336 0.4843562 0.9009879  
## 2 20 1.8393685 0.4841982 0.9351759  
## 2 21 1.9474175 0.4724952 0.9770869  
## 2 22 1.9436269 0.4724638 0.9732645  
## 2 23 1.9398849 0.4788261 0.9731627  
## 2 24 1.9342924 0.4799388 0.9703221  
## 2 25 1.9327462 0.4780241 0.9671171  
## 2 26 1.9327462 0.4780241 0.9671171  
## 2 27 1.9275739 0.4749331 0.9587218  
## 2 28 1.9275168 0.4747577 0.9583479  
## 2 29 1.9328082 0.4691185 0.9635021  
## 2 30 1.9327121 0.4689069 0.9624974  
## 2 31 1.9327121 0.4689069 0.9624974  
## 2 32 1.9327121 0.4689069 0.9624974  
## 2 33 1.9327121 0.4689069 0.9624974  
## 2 34 1.9327121 0.4689069 0.9624974  
## 2 35 1.9327121 0.4689069 0.9624974  
## 2 36 1.9327121 0.4689069 0.9624974  
## 2 37 1.9327121 0.4689069 0.9624974  
## 2 38 1.9327121 0.4689069 0.9624974  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were nprune = 4 and degree = 1.

head(predict(MARS\_model, test\_df))

## y  
## [1,] 0.39300400  
## [2,] 1.30236945  
## [3,] 0.09523008  
## [4,] 0.75324247  
## [5,] 0.51308349  
## [6,] -0.39093407

# SVM  
SVM\_model <- train(  
 Yield ~ ., data = train\_df, method = "svmRadial",  
 center = TRUE,  
 scale = TRUE,  
 trControl = trainControl(method = "cv"),  
 tuneLength = 25  
)  
SVM\_model

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 144 samples  
## 56 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 130, 131, 128, 129, 129, 130, ...   
## Resampling results across tuning parameters:  
##   
## C RMSE Rsquared MAE   
## 0.25 0.7440003 0.5285639 0.5993020  
## 0.50 0.6778165 0.5910408 0.5410692  
## 1.00 0.6403732 0.6261244 0.5013226  
## 2.00 0.6121304 0.6557169 0.4788648  
## 4.00 0.6067117 0.6649793 0.4746695  
## 8.00 0.6109981 0.6578050 0.4847679  
## 16.00 0.6105438 0.6566254 0.4843467  
## 32.00 0.6105438 0.6566254 0.4843467  
## 64.00 0.6105438 0.6566254 0.4843467  
## 128.00 0.6105438 0.6566254 0.4843467  
## 256.00 0.6105438 0.6566254 0.4843467  
## 512.00 0.6105438 0.6566254 0.4843467  
## 1024.00 0.6105438 0.6566254 0.4843467  
## 2048.00 0.6105438 0.6566254 0.4843467  
## 4096.00 0.6105438 0.6566254 0.4843467  
## 8192.00 0.6105438 0.6566254 0.4843467  
## 16384.00 0.6105438 0.6566254 0.4843467  
## 32768.00 0.6105438 0.6566254 0.4843467  
## 65536.00 0.6105438 0.6566254 0.4843467  
## 131072.00 0.6105438 0.6566254 0.4843467  
## 262144.00 0.6105438 0.6566254 0.4843467  
## 524288.00 0.6105438 0.6566254 0.4843467  
## 1048576.00 0.6105438 0.6566254 0.4843467  
## 2097152.00 0.6105438 0.6566254 0.4843467  
## 4194304.00 0.6105438 0.6566254 0.4843467  
##   
## Tuning parameter 'sigma' was held constant at a value of 0.01364992  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were sigma = 0.01364992 and C = 4.

SVM\_predictions <- predict(SVM\_model, test\_df)  
results <- data.frame(t(postResample(pred = SVM\_predictions, obs = test\_df$Yield))) %>%  
 mutate("Model"= "SVM")

#### Response

The SVM model was the best model according to the

#### Question

1. Which predictors are most important in the optimal nonlinear regression model? Do either the biological or process variables dominate the list? How do the top ten important predictors compare to the top ten predictors from the optimal linear model?

#### Code

library(caret)  
  
varImp(SVM\_model, 10)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 56)  
##   
## Overall  
## ManufacturingProcess13 100.00  
## ManufacturingProcess32 97.81  
## BiologicalMaterial06 86.14  
## ManufacturingProcess17 82.38  
## BiologicalMaterial03 77.56  
## BiologicalMaterial12 77.23  
## ManufacturingProcess09 74.35  
## ManufacturingProcess36 73.84  
## BiologicalMaterial02 63.58  
## ManufacturingProcess31 59.17  
## ManufacturingProcess06 59.09  
## BiologicalMaterial11 52.43  
## ManufacturingProcess29 51.35  
## ManufacturingProcess12 49.40  
## ManufacturingProcess11 49.21  
## ManufacturingProcess02 48.41  
## BiologicalMaterial08 46.71  
## BiologicalMaterial04 45.78  
## ManufacturingProcess33 45.16  
## BiologicalMaterial09 40.05

#### Response

The processing (manufacturing) variables are most important with mfgprocess13 as most important.

#### Question

1. Explore the relationships between the top predictors and the response for the predictors that are unique to the optimal nonlinear regression model. Do these plots reveal intuition about the biological or process predictors and their relationship with yield?

#### Code

library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v tibble 3.1.2 v stringr 1.4.0  
## v readr 1.4.0 v forcats 0.5.1  
## v purrr 0.3.4

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x kernlab::alpha() masks ggplot2::alpha()  
## x purrr::cross() masks kernlab::cross()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x purrr::lift() masks caret::lift()

df %>% select(c('ManufacturingProcess32','ManufacturingProcess13','BiologicalMaterial06','ManufacturingProcess17','BiologicalMaterial03','Yield')) %>% cor() %>% corrplot(method = 'circle')
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#### Response

Mfgprocess32 shows to have a high positive correlation, while Mfg Process 13 has a strong negative correlation. Biological Material 03 and 06 have positive correlations.

# KJ 8.1

#### Question

Recreate the simulated data from Exercise 7.2:

library(mlbench)  
library(tidyverse)  
  
set.seed(200)  
simulated <- mlbench.friedman1(200, sd = 1)  
simulated <- cbind(simulated$x, simulated$y)  
simulated <- as.data.frame(simulated)  
colnames(simulated)[ncol(simulated)] <- "y"

1. Fit a random forest model to all of the predictors, then estimate the variable importance scores:

library(randomForest)

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(caret)  
  
model1 <- randomForest(y ~ ., data = simulated,  
 importance = TRUE,  
 ntree = 1000)  
rfImp1 <- varImp(model1, scale = FALSE)

Did the random forest model significantly use the uninformative predictors (V6-V10)?

#### Code

rfImp1

## Overall  
## V1 8.732235404  
## V2 6.415369387  
## V3 0.763591825  
## V4 7.615118809  
## V5 2.023524577  
## V6 0.165111172  
## V7 -0.005961659  
## V8 -0.166362581  
## V9 -0.095292651  
## V10 -0.074944788

#### Response

The code above shows the overall variable importance scores for the model. Variables V6-V10 have very low scores relative to the informative variables, V1-V5. The random forest model did not significantly use the uninformative predictors.

#### Question

1. Now add an additional predictor that is highly correlated with one of the informative predictors…. Fit another random forest model to these data. Did the importance score for V1 change?

#### Code

library(randomForest)  
  
simulated2 <- mutate(simulated, "duplicate1" = simulated$V1 + rnorm(200) \* 0.1)  
model2 <- randomForest(y ~ ., data = simulated2,  
 importance = TRUE,  
 ntree = 1000)  
rfImp2 <- varImp(model2, scale = FALSE)  
rfImp2

## Overall  
## V1 5.69119973  
## V2 6.06896061  
## V3 0.62970218  
## V4 7.04752238  
## V5 1.87238438  
## V6 0.13569065  
## V7 -0.01345645  
## V8 -0.04370565  
## V9 0.00840438  
## V10 0.02894814  
## duplicate1 4.28331581

#### Response

The importance score for V1 is reduced when another highly correlated predictor variable is added to the model. This example serves as a warning about interpreting results of random forests that contain correlated variables. When several variables are highly correlated, it’s sometimes more informative to measure their importance together as a group. Or, a measure of variable importance such as Strobl et al.’s could be used instead.

#### Question

What happens when you add another predictor that is also highly correlated with V1?

#### Code

library(randomForest)  
  
simulated3 <- mutate(simulated2, "duplicate2" = simulated$V1 + rnorm(200) \* 0.1)  
model3 <- randomForest(y ~ ., data = simulated3,  
 importance = TRUE,  
 ntree = 1000)  
rfImp3 <- varImp(model3, scale = FALSE)  
rfImp3

## Overall  
## V1 4.91687329  
## V2 6.52816504  
## V3 0.58711552  
## V4 7.04870917  
## V5 2.03115561  
## V6 0.14213148  
## V7 0.10991985  
## V8 -0.08405687  
## V9 -0.01075028  
## V10 0.09230576  
## duplicate1 3.80068234  
## duplicate2 1.87721959

#### Response

Because duplicate2 is highly correlated with both V1 and duplicate1, adding the second duplicate predictor reduces the variable importance scores of both V1 and the first duplicate, duplicate1.

#### Question

1. Use the cforest function in the party package to fit a random forest model using conditional inference trees. The party package function varimp can calculate predictor importance. The conditional argument of that function toggles between the traditional importance measure and the modified version described in Strobl et al. (2007). Do these importances show the same pattern as the traditional random forest model?

#### Code

library(partykit)

## Loading required package: grid

## Loading required package: libcoin

## Loading required package: mvtnorm

#CI tree model for original data  
model4 <- cforest(y ~ ., data = simulated, ntree = 1000)  
#CI tree model with 1 additional uninformative variable  
model5 <- cforest(y ~ ., data = simulated2, ntree = 1000)  
#CI tree model with 2 additional uninformative variables  
model6 <- cforest(y ~ ., data = simulated3, ntree = 1000)  
#Variable importance scores with conditional = TRUE  
cfImp4.con <- varimp(model4, conditional = TRUE)  
cfImp5.con <- varimp(model5, conditional = TRUE)  
cfImp6.con <- varimp(model6, conditional = TRUE)  
#Variable importance scores with conditional = FALSE  
cfImp4.unc <- varimp(model4, conditional = FALSE)  
cfImp5.unc <- varimp(model5, conditional = FALSE)  
cfImp6.unc <- varimp(model6, conditional = FALSE)

## [1] "No add'l var's, conditional = TRUE"

## V1 V2 V3 V4 V5 V6   
## 6.43516035 5.09145324 0.13215164 5.96513447 1.34879237 -0.19143941   
## V7 V8 V9 V10   
## -0.07077046 -0.36577131 -0.32249962 -0.19569255

## [1] "1 add'l var's, conditional = TRUE"

## V1 V2 V3 V4 V5 V6   
## 3.14305172 4.96480823 0.07081723 5.72365409 1.31623662 -0.11512778   
## V7 V8 V9 V10 duplicate1   
## -0.14987141 -0.19642103 -0.21031583 -0.10791709 2.65165019

## [1] "2 add'l var's, conditional = TRUE"

## V1 V2 V3 V4 V5 V6   
## 2.327551509 4.844125813 -0.008135787 5.542279540 1.309393597 -0.146750782   
## V7 V8 V9 V10 duplicate1 duplicate2   
## -0.084207803 -0.258901852 -0.130949882 -0.154505095 2.182063275 0.826202282

## [1] "No add'l var's, conditional = FALSE"

## V1 V2 V3 V4 V5 V6   
## 8.366934415 5.900653256 0.204321211 7.225381451 2.119240114 -0.033185674   
## V7 V8 V9 V10   
## 0.139209377 -0.133312929 -0.002380075 -0.180685871

## [1] "1 add'l var's, conditional = FALSE"

## V1 V2 V3 V4 V5 V6   
## 6.12821975 5.83017936 0.18164133 6.56046590 1.98517223 -0.05859344   
## V7 V8 V9 V10 duplicate1   
## 0.06089181 -0.05375829 0.14633639 -0.10142300 5.76977589

## [1] "2 add'l var's, conditional = FALSE"

## V1 V2 V3 V4 V5 V6   
## 5.60814342 5.66703847 0.05579206 6.43689954 1.89592645 -0.08902450   
## V7 V8 V9 V10 duplicate1 duplicate2   
## 0.08690583 -0.06608416 0.12985785 -0.07452734 5.43495977 3.08408014

#### Response

As additional variables highly correlated to V1 were added to the model, the importance of V1 declined for both traditional and modified importance measures. For the traditional importance measure, the importance of V1 declined 51% and then 26% with one and two additional predictors, respectively. For the modified importance measure, the importance of V1 declined less: 27% with one additional variable, and an additional 8% when a second highly correlated variable was added to the model. Total decline in the importance of V1 under the traditional importance measure is 64%, and total decline in the importance of V1 under the modified importance measure is 33%. The modified importance measure mitigated the decline in variable importance associated with the addition of highly correlated predictors.

#### Question

1. Repeat this process with different tree models, such as boosted trees and Cubist. Does the same pattern occur?

#### Code

#Boosted tree model for original data  
library(gbm)

## Loaded gbm 2.1.8

model7 <- gbm(y ~ ., data = simulated, distribution = "gaussian")  
#Boosted tree model with 1 additional uninformative variable  
model8 <- gbm(y ~ ., data = simulated2, distribution = "gaussian")  
#Boosted tree model with 2 additional uninformative variables  
model9 <- gbm(y ~ ., data = simulated3, distribution = "gaussian")  
#Variable importance scores with method = relative.influence  
btImp7.ri <- summary.gbm(object = model7, method = relative.influence)

btImp8.ri <- summary.gbm(object = model8, method = relative.influence)

btImp9.ri <- summary.gbm(object = model9, method = relative.influence)

#Variable importance scores with method = permutation.test.gbm  
btImp7.pt <- summary.gbm(object = model7, method = permutation.test.gbm)

btImp8.pt <- summary.gbm(object = model8, method = permutation.test.gbm)

btImp9.pt <- summary.gbm(object = model9, method = permutation.test.gbm)

## [1] "No add'l var's, method = relative.importance"

## var rel.inf  
## V4 V4 29.2480954  
## V1 V1 27.8308275  
## V2 V2 23.5365573  
## V5 V5 10.8579622  
## V3 V3 7.9915978  
## V7 V7 0.2147969  
## V9 V9 0.1726843  
## V6 V6 0.1474784  
## V8 V8 0.0000000  
## V10 V10 0.0000000

## [1] "1 add'l var's, method = relative.importance"

## var rel.inf  
## V4 V4 28.3422124  
## V2 V2 24.0528986  
## duplicate1 duplicate1 14.6551646  
## V1 V1 13.7272625  
## V5 V5 10.8736058  
## V3 V3 8.1951176  
## V6 V6 0.1537385  
## V7 V7 0.0000000  
## V8 V8 0.0000000  
## V9 V9 0.0000000  
## V10 V10 0.0000000

## [1] "2 add'l var's, method = relative.importance"

## var rel.inf  
## V4 V4 31.5714557  
## V2 V2 22.0166944  
## V1 V1 13.6734623  
## duplicate1 duplicate1 13.4204025  
## V5 V5 10.2834297  
## V3 V3 8.3565726  
## V6 V6 0.3935196  
## V7 V7 0.1815789  
## duplicate2 duplicate2 0.1028842  
## V8 V8 0.0000000  
## V9 V9 0.0000000  
## V10 V10 0.0000000

## [1] "No add'l var's, method = relative.permutation.test.gbm"

## var rel.inf  
## 1 V4 36.57125254  
## 2 V1 26.17956859  
## 3 V2 21.65925303  
## 4 V5 9.12945991  
## 5 V3 6.30170169  
## 6 V7 0.06471367  
## 7 V6 0.05471134  
## 8 V9 0.03933923  
## 9 V8 0.00000000  
## 10 V10 0.00000000

## [1] "1 add'l var's, method = relative.permutation.test.gbm"

## var rel.inf  
## 1 V4 37.08826085  
## 2 V2 24.74377153  
## 3 V5 11.53116460  
## 4 V1 9.92921593  
## 5 duplicate1 9.44644702  
## 6 V3 7.19150181  
## 7 V6 0.06963826  
## 8 V7 0.00000000  
## 9 V8 0.00000000  
## 10 V9 0.00000000  
## 11 V10 0.00000000

## [1] "2 add'l var's, method = relative.permutation.test.gbm"

## var rel.inf  
## 1 V4 37.67891247  
## 2 V2 26.31089783  
## 3 V5 11.11713185  
## 4 V1 10.44633418  
## 5 V3 7.22686977  
## 6 duplicate1 6.85659656  
## 7 V6 0.26612477  
## 8 duplicate2 0.07438784  
## 9 V7 0.02274474  
## 10 V8 0.00000000  
## 11 V9 0.00000000  
## 12 V10 0.00000000

#### Response

For boosted trees, there are two methods for assessing variable importance: relative.influence, which is a traditional procedure, and an experimental procedure called permutation.test.gbm. As additional variables highly correlated with V1 are added to the model, the relative importance of V1 declines more steeply under the permutation.test.gbm method than under the relative.influence method. The importance of V1 declines a total of 51% under the relative importance measure when two additional variables are added. Under the permutation test, the total decline in importance for V1 is 60%.

#### Code

#Cubist Model  
library(Cubist)  
  
model10 <- cubist(x = simulated[-11], y = simulated$y, committees = 100)  
model11 <- cubist(x = simulated2[-11], y = simulated2$y, committees = 100)  
model12 <- cubist(x = simulated3[-11], y = simulated3$y, committees = 100)

#Note: output is truncated to emphasize measures of variable importance.  
summary(model10)  
##   
## Evaluation on training data (200 cases):  
##   
## Average |error| 1.480315  
## Relative |error| 0.37  
## Correlation coefficient 0.93  
##   
##   
## Attribute usage:  
## Conds Model  
##   
## 47% 96% V1  
## 40% 54% V3  
## 17% 100% V2  
## 96% V4  
## 66% V5  
## 26% V6  
##   
##   
## Time: 0.4 secs

summary(model11)

## Evaluation on training data (200 cases):  
##   
## Average |error| 1.462939  
## Relative |error| 0.36  
## Correlation coefficient 0.93  
##   
##   
## Attribute usage:  
## Conds Model  
##   
## 39% 48% V3  
## 38% 67% V1  
## 27% 92% V2  
## 2% 53% duplicate1  
## 92% V4  
## 8% V8  
## 54% V5  
## 20% V6  
## 2% V10  
##   
##   
## Time: 0.5 secs

summary(model12)

## Evaluation on training data (200 cases):  
##   
## Average |error| 1.354942  
## Relative |error| 0.34  
## Correlation coefficient 0.94  
##   
##   
## Attribute usage:  
## Conds Model  
##   
## 43% 58% V1  
## 38% 63% V3  
## 31% 95% V2  
## 41% duplicate2  
## 92% V4  
## 57% duplicate1  
## 7% V8  
## 57% V5  
## 17% V6  
##   
##   
## Time: 0.5 secs

#### Response

While “There is no established technique for measuring predictor importance for Cubist models” (KJ 212), we can observe the frequency with which a variable appeared in a rule criterion (“conds”). This gives some indication of the importance of a variable during the Cubist modeling process.

In the first model, which does not include additional variables correlated with V1, V1 appeared in rule criteria 47% of the time. As duplicate1 and then duplicate2 were added to the model, V1 appeared in rule criteria 38% and 43% of the time, respectively. This indicates some decline in variable importance for V1 as highly correlated variables are added to the model. In terms of its appearance in final models, V1 underwent a more significant decline: from 96% with no correlated duplicate variables, to 67%, and then to 58%.

# KJ 8.2

#### Question

Use a simulation to show tree bias with different granularities.

#### Code

#Create dataframe with some informative (x11, x12, x13) and some uninformative (x14, x15, x16) predictors.  
y <- rnorm(1000, 0, 1)  
x11 <- y + rnorm(1000, 1, 0.5)  
x12 <- y / 3 \* rnorm(1000, 0, 0.5)  
x13 <- (y + rnorm(1000, 0, 0.5)) ^ (1/3)   
x14 <- rnorm(1000, 0, 1)  
x15 <- runif(1000, 4, 6)  
x16 <- rexp(1000, 0.5)  
df\_1 <- data.frame(x11 = x11, x12 = x12, x13 = x13, x14 = x14, x15 = x15, x16 = x16, y = y)  
#Generate cutpoints for decreasing granularity of uninformative predictors (50, 20, and 10 distinct values).  
x14\_50 <- seq(from = min(df\_1$x14), to = max(df\_1$x14), length.out = 50)  
x14\_20 <- seq(from = min(df\_1$x14), to = max(df\_1$x14), length.out = 20)  
x14\_10 <- seq(from = min(df\_1$x14), to = max(df\_1$x14), length.out = 10)  
x15\_50 <- seq(from = min(df\_1$x15), to = max(df\_1$x15), length.out = 50)  
x15\_20 <- seq(from = min(df\_1$x15), to = max(df\_1$x15), length.out = 20)  
x15\_10 <- seq(from = min(df\_1$x15), to = max(df\_1$x15), length.out = 10)  
x16\_50 <- seq(from = min(df\_1$x16), to = max(df\_1$x16), length.out = 50)  
x16\_20 <- seq(from = min(df\_1$x16), to = max(df\_1$x16), length.out = 20)  
x16\_10 <- seq(from = min(df\_1$x16), to = max(df\_1$x16), length.out = 10)  
#Create low-granularity variables  
x24 <- as.numeric(as.vector(cut(df\_1$x14, breaks = 50, labels = x14\_50)))  
x34 <- as.numeric(as.vector(cut(df\_1$x14, breaks = 20, labels = x14\_20)))  
x44 <- as.numeric(as.vector(cut(df\_1$x14, breaks = 10, labels = x14\_10)))  
x25 <- as.numeric(as.vector(cut(df\_1$x15, breaks = 50, labels = x15\_50)))  
x35 <- as.numeric(as.vector(cut(df\_1$x15, breaks = 20, labels = x15\_20)))  
x45 <- as.numeric(as.vector(cut(df\_1$x15, breaks = 10, labels = x15\_10)))  
x26 <- as.numeric(as.vector(cut(df\_1$x16, breaks = 50, labels = x16\_50)))  
x36 <- as.numeric(as.vector(cut(df\_1$x16, breaks = 20, labels = x16\_20)))  
x46 <- as.numeric(as.vector(cut(df\_1$x16, breaks = 10, labels = x16\_10)))  
#Construct reduced granularity dataframes  
df\_2 <- data.frame(x11 = x11, x12 = x12, x13 = x13, x24 = x24, x25 = x25, x26 = x26, y = y)  
df\_3 <- data.frame(x11 = x11, x12 = x12, x13 = x13, x34 = x34, x35 = x35, x36 = x36, y = y)  
df\_4 <- data.frame(x11 = x11, x12 = x12, x13 = x13, x44 = x44, x45 = x45, x46 = x46, y = y)  
#Construct models  
library(rpart)  
  
df\_1.mod <- rpart(y ~ ., data = df\_1)  
df\_2.mod <- rpart(y ~ ., data = df\_2)  
df\_3.mod <- rpart(y ~ ., data = df\_3)  
df\_4.mod <- rpart(y ~ ., data = df\_4)

## [1] "Variable importance with high granularity uninformative vars"

## Overall  
## x11 2.55169623  
## x12 0.90264412  
## x13 1.24738927  
## x14 0.08509515  
## x15 0.13668230  
## x16 0.10924922

## [1] "Variable importance with uninformative vars (50 distinct vals)"

## Overall  
## x11 2.55169623  
## x12 0.90264412  
## x13 1.24738927  
## x24 0.06262627  
## x25 0.12793460  
## x26 0.07365423

## [1] "Variable importance with uninformative vars (20 distinct vals)"

## Overall  
## x11 2.55169623  
## x12 0.90264412  
## x13 1.24738927  
## x34 0.06487874  
## x35 0.10749465  
## x36 0.05263083

## [1] "Variable importance with uninformative vars (10 distinct vals"

## Overall  
## x11 2.55169623  
## x12 0.90264412  
## x13 1.24738927  
## x44 0.03412582  
## x45 0.10152804  
## x46 0.04846781

#### Response

Tree bias due to granularity occurs when a variable’s importance in a tree model is inflated not due to its strong relationship to the response, but merely because of the large number of distinct values that variable takes on. Variables that take on large numbers of distinct values are said to be granular. To demonstrate tree bias due to granularity, we examined a single dataset comprised of some informative and some uninformative variables. By binning the uninformative variables (first to 50 distinct values, then 20, then 10) we were able to reduce their granularity. If bias due to granularity exists in the original high-granularity data, then the variable importance of the uninformative variables should decrease as they are binned to fewer and fewer distinct values.

The plots below show the relationship between X14, an uninformative variable, and the response variable, as the granularity of x14 is decreased.

plot(df\_1$x14, df\_1$y, xlab = "x14, high granularity", ylab = "y", main = "x14 vs. response (high gran)")

![](data:image/png;base64,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)

plot(df\_2$x24, df\_2$y, xlab = "x14, 50 distinct vals", ylab = "y", main = "x14 vs. response (50 distinct vals)")
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plot(df\_3$x34, df\_3$y, xlab = "x14, 20 distinct vals", ylab = "y", main = "x14 vs. response (20 distinct vals)")
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plot(df\_4$x44, df\_4$y, xlab = "x14, 10 distinct vals", ylab = "y", main = "x14 vs. response (10 distinct vals)")
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The code in the **Code** section above shows the construction of the original dataset, along with the process for reducing the granularity of each uninformative variable through binning. This code is followed by variable importance tables for each model as granularity is varied.

As the granularity of the non-explanatory variables decreased, the overall importance of those variables decreased as well. This confirms that increased granularity can bias a tree model toward predictors with greater granularity, even when those predictors contain no information about the response variable.

# KJ 8.3

#### Question

In stochastic gradient boosting the bagging fraction and learning rate will govern the construction of the trees as they are guided by the gradi- ent. Although the optimal values of these parameters should be obtained through the tuning process, it is helpful to understand how the magnitudes of these parameters affect magnitudes of variable importance. Figure 8.24 provides the variable importance plots for boosting using two extreme values for the bagging fraction (0.1 and 0.9) and the learning rate (0.1 and 0.9) for the solubility data. The left-hand plot has both parameters set to 0.1, and the right-hand plot has both set to 0.9:

1. Why does the model on the right focus its importance on just the first few of predictors, whereas the model on the left spreads importance across more predictors?

#### Response

Bagging, short for bootstrap aggregation, is an ensemble technique that combines the predictions from multiple algorithms to make more accurate predictions than any individual model. Bagging is used to reduce variance of a decision tree.

Model on the right has both the bagging fraction and learning rate set at a higher value (0.9) compared to the model on the left (0.1). High learning rate typically results in overfit models and poor performance. High bagging fraction means a larger subset of the predictor variables are selected and the few very important predictors will stand out.

#### Question

1. Which model do you think would be more predictive of other samples?

#### Response

The left model with slow learning rate should be able to better predict the new data. The model with high learning rate can cause the model to converge to a suboptimal solution too quickly and result in overfitting.

#### Question

1. How would increasing interaction depth affect the slope of predictor importance for either model in Fig. 8.24?

#### Response

Interaction depth controls the number of splits and the number of terminal nodes. In maximum depth, each tree contributes equally to the final model with the highest level of variable interactions. Increasing the depth will increase the spread of important variables, thus decreasing the slope.

# KJ 8.7

#### Question

8.7. Refer to Exercises 6.3 and 7.5 which describe a chemical manufacturing process. Use the same data imputation, data splitting, and pre-processing steps as before and train several tree-based models:

1. Which tree-based regression model gives the optimal resampling and test set performance?

#### Code

First, I need to bring in the data. I renamed it cmp so I didn’t have to continuously write ChemicalManufacturingProcess.

library(AppliedPredictiveModeling)  
  
data(ChemicalManufacturingProcess)  
  
cmp <- ChemicalManufacturingProcess

Next, I split the target variable off from the features and checked for missing values.

target <- cmp[,1]  
features <- cmp[,-1]  
  
summary(target)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 35.25 38.75 39.97 40.18 41.48 46.34

cc <- complete.cases(features)  
(length(cc[cc == TRUE])/length(cc))\*100

## [1] 86.36364

missing\_data <- sapply(features, function(x) sum(is.na(x)))  
missing\_data <- data.frame(missing\_data)  
(sum(missing\_data)/(176\*58))\*100

## [1] 1.038401

There were no missing values in the target (thankfully), but about 1% of the data was missing from the features. I decided to simply fill in those missing values with the mean of each feature since over 85% of the data was complete.

na\_to\_mean <- function(x) replace(x, is.na(x), mean(x, na.rm = TRUE))  
features[] <- lapply(features, na\_to\_mean)

The next step is to split the data in train and test sets.

set.seed(12345)  
train\_ind <- sample(seq\_len(nrow(features)),  
 size = floor(0.75\*nrow(features)))  
  
train\_x <- features[train\_ind,]  
test\_x <- features[-train\_ind,]  
  
train\_y <- target[train\_ind]  
test\_y <- target[-train\_ind]

Next, I need to build a couple tree-based models! I’m going to do single trees, random forest, and boosted!

# Single Tree  
library(rpart)  
  
rpartTree <- rpart(train\_y ~ .,  
 data = train\_x,  
 method = "anova")  
  
rpartPredict <- predict(rpartTree, test\_x)  
rmse <- sqrt(mean((test\_y - rpartPredict)^2))  
rmse

## [1] 1.328552

# Random Forest  
library(randomForest)  
  
rfModel <- randomForest(train\_x,  
 train\_y,  
 importance = TRUE,  
 ntress = 1000)  
  
rfPredict <- predict(rfModel, test\_x)  
rmse <- sqrt(mean((test\_y - rfPredict)^2))  
rmse

## [1] 1.106501

# Boosted  
library(gbm)  
  
gbmModel <- gbm.fit(train\_x,  
 train\_y,  
 distribution = "gaussian")

## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 3.2827 nan 0.0010 0.0011  
## 2 3.2807 nan 0.0010 0.0014  
## 3 3.2790 nan 0.0010 0.0013  
## 4 3.2764 nan 0.0010 0.0021  
## 5 3.2739 nan 0.0010 0.0020  
## 6 3.2722 nan 0.0010 0.0012  
## 7 3.2694 nan 0.0010 0.0023  
## 8 3.2674 nan 0.0010 0.0012  
## 9 3.2649 nan 0.0010 0.0019  
## 10 3.2624 nan 0.0010 0.0024  
## 20 3.2382 nan 0.0010 0.0020  
## 40 3.1927 nan 0.0010 0.0018  
## 60 3.1471 nan 0.0010 0.0020  
## 80 3.1068 nan 0.0010 0.0008  
## 100 3.0689 nan 0.0010 0.0019

gbmPredict <- predict(gbmModel, test\_x)

## Using 100 trees...

rmse <- sqrt(mean((test\_y - gbmPredict)^2))  
rmse

## [1] 1.86659

#### Response

I created three different tree-based models: single tree, random forest, and boosted trees. Based on RMSE, the random forest model was the best one (lowestd RMSE).

#### Question

1. Which predictors are most important in the optimal tree-based regression model? Do either the biological or process variables dominate the list? How do the top 10 important predictors compare to the top 10 predictors from the optimal linear and nonlinear models?

#### Code

library(randomForest)  
  
# Look at best model  
varImpPlot(rfModel)
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top\_predictors <- sort(rfModel$importance, decreasing = TRUE)[1:10]

#### Response

The most important predictors in this optimal model are MP32, MP13, BM06, and BM12. The top of the list seems to be pretty split between biological and process variables. Even if you look further down on the list, it stays pretty split the entire way down. This is similar to what was found by our other models in previous problems.

# Recommender System Problem

#### Question

Imagine 10000 receipts sitting on your table. Each receipt represents a transaction with items that were purchased. The receipt is a representation of stuff that went into a customer’s basket – and therefore ‘Market Basket Analysis’.

That is exactly what the Groceries Data Set contains: a collection of receipts with each line representing 1 receipt and the items purchased. Each line is called a transaction and each column in a row represents an item.

Here is the dataset = GroceryDataSet.csv (comma separated file)

You assignment is to use R to mine the data for association rules. You should report support, confidence and lift and your top 10 rules by lift.

#### Code

library(arules)

## Loading required package: Matrix

##   
## Attaching package: 'Matrix'

## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack

##   
## Attaching package: 'arules'

## The following object is masked from 'package:kernlab':  
##   
## size

## The following object is masked from 'package:dplyr':  
##   
## recode

## The following objects are masked from 'package:base':  
##   
## abbreviate, write

library(dplyr)

grocery <- read.transactions('https://raw.githubusercontent.com/dmoste/DATA624/main/HW2/GroceryDataSet.csv')

## Warning in asMethod(object): removing duplicated items in transactions

summary(grocery)

## transactions as itemMatrix in sparse format with  
## 9835 rows (elements/itemsets/transactions) and  
## 8219 columns (items) and a density of 0.0004422899   
##   
## most frequent items:  
## vegetables,whole whole tropical other   
## 940 717 482 460   
## citrus (Other)   
## 453 32700   
##   
## element (itemset/transaction) length distribution:  
## sizes  
## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16   
## 1380 2733 1774 1257 910 601 415 293 166 95 75 44 39 19 11 9   
## 17 18 19 20 21 23   
## 2 3 3 3 1 2   
##   
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1.000 2.000 3.000 3.635 5.000 23.000   
##   
## includes extended item information - examples:  
## labels  
## 1 (appetizer),,,,,,,,,,,,,,,,,,,,,  
## 2 (appetizer),,,,,,,,,,,,,,,,,,,,,,,  
## 3 (appetizer),,,,,,,,,,,,,,,,,,,,,,,,

itemFrequencyPlot(grocery, topN = 20)
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crossTable(grocery, measure = "support", sort = TRUE)[1:5, 1:5]

## vegetables,whole whole tropical other citrus  
## vegetables,whole 0.095577021 0.0000000 0.006405694 0.01403152 0.006202339  
## whole 0.000000000 0.0729029 0.000000000 0.00000000 0.000000000  
## tropical 0.006405694 0.0000000 0.049008643 0.00000000 0.000000000  
## other 0.014031520 0.0000000 0.000000000 0.04677173 0.000000000  
## citrus 0.006202339 0.0000000 0.000000000 0.00000000 0.046059990

rules <- apriori(grocery, control = list(verbose = FALSE),  
 parameter = list(support = 0.001, confidence = 0.25,  
 minlen = 2))  
top\_lift <- sort(rules, by = "lift", decreasing = TRUE)[1:10]  
inspect(top\_lift)

## lhs rhs support confidence coverage lift count  
## [1] {plants,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} => {pot} 0.001016777 1.0000000 0.001016777 894.0909 10  
## [2] {pot} => {plants,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} 0.001016777 0.9090909 0.001118454 894.0909 10  
## [3] {articles,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} => {hygiene} 0.001220132 1.0000000 0.001220132 614.6875 12  
## [4] {hygiene} => {articles,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} 0.001220132 0.7500000 0.001626843 614.6875 12  
## [5] {product,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} => {long} 0.001118454 1.0000000 0.001118454 546.3889 11  
## [6] {long} => {product,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} 0.001118454 0.6111111 0.001830198 546.3889 11  
## [7] {bakery,   
## product,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} => {long} 0.001118454 1.0000000 0.001118454 546.3889 11  
## [8] {bakery,   
## long} => {product,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} 0.001118454 0.6111111 0.001830198 546.3889 11  
## [9] {life,   
## product,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} => {long} 0.001118454 1.0000000 0.001118454 546.3889 11  
## [10] {life,   
## long} => {product,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,} 0.001118454 0.6111111 0.001830198 546.3889 11

top\_support <- sort(rules, by = "support", decreasing = TRUE)[1:10]  
#inspect(top\_support)

#### Response

According to the algorithm, the top ten rules by lift are listed above. The top two rules involve people buying products from the bakery also buying life items. People also tend to buy fruits and vegetables together.