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**Репозиторий**

https://github.com/dmprokhorov

**Постановка задачи**

Необходимо спроектировать и реализовать программный прототип в соответствии с выбранным вариантом. Произвести анализ и сделать вывод на основании данных, полученных при работе программного прототипа.

Базовый функционал должен быть следующим:

• Клиент может присоединиться к серверу, введя логин (у меня это ID процесса).

• С сервером одновременно много играть несколько клиентов.

3. Морской бой. Общение между сервером и клиентом необходимо организовать при помощи очередей сообщений (например, ZeroMQ). Каждый игрок должен при запуске ввести свой логин. Для каждого игрока должна вестись статистика игр (сколько побед/поражений). Игрок может посмотреть свою статистику.

**Общие сведения о программе**

Программа состоит из двух файлов – server.cpp, client.cpp, в которых расположены код сервера, код клиента. Для удобства также был создан Makefile.

**Общий метод и алгоритм решения**

Общение между клиентом и сервером осуществляется как на схеме, изображённой ниже:

![Client-Side Reliability (Lazy Pirate Pattern) - ZeroMQ [Book]](data:image/png;base64,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)

Сначала запускается сервер, потом запускаются клиенты, они сразу же посылают сигнал серверу, что готовы играть, там он их регистрирует по ID процессов. На сервере также хранятся словари с полями игроков, их статистикой, количествами уничтоженных кораблей и так далее. Когда сервер получают какую-то команду, то он получает также и ID игрока, достаёт из словарей всю связанную с игроком информацию и в зависимости от этого выбирает свою команду, посылаемую игроком.

**Исходный код**

**server.cpp**

|  |
| --- |
| #include <zmq.hpp> |
|  | #include <iostream> |
|  | #include <unistd.h> |
|  | #include <map> |
|  | #include <set> |
|  | #include <string> |
|  | #include <vector> |
|  |  |
|  | void random(std::vector<std::vector<char>>& p) |
|  | { |
|  | int j=-1, k, v, l, x[2], y; |
|  | srand(time(0)); |
|  | for(l=4; l>0; l--) |
|  | for(k=5;k-l;k--) |
|  | { |
|  | v = 1&rand(); |
|  | //v = rand() % 2; |
|  | do for (x[v] = 1 + rand() % 10, x[1 - v] = 1 + rand() % 7, y = j = 0; j - l; y |= p[x[0]][x[1]] != '.', x[1 - v]++, j++); while(y); |
|  | x[1 - v] -= l + 1, p[x[0]][x[1]] = '/', x[v]--, p[x[0]][x[1]]='/', x [v]+=2, p[x [0]][x[1]]='/', x[v]--, x[1 - v]++; |
|  | for (j = -1; ++j - l; p[x[0]][x[1]] = 'X', x[v]--, p[x[0]][x[1]] = '/', x[v]+=2, p[x[0]][x[1]]='/', x[v]--, x[1 - v]++); |
|  | p[x[0]][x[1]] = '/', x[v]--, p[x[0]][x[1]] = '/', x[v]+=2, p[x[0]][x[1]] = '/'; |
|  | } |
|  | for (int i = 0; i < 12; ++i) |
|  | { |
|  | std::replace(p[i].begin(), p[i].end(), '/', '.'); |
|  | } |
|  | } |
|  |  |
|  | void send\_message(std::string message\_string, zmq::socket\_t& socket) |
|  | { |
|  | zmq::message\_t message\_back(message\_string.size()); |
|  | memcpy(message\_back.data(), message\_string.c\_str(), message\_string.size()); |
|  | if(!socket.send(message\_back)) |
|  | { |
|  | std::cout << "Error: can't send message from node with pid " << getpid() << "\n"; |
|  | } |
|  | } |
|  |  |
|  | void print(std::vector<std::vector<char>>& p) |
|  | { |
|  | for (int i = 1; i < 11; ++i) |
|  | { |
|  | for (int j = 1; j < 11; ++j) |
|  | { |
|  | std::cout << p[i][j]; |
|  | } |
|  | std::cout << "\n"; |
|  | } |
|  | } |
|  |  |
|  | int main() |
|  | { |
|  | zmq::context\_t context (1); |
|  | zmq::socket\_t socket (context, ZMQ\_REP); |
|  | std::string port, reply; |
|  | std::cout << "Enter the port\n"; |
|  | std::cin >> port; |
|  | socket.bind("tcp://\*:" + port); |
|  | unsigned milliseconds; |
|  | std::cout << "Enter the time that socket should wait for answer from client and send message to client (it is a single value)\n"; |
|  | std::cin >> milliseconds; |
|  | socket.setsockopt(ZMQ\_SNDTIMEO, (int)milliseconds); |
|  | std::map<int, std::pair<unsigned, unsigned>> statistics; |
|  | std::map<int, std::pair<unsigned, unsigned>> amount; |
|  | std::map<int, std::pair<std::vector<std::vector<char>>, std::vector<std::vector<char>>>> fields; |
|  | std::map<int, std::vector<std::pair<unsigned, unsigned>>> possible\_turns; |
|  | std::map<int, std::pair<unsigned, unsigned>> last\_commands; |
|  | std::map<int, bool> finishing; |
|  | std::map<int, std::vector<std::pair<unsigned, unsigned>>> variants; |
|  | while (true) |
|  | { |
|  | zmq::message\_t request; |
|  | socket.recv(&request); |
|  | std::string message(static\_cast<char\*>(request.data()), request.size()), reply; |
|  | std::string command = message.substr(0, message.find(" ")); |
|  | int ID = std::stoi(message.substr(message.find(" ") + 1)); |
|  | std::cout << message << "\n"; |
|  | if (command == "ID") |
|  | { |
|  | statistics[ID] = {0, 0}; |
|  | amount[ID] = {0, 0}; |
|  | //reply = "OK"; |
|  | send\_message("OK", socket); |
|  | } |
|  | else if (command == "Statistics") |
|  | { |
|  | if (statistics.find(ID) != statistics.end()) |
|  | { |
|  | std::pair<unsigned, unsigned> numbers = statistics[ID]; |
|  | reply = std::to\_string(numbers.first) + " " + std::to\_string(numbers.second); |
|  | } |
|  | else |
|  | { |
|  | reply = "Error: player with such ID already exists"; |
|  | } |
|  | send\_message(reply, socket); |
|  | } |
|  | else if (command == "Get") |
|  | { |
|  | print(fields[ID].first); |
|  | send\_message("OK", socket); |
|  | } |
|  | else if (command == "Exit") |
|  | { |
|  | if (statistics.find(ID) != statistics.end()) |
|  | { |
|  | statistics.erase(ID); |
|  | amount.erase(ID); |
|  | fields.erase(ID); |
|  | possible\_turns.erase(ID); |
|  | last\_commands.erase(ID); |
|  | finishing.erase(ID); |
|  | variants.erase(ID); |
|  | } |
|  | //reply = "It was nice to play with you, bye!"; |
|  | send\_message("It was nice to play with you, bye!", socket); |
|  | } |
|  | else if (command == "Begin") |
|  | { |
|  | //std::cout << "Recieved Begin\n"; |
|  | amount[ID] = {0, 0}; |
|  | std::vector<std::vector<char>> server\_field (12, std::vector<char>(12, '.')); |
|  | std::vector<std::vector<char>> player\_field (12, std::vector<char>(12, '.')); |
|  | //std::cout << "Created vectors\n"; |
|  | random(server\_field); |
|  | fields[ID] = {server\_field, player\_field}; |
|  | //std::cout << "Created fields\n"; |
|  | server\_field.clear(); |
|  | player\_field.clear(); |
|  | //std::cout << "Cleared vectors\n"; |
|  | std::vector<std::pair<unsigned, unsigned>> turns (100); |
|  | for (int i = 0; i < 10; i++) |
|  | { |
|  | for (int j = 0; j < 10; ++j) |
|  | { |
|  | turns[i \* 10 + j] = {i, j}; |
|  | } |
|  | } |
|  | //std::cout << "Created turns\n"; |
|  | possible\_turns[ID] = turns; |
|  | finishing[ID] = false; |
|  | last\_commands[ID] = {-1, -1}; |
|  | variants[ID] = {{1, 0}, {-1, 0}, {0, 1}, {0, -1}}; |
|  | turns.clear(); |
|  | //reply = "Start"; |
|  | send\_message("Start", socket); |
|  | } |
|  | else if (command.substr(0, 3) == "Try") |
|  | { |
|  | std::string coordinates = message.substr(0, message.find(" ")); |
|  | std::cout << coordinates << "\n"; |
|  | unsigned horizontal = unsigned(coordinates[3]) - unsigned('0') + 1; |
|  | unsigned vertical = unsigned(coordinates[4]) - unsigned('0') + 1; |
|  | std::cout << horizontal << " " << vertical << "\n"; |
|  | std::pair<std::vector<std::vector<char>>, std::vector<std::vector<char>>> squares = fields[ID]; |
|  | if (squares.first[vertical][horizontal] == 'X') |
|  | { |
|  | squares.first[vertical][horizontal] = 'K'; |
|  | //std::vector<std::pair<unsigned, unsigned>> turns = possible\_turns[ID]; |
|  | for (int i = -1; i < 2; ++i) |
|  | { |
|  | for (int j = -1; j < 2; ++j) |
|  | { |
|  | if ((vertical + i > 0) && (vertical + i < 11) && (horizontal + j > 0) && (horizontal + j < 11)) |
|  | { |
|  | if (squares.first[vertical + i][horizontal + j] == '.') |
|  | { |
|  | squares.first[vertical + i][horizontal + j] = 'w'; |
|  | /\*std::vector<std::pair<int, int>>::iterator it; |
|  | if ((it = std::find(turns.begin(), turns.end(), std::make\_pair(vertical + i, horizontal + j))) != turns.end()) |
|  | { |
|  | arr.erase(arr.begin() + std::distance(turns.begin(), it); |
|  | }\*/ |
|  |  |
|  | } |
|  | } |
|  | } |
|  | } |
|  | //possible\_turns[ID] = turns; |
|  | reply = "Killed"; |
|  | int v = vertical, h = horizontal; |
|  | while ((v > 1) && (squares.first[v][h] == 'K')) |
|  | { |
|  | --v; |
|  | } |
|  | if (squares.first[v][h] == 'X') |
|  | { |
|  | reply = "Wounded"; |
|  | } |
|  | if (reply == "Killed") |
|  | { |
|  | v = vertical; h = horizontal; |
|  | while ((v < 10) && (squares.first[v][h] == 'K')) |
|  | { |
|  | ++v; |
|  | } |
|  | if (squares.first[v][h] == 'X') |
|  | { |
|  | reply = "Wounded"; |
|  | } |
|  | if (reply == "Killed") |
|  | { |
|  | v = vertical; h = horizontal; |
|  | while ((h > 1) && (squares.first[v][h] == 'K')) |
|  | { |
|  | --h; |
|  | } |
|  | if (squares.first[v][h] == 'X') |
|  | { |
|  | reply = "Wounded"; |
|  | } |
|  | if (reply == "Killed") |
|  | { |
|  | v = vertical; h = horizontal; |
|  | while ((h < 10) && (squares.first[v][h] == 'K')) |
|  | { |
|  | ++h; |
|  | } |
|  | if (squares.first[v][h] == 'X') |
|  | { |
|  | reply = "Wounded"; |
|  | } |
|  | } |
|  | } |
|  | } |
|  | if (reply == "Killed") |
|  | { |
|  | amount[ID] = {++amount[ID].first, amount[ID].second}; |
|  | if (amount[ID].first == 10) |
|  | { |
|  | reply = "Won"; |
|  | statistics[ID] = {++statistics[ID].first, statistics[ID].second}; |
|  | } |
|  | } |
|  | } |
|  | else if ((squares.first[vertical][horizontal] == 'K') || (squares.first[vertical][horizontal] == 'w')) |
|  | { |
|  | reply = "Another"; |
|  | } |
|  | else if (squares.first[vertical][horizontal] == '.') |
|  | { |
|  | reply = "Missed"; |
|  | squares.first[vertical][horizontal] = 'w'; |
|  | } |
|  | fields[ID] = {squares.first, squares.second}; |
|  | send\_message(reply, socket); |
|  | } |
|  | else if (command == "Amount") |
|  | { |
|  | std::cout << "Amount: " << amount[ID].first << "\n"; |
|  | send\_message("OK", socket); |
|  | } |
|  | else if (command == "Turns") |
|  | { |
|  | std::vector<std::pair<unsigned, unsigned>> turns = possible\_turns[ID]; |
|  | for (int i = 0; i < turns.size(); i++) |
|  | { |
|  | std::cout << turns[i].first << " " << turns[i].second << "\n"; |
|  | } |
|  | std::cout << "Length is " << turns.size() << "\n"; |
|  | send\_message("Ok", socket); |
|  | } |
|  | else if ((command == "Do") || (command == "Killed")) |
|  | { |
|  | if (command == "Killed") |
|  | { |
|  | std::pair<std::vector<std::vector<char>>, std::vector<std::vector<char>>> squares = fields[ID]; |
|  | std::vector<std::pair<unsigned, unsigned>> turns = possible\_turns[ID]; |
|  | unsigned vertical = last\_commands[ID].first, horizontal = last\_commands[ID].second; |
|  | squares.second[vertical][horizontal] = 'K'; |
|  | //turns.erase(turns.begin() + std::distance(turns.begin(), std::find(turns.begin(), turns.end(), std::make\_pair(vertical, horizontal)))); |
|  | for (int i = -1; i < 2; ++i) |
|  | { |
|  | for (int j = -1; j < 2; ++j) |
|  | { |
|  | if ((vertical + i > 0) && (vertical + i < 11) && (horizontal + j > 0) && (horizontal + j < 11)) |
|  | { |
|  | std::vector<std::pair<unsigned, unsigned>>::iterator it; |
|  | if ((it = std::find(turns.begin(), turns.end(), std::make\_pair(vertical + i, horizontal + j))) != turns.end()) |
|  | { |
|  | turns.erase(turns.begin() + std::distance(turns.begin(), it)); |
|  | } |
|  | if (squares.second[vertical + i][horizontal + j] == '.') |
|  | { |
|  | squares.second[vertical + i][horizontal + j] = 'w'; |
|  | /\*std::vector<std::pair<unsigned, unsigned>>::iterator it; |
|  | if ((it = std::find(turns.begin(), turns.end(), std::make\_pair(vertical + i, horizontal + j))) != turns.end()) |
|  | { |
|  | turns.erase(turns.begin() + std::distance(turns.begin(), it)); |
|  | }\*/ |
|  | } |
|  | } |
|  | } |
|  | } |
|  | fields[ID] = {squares.first, squares.second}; |
|  | possible\_turns[ID] = turns; |
|  | finishing[ID] = false; |
|  | variants[ID] = {{1, 0}, {-1, 0}, {0, 1}, {0, -1}}; |
|  | amount[ID] = {amount[ID].first, ++amount[ID].second}; |
|  | if (amount[ID].second == 10) |
|  | { |
|  | reply = "Lost"; |
|  | amount[ID] = {0, 0}; |
|  | } |
|  | } |
|  | if (!finishing[ID]) |
|  | { |
|  | int length = possible\_turns[ID].size(); |
|  | srand(time(0)); |
|  | int number = rand() % length; |
|  | std::vector<std::pair<unsigned, unsigned>> coordinates = possible\_turns[ID]; |
|  | std::pair<unsigned, unsigned> turn = coordinates[number]; |
|  | std::cout << "Turn is " << turn.first << " " << turn.second << "\n"; |
|  | coordinates.erase(coordinates.begin() + number); |
|  | possible\_turns[ID] = coordinates; |
|  | last\_commands[ID] = turn; |
|  | reply = "Try" + std::to\_string(turn.first) + std::to\_string(turn.second); |
|  | std::cout << "Tried coordinates " << turn.first << " " << turn.second << "\n"; |
|  | } |
|  | else |
|  | { |
|  | int length, number, k = 1; |
|  | std::vector<std::pair<unsigned, unsigned>> positions; |
|  | std::pair<unsigned, unsigned> turn; |
|  | do |
|  | { |
|  | length = variants[ID].size(); |
|  | number = rand() % length; |
|  | positions = variants[ID]; |
|  | turn = positions[number]; |
|  | positions.erase(positions.begin() + number); |
|  | } |
|  | while ((length > 0) && (!((last\_commands[ID].first + turn.first > 0) && (last\_commands[ID].first + turn.first < 11) && (last\_commands[ID].second + turn.second > 0) |
|  | && (last\_commands[ID].second + turn.second < 11)))); |
|  | std::pair<std::vector<std::vector<char>>, std::vector<std::vector<char>>> squares = fields[ID]; |
|  | std::vector<std::pair<unsigned, unsigned>> turns = possible\_turns[ID]; |
|  | unsigned vertical, horizontal; |
|  | do |
|  | { |
|  | send\_message("Try" + std::to\_string(last\_commands[ID].first + turn.first \* k) + std::to\_string(last\_commands[ID].second + turn.second \* k), socket); |
|  | ++k; |
|  | zmq::message\_t answer; |
|  | socket.recv(&answer); |
|  | std::string string(static\_cast<char\*>(answer.data()), answer.size()); |
|  | reply = string.substr(0, string.find(" ")); |
|  | vertical = last\_commands[ID].first + turn.first \* k, horizontal = last\_commands[ID].second + turn.second \* k; |
|  | turns.erase(turns.begin() + std::distance(turns.begin(), std::find(turns.begin(), turns.end(), std::make\_pair(vertical, horizontal)))); |
|  | if ((reply == "Wounded") || (reply == "Killed")) |
|  | { |
|  | squares.second[vertical][horizontal] = 'K'; |
|  | for (int i = -1; i < 2; ++i) |
|  | { |
|  | for (int j = -1; j < 2; ++j) |
|  | { |
|  | if ((vertical + i > 0) && (vertical + i < 11) && (horizontal + j > 0) && (horizontal + j < 11)) |
|  | { |
|  | std::vector<std::pair<unsigned, unsigned>>::iterator it; |
|  | if ((it = std::find(turns.begin(), turns.end(), std::make\_pair(vertical + i, horizontal + j))) != turns.end()) |
|  | { |
|  | turns.erase(turns.begin() + std::distance(turns.begin(), it)); |
|  | } |
|  | if (squares.second[vertical + i][horizontal + j] == '.') |
|  | { |
|  | squares.second[vertical + i][horizontal + j] = 'w'; |
|  | /\*std::vector<std::pair<unsigned, unsigned>>::iterator it; |
|  | if ((it = std::find(turns.begin(), turns.end(), std::make\_pair(vertical + i, horizontal + j))) != turns.end()) |
|  | { |
|  | turns.erase(turns.begin() + std::distance(turns.begin(), it)); |
|  | }\*/ |
|  | } |
|  | } |
|  | } |
|  | } |
|  | } |
|  | else if (reply == "Missed") |
|  | { |
|  | squares.second[vertical][horizontal] = 'w'; |
|  | } |
|  | //fields[ID] = {squares.first, squares.second}; |
|  | } |
|  | while (reply == "Wounded"); |
|  | fields[ID] = {squares.first, squares.second}; |
|  | possible\_turns[ID] = turns; |
|  | variants[ID] = positions; |
|  | if (reply == "Missed") |
|  | { |
|  | reply = "Do"; |
|  | } |
|  | else if (reply == "Killed") |
|  | { |
|  | finishing[ID] = false; |
|  | variants[ID] = {{1, 0}, {-1, 0}, {0, 1}, {0, -1}}; |
|  | amount[ID] = {amount[ID].first, ++amount[ID].second}; |
|  | if (amount[ID].second == 10) |
|  | { |
|  | reply = "Lost"; |
|  | amount[ID] = {0, 0}; |
|  | } |
|  | else |
|  | { |
|  | int length = possible\_turns[ID].size(); |
|  | srand(time(0)); |
|  | int number = rand() % length; |
|  | std::vector<std::pair<unsigned, unsigned>> coordinates = possible\_turns[ID]; |
|  | std::pair<unsigned, unsigned> turn = coordinates[number]; |
|  | coordinates.erase(coordinates.begin() + number); |
|  | possible\_turns[ID] = coordinates; |
|  | last\_commands[ID] = turn; |
|  | reply = "Try" + std::to\_string(turn.first) + std::to\_string(turn.second); |
|  | std::cout << "Tried coordinates " << turn.first << " " << turn.second << "\n"; |
|  | } |
|  | } |
|  | } |
|  | send\_message(reply, socket); |
|  | } |
|  | else if (command == "Missed") |
|  | { |
|  | std::pair<std::vector<std::vector<char>>, std::vector<std::vector<char>>> squares = fields[ID]; |
|  | squares.second[last\_commands[ID].first][last\_commands[ID].second] = 'w'; |
|  | fields[ID] = {squares.first, squares.second}; |
|  | send\_message("Do", socket); |
|  | } |
|  | else if (command == "Wounded") |
|  | { |
|  | finishing[ID] = true; |
|  | int length, number, k = 1; |
|  | std::vector<std::pair<unsigned, unsigned>> positions; |
|  | std::pair<unsigned, unsigned> turn; |
|  | do |
|  | { |
|  | length = variants[ID].size(); |
|  | number = rand() % length; |
|  | positions = variants[ID]; |
|  | turn = positions[number]; |
|  | positions.erase(positions.begin() + number); |
|  | } |
|  | while ((length > 0) && (!((last\_commands[ID].first + turn.first > 0) && (last\_commands[ID].first + turn.first < 11) && (last\_commands[ID].second + turn.second > 0) |
|  | && (last\_commands[ID].second + turn.second < 11)))); |
|  | std::pair<std::vector<std::vector<char>>, std::vector<std::vector<char>>> squares = fields[ID]; |
|  | std::vector<std::pair<unsigned, unsigned>> turns = possible\_turns[ID]; |
|  | unsigned vertical, horizontal; |
|  | do |
|  | { |
|  | send\_message("Try" + std::to\_string(last\_commands[ID].first + turn.first \* k) + std::to\_string(last\_commands[ID].second + turn.second \* k), socket); |
|  | ++k; |
|  | zmq::message\_t answer; |
|  | socket.recv(&answer); |
|  | std::string string(static\_cast<char\*>(answer.data()), answer.size()); |
|  | reply = string.substr(0, string.find(" ")); |
|  | vertical = last\_commands[ID].first + turn.first \* k, horizontal = last\_commands[ID].second + turn.second \* k; |
|  | turns.erase(turns.begin() + std::distance(turns.begin(), std::find(turns.begin(), turns.end(), std::make\_pair(vertical, horizontal)))); |
|  | if ((reply == "Wounded") || (reply == "Killed")) |
|  | { |
|  | squares.second[vertical][horizontal] = 'K'; |
|  | for (int i = -1; i < 2; ++i) |
|  | { |
|  | for (int j = -1; j < 2; ++j) |
|  | { |
|  | if ((vertical + i > 0) && (vertical + i < 11) && (horizontal + j > 0) && (horizontal + j < 11)) |
|  | { |
|  | std::vector<std::pair<unsigned, unsigned>>::iterator it; |
|  | if ((it = std::find(turns.begin(), turns.end(), std::make\_pair(vertical + i, horizontal + j))) != turns.end()) |
|  | { |
|  | turns.erase(turns.begin() + std::distance(turns.begin(), it)); |
|  | } |
|  | if (squares.second[vertical + i][horizontal + j] == '.') |
|  | { |
|  | squares.second[vertical + i][horizontal + j] = 'w'; |
|  | std::vector<std::pair<unsigned, unsigned>>::iterator it; |
|  | /\*if ((it = std::find(turns.begin(), turns.end(), std::make\_pair(vertical + i, horizontal + j))) != turns.end()) |
|  | { |
|  | turns.erase(turns.begin() + std::distance(turns.begin(), it)); |
|  | }\*/ |
|  | } |
|  | } |
|  | } |
|  | } |
|  | } |
|  | else if (reply == "Missed") |
|  | { |
|  | squares.second[vertical][horizontal] = 'w'; |
|  | } |
|  | //fields[ID] = {squares.first, squares.second}; |
|  | } |
|  | while (reply == "Wounded"); |
|  | fields[ID] = {squares.first, squares.second}; |
|  | variants[ID] = positions; |
|  | if (reply == "Missed") |
|  | { |
|  | reply = "Do"; |
|  | } |
|  | else if (reply == "Killed") |
|  | { |
|  | finishing[ID] = false; |
|  | variants[ID] = {{1, 0}, {-1, 0}, {0, 1}, {0, -1}}; |
|  | amount[ID] = {amount[ID].first, ++amount[ID].second}; |
|  | if (amount[ID].second == 10) |
|  | { |
|  | reply = "Lost"; |
|  | amount[ID] = {0, 0}; |
|  | statistics[ID] = {statistics[ID].first, ++statistics[ID].second}; |
|  | } |
|  | else |
|  | { |
|  | int length = possible\_turns[ID].size(); |
|  | srand(time(0)); |
|  | int number = rand() % length; |
|  | std::vector<std::pair<unsigned, unsigned>> coordinates = possible\_turns[ID]; |
|  | std::pair<unsigned, unsigned> turn = coordinates[number]; |
|  | coordinates.erase(coordinates.begin() + number); |
|  | possible\_turns[ID] = coordinates; |
|  | last\_commands[ID] = turn; |
|  | reply = "Try" + std::to\_string(turn.first) + std::to\_string(turn.second); |
|  | std::cout << "Tried coordinates " << turn.first << " " << turn.second << "\n"; |
|  | } |
|  | } |
|  | send\_message(reply, socket); |
|  | } |
|  | /\* |
|  | else if (command == "Left") |
|  | { |
|  | std::pair<unsigned, unsigned> last\_command = last\_commands[ID]; |
|  | last\_command = {last\_command.first, last\_command.second - 1}; |
|  | last\_commands[ID] = last\_command; |
|  | reply = "Try" + std::to\_string(last\_command.first) + std::to\_string(last\_command.second - 1); |
|  | } |
|  | else if (command == "Right") |
|  | { |
|  | std::pair<unsigned, unsigned> last\_command = last\_commands[ID]; |
|  | last\_command = {last\_command.first, last\_command.second + 1}; |
|  | last\_commands[ID] = last\_command; |
|  | reply = "Try" + std::to\_string(last\_command.first) + std::to\_string(last\_command.second + 1); |
|  | } |
|  | else if (command == "Up") |
|  | { |
|  | std::pair<unsigned, unsigned> last\_command = last\_commands[ID]; |
|  | last\_command = {last\_command.first - 1, last\_command.second}; |
|  | last\_commands[ID] = last\_command; |
|  | reply = "Try" + std::to\_string(last\_command.first - 1) + std::to\_string(last\_command.second); |
|  | } |
|  | else if (command == "Down") |
|  | { |
|  | std::pair<unsigned, unsigned> last\_command = last\_commands[ID]; |
|  | last\_command = {last\_command.first + 1, last\_command.second}; |
|  | last\_commands[ID] = last\_command; |
|  | reply = "Try" + std::to\_string(last\_command.first + 1) + std::to\_string(last\_command.second); |
|  | } |
|  | send\_message(reply, socket);\*/ |
|  | } |
|  | return 0; |
|  | } |

**client.cpp**

|  |
| --- |
| #include <zmq.hpp> |
|  | #include <iostream> |
|  | #include <unistd.h> |
|  | #include <vector> |
|  | #include <algorithm> |
|  |  |
|  | void send\_message(std::string message\_string, zmq::socket\_t& socket) |
|  | { |
|  | zmq::message\_t message\_back(message\_string.size()); |
|  | memcpy(message\_back.data(), message\_string.c\_str(), message\_string.size()); |
|  | if(!socket.send(message\_back)) |
|  | { |
|  | std::cout << "Error: can't send message from node with pid " << getpid() << "\n"; |
|  | } |
|  | } |
|  |  |
|  | std::string recieve\_message(zmq::socket\_t& socket) |
|  | { |
|  | zmq::message\_t reply; |
|  | if (!socket.recv(&reply)) |
|  | { |
|  | std::cout << "There's no answer from server\n"; |
|  | exit(1); |
|  | } |
|  | std::string message(static\_cast<char\*>(reply.data()), reply.size()); |
|  | return message; |
|  | } |
|  |  |
|  | void random(std::vector<std::vector<char>>& p) |
|  | { |
|  | int j=-1, k, v, l, x[2], y; |
|  | srand(time(0)); |
|  | for(l=4; l>0; l--) |
|  | for(k=5;k-l;k--) |
|  | { |
|  | v = 1&rand(); |
|  | do for (x[v] = 1 + rand() % 10, x[1 - v] = 1 + rand() % 7, y = j = 0; j - l; y |= p[x[0]][x[1]] != '.', x[1 - v]++, j++); while(y); |
|  | x[1 - v] -= l + 1, p[x[0]][x[1]] = '/', x[v]--, p[x[0]][x[1]] = '/', x [v] += 2, p[x [0]][x[1]] = '/', x[v]--, x[1 - v]++; |
|  | for (j = -1; ++j - l; p[x[0]][x[1]] = 'X', x[v]--, p[x[0]][x[1]] = '/', x[v] += 2, p[x[0]][x[1]] = '/', x[v]--, x[1 - v]++); |
|  | p[x[0]][x[1]] = '/', x[v]--, p[x[0]][x[1]] = '/', x[v]+=2, p[x[0]][x[1]] = '/'; |
|  | } |
|  | for (int i = 0; i < 12; ++i) |
|  | { |
|  | std::replace(p[i].begin(), p[i].end(), '/', '.'); |
|  | } |
|  | } |
|  |  |
|  | void flood(std::vector<std::vector<char>>& p) |
|  | { |
|  | for (int i = 0; i < 12; i++) |
|  | { |
|  | p[i].clear(); |
|  | p[i] = std::vector<char>(12, '.'); |
|  | } |
|  | } |
|  |  |
|  | void print(std::vector<std::vector<char>>& p) |
|  | { |
|  | for (int i = 1; i < 11; ++i) |
|  | { |
|  | for (int j = 1; j < 11; ++j) |
|  | { |
|  | std::cout << p[i][j]; |
|  | } |
|  | std::cout << "\n"; |
|  | } |
|  | } |
|  |  |
|  | int main() |
|  | { |
|  | zmq::context\_t context (1); |
|  | zmq::socket\_t socket (context, ZMQ\_REQ); |
|  | std::string port; |
|  | std::cout << "Enter the port\n"; |
|  | std::cin >> port; |
|  | std::cout << "Connecting to hello world server…" << std::endl; |
|  | unsigned milliseconds; |
|  | std::cout << "Enter the time that socket should wait for answer from server\n"; |
|  | std::cin >> milliseconds; |
|  | socket.setsockopt(ZMQ\_SNDTIMEO, (int)milliseconds); |
|  | socket.setsockopt(ZMQ\_RCVTIMEO, (int)milliseconds); |
|  | socket.connect ("tcp://localhost:" + port); |
|  | send\_message("ID " + std::to\_string(getpid()), socket); |
|  | zmq::message\_t reply; |
|  | /\*if (!socket.recv(&reply)) |
|  | { |
|  | std::cout << "There's no answer from server\n"; |
|  | return 0; |
|  | }\*/ |
|  | recieve\_message(socket); |
|  | std::cout << "If you want to start a game, input Begin\n"; |
|  | std::vector<std::vector<char>> my\_field(12, std::vector<char> (12, '.')); |
|  | std::vector<std::vector<char>> server\_field (12, std::vector<char> (12, '.')); |
|  | std::string command; |
|  | bool playing = false; |
|  | while (std::cin >> command) |
|  | { |
|  | if (command == "Begin") |
|  | { |
|  | playing = true; |
|  | int number; |
|  | flood(my\_field); |
|  | flood(server\_field); |
|  | std::cout << "Do you want to arrange the ships by yourself or generate a random combination? If the first, input 1, else - 2\n"; |
|  | do |
|  | { |
|  | std::cin >> number; |
|  | if ((number < 1) || (number > 2)) |
|  | { |
|  | std::cout << "Error, input 1 or 2\n"; |
|  | } |
|  | } |
|  | while ((number < 1) || (number > 2)); |
|  | if (number == 1) |
|  | { |
|  | int amount = 0, amounts[4], v1, v2; |
|  | for (int i = 0; i < 4; ++i) |
|  | { |
|  | amounts[i] = 0; |
|  | } |
|  | char h1, h2; |
|  | std::cout << "You should input 10 fours of symbols: for example, A 1 A 4, or B 3 E 3\n"; |
|  | while (amount < 10) |
|  | { |
|  | std::cin >> h1 >> v1 >> h2 >> v2; |
|  | if ((v1 < 1) || (v2 < 1) || (v1 > 10) || (v2 > 10)) |
|  | { |
|  | std::cout << "Number must be greater than 0 and less than 11\n"; |
|  | continue; |
|  | } |
|  | if (!((h1 >= 'A') && (h1 <= 'J') && (h2 >= 'A') && (h2 <= 'J'))) |
|  | { |
|  | std::cout << "Letters must be not less than A and not greater than J\n"; |
|  | continue; |
|  | } |
|  | if ((v1 != v2) && (h1 != h2)) |
|  | { |
|  | std::cout << "Ship must be parallel to one of the coordinate axis\n"; |
|  | continue; |
|  | } |
|  | if ((v1 - v2 > 4) || (h1 - h2 > 4)) |
|  | { |
|  | std::cout << "These ships are too long\n"; |
|  | continue; |
|  | } |
|  | int ih1 = int(h1) - int('A') + 1, ih2 = int(h2) - int('A') + 1; |
|  | if (v2 < v1) |
|  | { |
|  | std::swap(v1, v2); |
|  | } |
|  | if (ih2 < ih1) |
|  | { |
|  | std::swap(ih1, ih2); |
|  | } |
|  | if (v1 == v2) |
|  | { |
|  | bool possible = true; |
|  | for (int i = ih1 - 1; i < ih2 + 2; ++i) |
|  | { |
|  | for (int j = -1; j < 2; ++j) |
|  | { |
|  | if ((v1 + j > 0) && (v1 + j < 11) && (i > 0) && (i < 11)) |
|  | { |
|  | if (my\_field[v1 + j][i] == 'X') |
|  | { |
|  | possible = false; |
|  | break; |
|  | } |
|  | } |
|  | } |
|  | if (!possible) |
|  | { |
|  | break; |
|  | } |
|  | } |
|  | if (!possible) |
|  | { |
|  | std::cout << "It is impossible to put the ship, as it will come into contact with another\n"; |
|  | continue; |
|  | } |
|  | else |
|  | { |
|  | int number = ih2 - ih1; |
|  | if (amounts[number] == 4 - number) |
|  | { |
|  | std::cout << "You already have enough ships of this type\n"; |
|  | continue; |
|  | } |
|  | ++amounts[number]; |
|  | for (int i = ih1; i < ih2 + 1; ++i) |
|  | { |
|  | my\_field[v1][i] = 'X'; |
|  | } |
|  | ++amount; |
|  | std::cout << "Successfully created ship\n"; |
|  | } |
|  | } |
|  | else if (ih1 == ih2) |
|  | { |
|  | bool possible = true; |
|  | for (int i = v1 - 1; i < v2 + 2; ++i) |
|  | { |
|  | for (int j = -1; j < 2; ++j) |
|  | { |
|  | if ((ih1 + j > 0) && (ih1 + j < 11) && (i > 0) && (i < 11)) |
|  | { |
|  | if (my\_field[i][ih1 + j] == 'X') |
|  | { |
|  | possible = false; |
|  | break; |
|  | } |
|  | } |
|  | } |
|  | if (!possible) |
|  | { |
|  | break; |
|  | } |
|  | } |
|  | if (!possible) |
|  | { |
|  | std::cout << "It is impossible to put the ship, as it will come into contact with another\n"; |
|  | continue; |
|  | } |
|  | else |
|  | { |
|  | int number = v2 - v1; |
|  | if (amounts[number] == 4 - number) |
|  | { |
|  | std::cout << "You already have enough ships of this type\n"; |
|  | continue; |
|  | } |
|  | ++amounts[number]; |
|  | for (int i = v1; i < v2 + 1; ++i) |
|  | { |
|  | my\_field[i][ih1] = 'X'; |
|  | } |
|  | ++amount; |
|  | std::cout << "Successfully created ship\n"; |
|  | } |
|  | } |
|  | } |
|  | } |
|  | else if (number == 2) |
|  | { |
|  | std::cout << "Random generations of ships will be displayed, if you choose input 1, else 2 - then another arrangement will be displayed\n"; |
|  | int indicator; |
|  | do |
|  | { |
|  | flood(my\_field); |
|  | random(my\_field); |
|  | print(my\_field); |
|  | /\*for (int i = 1; i < 11; ++i) |
|  | { |
|  | for (int j = 1; j < 11; ++j) |
|  | { |
|  | std::cout << my\_field[i][j]; |
|  | } |
|  | std::cout << "\n"; |
|  | }\*/ |
|  | do |
|  | { |
|  | std::cin >> indicator; |
|  | if ((indicator < 1) || (indicator > 2)) |
|  | { |
|  | std::cout << "Indicator must be 1 or 2\n"; |
|  | } |
|  | } |
|  | while ((indicator < 1) || (indicator > 2)); |
|  | } |
|  | while (indicator != 1); |
|  | } |
|  | send\_message("Begin " + std::to\_string(getpid()), socket); |
|  | recieve\_message(socket); |
|  | std::cout << "Input move\n"; |
|  | continue; |
|  | } |
|  | else if (command == "Get") |
|  | { |
|  | send\_message("Get " + std::to\_string(getpid()), socket); |
|  | recieve\_message(socket); |
|  | } |
|  | if (command == "Exit") |
|  | { |
|  | send\_message("Exit " + std::to\_string(getpid()), socket); |
|  | std::string reply = recieve\_message(socket); |
|  | std::cout << reply; |
|  | std::cout << "Input move\n"; |
|  | return 0; |
|  | } |
|  | if (command == "Statistics") |
|  | { |
|  | send\_message("Statistics " + std::to\_string(getpid()), socket); |
|  | std::string reply = recieve\_message(socket); |
|  | std::cout << "You have " + reply.substr(0, reply.find(" ")) + " wons and " + reply.substr(reply.find(" ") + 1) + " loses\n"; |
|  | std::cout << "Input move\n"; |
|  | continue; |
|  | } |
|  | if (command == "My") |
|  | { |
|  | std::cout << "Here is your field\n"; |
|  | print(my\_field); |
|  | std::cout << "Input move\n"; |
|  | continue; |
|  | } |
|  | if (command == "Amount") |
|  | { |
|  | send\_message("Amount " + std::to\_string(getpid()), socket); |
|  | recieve\_message(socket); |
|  | continue; |
|  | } |
|  | if (command == "Server") |
|  | { |
|  | std::cout << "Here is server's field\n"; |
|  | print(server\_field); |
|  | std::cout << "Input move\n"; |
|  | continue; |
|  | } |
|  | if (command == "Turns") |
|  | { |
|  | send\_message("Turns " + std::to\_string(getpid()), socket); |
|  | recieve\_message(socket); |
|  | } |
|  | if (command == "Try") |
|  | { |
|  | if (!playing) |
|  | { |
|  | std::cout << "You aren't playing at the moment. Start a new game\n"; |
|  | continue; |
|  | } |
|  | else |
|  | { |
|  | int v; |
|  | char h; |
|  | while (true) |
|  | { |
|  | std::cin >> h >> v; |
|  | if (!((h >= 'A') && (h <= 'J'))) |
|  | { |
|  | std::cout << "Letters must be not less than A and not greater than J\n"; |
|  | continue; |
|  | } |
|  | else if ((v < 1) || (v > 10)) |
|  | { |
|  | std::cout << "Numbers must be greater than 0 and less than 11\n"; |
|  | continue; |
|  | } |
|  | break; |
|  | } |
|  | send\_message("Try" + std::to\_string(int(h) - int('A')) + std::to\_string(v - 1) + " " + std::to\_string(getpid()), socket); |
|  | std::string reply = recieve\_message(socket); |
|  | std::cout << "Reply: " << reply << "\n"; |
|  | if ((reply == "Killed") || (reply == "Wounded")) |
|  | { |
|  | server\_field[v][int(h) - int('A') + 1] = 'K'; |
|  | if (reply == "Killed") |
|  | { |
|  | std::cout << "You killed one of the server's ships\n"; |
|  | } |
|  | else |
|  | { |
|  | std::cout << "You wounded one of the server's ships\n"; |
|  | } |
|  | std::cout << "Input move\n"; |
|  | continue; |
|  | } |
|  | if (reply == "Another") |
|  | { |
|  | std::cout << "You have already entered these coordinates. Input something new\n"; |
|  | continue; |
|  | } |
|  | if (reply == "Won") |
|  | { |
|  | std::cout << "You won this game!\n"; |
|  | playing = false; |
|  | continue; |
|  | } |
|  | if (reply == "Missed") |
|  | { |
|  | server\_field[v][int(h) - int('A') + 1] = 'w'; |
|  | send\_message("Do " + std::to\_string(getpid()), socket); |
|  | while (true) |
|  | { |
|  | reply = recieve\_message(socket); |
|  | if (reply.substr(0, 3) == "Try") |
|  | { |
|  | std::cout << "Server's turn: " << char(int(reply[4] - int('0') + 'A')) << " " << int(reply[3]) - int('0') + 1 << "\n"; |
|  | //reply = std::to\_string(int(reply[4]) - int('0')) + " " + reply[3]; |
|  | } |
|  | else |
|  | { |
|  | std::cout << "Server's reply: " << reply << "\n"; |
|  | } |
|  | if ((reply == "Lost") || (reply == "Do")) |
|  | { |
|  | break; |
|  | } |
|  | int hor = int(reply[4]) - int('0') + 1, ver = int(reply[3]) - int('0') + 1; |
|  | if (my\_field[ver][hor] == 'X') |
|  | { |
|  | reply = "Killed"; |
|  | int v = ver, h = hor; |
|  | my\_field[v][h] = 'K'; |
|  | for (int i = -1; i < 2; i++) |
|  | { |
|  | for (int j = -1; j < 2; ++j) |
|  | { |
|  | if (my\_field[v + i][h + j] == '.') |
|  | { |
|  | my\_field[v + i][h + j] = 'w'; |
|  | } |
|  | } |
|  | } |
|  | while ((v > 1) && (my\_field[v][h] == 'K')) |
|  | { |
|  | --v; |
|  | } |
|  | if (my\_field[v][h] == 'X') |
|  | { |
|  | reply = "Wounded"; |
|  | } |
|  | if (reply == "Killed") |
|  | { |
|  | v = ver; h = hor; |
|  | while ((v < 10) && (my\_field[v][h] == 'K')) |
|  | { |
|  | ++v; |
|  | } |
|  | if (my\_field[v][h] == 'X') |
|  | { |
|  | reply = "Wounded"; |
|  | } |
|  | if (reply == "Killed") |
|  | { |
|  | v = ver; h = hor; |
|  | while ((h > 1) && (my\_field[v][h] == 'K')) |
|  | { |
|  | --h; |
|  | } |
|  | if (my\_field[v][h] == 'X') |
|  | { |
|  | reply = "Wounded"; |
|  | } |
|  | if (reply == "Killed") |
|  | { |
|  | v = ver; h = hor; |
|  | while ((h < 10) && (my\_field[v][h] == 'K')) |
|  | { |
|  | ++h; |
|  | } |
|  | if (my\_field[v][h] == 'X') |
|  | { |
|  | reply = "Wounded"; |
|  | } |
|  | } |
|  | } |
|  | } |
|  | } |
|  | else |
|  | { |
|  | reply = "Missed"; |
|  | my\_field[ver][hor] = 'w'; |
|  | } |
|  | std::cout << "Our reply is " << reply << "\n"; |
|  | send\_message(reply + " " + std::to\_string(getpid()), socket); |
|  | } |
|  | if (reply == "Lost") |
|  | { |
|  | std::cout << "You lost this game\n"; |
|  | playing = false; |
|  | continue; |
|  | } |
|  | } |
|  | } |
|  | } |
|  | } |
|  | return 0; |
|  | } |

**Демонстрация работы программы**

Её не будет, так как игра долгая.

**Минусы:** я попытался реализовать интеллектуальную систему, где если сервер ранит корабль, то старается его добить следующими ходами. Из-за этого программа иногда зацикливается, возможно это происходит с кораблями, соприкасающимися с границей, однако точного объяснения у меня нет.

**Выводы**Данный курсовой проект оказался довольно интересным. Я закрепил свои знания по zeromq, однако программа писалась хоть и на скорую руку, но в процессе довольно долго, поэтому получилась недоделка.