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# Abstract

“Standard ML (SML) is a safe, modular, strict, functional, polymorphic programming language with compile-time type checking and type inference, garbage collection, exception handling, immutable data types and updatable references, abstract data types, and parametric modules”. Developers of compilers, programmers, and others collaborating with theorem provers have used it to create formal proofs [1]. A free and open-source compiler called SML/NJ offers an SML programming environment. While it does not evaluate, SML/NJ processes the instructions in a manner like the well-known REPL (Read-Eval-Print-Loop) approach. It reads, parses, does type checks, compiles, links, runs, and modifies global environments. It loops back through the full cycle until all the instructions have been carried out. The term "script" in this article refers to a file containing source code which are also executable files. SML/NJ doesn’t have the capability to execute a script. *smlnj-script* originally developed by project supervisor Dr Joe Wells, gave the capability to build SML scripts in a file and run like regular operating system files. Additional features of *smlnj-script* include support for Unicode and regular expressions. *smlnj-script* is a slightly modified version of SML/NJ which gives the capability to execute SML programs as a script. *smlnj-script* is written as a layer on top of SML/NJ. This dissertation aims to add and merge all *smlnj-script* features into SML/NJ and eliminate the need to maintain *smlnj-script* as a separate implementation. Students, programmers, and developers will benefit from the ability to write SML source code in a script and have them run like Python or Perl.
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# List of Abbreviations

SML Standard ML.

SML/NJ Standard ML of New Jersey.

CM Compilation and Library Manager (a component of SML/NJ).

JSON JavaScript Object Notation.

REPL Read-Eval-Print Loop (In SML world REPL is used to denote read, parse, type check, compile, link and execute.)
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# 1. Introduction

## Basic Concepts

This paragraph will aid readers in understanding the purpose. Most programming languages break down the execution of a program's source code into stages like compilation, linking, and execution. In contrast to certain other programming languages like Python and Perl, where the programme can be run straight from the source code, the user must conduct or provide instructions for each phase in the former languages. Additionally, in some programming languages, running a programme on the command line requires passing the instructions through a wrapper script, which necessitates the need of two files. One of the main goals of this project is to execute an SML programme in one step like a script.

## Aim

SML is a procedural language that supports higher-order functions and abstraction. Developers of compilers, programmers, and others collaborating with theorem provers have used SML to create formal proofs [1]. Though SML/NJ (a free and open-source compiler) offers an SML programming environment, it doesn’t evaluate and processes the instructions in a manner like the well-known REPL (Read-Eval-Print-Loop) approach. It reads, parses, does type checks, compiles, links, runs, and modifies global environments. It loops back through the full cycle until all the instructions have been carried out. SML/NJ doesn’t have the capability to execute a script (file containing source code which are also executable files). *smlnj-script* originally developed by project supervisor Dr Joe Wells, gave the capability to build SML scripts in a file and run like regular operating system files. Additional features of *smlnj-scripts* include support for Unicode and regular expressions. *smlnj-script* is a slightly modified version of SML/NJ which gives the capability to execute SML source code as a script. *smlnj-script* is written as a layer on top of SML/NJ. This dissertation aims to add and merge all *smlnj-script* features into SML/NJ and eliminate the need to maintain *smlnj-script* as a separate implementation. Students, programmers, and developers will benefit from the ability to write SML source code in a script and have them run like Python or Perl.

The project's goal is to make it easier for college students to complete their class assignments so they can create and execute SML source code as a script. Additionally, the project seeks to cooperate with SML/NJ implementors to include these new capabilities and have SML/NJ published in the future with these features.

## Objectives

The SML-NJ code will be examined for suitable places where the *smlnj-script* features can be added or merged. Before merging with SML/NJ, *smlnj-script* features will be evaluated for compatibility with the most recent version of SML/NJ and will be modified to meet new standards. SML/NJ implementors will be given information on the new features, and we'll work to have them included in a future version.

## Stakeholder

Below are the stakeholders of this work.

|  |  |
| --- | --- |
| Stakeholders | Interests |
| *Primary:* | *Have direct relationship to the project* |
| Dayanandan Natarajan (myself) | Student working on this project. |
| Dr Joe Wells | Supervisor and original author of *smlnj-script*. |
| SML/NJ Implementors | They are the maintainers of SML/NJ and publish the SML/NJ upgrades. |
| *Secondary:* | *Have indirect relationship to the project* |
| Students | Beneficiaries of the resultant product. |
| Programmers | Beneficiaries of the resultant product. |
| Developers | Beneficiaries of the resultant product. |

# 2. Literature Review

## Standard ML (SML ’90 & ‘97)

Standard ML ‘90 is a procedural language that supports higher-order functions and abstraction very strongly because it is highly typed. SML maintains fairly like the λ-calculus in terms of syntax and semantics. The language has undergone a minor change and simplification to become Standard ML '97. A new SML base library was included with the language definition to allow a variety of systems and applications programming. It has a large selection of pre-defined modules that include fundamental types, input/output capabilities, and interfaces for portable operating system interaction [6].

## Implementations of SML

There are multiple variants of SML implementations available, from interpreters to byte-code compilers, to incremental compilers, to whole-program compilers. The two main capabilities which differ them are REPL and FFI. An interactive top-level read-eval-print-loop (REPL) capability enables users to enter specific top-level SML declarations, which are subsequently parsed, type verified, executed (either as machine code or as interpreted code), and the results are displayed. FFI (foreign function interface) enables calling of SML from other languages as well as functions in C libraries and other languages [7].

Some of the main implementations are,

* MLton
* SML/NJ
* Poly/ML
* SML#

For our dissertation we will be seeing more of SML/NJ.

## SML/NJ

SML/NJ is an open-source compiler and programming environment for SML, which was developed at Bell Labs. It was initially created in collaboration between Princeton University and Bell Laboratories, and later joined by Yale University and AT&T. The most recent version of SML/NJ implements the Standard ML language's SML '97 revision, including the standard basis library. The SML/NJ source code is provided without charge or warranty. In accordance with the relevant licence and copyright notice, anybody may use, copy, modify, and distribute the software [8].

Except for the runtime system, which is written in C, SML/NJ is primarily written in Standard ML. Numerous big systems have been implemented using it, particularly in the areas of applied logic and verification, programme analysis, and advanced compilers [8].

Some of the key features of the SML/NJ system are below [8],

1. An interactive top level based on incremental compilation is offered by SML/NJ.
2. SML/NJ uses Compilation Manager (from Matthias Blume), to simplify the development of large software projects.
3. A range of general-purpose data structures, algorithms, and utilities are offered by the SML/NJ library (such as finite sets and maps, regular expressions, pretty-printing). The other main SML implementations also use SML/NJ library and are periodically resynchronized. SML/NJ library not necessarily denoted as SML/NJ.
4. Higher-order functors, OR-patterns (logical "or" operations), first-class continuations, and other helpful features are added to the SML '97 language by SML/NJ.
5. Higher-order *functor* is a module that take one or more other modules as a parameter [18][19].
6. First-class continuations are continuations used as values. Continuations can be the value of a variable, an argument for a function call, or the return value of a function. It can be considered as a function since it takes a value and produces a value [17].
7. A simple quote/anitquote mechanism offers support for manipulating "object languages". The command arguments contain the protected characters get passed along [20].

## Programming process – Compile, Link and Execute

A program written in any programming language needs to be compiled and linked before execution. Programming languages vary in this process; they can be either compiled or interpreted based on how they are compiled, linked, and executed [15][16].

Compiled Programming Languages
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Description automatically generated](data:image/png;base64,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)

Image1: Compiled Languages [16].
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Image2: Interpreted Languages (ex: Python/Perl) [16].

Programming language like Java doesn’t fit either in compiled or interpreted language, they have their own compiler which converts the source code into byte code which can be run on any machine using their own interpreter.

## SML/NJ Compilation and Execution

When SML/NJ is started over the command line, it gets loaded and prompts to enter a top-level declaration through keyboard. When a top-level declaration is given to the prompt with a termination character semicolon (‘;’); SML/NJ understands the end of declaration and starts to process the declaration. “SML/NJ performs the following actions: elaborate (performs type checking and static analyses), compile (obtain executable machine code), execute, and finally print the result of this declaration” [22].

Rather than typing the program in top-level declarations it can be put together in a single file and loaded into SML/NJ system. SML/NJ processes the instructions using a method like the well-known REPL (Read-Eval-Print-Loop) methodology, though it does not evaluate. It reads, parses, does type checks, compiles, links, runs, and modifies global environments. It repeats the entire cycle in loops until all the instructions are processed. Once all the declarations in the program have been compiled and executed. Here comes an optional handy feature dumping, which creates a completely pre-compiled version of the program that can start-up faster.

At any given point of time, the snapshot of application’s memory called as heap dump contains information in binary format, they contain information like objects in memory, their values, their size, and reference to other objects [23]. SML/NJ gives the capability to ship a program heap; upon loading a file in to SML/NJ compiler, it gets parsed, compiled, and executed. Dumping saves the system heap into a file. This file, which is a virtual memory image and not an executable, can be exported [22]. The exported heap can be executed by feeding the argument of the heap file to SML over a shell script.

Compilation and Library Manager (CM) is used for managing the compilation of SML programs and its required libraries. SML programs can be organized into separate modules with its own source file with CM. It also allows each module to be compiled independently, and compiled code to be linked together to form a complete program. Each module is compiled and linked in the proper order thanks to CM's management of inter module dependencies. This helps to prevent problems with circular dependencies and guarantees that the programme is successfully compiled and linked.

A library manager is another feature of the CM system that enables the management and usage of SML libraries in SML programmes. An assortment of SML modules that can be utilised in various SML programmes make up a library.

With a separate source file for each module, libraries can be provided using the library manager in the same way that modules are. The library manager also handles the dependencies between modules in the library, ensuring that they are compiled and linked in the correct order. When a library is used in an SML program, the library manager automatically handles the loading and linking of the required library modules.

Overall, the CM system provides a powerful and flexible way to manage the compilation and linking of SML programs and libraries. By organizing programs and libraries into separate modules and managing the dependencies between them, CM helps to ensure that SML programs are correct, reliable, and maintainable [24]. CM gives the capability to load a specific file from the libraries which are precompiled. It can be loaded and added into the memory image whenever required.

To execute a SML program, the end-user needs to have two files, a program, and a wrapper script. The SML program will be run using the instructions in the wrapper script. Sometimes a long command line can be used as an alternative to a wrapper script. For example, to run a program ‘helloworld.sml’ there should be wrapper script ‘helloworld.sh’ available with instructions as below,

#!/bin/sh  
sml /full/path/of/directories/to/helloworld.sml

## *smlnj-script*

*smlnj-script* program is an extension to SML/NJ implementation. In SML/NJ, reading, parsing, type checking, compiling, linking, execution, modify global environments and looping happens in separate phases and the program is executed through instructions in a wrapper script. Unix has a special support for script; with a special instruction (program name preceded by a sharp exclamation) inside the script, the path that was initially used when attempting to start the script is passed to the interpreter programme that is given by the loader as an argument, allowing the programme to use the file as input data [14]. *smlnj-script* is an extension to SML/NJ and designed to perform all the operations in a single phase through a single file like Python or Perl. It also includes run time machinery, with additional utility functions defined and a specialized start-up routine. Here are *smlnj-script* capabilities,

1. All the features of the SML language (as implemented by SML/NJ).
2. A portion of SML Basis Library that is provided by the SML/NJ implementation.
3. SML/NJ library.
4. New functions added as part of SmlnjScriptUtils *structure*.

## What happens when *smlnj-script* gets loaded?

Whenever a user tries to run a script or load the *smlnj-script* directly, the SML/NJ gets preloaded, then it dumps the entire virtual memory image (of everything that’s loaded in SML/NJ at that moment) into a heap file, converts the file into assembly code, gets assembled by an assembler into a binary file which can be executed at a later stage. Upon execution it recreates a memory image and starts it up again as *smlnj-script*.

## Key features of *smlnj-script*

The *smlnj-script* has the following key features,

1. Execute as a script:

The very first and most important feature of *smlnj-script* is the ability to run the sml source code as a script. It has the capability to recognise the script as a SML source code and process the instructions in the file by passing them through REPL.

1. Silencing the Compiler:

Running a script through *smlnj-script* goes thru this redevelopment loop, cycle of read, parse, type check, compile, links, execute and modify global environment. The compiler produces bunch of output messages printed for each operation which is going to confuse the user especially when there is a compilation error. silenceCompiler function gives the capability to turns off these compiler messages like print of the name, type, and value of all identifiers that get added to the top-level environment, autoloading and compilation error messages. This completely silences the compiler and hides type error messages. There is no option to turn off the messages while keeping the error messages [10]. silenceCompiler function intercept the compiler messages, accumulates these messages, and stores them in a variable to be printed to the user at a later stage when there is a compilation error or program crashes.

val silenceCompiler : unit -> unit = SmlnjScriptUtils.silenceCompiler

1. Overloading toString function:

SML/NJ has the limitation on overloading toString operator especially with complex types like constructors with arguments. To print out a list of integers or real numbers or float data types a custom-built function is needed. The toString overloading function needs further improvement and advancements to support string functions.

The toString (and %) overloaded operator:

val % : 'a -> string = ...

val toString : 'a -> string = ...

The % and toString operators are both overloaded operators to convert many types into strings. They are equivalent to Int.toString, Bool.toString, Real.toString, etc. There is a room for improvement to add support for more types, provided the type is “atomic” with SmlnjScriptUtils.extendToString [10].

1. The SmlnjScriptUtils structure:

The SmlnjScriptUtils *structure*, denoted by the short name ‘U’, is a collection of functions with its own features.

structure SmlnjScriptUtils = ...

structure U = SmlnjScriptUtils

Some of those functions are,

* + 1. The raisePrintingLimitsToMax function:

val raisePrintingLimitsToMax : unit -> unit = ...

The function is very useful while debugging and the default limits cause too much of the data structures to be truncated when printed by the compiler [10].

* + 1. The interact and continue functions:

val interact : unit -> unit = ...

val continue : unit -> unit = ...

The function interact will interrupt the script and transfers control to the user who is at the keyboard, and function continue resumes execution by returning from a call to interact [10].

* + 1. The extendToString function

val extendToString : string -> unit = ...

The function extendToString extends the top-level overloaded operators toString and % with an additional case. Supply the name of a function of type T -> string where T is an “atomic” type. The type T is atomic when it is a type name without arguments and there is no definition available in scope that allows the compiler to deduce it is equal to a non-atomic type [10].

* + 1. The evalString and useString functions:

val evalString : string -> unit = ...

val useString : string -> unit = ...

Both evalString and useString enter into a loop of parsing the string to find a prefix that is a top-level SML form, type checking and compiling this form, and executing the resulting machine code, and then repeating with the rest of the string. The difference is that evalString throws any new top-level definitions away when it is done and returns (only their side-effects persist) while useString extends the top-level environment with the new definitions when it returns. In both cases new top-level definitions are available for remaining forms processed during the call to evalString or useString [10].

* + 1. The StringSet and StringMap *structures*:

structure StringSet : ORD\_SET = ...

structure StringMap : ORD\_MAP = ...

The *structures* StringSet and StringMap provide implementations of sets and finite maps (finite maps are sometimes called “dictionaries” or “associative arrays”) for the type “string”. The operations available are defined in the ORD\\_SET and ORD\\_MAP *signatures*, which are part of the SML/NJ library [10].

* + 1. The q and qq quoting functions:

val q = SmlnjScriptUtils.q

val qq = SmlnjScriptUtils.qq

The functions q and qq are abbreviations for things in SmlnjScriptUtils, giving you a compact syntax for writing strings with stuff spliced into a string template. These operators are intended to be used with SML/NJ’s quasiquote syntax to make quoting operators [10]. The quasiquote syntax is also supported by Moscow ML and the ML Kit, but is not supported by some other major SML implementations like MLton and Poly/ML.

To illustrate, here are some expressions that evaluate to true:

let val x = 7 in q`The value of x is ^(% x)!` = "The value of x is 7!" end

let val y = "Jack" in qq`My name is ^y.\n` = "My name is Jack.\n" end

In the above code, the use of ‘% x’ is a use of toString feature. Both ‘q’ and ‘%’ are two independent features, combined together they give the capability to print a string in middle of a string or include value of a variable. The difference between q and qq is that qq interprets SML-style escape syntax in the literal text while q does not. For example, this evaluates to true:

q`This is not a newline: \n` = "This is not a newline: \\n"

The names q and qq are loosely inspired by Perl’s q and qq operators [10].

1. Dumping and Creating executable:

SML/NJ gives the ability to dump and load back contents of virtual memory in the form of heap image into a file. When a SML is started again (later), by passing a special command line instructions through another script, the contents of the memory can be discarded and loaded with the contents of the heap image. *smlnj-script* uses SML/NJ’s built-in utility functions *exportML* to save the heap image (current state of SML/NJ) in a file [22], *exportFN* to save the current state in the form of a function (function upon restarting takes in shell command-line arguments) in a file [22], and ‘heap2exec’ to convert heap image into an executable which can be run faster. ‘heap2exec’ wraps the binary SML/NJ runtime image and converts heap image into one executable. It makes use of built-in utility ‘heap2asm’ to build a stand-alone executable from the image [25], which can be used at a later stage.

1. CM Autoloading:

Some of the libraries which come with SML/NJ as part of Compilation and Library Manager are not loaded initially. It needs some expertise to load these libraries which is unusual for an end user. *smlnj-script* loads such libraries and make them available to the user, one of the common is regular expression library. This eliminates the need for end user’s knowledge on CM.autoload.

1. Parse, Eval & Format:

Parse, Eval & Format gives the capability to make use of compilers ability to pretty print data which it has for implementing the redevelopment loop. In the last phase of the loop the results are printed out, SML/NJ has built-in ability to print out results of many types though they are not ordinarily available to the end users and programmers. At the end of each iteration loop this stores the value of the expressions which need to be printed out in a variable. It ignores the irrelevant part and keeps only the relevant part. This helps to convert the data of many types to strings.

1. Parser Combinators:

Parser Combinators gives the capability to operate on streams of arbitrary types rather than just streams of chars. This allows to implement Unicode support using the utf8 encoding.

1. UTF8 processing:

This module provides a structure with types and utility functions to work with Unicode characters written in utf8. It also provides structure with definitions which are needed during bootstrap and normal use. This gives the ability to create stream of Unicode characters from a stream of bytes (old style ASCII characters).

1. Process function:

*smlnj-script* gives a value-added interface on top of the subprocess handling available in SML/NJ.

1. XML Wrapping:

This module is derived from SML XML library and work of Tom Murphy VII, which is again a wrapper of ‘fxp’ [27]. It is used to parse XML files.

1. Utility functions:

*smlnj-script* have utility functions to handle basic data operations and load required libraries. Structures String and CharVector have good overlap, some members in CharVector don’t have no equivalents in String and the same goes for Substring and CharVectorSlice. The function is customized to give the capability of string repetitions, concatenations, comparison, and conversion operations. One of the capabilities is to auto load JSON library, so that end user need not to load the JSON library.

## How to run a script?

In UNIX, to execute a file or script, the script should start with a hashbang (‘#!’) character followed by the path to the interpreter and any optional argument as follows,

#!PATH-TO-INTERPRETER OPTIONAL-ARGUMENT

and followed by instructions in the subsequent lines. The script also need execute permission. Section 2.13 will explain in detail on what happens when a script is executed.

## How to run *smlnj-script?*

*smlnj-script* file also follows the same rule as mentioned in 2.9. Let’s see a sample script ‘HellolWorld’ that runs *smlnj-script*, the script will start with the below statement followed by instructions in the subsequent lines.

#!/usr/bin/env smlnj-script P

When the above script is executed as below,

./HelloWorkd

the operating system will run the ‘/usr/bin/env’ program with the arguments ‘smlnj-script’ and P.

The Interpreter can be invoked directly passing it the name of the script as its first argument. For example, to run a script ‘HelloWorld’ with three arguments arg1, arg2 and arg3, the interpreter can be invoked as below,

smlnj-script HelloWorld arg1 arg2 arg3

The script ‘HelloWorld’ doesn’t need to have ‘execute’ permission if it’s going to be passed as argument to interpreter.

## How to work with SML/NJ?

Users can invoke SML/NJ by typing the key word ‘SML’ over command prompt in Windows or terminal in Linux, which will load SML in interaction mode,

$ sml

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 16 18:42:54 2023]

-

Users can break the interactive mode and come out of SML/NJ by issuing the keyboard shortcut ‘Ctrl+D’ or by issuing the SML command (OS.Process.exit OS.Process.success).

$ sml

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 16 18:42:54 2023]

- ^D

$

Users can type in the instructions line by line with the delimiter semicolon (‘;’) at the end of line. The semicolon denotes the end of line and instructs the compiler to process the line thru REPL.

$ sml

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 16 18:42:54 2023]

- val x = "Hello World\n";

val x = "Hello World\n" : string

- print x;

Hello World

val it = () : unit

-

If an instruction is not delimited by a semicolon, the compiler will assume the instructions are continuing in next line and wait for a semicolon to mark the end of the instruction and submit it for REPL.

- val x = "Hello World\n"

= ;

val x = "Hello World\n" : string

- print

= x

= ;

Hello World

val it = () : unit

-

## What happens when SML/NJ is loaded?

Now we know when a user invokes SML/NJ, an interactive system gets loaded and available to the user so that the instructions are keyed-in line by line to get processed. Let’s go little deep into what happens after the SML/NJ is invoked and before the interactive terminal is presented to the user.

SML/NJ is built on both C and SML language. The key functions to interact with the operating system are written in C and SML is used to write the additional functions on top of it. If we look closely into the installation log of SML/NJ, we can understand this, all the C programs will be compiled and loaded first to create a run file and followed by all SML code parsed, compiled and loaded (which generates a heap image). The run file made of C binaries is an executable which takes the heap image as argument to load the SML.

Log from terminal when SML is invoked,

$ sml

CMD=`basename "$0"`

basename "$0"

++ basename /usr/local/smlnj/bin/sml

+ CMD=sml

…

…

exec "$RUN" @SMLcmdname="$0" "$HEAP" $ALLOC "$@"

+ exec /usr/local/smlnj/bin/.run/run.x86-darwin @SMLcmdname=/usr/local/smlnj/bin/sml @SMLload=/usr/local/smlnj/bin/.heap/sml

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 16 18:42:54 2023]

-

C executables starts the boot process which creates a boot environment and loads default basic functions creating a pervasive environment for the interactive system. When the boot environment is loaded, it looks for any command line arguments supplied by user and if there is any, it will be verified and validated against the pre-defined values and appropriate action is performed. The pervasive environment is binded with basic functions like arithmetic operations, string operations, infix binding of symbols and overloaded bindings that use overloaded declarations. When the interactive system is made available to the user, not all the structures are pre-loaded, only the structures which contains the basic functions are loaded. Not all the structures are loaded to minimize the usage of memory and to optimize the performance. Auto-loading process helps to load the necessary libraries in the pervasive environment. A select few important libraries are set up to automatically load and are made available in the top-level environment as needed.

## What happens when a script is executed?

In this section we will discuss about what happens when a script is executed over command prompt or terminal in Unix machine. When a script is executed, the shell interpreter will verify for execute permissions available on the script and if so, it will proceed with identifying the interpreter to be used. Once the interpreter is identified it continues to read and execute the instructions in the file.

Example:

$ ./samplescript

or

$ ./samplescript.sh

In case the execute permission is not available on the file, it be can be given using ‘chmod’ command over the command prompt or terminal,

Example:

$ chmod +x samplescript

$ ./samplescript

or

$ chmod +x samplescript.sh

$ ./samplescript.sh

From section 2.9 we know that the scripts in Unix start with ‘#!’, the character sequence commonly referred as ‘hashbang’ (also called as ‘sharp-exclamation’ and ‘shebang’). When a file starting with a hashbang is executed over operating system command prompt, the program loader parses the first line as an interpreter directive [26]. The program loader will execute the specified interpreter along with the path of the script passed as an argument to the interpreter.

For example, if a script starts as below,

#!/usr/bin/env perl

The script will be executed using the env command with the user's $PATH environment variable for the specified interpreter, in this case its Perl. Any additional arguments specified in the script first line will also be passed along to the interpreter.

For example, if a script starts as below,

#!/usr/bin/env -Ssml –arg1

The script will be executed using the env command with the user’s $PATH environment variable for the specified interpreter. The -S option is used to pass the interpreter as an argument to the env command. The ‘sml’ argument following the -S option specifies the interpreter to use. In this case, the interpreter being used to execute the script is SML. Any argument following the interpreter will be passed on as additional argument to the interpreter. In this case, the argument ‘arg1’ is passed to the SML interpreter. If there are more additional arguments, they all will be passed along followed by end the path of the script.

## What to be updated in SML/NJ?

As we know from the main objective of this dissertation, SML doesn’t have the feature where a script with SML source code can’t be executed. In other terms a script with SML source code can’t be executed even if SML interpreter is passed as argument to env. Logically the script gets executed by the operating system but unsuccessful because SML doesn’t have the capability to receive the arguments passed from program loader when a script is executed. SML does have the capability to receive the arguments if the interpreter is invoked directly over the terminal or command prompt.

For example, SML can take arguments like below,

$ SML -h

$ SML –H

$ SML –S

$ SML sample.sml

For example, the below scripts will fail,

#!/usr/bin/env –Ssml

(or)

#!/usr/bin/env -Ssml --script

Though SML interpreter is identified and passed with argument ‘–script’, the argument will fail the interpreter since it won’t be recognised by the interpreter. This is one of the reason *smlnj-script* is created as a layer on top of SML/NJ and made it easy for *smlnj-script* to give this capability to execute a SML source file as a script. Along with this it also featured other capabilities as detailed in section 2.6.

This is the most important and key change that need to be incorporated in SML/NJ to accept or recognise the new argument ‘—script’ and able to process the instructions in the script. Implementation section will cover all the change information in detail.

# 3. Requirements Analysis

## Functional Requirements

The following are the functional requirements originally planned to be analyzed, built, tested, and delivered.

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **Requirement Description** | **MoSCoW** | **Priority** |
| 1 | Identify the right module and merge *smlnj-script*’s execute as a script capability into SML/NJ. | M | High |
| 2 | Identify the right module and merge *smlnj-script*’s SilenceCompiler function into SML/NJ. | M | High |
| 3 | Identify the right module and merge *smlnj-script*’s toString overloading capability into SML/NJ. | M | High |
| 4 | Identify the right module and merge *smlnj-script*’s CM Autoloading capability into SML/NJ. | M | High |
| 5 | Identify the right module and merge *smlnj-script*’s Parse, Eval & Format functions into SML/NJ. | M | High |
| 6 | Identify the right module and merge *smlnj-script*’s Parser Combinators capability into SML/NJ. | M | Medium |
| 7 | Identify the right module and merge *smlnj-script*’s Utf8 processing capability into SML/NJ. | M | Medium |
| 8 | Identify the right module and merge *smlnj-script*’s Process functions into SML/NJ. | S/C | Low |
| 9 | Identify the right module and merge *smlnj-script*’s XML Wrapping capability into SML/NJ. | S/C | Low |
| 10 | Identify the right module and merge *smlnj-script*’s Utility functions into SML/NJ. | S/C | Low |

## Non-Functional Requirements

The following non-functional requirements are planned to be analyzed, built, tested, and delivered.

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **Requirement Description** | **MoSCoW** | **Priority** |
| 1 | Usability – End users, programmers, developers, and students should be able to use this final product to run the scripts with minimal effort. | M | High |
| 2 | Stability – The final product should be stable enough to run the scripts without getting crashed. | M | High |
| 3 | Reliability – The final product should be capable to producing accurate results. | M | High |

# 4. Methodology

This dissertation's major objective is to incorporate *smlnj-script* capabilities into SML/NJ and to do away with the necessity to maintain *smlnj-script* as a separate addition to SML/NJ. To determine where to incorporate *smlnj-script* capabilities, the SML/NJ core code need be examined. It is necessary to evaluate and investigate SML/NJ’s Compilation and Library Manager to discover the proper incantations and make advantage of its capacity to carry out efficient auto-loading without requiring the script writer to possess in-depth knowledge of SML/NJ. Before merging with SML/NJ, *smlnj-script* features will be evaluated for compatibility with the most recent version of SML/NJ and will be modified to meet new standards.

The project's goal is to introduce new features to SML/NJ implementors so they can be included in a later release. In the event of a redistribution, the initiative will assist licensing agreements between HWU and SML/NJ implementors. We anticipate that HWU will either unilaterally license the project code under the same conditions as SML/NJ or will assign its copyright interest in *smlnj-script* to "The Fellowship of SML/NJ," with either course of action being discussed with SML/NJ maintainers before moving forward.

# 5. Professional, Legal, Ethical, and Social issues

## Professional Issues

* This project conforms to the terms and conditions of the SML/NJ licence and use of all software and technologies provided by HWU in line with their terms of licence and terms and conditions.
* If SML/NJ implementors agree to the change, this project will be included back into SML/NJ with the appropriate licencing approval from Dr Joe Wells and HWU for utilising *smlnj-script* features.
* Any open-source software from a third party that is utilised will receive due acknowledgement.

## Legal Issues

* This project adheres to HWU's licencing policies, and any source code protected by intellectual property rights is reused.
* If an agreement between HWU and SML/NJ implementors is necessary to add project features to SML/NJ, it will be arranged. If the agreement is unsuccessful or if either party is unwilling, the project shall remain the property of the author and HWU.
* For any exploitation and dissemination of third-party content, formal approval from the contributors will be obtained.

## Ethical Issues

* No human survey has been done or will be done; this project is a technical implementation on top of an existing open-source tool; it does not involve any sensitive personal data of an individual. Only source code and author information are gathered for this project.

## Social Issues

* This project stores source code and compiler information, as well as personally identifiable information like author names, which are both preserved and cited in the project papers.

# 6. Project Risk Assessment

The following risks have been identified, impact analysed, and mitigated.

|  |  |  |  |
| --- | --- | --- | --- |
| **Risk** | **Likelihood** | **Impact** | **Mitigation** |
| Author’s medical emergency. | Medium | High | Work with supervisor and University for extension or resubmission. |
| Supervisor’s medical emergency. | Medium | High | Work with University and personal tutor for additional support. |
| Loss of project artifacts. | Low | Medium | Periodic backup will be taken in GitHub and University locations. |
| SML/NJ releases a new update. | Low | Low | Features that are planned to merge with SML/NJ will be modified to adapt to latest update from SML/NJ. |
| Unavailability of technical information | High | High | Reach out to SML/NJ implementors for details. |
| Project gets delayed and overrun planned timeframe. | Medium | Medium | High priority requirements will take precedence. |
| Software not compatible with Author’s hardware. | Low | Low | University resources will be utilized. |

# 7. Implementation

## Software and Hardware used

SML/NJ version 110.99.3 (32 bit) was used on an Intel based MacBook pro with macOS 10.13.16. Though SML has latest versions 2021.1 and 2022.2 with 64-bit support, we encountered an issue with structure Backend which is recognised by SML but unable to load it and its associated structures and functions in interaction mode. This was a known issue with SML 110.99.3 (64-bit) and we got this confirmed with SML implementors. We finally decided to use 110.99.3 32-bit version of SML since 32-bit support stopped with 110.99.3.

Default SML implementation doesn’t come with source code. SML must be manually installed with the support for source code update and recompilation. Once the installation files are downloaded from SML/NJ download site, the targets file in *config* folder need to be updated to request for source code before installation. This will enable the capability to update the source code, rebuild and reinstall SML.

## Where to be updated in SML/NJ

Following files in the SML/NJ library were amended to include the *smlnj-script* capabilities in to SML/NJ,

* smlnj/base/cm/main/[cm-boot.sml](https://github.com/dn2007hw/SMLNJScripts/blob/main/cm-boot.sml)
* smlnj/base/system/smlnj/internal/[boot-env-fn.sml](https://github.com/dn2007hw/SMLNJScripts/blob/main/boot-env-fn.sml)
* smlnj/base/compiler/TopLevel/interact/[interact.sig](https://github.com/dn2007hw/SMLNJScripts/blob/main/interact.sig)
* smlnj/base/compiler/TopLevel/interact/[interact.sml](https://github.com/dn2007hw/SMLNJScripts/blob/main/interact.sml)
* smlnj/base/compiler/TopLevel/backend/[backend-fn.sml](https://github.com/dn2007hw/SMLNJScripts/blob/main/backend-fn.sml)
* smlnj/base/compiler/TopLevel/backend/[backend.sig](https://github.com/dn2007hw/SMLNJScripts/blob/main/backend.sig)
* smlnj/base/compiler/TopLevel/interact/[mutecompiler.sig](https://github.com/dn2007hw/SMLNJScripts/blob/main/mutecompiler.sig) (New component)
* smlnj/base/compiler/TopLevel/interact/[mutecompiler.sml](https://github.com/dn2007hw/SMLNJScripts/blob/main/mutecompiler.sml) (New component)
* smlnj/base/compiler/[INDEX](https://github.com/dn2007hw/SMLNJScripts/blob/main/INDEX)
* smlnj/base/compiler/[MAP](https://github.com/dn2007hw/SMLNJScripts/blob/main/MAP)
* smlnj/base/compiler/[core.cm](https://github.com/dn2007hw/SMLNJScripts/blob/main/core.cm)

## Change details

The following section will explain the changes that are made in SML/NJ to add the features of *smlnj-script*,

## [cm-boot.sml](https://github.com/dn2007hw/SMLNJScripts/blob/main/cm-boot.sml)

cm-boot.sml is the very first file that is loaded when the CM system is invoked. It contains the basic definitions and functions that are needed to initialize the system. Some of the key structures and functions are defined in this file. Structure CM is defined with main functions like CM.make, CM.recompile, and CM.sources to manage the compilation process. Functor LinkCM (which is linked with Structure Backend) is defined with key functions and one such is to process the command-line arguments passed by user through functions ‘args’ and ‘carg’.

Based on the command-line arguments passed, appropriate functions are invoked. From the command prompt or terminal along with sml interpreter if a file is passed as an argument, its passed thru function ‘processFile’ for further processing. In ‘processFile’, the file extension is evaluated for and put through another function ‘useFile’ for extensions ‘sml’, ‘sig’ and ‘fun’, and function make for extension ‘cm’.

In addition to that it also defines the basic error handling and exception handling functions that are used throughout the CM system. These functions are used to handle errors and exceptions that occur during the compilation process in a more efficient way. cm-boot.sml plays a vital role in initializing the CM system and providing the basic functionality that is needed for managing the compilation of SML programs.

The following changes were made in cm-boot.sml to recognise the new command line parameter passed from script.

1. ‘init’ function is the point of entry for all the functionalities defined in cm-bool.sml. It’s been called with other key functions imported from other structures as arguments. A new function ‘useScriptFile’ added in Structure Interact is been added as an additional argument to ‘init’ function. Purpose and usage of ‘useScriptFile’ will be detailed in the upcoming sections.

fun init (bootdir, de, er, useStream, useScriptFile, useFile, errorwrap, icm) = let …

1. Function ‘procCmdLine’ is one of the key functions in cm-boot.sml which process the command-line instructions and arguments. A new function ‘processFileScript’ is added as a sub function to ‘procCMdLine’. ‘processFileScript’ takes the script file name passed as argument, performs a validation through function ‘checkSharpbang’, consumes the contents of first line through function ‘eatuntilnewline’ and calls the function ‘useScriptFile’ to process the script. The ‘useScriptFile’ function is called with file name and its content in the form of stream as arguments.

Source code:

fun processFileScript (fname) = let

val stream = TextIO.openIn fname

val isscript = checkSharpbang stream

in

if (isscript) = false

then ( Say.say [ "!\* Script file doesn't start with #!. \n" ] )

else ( useScriptFile (fname, stream) )

end

1. Function ‘checkSharpbang’ takes file stream as an argument, which is called with the script file contents as a stream from the calling function. The function is used to verify whether the first line of the stream starts with ‘#!’. In that case the function returns a Boolean response ‘true’ and if the stream doesn’t start with ‘#!’ then the function returns the Boolean response ‘false’.

Source code:

fun checkSharpbang (instream : TextIO.instream): bool = let

val c = TextIO.input1 instream

in

case c of

SOME #"#" => (

case TextIO.lookahead instream of

SOME #"!" => eatuntilnewline instream

| SOME c => false

| NONE => false

)

| SOME c => false

| NONE => false

end

1. If the file that come in as an argument to function ‘processFileScript’ is confirmed as script by function ‘checkSharpbang’, then the contents of first line of the script until the new line character ‘\n’ is consumed since the REPL won’t be able to process the first line. The first line of the script starting with ‘#!’ is more for the operating system to understand and SML won’t be able to understand the instructions. To consume the first line of the script function ‘eatuntilnewline’ is called with the script file stream passed as an argument.
2. Function ‘eatuntilnewline’ will consume all the characters in the script first line until a new line ‘\n’ character is encountered. Once the new line character is reached the function returns Boolean value ‘true’ to the calling function, which at that point will have the file stream stripped with first line, passes the file stream for further processing.

Source code:

fun eatuntilnewline (instream : TextIO.instream): bool = let

val c = TextIO.input1 instream

in

case TextIO.lookahead instream of

SOME #"\n" => true

| SOME c => eatuntilnewline instream

| NONE => false

end

1. SML can take in three type of arguments ‘rtsargs’ (Runtime system arguments), ‘options’ and ‘files’. ‘rtsargs’ are used to load specific information from SML Basic Library. ‘options’ are used either to set CM variables or to invoke help or to change any settings. ‘files’ are used either to load instructions to the top level environment through (.sml/.sig/.fun) files or load custom libraries through .cm files.

Function ‘args’ is one of the key function in functor ‘LinkCM’ which validates the command line arguments. When a valid argument is passed from the command prompt or terminal, appropriate task is performed by calling the respective functions. Only ‘options’ and ‘files’ arguments are handled by function ‘args’. ‘rtsargs’ are handled separate in a different functor which is discussed later in this document. The arguments will be looked for whether a standalone argument or the following argument in the list is a supplementary argument to previous argument. Standalone arguments referred here are the ones which are used to perform a specific task without the need for next argument, for example passing ‘-h’ or ‘-H’ for help in command prompt. Consider another example ‘-type f’ where the first argument need the second argument to be present, this is what I referred here as supplementary argument. If the arguments are not in the predefined list in function ‘args’ or standalone argument, the control is transferred to function ‘carg’. Only the first two characters of the argument is passed to function ‘carg’, the assumption here is only the standalone arguments are passed. Function ‘carg’ does almost the same as function ‘args’, validates the argument passed and appropriate task is performed by calling its corresponding functions.

Function ‘args’ is updated to recognise the new argument ‘--script’ which is passed by the program loader from the script. Whenever ‘—script’ is passed as an argument, a new function ‘nextargscript’ is called.

Source code:

fun args ([], \_) = ()

| args ("-a" :: \_, \_) = nextarg autoload'

| args ("-m" :: \_, \_) = nextarg make'

| args (["-H"], \_) = (help NONE; quit ())

| args ("-H" :: \_ :: \_, mk) = (help NONE; nextarg mk)

| args (["-S"], \_) = (showcur NONE; quit ())

| args ("-S" :: \_ :: \_, mk) = (showcur NONE; nextarg mk)

| args (["-E"], \_) = (show\_envvars NONE; quit ())

| args ("-E" :: \_ :: \_, mk) = (show\_envvars NONE; nextarg mk)

| args ("--script" :: \_, \_) = (nextargscript ()) (\* line added by DAYA \*)

| args ("@CMbuild" :: rest, \_) = mlbuild rest

| args (["@CMredump", heapfile], \_) = redump\_heap heapfile

| args (f :: rest, mk) =

(carg (String.substring (f, 0, 2)

handle General.Subscript => "",

f, mk, List.null rest);

nextarg mk)

and nextarg mk =

let val l = SMLofNJ.getArgs ()

in SMLofNJ.shiftArgs (); args (l, mk)

end

1. A new function ‘nextargscript’ is defined to look for the remaining values in the arguments list, retrieve the head of the remaining argument’s list (which is expected to be the file name of the script) and pass the file name as an argument to another new function ‘processFileScript’.

The general assumption here is, first line in the script starting with ‘#!’ doesn’t have any argument passed after ‘—script’. In case of multiple argument to be passed, ‘—script’ will be last one in the list. The reason behind is, in the script when option ‘-S’ is used, it passes the interpreter as an argument to the ‘env’ followed by all other entries as arguments to the interpreter and finally the name of the script passed as the last argument to the interpreter. This means, the name of the script will be in the argument list immediately after entry ‘--script’. When ‘—script’ is passed from script, it gets picked by function ‘args’ and function ‘nextargscript’ is called to retrieve the script file name and call the function ‘processFileScript’ with the file name. Upon completion of function ‘processFileScript’, the process gets terminated and returns control to the command prompt or terminal.

Source code:

and nextargscript () =

let val l = SMLofNJ.getArgs ()

in SMLofNJ.shiftArgs (); processFileScript (hd l); quit ()

end

## boot-env-fn[.sml](https://github.com/dn2007hw/SMLNJScripts/blob/main/cm-boot.sml)

boot-env-fn.sml hosts the signature ‘BOOTENV’ and functor ‘BootEnvF’, they are the key components in creating the bootstrap environment. Key functions that are required to initiate the pervasive environment are declared here for importing. Function ‘bootArgs’ plays a key role in the bootstrap environment process, it handles the runtime system arguments passed from command line. These runtime arguments starting with ‘@SML\*’ are validated here and appropriate function is performed. Functions that are passed as arguments to the ‘init’ function in cm-boot.sml are declared here with their arguments data type and return data type.

In functor BootEnvF, function ‘cminit’ declaration is amended to include the argument and return data type of newly added function ‘useScriptFile’.

Source code:

functor BootEnvF (datatype envrequest = AUTOLOAD | BARE

val architecture: string

val cminit : string \* DynamicEnv.env \* envrequest

\* (TextIO.instream -> unit)(\* useStream \*)

\* (string \* TextIO.instream -> unit) (\* useScriptFile \*)

\* (string -> unit) (\* useFile \*)

\* ((string -> unit) -> (string -> unit))

(\* errorwrap \*)

\* ({ manageImport:

Ast.dec \* EnvRef.envref -> unit,

managePrint:

Symbol.symbol \* EnvRef.envref -> unit,

getPending : unit -> Symbol.symbol list }

-> unit)

-> (unit -> unit) option

val cmbmake: string \* bool -> unit) :> BOOTENV = struct

fun useFile f = if Backend.Interact.useFile f

then ()

else OS.Process.exit OS.Process.failure

in

U.pStruct := U.NILrde;

cminit (bootdir, de, er,

Backend.Interact.useStream,

Backend.Interact.useScriptFile, (\* added as part of Execute as a script change \*)

errorwrap false useFile,

errorwrap true,

Backend.Interact.installCompManagers)

end

## interact.sig & interact.sml

One of the key structure in SML is Backend, it encapsulates the low-level details of the compilation and interpretation process. It allows the compiler and interpreter to operate at the higher level of abstraction. Interact is a sub structure with in Backend which provides functions to perform interactive input and output operations over a command prompt or terminal environment. Some of the key functions of Interact are ‘useFile’ (which takes SML source in a file and add those declarations in the file to the top level environment) ‘useStream’ and ‘evalStream’ (which takes SML source in the form of stream and add those declarations in the stream to the top level environment) and ‘withErrorHandling’ (which handles the error). A new function (useScriptFile) is added to Backend.Interact structure, which takes the file name and its content as a stream and process the stream by passing it to EvalLoop.evalStream.

1. New function declaration is added to interact.sig,

Source code:

val useStream : TextIO.instream -> unit

val useScriptFile : string \* TextIO.instream -> unit (\* Addded by DAYA \*)

val evalStream : TextIO.instream \* Environment.environment -> Environment.environment

1. New function definition for useScriptFile’ is added to interact.sml. Function ‘useScriptFile’ takes in script file and stream as arguments and pass the same to EvalLoop.evalStream to process the stream over REPL. From the new structure ‘Mutecompiler’, functions ‘silenceCompiler’, ‘unsilenceCompiler’ and ‘printStashedCompilerPutput’ are called-in here to perform specific tasks which are part of the key requirements. We will discuss more in detail on these functions later in this document. In short, ‘silenceCompiler’ is used to save the compiler output to a reference cell, ‘unsilenceCompiler’ will revert back the saved compiler output from reference cell to compiler and ‘printStashedCompilerPutput’ will print the saved or stashed output to the terminal for user.

Before the file stream is passed to EvalLoop.evalStream for processing, the compiler messages are muted, a dummy function is called (which does nothing) and the compiler messages are unmuted. This task is very much needed to make the script output clear of unnecessary messages presented to the user. This will supress the auto-loading messages for structure ‘Mutecompiler’ in the script output which is totally unnecessary and could be avoided for pretty printing.

Source code:

fun useScriptFile (fname, stream) = (

Mutecompiler.silenceCompiler () ;

EvalLoop.evalStream ("<instream>", (TextIO.openString "Backend.Mutecompiler.mcdummyfn ();") ) ;

Mutecompiler.unsilenceCompiler () ;

(EvalLoop.evalStream (fname, stream))

handle exn => (

Mutecompiler.printStashedCompilerOutput ();

Mutecompiler.unsilenceCompiler ();

EvalLoop.uncaughtExnMessage exn

)

)

In case of error in the script file, the compiler will throw the error message along with file name and line number information. And also it prints the details of the exception thrown to the terminal. But this is not the case if the user has decided to mute the compiler by calling function ‘silenceCompiler’. When the compiler messages are muted, the error messages are stashed and unavailable to be printed to the terminal. These messages need to be retrieved from stash and printed to the user; and the compiler need to be unmuted to print the exception details. Function ‘printStashedCompilerPutput’ is called to print the stashed output to user and function ‘unsilenceCompiler’ is called to unmute the compiler before throwing the uncaught exception, so that the exception details are printed to the terminal.

## backend.sig

A new structure Mutecompiler is declared within signature BACKEND,

Source code:

signature BACKEND = sig

structure Profile : PROFILE

structure Compile : COMPILE

structure Interact : INTERACT

structure Mutecompiler : MUTECOMPILER

structure Machine : MACHINE

val architecture: string

val abi\_variant: string option

end

## backend-fn.sml

New structure Mutecompiler is defined within functor BackendFn,

Source code:

structure Mutecompiler = Mutecompiler

## mutecompiler.sig

New signature MUTECOMPILER is defined with all the global variables and functions that are part of Structure Mutecompiler. The details of these variables and functions are described in the next section.

Source code:

signature MUTECOMPILER =

sig

val printlineLimit : int ref

val compilerMuted : bool ref

val isNewline : char -> bool

val push : 'a list ref -> 'a -> unit

val installPrintingLimitSettings : int list -> unit

val saveControlPrintOut : unit -> unit

val stashCompilerOutput : string -> unit

val savePrintingLimits : unit -> unit

val lowerPrintingLimitsToMin : unit -> unit

val restoreControlPrintOut : unit -> unit

val restorePrintingLimits : unit -> unit

val outputFlush : TextIO.outstream -> TextIO.vector -> unit

val silenceCompiler : unit -> unit

val unsilenceCompiler : unit -> unit

val printStashedCompilerOutput : unit -> unit

val mcdummyfn : unit -> unit

end (\* signature MUTECOMPILER \*)

## mutecompiler.sml

New structure Mutecompiler is defined with global variables, core functions and sub-functions which are required to perform the tasks like muting the compiler, unmuting the compiler, printing the stashed compiler messages back to the terminal and increase the print limits.

1. ‘silenceCompiler’ function is defined to mute the compiler messages. The compiler messages are supressed by saving all the ‘Control.Print.out’ values to a reference cell. It also saves the current printing limits in a ref cell and then set them all to zero.

Source code:

fun silenceCompiler () =

(compilerMuted := true;

saveControlPrintOut ();

Control.Print.out := { flush = fn () => (), say = stashCompilerOutput };

savePrintingLimits ();

lowerPrintingLimitsToMin ());

fun saveControlPrintOut () =

if isSome (! savedControlPrintOut)

then ()

else savedControlPrintOut := SOME (! Control.Print.out);

fun stashCompilerOutput string

= case String.fields isNewline string

of nil => raise (Fail "impossible ")

| [chunk] => push compilerOutputCurrentLine chunk

| chunk :: lines

=> (if chunk <> "" then push compilerOutputCurrentLine chunk else ();

push compilerOutputPreviousFullLines

(String.concat (rev (! compilerOutputCurrentLine)));

let val (last :: others) = rev lines

in app (push compilerOutputPreviousFullLines)

(rev others);

compilerOutputCurrentLine

:= (if last <> "" then [last] else [])

end);

fun savePrintingLimits () =

if isSome (! savedPrintingLimitSettings)

then ()

else savedPrintingLimitSettings := SOME (map ! printingLimitRefs);

fun lowerPrintingLimitsToMin () =

List.app (fn r => r := 0) printingLimitRefs;

1. ‘unsilenceCompiler’ function unmutes the compiler messages by restoring the printing limits and value of ‘Control.Print.out’.

Source code:

fun unsilenceCompiler () = (compilerMuted := false;

restoreControlPrintOut ();

restorePrintingLimits ());

fun restoreControlPrintOut () =

case ! savedControlPrintOut of

NONE => ()

| SOME value => (savedControlPrintOut := NONE;

Control.Print.out := value);

fun restorePrintingLimits () =

case ! savedPrintingLimitSettings of

NONE => ()

| SOME settings => (savedPrintingLimitSettings := NONE;

installPrintingLimitSettings settings);

1. ‘printStashedCompilerOutput’ function is defined to print the saved or stashed compiler output back to the terminal. Whenever the compiler messages are supressed through ‘silenceCompiler’ function and an error occurs, these error messages are stashed and need to be printed back to the terminal. By invoking this function, the stashed messages can be printed back to the terminal.
2. ‘dummyfn’ function is created (which does nothing) and is called to preload the ‘Mutecompiler’ structure before the script is passed to EvalLoop.evalStream function. This is to supress the structure auto-loading logs in the script results. If this dummy function is not called, then the user can see the auto-loading logs in the script result when one of the ‘Mutecompiler’ function or variable is accessed. This is more of a cosmetic feature, to make sure the script results don’t have unnecessary logs in it.
3. Variable ‘printlineLimit’ is used to increase or decrease the number of lines are retrieved from the stashed output before they are printed to the terminal. By default, this limit is set to 5, but the user can change this limit if they want to see more details from the stashed output.

The limit can be changed as below,

Backend.Mutecompiler.printlineLimit := 10;

## INDEX, MAP and core.cm

INDEX, MAP and core.cm files are updated with definitions for signature ‘MUTECOMPILER’ and structure ‘Mutecompiler’, this will let CM know there is a new signature and structure defined and to be made available for usage.

1. In ‘[INDEX](https://github.com/dn2007hw/SMLNJScripts/blob/main/INDEX)’ file the definitions are added as below,

MUTECOMPILER

TopLevel/interact/mutecompiler.sig

Mutecompiler

TopLevel/interact/mutecompiler.sml

1. In ‘MAP’ file the definitions are added as below,

interact/

envref.sml

supports top-level environment management

defs: ENVREF, EnvRef : ENVREF

evalloop.sig,sml

top-level read-eval-print loop

defs: EVALLOOP, EvalLoopF: TOP\_COMPILE => EVALLOOP

interact.sig,sml

creating top-level loops

defs: INTERACT, Interact: EVALLOOP => INTERACT

mutecompiler.sig,sml

allow compiler silencing

defs: MUTECOMPILER, Mutecompiler

1. In ‘[core.cm](https://github.com/dn2007hw/SMLNJScripts/blob/main/core.cm)’ file the definitions are added as below,

TopLevel/interact/mutecompiler.sig

TopLevel/interact/mutecompiler.sml

## Writing a script

The script should start with ‘#!’ in the first line followed by the environment location, command-line parameters ‘-Ssml’ and ‘—script’, a new line and then followed by the SML code or program.

Example script named ‘sample’,

--------------beginning of the script-------------

#!/usr/bin/env -Ssml –script

;(\*-\*-SML-\*-\*)

val () = print "Hello World\n";

--------------end of the script---------------------

## Executing a script

The script ‘sample’ can be executed from Linux terminal or command prompt as a regular OS script as below (provided it is given execute permission),

$ ./sample

## SML/NJ Implementation and 64-bit Support

As mentioned in section 7.1 the change was initially started with 32-bit version of SML/NJ 110.99.3. As part of our change, we are preloading structure Mutecompiler through a dummy function to avoid auto-loading logs in the output. This in-turn preloads structure Backend and solved the issue reported in 7.1. We were able to test our changes successfully in SML/NJ 110.99.3 64-bit version. There is no separate code base for 32-bit and 64-bit, the code base is same and only installation instruction for SML/NJ has a minor variation for 32-bit, which is as per the standard implementation instructions.

SML/NJ can be implemented in one of two methods described below,

1. Installation file config.tgz downloaded directly from SML/NJ portal (<https://smlnj.org/dist/working/110.99.3/index.html>) and follow the command line instructions in the same portal. The installation should include source file and re-compiling support, and this is achieved by enabling request for source in ‘targets’ file (part of installation files in ‘config’ directory).
2. Installation from github repository smlnj/legacy (<https://github.com/smlnj/legacy)>. The installation and re-compile instructions are available in the same portal.

SML/NJ package installation is available which doesn’t have the support for source code and recompiling, it is recommended to follow one of two installation procedures recommended above.

## GitHub Codebase

Codebase for this dissertation is forked from SML/NJ’s github repository ‘legacy - <https://github.com/smlnj/legacy>’. The code is forked into author’s github repository (<https://github.com/dn2007hw/legacy)>.

The changes are available in two branches as below,

1. Branch ‘dn2007hw-patch-1-execute-as-a-script’ include change for execute as a script functionality. (<https://github.com/dn2007hw/legacy/tree/dn2007hw-patch-1-execute-as-a-script)>
2. Branch ‘[dn2007hw-patch-2-with-mutecompiler](https://github.com/dn2007hw/legacy/commit/0e42e322ebbd6d6dd855354808e7b7f9e449e180)’ include changes for execute as a script capability and Mutecompiler functions. (<https://github.com/dn2007hw/legacy/tree/dn2007hw-patch-2-with-mutecompiler)>

Automated test suite is available in a separate branch ‘ForFullTest’.

## Merging with SML/NJ

Two separate pull requests have been raised with SML/NJ to merge the changes into SML/NJ legacy repository and they are under review by the SML/NJ implementors.

The pull requests are available as below,

1. #276 for ‘Execute as a script’ from branch ‘dn2007hw-patch-1-execute-as-a-script’, <https://github.com/smlnj/legacy/pull/276>.
2. #275 for ‘Execute as a script with Mutecompiler’ from branch ‘[dn2007hw-patch-2-with-mutecompiler](https://github.com/dn2007hw/legacy/commit/0e42e322ebbd6d6dd855354808e7b7f9e449e180)’, <https://github.com/smlnj/legacy/pull/275>.

Along the development of this change, we raised few issue requests with SML/NJ team in github to understand few concepts and behaviour, here are the link to those requests,

* <https://github.com/smlnj/legacy/issues/268>
* <https://github.com/smlnj/legacy/issues/273>
* <https://github.com/smlnj/legacy/issues/277>

# 8. Evaluation and Results

## Before the change

As we saw in section 2.13, SML doesn’t have the capability to allow a SML source file to be executed like a script. Let’s see an example, a simple script ‘sample’ as below,

$ cat sample

#!/usr/bin/env -Ssml

;(\* SML code starts here \*)

val x = "Hello World x\n";

val () = print x;

$

When the above script is executed with the SML logs enabled, it failed with the below error messages,

$ ./sample

…..

exec "$RUN" @SMLcmdname="$0" "$HEAP" $ALLOC "$@"

+ exec /usr/local/smlnj/bin/.run/run.amd64-darwin @SMLcmdname=/usr/local/smlnj/bin/sml @SMLload=./sample

/usr/local/smlnj/bin/sml: Fatal error -- incorrect byte order in heap image

$

Though the program loader recognised the interpreter as SML, the SML was not able to load its heap image due to incorrect arguments passed on to the interpreter. If we add an additional argument (‘--script’) to the same script,

$ cat sample

#!/usr/bin/env -Ssml --script

;(\* SML code starts here \*)

val x = "Hello World x\n";

val () = print x;

$

The program loader recognised the interpreter as SML, the SML got loaded with heap image and the remaining arguments were passed on to the interpreter. Due to unavailability of the feature, SML was unable to recognise the argument ‘--script’ and process the file; it continued to interactive mode.

$ ./sample

….

exec "$RUN" @SMLcmdname="$0" "$HEAP" $ALLOC "$@"

+ exec /usr/local/smlnj/bin/.run/run.amd64-darwin @SMLcmdname=/usr/local/smlnj/bin/sml @SMLload=/usr/local/smlnj/bin/.heap/sml --script ./sample

Standard ML of New Jersey (64-bit) v110.99.3 [built: Thu Jul 28 00:35:16 2022]

!\* unable to process '--script' (unknown extension '<none>')

!\* unable to process './sample' (unknown extension '<none>')

- ^D

$

## After the change

## Execute as a script.

Post implementation of the changes, we were able to execute SML source code as scripts. Let’s consider the same example,

$ cat sample

#!/usr/bin/env -Ssml --script

;(\* SML code starts here \*)

val x = "Hello World x\n";

val () = print x;

$

Now that we have implemented the capability, we were able to execute the source code as a script,

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val x = "Hello World x\n" : string

Hello World x

$

By enabling the logs to verify the local variables, we can see the program loader able to identify the SML interpreter and pass on the arguments to the interpreter.

$ ./sample

…

…

exec "$RUN" @SMLcmdname="$0" "$HEAP" $ALLOC "$@"

+ exec /Users/ndaya/withmc32/bin/.run/run.x86-darwin @SMLcmdname=/Users/ndaya/withmc32/bin/sml @SMLload=/Users/ndaya/withmc32/bin/.heap/sml --script ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val x = "Hello World x\n" : string

Hello World x

$

Below is the log when SML is loaded directly from the command prompt and the arguments passed to the interpreter.

exec "$RUN" @SMLcmdname="$0" "$HEAP" $ALLOC "$@"

+ exec /Users/ndaya/withmc32/bin/.run/run.x86-darwin @SMLcmdname=/Users/ndaya/withmc32/bin/sml @SMLload=/Users/ndaya/withmc32/bin/.heap/sml

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

Below is the log when a SML source code (‘sample’) is executed as a script, we can see the interpreter is loaded with default parameters @SMLcmdname and @SMLload, followed by newly introduced argument ‘--script’ and the script file name ‘sample’.

exec "$RUN" @SMLcmdname="$0" "$HEAP" $ALLOC "$@"

+ exec /Users/ndaya/withmc32/bin/.run/run.x86-darwin @SMLcmdname=/Users/ndaya/withmc32/bin/sml @SMLload=/Users/ndaya/withmc32/bin/.heap/sml --script ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

The newly introduced changes as described in section 7.3.1, 7.3.2 and 7.3.3 have recognised the script, loaded the SML and executed the instructions in the script file.

## Silencing compiler messages

We were also able to successfully verify the capability we have introduced to silence the compiler messages. This is achieved by introducing a new structure Mutecompiler and custom built functions within it. The features include, silencing/muting compiler messages, un-silencing/unmuting compiler messages, printing silenced messages and increase the print limits while printing silenced messages.

Let’s consider the same example,

$ cat sample

#!/usr/bin/env -Ssml --script

;(\* SML code starts here \*)

val x = "Hello World x\n";

val () = print x;

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val x = "Hello World x\n" : string

Hello World x

$

In the above result, the ‘val x = "Hello World x\n" : string’ is the compiler message printed as part of the variable declaration. And ‘Hello World x’ is the output of the print instruction. One of the goals for our dissertation is to introduce the capability to hide/silence/mute these compiler messages. The changes we have introduced as described in sections 7.3.3 thru 7.3.8 have enabled this capability. By calling the appropriate functions from structure Mutecompiler we can achieve the desired results.

Let’s consider the same example, now call the silenceCompiler function to mute compiler messages,

$ cat sample

#!/usr/bin/env -Ssml --script

val \_ = Backend.Mutecompiler.silenceCompiler ();

val x = "Hello World x\n";

val () = print x;

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

Hello World x

$

We can see the compiler message is muted but not the output. The muting takes effect only for the compiler messages that are generated from the point where the function is called.

Let’s consider another example and result,

$ cat sample

#!/usr/bin/env -Ssml --script

val x = "Hello World x\n";

val () = print x;

val \_ = Backend.Mutecompiler.silenceCompiler ();

val y = "Hello World y\n";

val () = print y;

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val x = "Hello World x\n" : string

Hello World x

Hello World y

$

In the above results we can see the compiler message generated as part of variable declaration before invoking the silenceCompiler function is been printed to the output. The compiler message for the variable declaration after invoking the silenceCompiler function has been supressed or muted.

## Un-silencing compiler messages

We were able to verify the capability to un-mute the compiler messages by invoking the function unsilenceCompiler. This is only required if the compiler messages are muted earlier. This feature gives us the capability to supress the compiler messages for a selective part of the source code.

Let’s consider the example and result,

$ cat sample

#!/usr/bin/env -Ssml --script

val x = "Hello World x\n";

val () = print x;

val \_ = Backend.Mutecompiler.silenceCompiler ();

val y = "Hello World y\n";

val () = print y;

val \_ = Backend.Mutecompiler.unsilenceCompiler ();

val z = "Hello World z\n";

val () = print z;

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val x = "Hello World x\n" : string

Hello World x

Hello World y

val z = "Hello World x\n" : string

Hello World z

$

From the results above we can see the compiler messages are suppressed for declaration of variable ‘y’. The calling of function silenceCompiler before variable declaration and then calling function unsilenceCompiler after the variable declaration for ‘y’ have supressed the compiler the messages. The compiler messages for declarations before and after the functions were printed.

## Printing silenced compiler messages

Silencing the compiler message helps to generate a pretty out but it also supresses the error messages. In case there is an error in the instructions passed from script file, the details of the error won’t be printed out to the user.

Let’s consider the example with a forced error in the variable declaration,

$ cat sample

#!/usr/bin/env -Ssml --script

val x == "Hello World x\n";

val () = print x;

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

./sample:2.27-3.4 Error: syntax error: deleting SEMICOLON VAL

uncaught exception Compile [Compile: "syntax error"]

raised at: ../compiler/Parse/main/smlfile.sml:19.24-19.46

../compiler/TopLevel/interact/evalloop.sml:45.54

../compiler/TopLevel/interact/evalloop.sml:306.20-306.23

$

In the above example, we can see the error details called out with the file name (./sample) and specific line number (./sample:2.27-3.4) in the file where the error have occurred.

Let’s consider an example where the compiler messages are silenced and an error occurs,

$ cat sample

#!/usr/bin/env -Ssml --script

val x = "Hello World x\n";

val () = print x;

val \_ = Backend.Mutecompiler.silenceCompiler ();

val y == "Hello World y\n";

val () = print y;

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val x = "Hello World x\n" : string

Hello World x

uncaught exception Compile [Compile: "syntax error"]

raised at: ../compiler/Parse/main/smlfile.sml:19.24-19.46

../compiler/TopLevel/interact/evalloop.sml:45.54

../compiler/TopLevel/interact/evalloop.sml:306.20-306.23

$

In the above result we can see the output doesn’t have any info on what the error is and where the error is occurring, this is because we have silenced the compiler messages. This is where the new function ‘printStashedCompilerOutput’ comes in to get these error messages printed. The users don’t need to call the function or invoke in scripts, this is handled automatically. The above example is only for illustration.

Let’s consider an example where the compiler messages are silenced and an error occurs, now the function ‘printStashedCompilerOutput’ is implemented.

$ cat sample

#!/usr/bin/env -Ssml --script

val x = "Hello World x\n";

val () = print x;

val \_ = Backend.Mutecompiler.silenceCompiler ();

val y == "Hello World y\n";

val () = print y;

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val x = "Hello World x\n" : string

Hello World x

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

The last 5 lines 30 through 34 of suppressed compiler messages are:

[library $smlnj/MLRISC/IA32.cm is stable]

[library $SMLNJ-MLRISC/IA32.cm is stable]

[autoloading done]

val it = # : unit

./sample:5.27-6.4 Error: syntax error: deleting SEMICOLON VAL

\_\_\_\_\_\_\_\_\_\_\_\_\_End of suppressed compiler messages.\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

uncaught exception Compile [Compile: "syntax error"]

raised at: ../compiler/Parse/main/smlfile.sml:19.24-19.46

../compiler/TopLevel/interact/evalloop.sml:45.54

../compiler/TopLevel/interact/evalloop.sml:306.20-306.23

$

In the above result we can see the error messages printed to the output. The compiler messages that got stashed are retrieved and printed to the output by the new function. By default, only the last 5 lines of the stashed messages are retrieved and printed. This line limit can be increased or decreased based on user needs.

Let’s consider this example with an error, compiler messages silenced and print line limit increased to 10.

$ cat sample

#!/usr/bin/env -Ssml --script

Backend.Mutecompiler.printlineLimit := 10;

val x = "Hello World x\n";

val () = print x;

val \_ = Backend.Mutecompiler.silenceCompiler ();

val y = "Hello World y\n";

val () = print 3;

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val x = "Hello World x\n" : string

Hello World x

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

The last 10 lines 30 through 39 of suppressed compiler messages are:

[library $smlnj/MLRISC/IA32.cm is stable]

[library $SMLNJ-MLRISC/IA32.cm is stable]

[autoloading done]

val it = # : unit

val y = # : string

./sample:7.5-7.17 Error: operator and operand do not agree [overload - bad instantiation]

operator domain: string

operand: 'Z[INT]

in expression:

<exp>

\_\_\_\_\_\_\_\_\_\_\_\_\_End of suppressed compiler messages.\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

uncaught exception Error

raised at: ../compiler/TopLevel/interact/evalloop.sml:69.13-69.21

../compiler/TopLevel/interact/evalloop.sml:45.54

../compiler/TopLevel/interact/evalloop.sml:306.20-306.23$

$

From the result above, we can see the last 10 lines of the stashed compiler messages are printed.

## Restoring printing limits

From the examples in the previous section, you may notice the compiler message for variable declarations will differ from the compiler messages that are stashed. This is because we have reset the printing limits to avoid saving all the variable information in the memory.

val x = "Hello World x\n" : string

(vs)

val y = # : string

This information can be restored by pre-setting the printing limits. Lets see the sample example with printing limits restored.

$ cat sample

#!/usr/bin/env -Ssml --script

Backend.Mutecompiler.printlineLimit := 10;

val x = "Hello World x\n";

val () = print x;

val \_ = Backend.Mutecompiler.silenceCompiler ();

val \_ = Backend.Mutecompiler.restorePrintingLimits ();

val y = "Hello World y\n";

val () = print 3;

$ ./sample

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val x = "Hello World x\n" : string

Hello World x

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

The last 10 lines 30 through 39 of suppressed compiler messages are:

[library $smlnj/MLRISC/IA32.cm is stable]

[library $SMLNJ-MLRISC/IA32.cm is stable]

[autoloading done]

val it = # : unit

val y = "Hello World y\n" : string

./sample:7.5-7.17 Error: operator and operand do not agree [overload - bad instantiation]

operator domain: string

operand: 'Z[INT]

in expression:

<exp>

\_\_\_\_\_\_\_\_\_\_\_\_\_End of suppressed compiler messages.\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

uncaught exception Error

raised at: ../compiler/TopLevel/interact/evalloop.sml:69.13-69.21

../compiler/TopLevel/interact/evalloop.sml:45.54

../compiler/TopLevel/interact/evalloop.sml:306.20-306.23$

$

In the results above you can see the compiler message for variable declaration of ‘y’ saved in stash without any change.

## Sample Scripts

Here are some sample scripts and their results.

## Example #1:

Script:

$ cat sample1

#!/usr/bin/env -Ssml --script

;(\*-\*-SML-\*-\*)

fun cube x = x \* x \* x ;

fun square x = x \* x ;

val () = print (Int.toString(square(9)) );

val () = print "\n";

val () = print (Int.toString(cube(3)) );

val () = print "\n";

print (Int.toString(cube(10)) );

$

Result:

$ ./sample1

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

val cube = fn : int -> int

val square = fn : int -> int

[autoloading]

[autoloading done]

81

27

1000val it = () : unit

$

## Example #2:

Script:

$ cat sample2

#!/usr/bin/env -Ssml --script

;(\*-\*-SML-\*-\*)

val \_ = Backend.Mutecompiler.silenceCompiler ();

fun cube x = x \* x \* x ;

fun square x = x \* x ;

val () = print (Int.toString(square(9)) );

val () = print "\n";

val () = print (Int.toString(cube(3)) );

val () = print "\n";

print (Int.toString(cube(10)) );

$

Result:

$ ./sample2

Standard ML of New Jersey (32-bit) v110.99.3 [built: Sun Apr 23 20:39:28 2023]

81

27

1000$

# 9. Conclusion and Future Work

## 9.1 Conclusion

This dissertation intended to make SML programming simpler for developers, programmers, and students such that they can write SML source code in a file and execute it as a script. And to integrate *smlnj-script* capabilities into SML/NJ and do away with the requirement to maintain a separate *smlnj-script* implementation.

By analysing the SML/NJ installation procedures, scripts, and logs, we were able to understand how the SML/NJ is built on both C and SML language codebase. Every time SML is loaded, the C executables load the SML heap image which is built as part of the installation process and takes in command line arguments to perform desired functions. This was the entry point of our dissertation. We intercepted the modules which received the command line arguments and identified the right place to add our changes so that the script execution will be recognised, and the instructions are passed through evaluation loop.

We were able to implement one of the key *smlnj-script* capability, silencing the compiler, which is to supress the compiler output messages. We introduced a new structure Mutecompiler with built-in functions which gave the capability to silence and un-silence compiler messages, and to restore the supressed messages for printing.

The results discussed in section 8 is a proof that this dissertation achieved the core objective and a high-level requirement.

## 9.2 Future Work

Though we implemented the main objective and couple of key features in this dissertation, there are few other nice to have features available in *smlnj-script* (described in section 2.8) that can be merged on to SML/NJ. It needs a considerate amount of time to analyse the SML/NJ code base, for example string overloading is like complete overhaul of string handling and due diligence is needed to analyse every usage of it in SML. The same goes to other features in *smlnj-script*. With the support and guidance from subject matter experts, these features appropriate modules will be identified, changes will be built and merged back into SML/NJ.
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