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# Introduction

ELFIO is a C++ header only library for reading and generating files in ELF binary format. It is a standalone library; it is not dependant on any other product or project. It is also a cross-platform library – written on standard ISO C++, it runs on a wide variety of architectures.

While the library's implementation does make your work much easier: basic knowledge of the ELF binary format is required. Information about ELF format can be found widely on the Web.

# Getting Started With ELFIO

## ELF File Reader

The ELFIO library is a header only library. No preparatory compilation steps are required. To make your application be aware about the ELFIO classes and types declarations, just include <elfio.hpp> header file. All ELFIO library declarations reside in ELFIO namespace. So, we will start our tutorial code with the following code:

#include <iostream>

#include <elfio.hpp> ![](data:image/gif;base64,R0lGODlhDAAMAOf/AAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///yH5BAEBAP8ALAAAAAAMAAwAAAhWAP8JpJQDAoQcnAQqjAEAAIIUDWMsbAiAkTOKEhk1VHLu3kWKjBhSLPUxIgKKADiVdHiSokqUCEQ2fIlRo8uVjP7JZFQLo0KIKAFIVPgvJAIEOSgpDAgAOw==)

using namespace ELFIO ![](data:image/gif;base64,R0lGODlhDAAMAOf/AAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///yH5BAEBAP8ALAAAAAAMAAwAAAhoAP8JpJQDAoQcnAQqjAEAQIoQDWMsBBDC2rl3xiAAkMioYSlrFO91BMCIIck9Db3VioigocsY9+Y0RNDSpZJztWoiMEnyHsqXI9fcGxMjBoaGjP4x5HSu6TmUEgXyfKlQYEmaOSgpDAgAOw==)

int main( int argc, char\*\* argv )

{

if ( argc != 2 ) {

std::cout << "Usage: tutorial <elf\_file>" << std::endl;

return 1;

}
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* - The ELFIO namespace usage

This section of the tutorial will explain how to work with the reader portion of the ELFIO library. The full text of this tutorial comes together with ELFIO library distribution.

The first step would be creation of the elfio class instance. The elfio constructor does not receive any parameters. After creation of a class object, we initialize the instance by invoking load function passing ELF file name as a parameter:

// Create elfio reader

elfio reader; ![](data:image/gif;base64,R0lGODlhDAAMAOf/AAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///yH5BAEBAP8ALAAAAAAMAAwAAAhWAP8JpJQDAoQcnAQqjAEAAIIUDWMsbAiAkTOKEhk1VHLu3kWKjBhSLPUxIgKKADiVdHiSokqUCEQ2fIlRo8uVjP7JZFQLo0KIKAFIVPgvJAIEOSgpDAgAOw==)

// Load ELF data

if ( !reader.load( argv[1] ) ) { ![](data:image/gif;base64,R0lGODlhDAAMAOf/AAAAAAEBAQICAgMDAwQEBAUFBQYGBgcHBwgICAkJCQoKCgsLCwwMDA0NDQ4ODg8PDxAQEBERERISEhMTExQUFBUVFRYWFhcXFxgYGBkZGRoaGhsbGxwcHB0dHR4eHh8fHyAgICEhISIiIiMjIyQkJCUlJSYmJicnJygoKCkpKSoqKisrKywsLC0tLS4uLi8vLzAwMDExMTIyMjMzMzQ0NDU1NTY2Njc3Nzg4ODk5OTo6Ojs7Ozw8PD09PT4+Pj8/P0BAQEFBQUJCQkNDQ0REREVFRUZGRkdHR0hISElJSUpKSktLS0xMTE1NTU5OTk9PT1BQUFFRUVJSUlNTU1RUVFVVVVZWVldXV1hYWFlZWVpaWltbW1xcXF1dXV5eXl9fX2BgYGFhYWJiYmNjY2RkZGVlZWZmZmdnZ2hoaGlpaWpqamtra2xsbG1tbW5ubm9vb3BwcHFxcXJycnNzc3R0dHV1dXZ2dnd3d3h4eHl5eXp6ent7e3x8fH19fX5+fn9/f4CAgIGBgYKCgoODg4SEhIWFhYaGhoeHh4iIiImJiYqKiouLi4yMjI2NjY6Ojo+Pj5CQkJGRkZKSkpOTk5SUlJWVlZaWlpeXl5iYmJmZmZqampubm5ycnJ2dnZ6enp+fn6CgoKGhoaKioqOjo6SkpKWlpaampqenp6ioqKmpqaqqqqurq6ysrK2tra6urq+vr7CwsLGxsbKysrOzs7S0tLW1tba2tre3t7i4uLm5ubq6uru7u7y8vL29vb6+vr+/v8DAwMHBwcLCwsPDw8TExMXFxcbGxsfHx8jIyMnJycrKysvLy8zMzM3Nzc7Ozs/Pz9DQ0NHR0dLS0tPT09TU1NXV1dbW1tfX19jY2NnZ2dra2tvb29zc3N3d3d7e3t/f3+Dg4OHh4eLi4uPj4+Tk5OXl5ebm5ufn5+jo6Onp6erq6uvr6+zs7O3t7e7u7u/v7/Dw8PHx8fLy8vPz8/T09PX19fb29vf39/j4+Pn5+fr6+vv7+/z8/P39/f7+/v///yH5BAEBAP8ALAAAAAAMAAwAAAhoAP8JpJQDAoQcnAQqjAEAQIoQDWMsBBDC2rl3xiAAkMioYSlrFO91BMCIIck9Db3VioigocsY9+Y0RNDSpZJztWoiMEnyHsqXI9fcGxMjBoaGjP4x5HSu6TmUEgXyfKlQYEmaOSgpDAgAOw==)

std::cout << "Can't find or process ELF file " << argv[1] << std::endl;

return 2;

}
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- Initialize the instance by loading ELF file. The function load returns ‘true’ if the ELF file was found and processed successfully. It returns ‘false’ otherwise
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The load() method returns ‘true’ if corresponding file was found and processed successfully.

ELF file header properties are accessible now. So, we may require ELF file parameters such as encoding, machine type, entry point, etc. To get the class and the encoding of the file use:

// Print ELF file properties

std::cout << "ELF file class : ";

if ( reader.get\_class() == ELFCLASS32 ) ![1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAABjSURBVHjaVY6xDcAwCAS/pPQaLim9QmajdOk2I2SNrMEIlARIoigU8Cek/4e7zdHaWOYOVwaoA6wOCw05Y7FBgE0tIWQ+sBcwKM8qoD/wB5wGL8hjfdzWrh01GRp1hInGjDoXwHgsFuzBVLQAAABDdEVYdFNvZnR3YXJlAEAoIylJbWFnZU1hZ2ljayA0LjIuOCA5OS8wOC8wMSBjcmlzdHlAbXlzdGljLmVzLmR1cG9udC5jb22RuiG4AAAAKnRFWHRTaWduYXR1cmUANThhMDcyZTA3MGRhMjJmNjEzNWNiZDNlNDE0NTQ2ZjloaiHtAAAADnRFWHRQYWdlADEyeDEyKzArMIRtu30AAAAASUVORK5CYII=)

std::cout << "ELF32" << std::endl;

else

std::cout << "ELF64" << std::endl;

std::cout << "ELF file encoding : ";
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std::cout << "Little endian" << std::endl;

else

std::cout << "Big endian" << std::endl;
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**Note:**

Standard ELF types, flags and constants are defined in the elf\_types.hpp header file. This file is included automatically into the project. For example: ELFCLASS32, ELFCLASS64 constants define values for 32/64 bit architectures. Constants ELFDATA2LSB and ELFDATA2MSB define values for little- and big-endian encoding.

ELF binary files may consist of several sections. Each section has its own responsibility: some contains executable code; other describe program dependencies; other symbol tables and so on. See ELF binary format documentation for purpose and content description of each section.

The following code demonstrates how to find out the amount of sections the ELF file contains. The code also presents how to access particular section properties like names and sizes:

// Print ELF file sections info

Elf\_Half sec\_num = reader.sections.size(); ![1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAABjSURBVHjaVY6xDcAwCAS/pPQaLim9QmajdOk2I2SNrMEIlARIoigU8Cek/4e7zdHaWOYOVwaoA6wOCw05Y7FBgE0tIWQ+sBcwKM8qoD/wB5wGL8hjfdzWrh01GRp1hInGjDoXwHgsFuzBVLQAAABDdEVYdFNvZnR3YXJlAEAoIylJbWFnZU1hZ2ljayA0LjIuOCA5OS8wOC8wMSBjcmlzdHlAbXlzdGljLmVzLmR1cG9udC5jb22RuiG4AAAAKnRFWHRTaWduYXR1cmUANThhMDcyZTA3MGRhMjJmNjEzNWNiZDNlNDE0NTQ2ZjloaiHtAAAADnRFWHRQYWdlADEyeDEyKzArMIRtu30AAAAASUVORK5CYII=)

std::cout << "Number of sections: " << sec\_num << std::endl;

for ( int i = 0; i < sec\_num; ++i ) {
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std::cout << " [" << i << "] "
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<< "\t"
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<< std::endl;

// Access section's data
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}
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‘sections’ data member of ‘reader’ object permits obtaining the number of sections inside given ELF file. It also serves for getting access to individual section by using operator[], which returns a pointer to corresponding section's interface.

Similarly, segments of the ELF file can be processed:

// Print ELF file segments info
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std::cout << "Number of segments: " << seg\_num << std::endl;

for ( int i = 0; i < seg\_num; ++i ) {

const segment\* pseg = reader.segments[i]; ![2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAAB7SURBVHjaHY6hFcMwDEQ/NDQsNSwU9Apdo7Cw0CsIBoZmhKzQEQJLDQsFVclHpHu693W429Zr7bu541Pg3kCmY0K75u9TEUPhuGgWU4mQDvieEaSQEnsT6zKPeZY0EUNtrHMCXvYUuSUg0PsMjUSvpysUT6OOSil9izp/VNk1YJ8vf6MAAABDdEVYdFNvZnR3YXJlAEAoIylJbWFnZU1hZ2ljayA0LjIuOCA5OS8wOC8wMSBjcmlzdHlAbXlzdGljLmVzLmR1cG9udC5jb22RuiG4AAAAKnRFWHRTaWduYXR1cmUAODBlYWU1MjljOTRhN2Y0N2RlY2NmYWRhMjhhY2I5ZGblb7ENAAAADnRFWHRQYWdlADEyeDEyKzArMIRtu30AAAAASUVORK5CYII=)

std::cout << " [" << i << "] 0x" << std::hex
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<< "\t0x"
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<< "\t0x"
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<< "\t0x"
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<< std::endl;

// Access segments's data
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}
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In this case, segments' attributes and data are obtained by using ‘segments’ data member of the ‘reader’ class.

## ELF Section Data Accessors

To simplify creation and interpretation of the ELF sections' data, the ELFIO library provides accessor classes. To the moment of writing this document, the following classes are available:

* String section accessor
* Symbol section accessor
* Relocation section accessor
* Note section accessor
* Dynamic section accessor

Definitely, it is possible to extend the library by implementing additional accessors for less generic and customized purposes. More accessors may be implemented in future versions of the library.

Let's see how the accessors can be used in combination with the previous ELF file reader example. For this purpose, we print out all symbols in symbol section:

if ( psec->get\_type() == SHT\_SYMTAB ) { ![1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAABjSURBVHjaVY6xDcAwCAS/pPQaLim9QmajdOk2I2SNrMEIlARIoigU8Cek/4e7zdHaWOYOVwaoA6wOCw05Y7FBgE0tIWQ+sBcwKM8qoD/wB5wGL8hjfdzWrh01GRp1hInGjDoXwHgsFuzBVLQAAABDdEVYdFNvZnR3YXJlAEAoIylJbWFnZU1hZ2ljayA0LjIuOCA5OS8wOC8wMSBjcmlzdHlAbXlzdGljLmVzLmR1cG9udC5jb22RuiG4AAAAKnRFWHRTaWduYXR1cmUANThhMDcyZTA3MGRhMjJmNjEzNWNiZDNlNDE0NTQ2ZjloaiHtAAAADnRFWHRQYWdlADEyeDEyKzArMIRtu30AAAAASUVORK5CYII=)

const symbol\_section\_accessor symbols( reader, psec ); ![2.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAAB7SURBVHjaHY6hFcMwDEQ/NDQsNSwU9Apdo7Cw0CsIBoZmhKzQEQJLDQsFVclHpHu693W429Zr7bu541Pg3kCmY0K75u9TEUPhuGgWU4mQDvieEaSQEnsT6zKPeZY0EUNtrHMCXvYUuSUg0PsMjUSvpysUT6OOSil9izp/VNk1YJ8vf6MAAABDdEVYdFNvZnR3YXJlAEAoIylJbWFnZU1hZ2ljayA0LjIuOCA5OS8wOC8wMSBjcmlzdHlAbXlzdGljLmVzLmR1cG9udC5jb22RuiG4AAAAKnRFWHRTaWduYXR1cmUAODBlYWU1MjljOTRhN2Y0N2RlY2NmYWRhMjhhY2I5ZGblb7ENAAAADnRFWHRQYWdlADEyeDEyKzArMIRtu30AAAAASUVORK5CYII=)

for ( unsigned int j = 0; j < symbols.get\_symbols\_num(); ++j ) { ![3.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAAAAABzHgM7AAAAAmJLR0QAAKqNIzIAAAB4SURBVHjaJU6rFcNADBM09BqBhl6ltDCwKxQeDOwKB7tGYGCoYaChK6cmlt7TD1W5uap/sgoVBnEXWBTSoOdx7gpLDOAVorWC0ABdcBPqwZtx8Muf+DPXJpQ96Nu/LSMYl/n17oCOnplTOrpiwW3sUs4ZJmob5/wAUbg1Y/zrjUwAAABDdEVYdFNvZnR3YXJlAEAoIylJbWFnZU1hZ2ljayA0LjIuOCA5OS8wOC8wMSBjcmlzdHlAbXlzdGljLmVzLmR1cG9udC5jb22RuiG4AAAAKnRFWHRTaWduYXR1cmUAODBiYmRhMjcyNmRkYWNlOGFiOGEwMWY1OWRlMmViZGII/Q51AAAADnRFWHRQYWdlADEyeDEyKzArMIRtu30AAAAASUVORK5CYII=)

std::string name;

Elf64\_Addr value;

Elf\_Xword size;

unsigned char bind;

unsigned char type;

Elf\_Half section\_index;

unsigned char other;

symbols.get\_symbol( j, name, value, size, bind,
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std::cout << j << " " << name << std::endl;

}

}
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We have just created ‘symbol\_section\_accessor’ class instance first. Usually, accessors receive references to the elfio and ‘section’ objects as parameters for their constructors. get\_symbol() method is used for retrieving particular entry in the symbol table.

## ELFDump Utility

The source code for the ELF Dump Utility can be found in the "examples" directory. This utility is heavily relies on dump facilities provided by auxiliary header file <elfio\_dump.hpp>. The header file demonstrates more accessor’s usage examples.

## ELF File Writer

Let’s see how easy to create a new working executable ELF file.

In this chapter will create simple “Hello World” executable file without involving of compiler and/or assembler.

Our usage of elfio library will consist of several steps:

* Create of empty elfio object
* Set ELF file properties
* Create code section and data content for it
* Create data section and its content
* Add both sections to corresponding ELF file segments
* Set-up program entry point
* Serialize elfio object to executable ELF file

#include <elfio.hpp>

using namespace ELFIO;

int main( void )

{

elfio writer;

writer.create( ELFCLASS32, ELFDATA2LSB );

writer.set\_os\_abi( ELFOSABI\_LINUX );

writer.set\_type( ET\_EXEC );

writer.set\_machine( EM\_386 );

section\* text\_sec = writer.sections.add( ".text" );

text\_sec->set\_type( SHT\_PROGBITS );

text\_sec->set\_flags( SHF\_ALLOC | SHF\_EXECINSTR );

text\_sec->set\_addr\_align( 0x10 );

char text[] = { '\xB8', '\x04', '\x00', '\x00', '\x00', // mov eax, 4

'\xBB', '\x01', '\x00', '\x00', '\x00', // mov ebx, 1

'\xB9', '\x20', '\x80', '\x04', '\x08', // mov ecx, msg

'\xBA', '\x0E', '\x00', '\x00', '\x00', // mov edx, 14

'\xCD', '\x80', // int 0x80

'\xB8', '\x01', '\x00', '\x00', '\x00', // mov eax, 1

'\xCD', '\x80' }; // int 0x80

text\_sec->set\_data( text, sizeof( text ) );

segment\* text\_seg = writer.segments.add();

text\_seg->set\_type( PT\_LOAD );

text\_seg->set\_virtual\_address( 0x08048000 );

text\_seg->set\_physical\_address( 0x08048000 );

text\_seg->set\_flags( PF\_X | PF\_R );

text\_seg->set\_align( 0x1000 );

text\_seg->add\_section\_index( text\_sec->get\_index(),

text\_sec->get\_addr\_align() );

section\* data\_sec = writer.sections.add( ".data" );

data\_sec->set\_type( SHT\_PROGBITS );

data\_sec->set\_flags( SHF\_ALLOC | SHF\_WRITE );

data\_sec->set\_addr\_align( 0x4 );

char data[] = { '\x48', '\x65', '\x6C', '\x6C', '\x6F', // “Hello, World!\n”

'\x2C', '\x20', '\x57', '\x6F', '\x72',

'\x6C', '\x64', '\x21', '\x0A' };

data\_sec->set\_data( data, sizeof( data ) );

segment\* data\_seg = writer.segments.add();

data\_seg->set\_type( PT\_LOAD );

data\_seg->set\_virtual\_address( 0x08048020 );

data\_seg->set\_physical\_address( 0x08048020 );

data\_seg->set\_flags( PF\_W | PF\_R );

data\_seg->set\_align( 0x10 );

data\_seg->add\_section\_index( data\_sec->get\_index(),

data\_sec->get\_addr\_align() );

writer.set\_entry( 0x08048000 );

writer.save( "hello\_i386\_32" );

return 0;

}

# ELFIO Library Classes

## elfio

### Data members

The ELFIO library's main class is ‘elfio’. The class contains two public data members:

|  |  |
| --- | --- |
| **Data member** | **Description** |
| Sections | The container stores ELFIO library section instances. Implements operator[] and size(). operator[] permits access to individual ELF file section according to its index. |
| Segments | The container stores ELFIO library segment instances. Implements operator[] and size(). operator[] permits access to individual ELF file segment according to its index. |

### Member functions

Here is the list of elfio public member functions. The functions permit to retrieve or set ELF file properties.

|  |  |
| --- | --- |
| **Member Function** | **Description** |
| **elfio**() | The constructor. |
| **~elfio**() | The destructor. |
| void  **create**(  unsigned char file\_class,  unsigned char encoding ) | Cleans and initializes elfio object. *file\_class* is either ELFCLASS32 or ELFCLASS64. *file\_class* is either ELFDATA2LSB or ELFDATA2MSB. |
| bool  **load**(  const std::string& file\_name ) | Initializes elfio object by loading data from ELF binary file. File name provided in *file\_name*.  Returns true if the file was processed successfully. |
| bool  **save**(  const std::string& file\_name ) | Creates a file in ELF binary format. File name provided in *file\_name*. Returns true if the file was created successfully. |
| unsigned char  **get\_class**() | Returns ELF file class. Possible values are ELFCLASS32 or ELFCLASS64. |
| unsigned char  **get\_elf\_version**() | Returns ELF file format version. |
| unsigned char  **get\_encoding**() | Returns ELF file format encoding. Possible values are ELFDATA2LSB and ELFDATA2MSB. |
| Elf\_Word  **get\_version**() | Identifies the object file version. |
| Elf\_Half  **get\_header\_size**() | Returns the ELF header's size in bytes. |
| Elf\_Half  **get\_section\_entry\_size**() | Returns a section's entry size in ELF file header section table. |
| Elf\_Half  **get\_segment\_entry\_size**() | Returns a segment's entry size in ELF file header program table. |
| unsigned char  **get\_os\_abi**() | Returns operating system ABI identification. |
| void  **set\_os\_abi**(  unsigned char *value* ) | Sets operating system ABI identification. |
| unsigned char **get\_abi\_version**(); | Returns ABI version. |
| void  **set\_abi\_version**(  unsigned char *value* ) | Sets ABI version. |
| Elf\_Half  **get\_type**() | Returns the object file type. |
| void  **set\_type**( Elf\_Half *value* ) | Sets the object file type. |
| Elf\_Half  **get\_machine**() | Returns the object file's architecture. |
| void  **set\_machine**( Elf\_Half *value* ) | Sets the object file's architecture. |
| Elf\_Word  **get\_flags** () | Returns processor-specific flags associated with the file. |
| void  **set\_flags**(Elf\_Word *value* ) | Sets processor-specific flags associated with the file. |
| Elf64\_Addr  **get\_entry**() | Returns the virtual address to which the system first transfers control. |
| void  **set\_entry**( Elf64\_Addr *value* ) | Sets the virtual address to which the system first transfers control. |
| Elf64\_Off  **get\_sections\_offset**() | Returns the section header table's file offset in bytes. |
| void  **set\_sections\_offset**(  Elf64\_Off *value* ) | Sets the section header table's file offset. Attention! The value can be overridden by the library, when it creates new ELF file layout. |
| Elf64\_Off  **get\_segments\_offset**() | Returns the program header table's file offset. |
| void  **set\_segments\_offset**(  Elf64\_Off *value* ) | Sets the program header table's file offset. Attention! The value can be overridden by the library, when it creates new ELF file layout. |
| Elf\_Half  **get\_section\_name\_str\_index**() | Returns the section header table index of the entry associated with the section name string table. |
| void  **set\_section\_name\_str\_index**(  Elf\_Half value ) | Sets the section header table index of the entry associated with the section name string table. |
| endianess\_convertor&  **get\_convertor**() | Returns endianess convertor reference for the specific elfio object instance. |
| Elf\_Xword  **get\_default\_entry\_size**(  Elf\_Word *section\_type* ) | Returns default entry size for known section types having different values on 32 and 64 bit architectures. At the moment, only SHT\_RELA,  SHT\_REL, SHT\_SYMTAB and SHT\_DYNAMIC  are 'known' section types. The function returns 0 for other section types. |

## section

Class ‘section’ has no public data members.

### Member functions

section public member functions listed in the table below. These functions permit to retrieve or set ELF file section properties

|  |  |
| --- | --- |
| **Member Function** | **Description** |
| **section**() | The default constructor. |
| **~section**() | The destructor. |

## segment

Class ‘segment’ has no public data members.

### Member functions