Textbook Notes

library(ggplot2)  
library(UsingR)  
library(dplyr)  
library(reshape)  
library(datasets)  
data(diamond)  
data(galton)

## Chapter 1. Introduction

### Before beginning

The recommendation for the swirl module for this course is ill-advised in my opinion. It's terrible and confusing.

### Regression models

"Regression models are the workhorse of data science. They are the most well described, practical and theoretically understood models in statistics. A data scientist well versed in regression models will be able to solve and incredible array of problems.

Perhaps the key insight for regression models is that they produce highly interpretable model fits. This is unlike machine learning algorithms, which often sacrifice interpretability for improved prediction performance or automation."

### Motivating examples

* Francis Galton's data on parent and child heights
* Simply Statistics versus Kobe Bryant

### Summary notes: questions for this book

Questions that can be answered using regression:

1. Prediction: e.g., use parents' heights to predict childrens' heights
2. Modeling: Find a parsimonious, easily-described mean relationship between parent and children heights
3. Covariation: Investigate the variation in child heights that appears unrelated to parent heights

### Exploratory analysis of Galton's data

**NOTE** that the following slyly and silently throws in usage of the reshape library, without making any reference to it. It's a great library and ought to be learned, but it is not easy to grasp on first contact.

long <- melt(galton)

## Using as id variables

g <- ggplot(long, aes(x = value, fill = variable))  
g <- g + geom\_histogram(colour = "black", binwidth=1)  
g <- g + facet\_grid(. ~ variable)  
g
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#### Finding the middle via least squares

Find the middle, or , that minimizes:

Spoiler: The answer is .

#### Experiment

library(manipulate)  
myHist <- function(mu){  
mse <- mean((galton$child - mu)^2)  
g <- ggplot(galton, aes(x = child)) + geom\_histogram(fill = "salmon", colour\  
= "black", binwidth=1)  
g <- g + geom\_vline(xintercept = mu, size = 3)  
g <- g + ggtitle(paste("mu = ", mu, ", MSE = ", round(mse, 2), sep = ""))  
g  
}  
manipulate(myHist(mu), mu = slider(62, 74, step = 0.5))

Uses the manipulate function to allow for interactive exploration to discover that the value of that minimizes squared differences is about 68, which is near .

g <- ggplot(galton, aes(x = child)) + geom\_histogram(fill = "salmon", colour = "black", binwidth=1)  
g <- g + geom\_vline(xintercept = mean(galton$child), size = 3)  
g
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### The math (not required)

### Comparing children's heights and their parents' heights

ggplot(galton, aes(x = parent, y = child)) + geom\_point()
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freqData <- as.data.frame(table(galton$child, galton$parent))  
names(freqData) <- c("child", "parent", "freq")  
freqData$child <- as.numeric(as.character(freqData$child))  
freqData$parent <- as.numeric(as.character(freqData$parent))  
g <- ggplot(filter(freqData, freq > 0), aes(x = parent, y = child))  
g <- g + scale\_size(range = c(2, 20), guide = "none" )  
g <- g + geom\_point(colour="grey50", aes(size = freq+20, show\_guide = FALSE))  
g <- g + geom\_point(aes(colour=freq, size = freq))  
g <- g + scale\_colour\_gradient(low = "lightblue", high="white")   
g
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### Regression through the origin

A line requires two parameters, intercept and slope. If we want to focus only on the slope, we can subtract the mean from each data point, so that the mean becomes 0, and thus the line passes through the origin. So now we can determine the slope that minimizes:

Each is the vertical height of a line through the point . So is the vertical distance between each observed data point and the point on the line .

The following is another interactive experiment that demonstrates that the value that minimizes is about 0.646.

y <- galton$child - mean(galton$child)  
x <- galton$parent - mean(galton$parent)  
freqData <- as.data.frame(table(x, y))  
names(freqData) <- c("child", "parent", "freq")  
freqData$child <- as.numeric(as.character(freqData$child))  
freqData$parent <- as.numeric(as.character(freqData$parent))  
myPlot <- function(beta){  
g <- ggplot(filter(freqData, freq > 0), aes(x = parent, y = child))  
g <- g + scale\_size(range = c(2, 20), guide = "none" )  
g <- g + geom\_point(colour="grey50", aes(size = freq+20, show\_guide = FALSE))  
g <- g + geom\_point(aes(colour=freq, size = freq))  
g <- g + scale\_colour\_gradient(low = "lightblue", high="white")  
g <- g + geom\_abline(intercept = 0, slope = beta, size = 3)  
mse <- mean( (y - beta \* x) ^2 )  
g <- g + ggtitle(paste("beta = ", beta, "mse = ", round(mse, 3)))  
g  
}  
manipulate(myPlot(beta), beta = slider(0.6, 1.2, step = 0.02))

### The solution

And here is the official answer. Both and have been centered at 0. The -1 in the formula indicates that we do not want an intercept in the model.

lm(I(child - mean(child))~ I(parent - mean(parent)) - 1, data = galton)

##   
## Call:  
## lm(formula = I(child - mean(child)) ~ I(parent - mean(parent)) -   
## 1, data = galton)  
##   
## Coefficients:  
## I(parent - mean(parent))   
## 0.6463

**IMPORTANT NOTE** re the graph in this section: "(Note that I shifted the origin back to the means of the original data.)" The code in the previous section centers the data at the origin. But it's irrelevant in terms of the slope, which is unaffected by the intercept or centering:

lm(child ~ parent, data=galton)

##   
## Call:  
## lm(formula = child ~ parent, data = galton)  
##   
## Coefficients:  
## (Intercept) parent   
## 23.9415 0.6463

### Exercises

1. Consider the data set given by x=c(0.725, 0.429, -0.372, 0.863). What value of minimizes sum((x - mu)^2)?

x <- c(0.725, 0.429, -0.372, 0.863)  
mu <- mean(x)  
mu

## [1] 0.41125

1. Reconsider the previous question. Suppose that weights given were w=c(2, 2, 1, 1) so that we wanted to minimize sum(w \* (x - mu)^2) for mu. What value would we obtain?

w <- c(2, 2, 1, 1)  
mu <- sum(w \* x) / sum(w)  
mu

## [1] 0.4665

1. Take the Galton and obtain the regression through the origin slope estimate where the centered parental height is the outcome and the child's height is is the predictor.

yc <- galton$parent - mean(galton$parent)  
xc <- galton$child - mean(galton$child)  
lm(yc ~ xc)

##   
## Call:  
## lm(formula = yc ~ xc)  
##   
## Coefficients:  
## (Intercept) xc   
## -1.997e-15 3.256e-01

#Or  
sum(yc \* xc) / sum(xc^2)

## [1] 0.3256475

The phrasing "the regression through the origin slope estimate" is unclear. The point of the exercise was unclear. What is wanted (which the video answer makes clear) is to demonstrate that the slope is equal to:

This is because, when we use regression through the origin, the residuals sum to 0.

But this is not covered until the next chapter (and in fact, the chapter after that). This is an example of what made my first attempt to take this course conclude that it was sloppily arranged and poorly organized. Why not throw in a few questions from the last chapter? Or from the last chapter of the next course?

## Chapter 2. Notation

### Some basic definitions

### Notation for data

describes data points for a random variable (in this case, ). For example, as .

### The emprical mean

If we subtract the mean from each data point, the new data set has mean 0. So this:

has a mean of 0. This is called **centering** the variable.

### The empirical standard deviation and variance

Variance:

Standard deviation:

### Normalization

What is shown here is *standardization* using Z-scores, which is only one form of normalization. Others include min-max. It's somewhat misleading to present Z-score standardization as what appears to be **the** definition of "normalization".

The above would have mean 0 and a standard deviation of 1.

### Empirical covariance (and correlation)

### Some facts about correlation

* Correlation is exactly 1 or -1 only when all observations fall exactly on a straight line with a non-zero slope.
* measures the strength of a *linear* relationship between two variables, with a stronger relationship the closer the correlation is to 1 or -1.
* A correlation of 0 indicates no linear relationship at all between two variables.

### Exercises

1. Take the Galton dataset and find the mean, standard deviation and correlation between the parental and child heights.

parent.mean <- mean(galton$parent)  
parent.sd <- sd(galton$parent)  
child.mean <- mean(galton$child)  
child.sd <- sd(galton$child)  
galton.rho <- cor(galton$child, galton$parent)  
parent.mean

## [1] 68.30819

parent.sd

## [1] 1.787333

child.mean

## [1] 68.08847

child.sd

## [1] 2.517941

galton.rho

## [1] 0.4587624

1. Center the parent and child variables and verify that the centered variable means are 0.

parent.c <- galton$parent - mean(galton$parent)  
child.c <- galton$child - mean(galton$child)  
mean(parent.c)

## [1] 9.775954e-16

mean(child.c)

## [1] 4.817867e-16

1. Rescale the parent and child variables and verify that the scaled variable standard deviations are 1.

parent.scale <- galton$parent / sd(galton$parent)  
child.scale <- galton$child / sd(galton$child)  
sd(parent.scale)

## [1] 1

sd(child.scale)

## [1] 1

1. Normalize the parent and child heights. Verify that the

What is wanted is standardization, a particular form of normalization.

parent.c <- galton$parent - mean(galton$parent)  
child.c <- galton$child - mean(galton$child)  
parent.std <- parent.c / sd(parent.c)  
child.std <- child.c / sd(child.c)  
mean(parent.std)

## [1] 5.501733e-16

sd(parent.std)

## [1] 1

mean(child.std)

## [1] 2.183943e-16

sd(child.std)

## [1] 1

## Chapter 3. Ordinary Least Squares

### General least squares for linear equations

The goal is to minimize the sum of the squares:

The result:

If we use regression through the origin (to review, that means centering both and on their means), then:

This is simply the covariance of and . That is because, when the data for both variables has been centered, they both have standard deviations of 1, so and .

### My side note

This is always true:

For example, from the father.son dataset:

data(father.son)  
fit <- lm(sheight ~ fheight, data=father.son)  
coef(fit)[2]

## fheight   
## 0.514093

cov(father.son$sheight, father.son$fheight) / sd(father.son$fheight)^2

## [1] 0.514093

### Revisting Galton's data

Calculate the coefficients using child height as response and parent height as predictor:

y <- galton$child  
x <- galton$parent  
beta1 <- cor(y, x) \* sd(y) / sd(x)  
beta0 <- mean(y) - beta1 \* mean(x)  
rbind(c(beta0, beta1), coef(lm(y ~ x)))

## (Intercept) x  
## [1,] 23.94153 0.6462906  
## [2,] 23.94153 0.6462906

Now reverse the relationship:

beta1 <- cor(y, x) \* sd(x) / sd(y)  
beta0 <- mean(x) - beta1 \* mean(y)  
rbind(c(beta0, beta1), coef(lm(x ~ y)))

## (Intercept) y  
## [1,] 46.13535 0.3256475  
## [2,] 46.13535 0.3256475

Regression through the origin gives us the same slope; i.e., changing the intercept does not affect the slope:

yc <- y - mean(y)  
xc <- x - mean(x)  
beta1 <- sum(yc \* xc) / sum(xc ^ 2)  
c(beta1, coef(lm(y ~ x))[2])

## x   
## 0.6462906 0.6462906

But normalizing (standardizing) the data makes the slope equal to the correlation:

yn <- (y - mean(y))/sd(y)  
xn <- (x - mean(x))/sd(x)  
c(cor(y, x), cor(yn, xn), coef(lm(yn ~ xn))[2])

## xn   
## 0.4587624 0.4587624 0.4587624

### Exercises

1. Install and load the package UsingR and load the father.son dataset with data(father.son). Get the linear regression fit where the son's height is the outcome and the father's height is the predictor. Give the intercept and slope, plot the data and overly the fitted regression line.

data(father.son)  
x <- father.son$fheight  
y <- father.son$sheight  
fit <- lm(y ~ x)  
coef(fit)

## (Intercept) x   
## 33.886604 0.514093

itc <- coef(fit)[1]  
slope <- coef(fit)[2]  
itc

## (Intercept)   
## 33.8866

slope

## x   
## 0.514093

ggplot(father.son, aes(x=fheight, y=sheight)) +  
 geom\_point() +  
 geom\_abline(intercept = itc, slope=slope) +  
 xlab("Father's height") +  
 ylab("Son's height")
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1. Refer to problem 1. Center the father and son variables and refit the model omitting the intercept. Verify that the slope estimate is the same as the linear regression fit from prolem 1.

xc <- father.son$fheight - mean(father.son$fheight)  
yc <- father.son$sheight - mean(father.son$sheight)  
fitc <- lm(yc ~ xc)  
slopec <- coef(fitc)[2]  
slopec

## xc   
## 0.514093

round(slope, digits=6) == round(slopec, digits=6)

## x   
## TRUE

1. Refer to problem 1. Normalize the father and son data and see that the fitted slope is the correlation.

xn <- (father.son$fheight - mean(father.son$fheight)) / sd(father.son$fheight)  
yn <- (father.son$sheight - mean(father.son$sheight)) / sd(father.son$sheight)  
fitn <- lm (yn ~ xn)  
corrn <- cor(yn, xn)  
slopen <- coef(fitn)[2]  
corrn

## [1] 0.5013383

slopen

## xn   
## 0.5013383

round(corrn, digits=6) == round(slopen, digits=6)

## xn   
## TRUE

1. Go back to the linear regression line from problem 1. If a father's height was 63 inches, what would you predict the son's height to be?

predict(fit, newdata=data.frame(x=63))

## 1   
## 66.27447

1. Consider a dataset where the standard deviation of the outcome variable is double that of the predictor. Also, the correlation of the variables is 0.3. If you fit a linear regression model, what would be the estimate of the slope?

We know that:

If the correlation is 0.3, and the outcome variable's standard deviation is twice that of the predictor's, then the slope must be .

1. Consider the previous problem. The outcome variable has a mean of 1 and the predictor has a mean of 0.5. What would be the intercept?

We know that:

So if and , then .

1. True or false, if the predictor variable has mean 0, the estimated intercept from linear regression will be the mean of the outcome.

True. The intercept is:

So if , the entire right term is zero, and we are left only with .

1. Consider problem 5 again. What would be the estimated slope if the predictor and outcome were reversed?

This time we multiply the correlation, 0.3, by instead of , so the result is 0.15.

## Chapter 4. Regression to the mean

### A historically famous idea, regression to the mean

Galton discovered that children of tall parents tended to be tall, but not quite as tall, and children of short parents tended to be short, but not quite as short. They "regressed to the mean."

### Regression to the mean

Standardize both predictor and response so that we have regression through the mean, and then plot regression lines in both directions, i.e., child height is response, and then parent height is response. It shows that the slope of one is the multiplicative inverse of the other.

(Without standardizing, the slopes will not necessarily be multiplicative inverses of each other.)

data(father.son)  
y <- (father.son$sheight - mean(father.son$sheight)) / sd(father.son$sheight)  
x <- (father.son$fheight - mean(father.son$fheight)) / sd(father.son$fheight)  
rho <- cor(x, y)  
g = ggplot(data.frame(x, y), aes(x = x, y = y))  
g = g + geom\_point(size = 5, alpha = .2, colour = "black")  
g = g + geom\_point(size = 4, alpha = .2, colour = "red")  
g = g + geom\_vline(xintercept = 0)  
g = g + geom\_hline(yintercept = 0)  
g = g + geom\_abline(position = "identity")  
g = g + geom\_abline(intercept = 0, slope = rho, size = 2)  
g = g + geom\_abline(intercept = 0, slope = 1 / rho, size = 2)  
g = g + xlab("Father's height, normalized")  
g = g + ylab("Son's height, normalized")  
g
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If you had to predict a son's normalized (standardized) height, it would be , where is the standardized father's height. If you had to predict a father's normalized height, it would be .

"Multiplication by this correlation shrinks toward 0 (regression toward the mean)".

### Exercises

1. You have two noisy scales and a bunch of people that you'd like to weigh. You weigh each person on both scales. The correlation was 0.75. If you normalized each set of weights, what would you have to multiply the weight on one scale to get a good estimate of the weight on the other scale?

If both variables have been normalized, then both have a standard deviation of 1. Now the slope of the regression line is therefore the correlation, or 0.75. Or 1/0.75 = 1.33.

library(UsingR)  
data(father.son)  
y <- (father.son$sheight - mean(father.son$sheight)) / sd(father.son$sheight)  
x <- (father.son$fheight - mean(father.son$fheight)) / sd(father.son$fheight)  
rho <- cor(x, y)  
rho

## [1] 0.5013383

cor(father.son$fheight, father.son$sheight)

## [1] 0.5013383

cor(father.son$sheight, father.son$fheight)

## [1] 0.5013383

1. Consider the previous problem. Someone's weight was 2 standard deviations above the mean of the group on the first scale. How many standard deviations above the mean would you estimate them to be on the second?

2 \* 0.75 = 1.5

1. You ask a collection of husbands and wives to guess how many jellybeans are in a jar. The correlation is 0.2. The standard deviation for the husbands is 10 beans while the standard deviation for wives is 8 beans. Assume that the data were centered so that 0 is the mean for each. The centered guess for a husband was 30 beans (above the mean). What would be your best estimate of the wife's guess?

The slope is . We are using regression through the origin so intercept is zero. Therefore the best estimate is the husband's guess times the slope, .

## Chapter 5. Statistical linear regression models

### Basic regression with additive Gaussian errors

The model:

The above is the "true" and unknown model; we cannot know the true values of , or . Instead, we estimate them.

Under this model:

Some notes on the above:

* is a strange notation that just means, "assuming that our X value is some specified value"
* does not mean the empirical mean; rather, it means merely an expected value
* The lack of hats on the betas again indicate that they are the true population parameters, not statistical estimates

Also:

All of the above could be written "more compactly":

But the above does not show "additive Guassian errors" and so is not as convenient.

NOTE: The above the standard deviation of the residuals, which is covered later. This can be confusing.

Remember the least squares estimate of the parameters:

And

### Interpreting regression coefficients, the intercept

When the predictor is zero, our estimate of the response is:

This is the intercept. But the intercept isn't always of interest; the height of a child for a parent with zero height makes no sense.

It is possible to "make your intercept more interpretable": by shifting all of the predictor values. We've seen an example where we have regression through the mean. This does not affect the slope, but now the intercept is significant.

The above is an abstract and head-scratching way of saying, "You can shift the predictor by any value, not just the mean" but in our example, would be .

### Interpreting regression coefficients, the slope

The above is a *very* confusing way of saying, "If our slope is , then for every unit we move to the right on the x-axis, our predicted value for goes up by the slope, ."

#### Changing units

The above is a way of saying that you multiply by the inverse of the change in units. For example, if your predictor, , is in units of kilograms, and you want to change to units of grams, you multiply the predictor values by .

### Using regression for prediction

"If we would like to guess the outcome of a particular value of the predictor, say , the regression model guesses:""

(The use of the word "guess" above is extremely ill-advised.)

### Example

data(diamond)  
g = ggplot(diamond, aes(x = carat, y = price))  
g = g + xlab("Mass (carats)")  
g = g + ylab("Price (SIN $)")  
g = g + geom\_point(size = 7, colour = "black", alpha=0.5)  
g = g + geom\_point(size = 5, colour = "blue", alpha=0.2)  
g = g + geom\_smooth(method = "lm", colour = "black")  
g
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Now fit the model:

fit <- lm(price ~ carat, data=diamond)  
coef(fit)

## (Intercept) carat   
## -259.6259 3721.0249

Re-fit, after centering the data:

fit2 <- lm(price ~ I(carat - mean(carat)), data=diamond)  
coef(fit2)

## (Intercept) I(carat - mean(carat))   
## 500.0833 3721.0249

The new intercept shows us the predicted cost of a diamond whose weight is the mean of all observed weights.

Now re-fit again, this time changing the scale of the predictor from carats to tenth of carats:

fit3 <- lm(price ~ I(carat \* 10), data=diamond)  
coef(fit3)

## (Intercept) I(carat \* 10)   
## -259.6259 372.1025

Now the increase of price per unit (tenth of carat) is one-tenth of what it was when unit was carat.

Now predict the prices of some diamonds based on weight.

newx <- c(0.16, 0.27, 0.34)  
coef(fit)[1] + coef(fit)[2] \* newx

## [1] 335.7381 745.0508 1005.5225

We could also use R's predict function.

predict(fit, newdata=data.frame(carat=newx))

## 1 2 3   
## 335.7381 745.0508 1005.5225

### Exercises

1. Fit a linear model to the father.son dataset with the father as the predictor and the son as the outcome. Give a p-value for the slope coefficient and perform the relevant hypothesis test.

fit <- lm(sheight ~ fheight, data=father.son)  
summary(fit)$coefficients[2,4]

## [1] 1.121268e-69

The p-value is only a tiny fraction of 0.05, so using a 95% confidence level, we do reject the null hypothesis that , and conclude that the slope is non-zero, and there is some correlation between father's height and son's height.

1. Refer to question 1. Interpret both parameters. Recenter the intercept if necessary.

The intercept is 33.88, which indicates that a father with height 0 has a son with height 33.88. This clearly is invalid and is the result of interpolation.

The slope of 0.514 indicates that, for every additional 1" of height in the father, we predict that the son will have an additional 0.514" of height.

1. Refer to question 1. Predict the son's height if the father's height is 80 inches. Would you recommend this prediction? Why or why not?

predict(fit, newdata=data.frame(fheight=80))

## 1   
## 75.01405

I would not, because the maximum observed father's height is about 75, and so we are interpolating.

1. Load the mtcars dataset. Fit a linear regression with miles per gallon as the outcome and horsepower as the predictor. Interpret your coefficients, recenter for the intercept if necessary.

data(mtcars)  
fit <- lm(mpg ~ hp, data=mtcars)  
coef(fit)

## (Intercept) hp   
## 30.09886054 -0.06822828

The intercept indicates that a vehicle with 0 horsepower gets 30 mpg, which is clearly nonsense. The slope indicates that for every decrease in horsepower by -0.068, mileage increases by one.

Recenter the data:

fit <- lm(I(mpg - mean(mpg)) ~ I(hp - mean(hp)), data=mtcars)  
coef(fit)

## (Intercept) I(hp - mean(hp))   
## 9.440147e-16 -6.822828e-02

The slope is unchanged, but now the intercept is zero.

The video answer indicates that only the predictor should be re-centered.

fit <- lm(mpg ~ I(hp - mean(hp)), data=mtcars)  
summary(fit)$coef

## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 20.09062500 0.6828817 29.420360 1.101810e-23  
## I(hp - mean(hp)) -0.06822828 0.0101193 -6.742389 1.787835e-07

This shows that the car with mean hp gets about 20 mpg. We also see that the slope is highly statistically significant.

1. Refer to question 4. Overlay the fit onto a scatterplot.

fit <- lm(mpg ~ hp, data=mtcars)  
itc <- fit$coefficients[1]  
slope <- fit$coefficients[2]  
ggplot(mtcars, aes(x=hp, y=mpg)) +  
 geom\_point(cex=4, alpha=0.5) +  
 geom\_smooth(method=lm, se=FALSE, lwd=2)
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1. Refer to question 4. Test the hypothesis of no linear relationship between horespower and miles per gallon.

summary(fit)$coef[2,4]

## [1] 1.787835e-07

The p-value for the slope is very low, indicating that there is reason to reject the null hypothesis and conclude that there is a relationship between horsepower and miles per gallon.

1. Refer to question 4. Predict the miles per gallon for a horsepower of 111.

min(mtcars$hp)

## [1] 52

max(mtcars$hp)

## [1] 335

predict(fit, newdata=data.frame(hp=111))

## 1   
## 22.52552

## Chapter 6. Residuals

### Residual variation

Residuals represent variation unexplained by the model. Here again is the diamond data, with price as response and carat as predictor/regressor.

g = ggplot(diamond, aes(x = carat, y = price))  
g = g + xlab("Mass (carats)")  
g = g + ylab("Price (SIN $)")  
g = g + geom\_point(size = 7, colour = "black", alpha=0.5)  
g = g + geom\_point(size = 5, colour = "blue", alpha=0.2)  
g = g + geom\_smooth(method = "lm", colour = "black")  
g
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Recall the linear model:

where we assume that . (The here represents residual variance.) The observed outcome corresponds to a predictor . We can label our predicted outcome as . This will fall directly on our model's regression line:

The residual is the difference between the observed value and the predicted value:

diamond.residuals <- residuals(lm(price ~ carat, data=diamond))  
g = ggplot(diamond, aes(x = carat, y = price))  
g = g + xlab("Mass (carats)")  
g = g + ylab("Price (SIN $)")  
g = g + geom\_point(size = 5, fill="blue", color="black", shape=21)  
g = g + geom\_smooth(method = "lm", colour = "black")  
for (x in 1:length(diamond$carat)) {  
 g <- g + geom\_line(data=data.frame(carat=rep(diamond$carat[x], 2), price=c(diamond$price[x], diamond$price[x] - diamond.residuals[x])), color="red")  
}  
g
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#g = g + geom\_line(data=data.frame(carat=rep(diamond$carat, each=2), price=as.vector(rbind(diamond$price, diamond$price + diamond.residuals))))

Least squares minimizes the sum of the squared residuals, . Note that the residuals, , are observable, while the errors, , are not. The residuals can be thought of as estimates of the errors.

### Properties of the residuals

#### Expected value

The expected value of a residual is 0:

Confusing statement from the text:

"If an intercept is included, "

Translation: If *only* an intercept is included, the sum of the residuals is zero. This means that the regression line is horizontal. If that is the case, then we can simply add up the distance (positive or negative) of each residual from the horizontal intercept line, and the sum will be zero.

If both an intercept and a slope is given, then:

Now, in other words, we must multiply each residual value (positive or negative) with the corresponding X value, and when we sum them all, the result is zero.

Note that there are degrees of freedom, where is the number of coefficients (including the intercept) in the model. So for simple linear regression it is .

#### Example

data(diamond)  
y <- diamond$price; x <- diamond$carat; n <- length(y)  
fit <- lm(y ~ x)  
## The easiest way to get the residuals  
e <- resid(fit)  
## Obtain the residuals manually, get the predicted Ys first  
yhat <- predict(fit)  
## The residuals are y - yhat. Let's check by comparing this  
## with R's build in resid function  
max(abs(e -(y - yhat)))

## [1] 9.485746e-13

## Let's do it again hard coding the calculation of Yhat  
max(abs(e - (y - coef(fit)[1] - coef(fit)[2] \* x)))

## [1] 9.485746e-13

### Estimating residual variation

The variance of the residuals (for simple linear regression):

#### Diamond example

y <- diamond$price; x <- diamond$carat; n <- length(y)  
fit <- lm(y ~ x)  
## the estimate from lm  
summary(fit)$sigma

## [1] 31.84052

## directly calculating from the residuals  
sqrt(sum(residuals(fit)^2) / (n - 2))

## [1] 31.84052

### Summarizing variation

"The total variation in the response is the variability around an intercept. This is also the variance estimate from a model with only an intercept."

The above is classic Caffo. I cannot fathom what point he's trying to make. I'm sure it's fairly simple, and that this is another classic example of how he can obscure a simple concept behind smoke and mirrors. Anyway:

The above says that total variability is based on the squared differences between the observed values and the mean of all observed values. If the model has only an intercept and no slope, then there would be no decomposition of the variability (I think this is the point, anyway).

Next:

Total variability:

The above takes a little pondering, at last the rightmost term. The middle term is the regression variability; the sum of the squared differences between what we observed, and what we predicted. The last term is the unexplained variability; it's any variation between our predictions, and the mean of the observed values. Need to internalize this so that it's second nature.

The following shows variability around the intercept only (left) and both the intercept and the slope (right). Variation around the intercept only is total variation. Variation around both the intercept and the slope is variation that is not explained by the model. So the difference in the two is the amount of variation explained by the model.

e = c(resid(lm(price ~ 1, data = diamond)),  
resid(lm(price ~ carat, data = diamond)))  
fit = factor(c(rep("Itc", nrow(diamond)),  
rep("Itc, slope", nrow(diamond))))  
g = ggplot(data.frame(e = e, fit = fit), aes(y = e, x = fit, fill = fit))  
g = g + geom\_dotplot(binaxis = "y", size = 2, stackdir = "center", binwidth = 20)  
g = g + xlab("Fitting approach")  
g = g + ylab("Residual price")  
g
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### R squared

**R squared** is the percentage of the total variability that is explained by the model (by the linear relationship of the response variable with the predictor).

* is the percentage of the variation explained by the regression model
* is the sample correlation squared
* can be a misleading indicator of model fit
* Deleting data can inflate it
* (For later.) Adding terms to regression model always increases .

### Exercises

1. Fit a linear regression model to the father.son dataset with the father as the predictor and the son as the outcome. Plot the son's height (horizontal axis) versus the residuals (vertial axis).

fit <- lm(sheight ~ fheight, data=father.son)  
ggplot(father.son, aes(x=fheight, y=fit$residuals)) +  
 geom\_point() +  
 geom\_hline(yintercept=0)
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Note that the text says to plot the *son's* height on the x-axis, but the video shows plotting the *father's* height on the x-axis.

1. Refer to question 1. Directly estimate the residual variance and compare the estimate to the output of lm.

predictions <- predict(fit)  
estvar <- (1/(nrow(father.son) - 2)) \* sum((father.son$sheight - predictions)^2)  
estvar

## [1] 5.936804

summary(fit)$sigma^2

## [1] 5.936804

#Note: the following won't work. Reason is that it expects degrees of freedom to be n-1  
#var(fit$residuals)

1. Refer to question 1. Give the R squared for this model.

summary(fit)$r.squared

## [1] 0.2513401

1. Load the mtcars dataset. Fit a linear regression with miles per gallon as the outcome and horespower as the predictor. Plot horsepower versus the residuals.

fit <- lm(mpg ~ hp, data=mtcars)  
ggplot(mtcars, aes(x=hp, y=fit$residuals)) +  
 geom\_point(cex=4, alpha=0.5) +  
 geom\_hline(yintercept=0, lwd=2, color="red") +  
 xlab("Horespower") +  
 ylab("Residuals")

![](data:image/png;base64,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)

1. Refer to question 4. Directly estimate the residual variance and compare this estimate to the output of lm.

sum(fit$residuals^2) / (nrow(mtcars) - 2)

## [1] 14.92248

summary(fit)$sigma^2

## [1] 14.92248

1. Refer to question 4. Give the R squared for this model.

summary(fit)$r.squared

## [1] 0.6024373

## Chapter 7. Regression Inference

### Reminder of the model

The regression model so far:

where .

(Note that some notation for distributions shows variance as the second term, as here; others show standard deviation, as in the DASI textboook.)

The estimates for the model parameters are:

### Review

Consider statistics like the following:

where is an estimate of interest, is an estimand (the thing whose true value we cannnot know, but are estimating), and is the standard error of .

This is reminiscent of determining the Z-score for a hypothesis test:

Such a statistic has these properties:

1. They are normally distributed and have a finite sample Student's T distribution under normality assumptions.
2. They can be used to test versus .
3. They can be used to create a confidence interval for via

Point 1 is somewhat confusing, but what I believe it means is that the sampling distribution is to be expected to be distributed under the Student's distribution. So if you have a collection of samples, and you calculate the above statistic for each, they follow the Student's distribution for the appropriate degrees of freedom, based on sample size.

Point 2 uses as the point estimate and as the null value.

Point 3 is straightforward for me. is the significance level, which is 1 minus the confidence level. It is divided in half because we're assuming that a confidence interval is always two-sided, so we want half of the significance level of each side of the distribution.

### Results for the regression parameters

**NOTE**: The book begins by saying "First, we need the standard errors for our regression parameters" and then goes on to define the *variance* for and . These are *not* the standard errors. This is an egregious, unpardonable error; another example of why I was so irritated by this course in the first attempt.

~~Standard errors~~ variances for regression parameters:

And

Where is the variance of the residuals:

(Note that this is coefficients(fit)$sigma where fit is the output of lm.)

### Example diamond data set

Calculate by hand:

y <- diamond$price; x <- diamond$carat; n <- length(y)  
beta1 <- cor(y, x) \* sd(y) / sd(x)  
beta0 <- mean(y) - beta1 \* mean(x)  
e <- y - beta0 - beta1 \* x  
sigma <- sqrt(sum(e^2) / (n-2))  
ssx <- sum((x - mean(x))^2)

Now calculate standard errors:

seBeta0 <- (1 / n + mean(x) ^ 2 / ssx) ^ .5 \* sigma  
seBeta1 <- sigma / sqrt(ssx)  
tBeta0 <- beta0 / seBeta0  
tBeta1 <- beta1 / seBeta1

tBeta0 and tBeta1 above correspond to "t-scores" (using a Student's distribution) for the two parameters.

Now obtain the p-values:

pBeta0 <- 2 \* pt(abs(tBeta0), df = n - 2, lower.tail = FALSE)  
pBeta1 <- 2 \* pt(abs(tBeta1), df = n - 2, lower.tail = FALSE)  
coefTable <- rbind(c(beta0, seBeta0, tBeta0, pBeta0), c(beta1, seBeta1, tBeta1, pBeta1))  
colnames(coefTable) <- c("Estimate", "Std. Error", "t value", "P(>|t|)")  
rownames(coefTable) <- c("(Intercept)", "x")  
coefTable

## Estimate Std. Error t value P(>|t|)  
## (Intercept) -259.6259 17.31886 -14.99094 2.523271e-19  
## x 3721.0249 81.78588 45.49715 6.751260e-40

Now do all of this the fast, simple way:

fit <- lm(y ~ x)  
summary(fit)$coefficients

## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) -259.6259 17.31886 -14.99094 2.523271e-19  
## x 3721.0249 81.78588 45.49715 6.751260e-40

### Getting a confidence interval

For the intercept:

sumCoef <- summary(fit)$coefficients  
sumCoef[1,1] + c(-1, 1) \* qt(.975, df = fit$df) \* sumCoef[1, 2]

## [1] -294.4870 -224.7649

And for the slope:

(sumCoef[2,1] + c(-1, 1) \* qt(.975, df = fit$df) \* sumCoef[2, 2]) / 10

## [1] 355.6398 388.5651

### Prediction of outcomes

We've already covered that the estimate for prediction at point is:

We need a standard error to create a prediction interval. **There is an important but subtle distinction between intervals for the regression line at point and the prediction of what would be at point .** What differes is the standard error.

For the line at the standard error is:

For the prediction interval at the standard error is:

"Notice that the prediction interval standard error is a little large than error for a line. Think of it this way. If we want to predict a Y value at a particular X value, and we knew the actual true slope and intercept, there would still be error. However, if we only wanted to predict the value at the line at that X value, there would be no variance, since we already know the line.

Thus, the variation for the line only considers how hard it is to estimate the regression line at that X value. The prediction interval includes that variation, as well as the extra variation unexplained by the relationship between Y and X. So, it has to be a little wider."

In R, using ggplot:

newx = data.frame(x = seq(min(x), max(x), length = 100))  
p1 = data.frame(predict(fit, newdata= newx,interval = ("confidence")))  
p2 = data.frame(predict(fit, newdata = newx,interval = ("prediction")))  
p1$interval = "confidence"  
p2$interval = "prediction"  
p1$x = newx$x  
p2$x = newx$x  
dat = rbind(p1, p2)  
names(dat)[1] = "y"  
g = ggplot(dat, aes(x = x, y = y))  
g = g + geom\_ribbon(aes(ymin = lwr, ymax = upr, fill = interval), alpha = 0.2)  
g = g + geom\_line()  
g = g + geom\_point(data = data.frame(x = x, y=y), aes(x = x, y = y), size = 4)  
g
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### Exercises

1. Test whether the slope coefficient for the father.son dataset is different from zero (father as predictor, son as outcome).

fit <- lm(sheight ~ fheight, data=father.son)  
summary(fit)$coefficients[2,4]

## [1] 1.121268e-69

Value is very small, so we conclude that we reject the null hypothesis that the slope is zero.

1. Refer to question 1. Form a confidence interval for the slope coefficient.

n <- nrow(father.son)  
z.star <- pt(0.975, lower.tail=FALSE, df=n-2)  
se <- summary(fit)$coefficients[2,2]  
point.est <- summary(fit)$coefficients[2,1]  
ci <- point.est + c(-1,1) \* point.est \* se  
ci

## [1] 0.5001875 0.5279986

1. Refer to question 1. Form a confidence interval for the intercept (center the fathers' heights first to get an intercept that is easier to interpret).

n <- nrow(father.son)  
x <- father.son$fheight - mean(father.son$fheight)  
y <- father.son$sheight  
fit <- lm(y ~ x)  
z.star <- pt(0.975, lower.tail=FALSE, df=n-2)  
point.est <- summary(fit)$coefficients[1,1]  
se <- summary(fit)$coefficients[1,2]  
ci <- point.est + c(-1, 1) \* point.est \* se  
ci

## [1] 63.58697 73.78117

1. Refer to question 1. Form a mean value interval for the expected son's height at the average father's height.

n <- nrow(father.son)  
fit <- lm(sheight ~ fheight, data=father.son)  
z.star <- pt(0.975, lower.tail=FALSE, df=n-2)  
predict(fit, newdata=data.frame(fheight=mean(father.son$fheight)), interval="confidence")

## fit lwr upr  
## 1 68.68407 68.53846 68.82968

1. Refer to question 1. Form a prediction interval for the expected son's height at the average father's height.

n <- nrow(father.son)  
fit <- lm(sheight ~ fheight, data=father.son)  
z.star <- pt(0.975, lower.tail=FALSE, df=n-2)  
predict(fit, newdata=data.frame(fheight=mean(father.son$fheight)), interval="predict")

## fit lwr upr  
## 1 68.68407 63.90091 73.46723

1. Load the mtcars dataset. Fit a linear regression with miles per gallon as the outcome and horespower as the predictor. Test whether or not the horsepower coefficient is statistically different from zero. Interpret your test.

data(mtcars)  
fit <- lm(mpg ~ hp, data=mtcars)  
summary(fit)$coefficients[2,4]

## [1] 1.787835e-07

The p-value is very small so we conclude that there is a relationship between horsepower and miles per gallon.

1. Refer to question 6. Form a confidence interval for the slope coefficient.

fit <- lm(mpg ~ hp, data=mtcars)  
z.star <- pt(0.975, lower.tail=FALSE, df=nrow(mtcars) - 2)  
point.est <- summary(fit)$coefficients[2,1]  
se <- summary(fit)$coefficients[2,2]  
ci <- point.est + c(-1,1) \* z.star \* se  
ci

## [1] -0.06993519 -0.06652137

1. Refer to question 6. Form a confidence interval for the intercept (center the hp variable first).

y <- mtcars$mpg  
x <- mtcars$hp - mean(mtcars$hp)  
fit <- lm(y ~ x)  
point.est <- summary(fit)$coefficients[1,1]  
se <- summary(fit)$coefficients[1,2]  
ci <- point.est + c(-1,1) \* z.star \* se  
ci

## [1] 19.97544 20.20581

For the car with average horsepower, we are 95% confident that mpg is between 19.98 and 20.21.

1. Refer to question 6. Form a mean value interval for the expected MPG for the average HP.

fit <- lm(mpg ~ hp, data=mtcars)  
predict(fit, newdata=data.frame(hp=mean(mtcars$hp)), interval="confidence")

## fit lwr upr  
## 1 20.09062 18.69599 21.48526

1. Refer to question 6. Form a prediction interval for the expected MPG for the average HP.

fit <- lm(mpg ~ hp, data=mtcars)  
predict(fit, newdata=data.frame(hp=mean(mtcars$hp)), interval="predict")

## fit lwr upr  
## 1 20.09062 12.07908 28.10217

1. Refer to question 6. Create a plot that has the fitted regression line plus the curves at the expected value and prediction intervals.

x <- mtcars$hp  
y <- mtcars$mpg  
fit <- lm(y ~ x)  
newx = data.frame(x = seq(min(x), max(x), length = 100))  
p1 = data.frame(predict(fit, newdata= newx,interval = ("confidence")))  
p2 = data.frame(predict(fit, newdata = newx,interval = ("prediction")))  
p1$interval = "confidence"  
p2$interval = "prediction"  
p1$x = newx$x  
p2$x = newx$x  
dat = rbind(p1, p2)  
names(dat)[1] = "y"  
g = ggplot(dat, aes(x = x, y = y))  
g = g + geom\_ribbon(aes(ymin = lwr, ymax = upr, fill = interval), alpha = 0.2)  
g = g + geom\_line()  
g = g + geom\_point(data = data.frame(x = x, y=y), aes(x = x, y = y), size = 4)  
g
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## Chapter 8. Multivariable Regression Analysis

#### Multivariable regression analyses: adjustment

A multivariable model may contain invalid predictors. Adjustment is the process of removing these invalid predictors.

#### Multivariable regression analyses: prediction

The goal is to generalize simple linear regression to work with multiple predictors. We must be careful to include all predictors that are significant, and exclude all that are not.

### The linear model

(**NOTE**: Textbook shows in the rightmost term, which can't be right. Careless error.)

Here, is typically 1 (note: when would it not be?!?), so that an intercept is included. Least squares minimizes:

(Again, the textbook shows . The accompanying video shows it but says nothing specific about it.)

Important note: the linearity in linear regression is in the fact that the coefficients are constant for all observations. The observations themselves may be raised to exponents, or log transformmed, etc., but it is still linear regression.

### Estimation

Recall the least squares estimate for regression through the origin, , is . Consider two regressors, = \_i$. Least squares tries to minimize:

Estimate for slope:

The above gave me great puzzlement but in effect, what it says is that that the slope for the first regressor is the variability in with , once we've regressed out , divided by the squared variability of , once we've regressed out .

**NOTE** the worst error in the textbook so far:

"where is the residual having fit on and is the residual having fit ~~on Y~~ **on X1**". I think this textbook was largely thrown together in a weekend and not even the most cursory attempt was made to proofread it, much less to get a professional editorial eye on it. **Terrible**. I didn't pay for it, and I don't intend too.

### Example with two variables, simple linear regression

Linear regression model:

where is an intercept term (so here is really comparable to what we have previously shown as , with no value).

The fitted coefficient of therefore is . (This is another way of saying that the intercept, or the old , is the mean of .) The residuals are .

The estimate for therefore is:

Which agrees with our earlier finding.

### The general case

In the general case with regressors (**NOTE**: this includes the intercept!), least squares have to minimize:

### Simulation

n <- 100; x <- rnorm(n); x2 <- rnorm(n); x3 <- rnorm(n)  
# Generate the data  
y <- 1 + x + x2 + x3 + rnorm(n, sd=0.1)  
# Get the residuals having removed X2 and X3 from X1 and Y  
ey <- resid(lm(y ~ x2 + x3))  
ex <- resid(lm(x ~ x2 + x3))  
# Fit the regression through the origin with the residuals  
sum(ey \* ex) / sum(ex^2)

## [1] 0.9998097

# Double check with lm  
coef(lm(ey ~ ex - 1))

## ex   
## 0.9998097

# Fit the full linear model to show it agrees  
coef(lm(y ~ x + x2 + x3))

## (Intercept) x x2 x3   
## 1.0138697 0.9998097 1.0023384 1.0010667

### Interpretation of the coefficients

Predicted mean for a given set of values of the regressors:

Now consider incrementing and only by 1.

Now subtract the two equations:

**NOTE**: The textbook shows the two sums being **added** rather than **subtracted**. And the video takes no notice of this.

"Thus, the interpretation of a multivariate regression coefficient is the expected change in the response per unit change in the regressor, holding all of the other regressors fixed."

### Fitted values, residuals and residual variation

All SLR quantities can be extended to (multiple) linear models. Our statistical model:

where $$\epislon \tilde{} N(0, \sigma^2)$. Our fitted responses are:

Residuals are defined exactly as in SLR:

Variance estimate:

**NOTE** that this is the residual variance.

To get predicted responses at at new values, , simply plug them into the linear model .

Coefficients have standard errors, , and:

follows a t distribution with degrees of freedom. Predicted responses have standard errors and we can calculate predicted and expected response intervals.

(I think "predicted" above means interval="predict" in the R predict function and "expected" means interval="confidence".)

### Summary notes on linear models

* Linear models are by far the single most important applied statistical and ML learning technique
* Some amazing things you can accomplish with linear models
* Decompose a signal into its harmonics
* Flexibly fit complicated functions
* Fit factor variables as vectors
* Uncover complex multivariate relationships with the response
* Build accurate prediction models

### Exercises

1. Load the dataset Seatbelts as part of the datasets package via data(Seatbelts). Use as.data.frame to convert the object to a dataframe. Fit a linear model of driver deaths with kms and PetrolPrice as predictors. Interpret your results.

data(Seatbelts)  
sbelts <- as.data.frame(Seatbelts)  
fit <- lm(DriversKilled ~ kms + PetrolPrice, data=Seatbelts)  
summary(fit)

##   
## Call:  
## lm(formula = DriversKilled ~ kms + PetrolPrice, data = Seatbelts)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -51.06 -17.77 -4.15 15.67 59.33   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.157e+02 1.467e+01 14.711 < 2e-16 \*\*\*  
## kms -1.749e-03 6.145e-04 -2.847 0.0049 \*\*   
## PetrolPrice -6.438e+02 1.483e+02 -4.341 2.3e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 23.04 on 189 degrees of freedom  
## Multiple R-squared: 0.1844, Adjusted R-squared: 0.1758   
## F-statistic: 21.37 on 2 and 189 DF, p-value: 4.292e-09

The results show that the number of drivers killed has significant negative linear relationships with both kms and PetroPrice. Neither seem to make sense. The more distance driven, the more we would expect drivers killed to increase. We would not expect petrol price to have any relationship with drivers killed. The help for the data points out that the point of the study was to measure deaths and injuries before and after a law was enacted requiring the use of seat belts. Also, kms may be correlated to other things, for example, a low number might indicate many shorter trips as opposed to fewer long ones.

Further exploration of the data is needed.

1. Predict the number of driver deaths at the average kms and petrol levels.

predict(fit, newdata=data.frame(kms=mean(sbelts$kms), PetrolPrice=mean(sbelts$PetrolPrice)))

## 1   
## 122.8021

1. Take the residuals for DriversKilled having regressed out kms and an intercept, and the residual for PetrolPrice having regressed out kms and an intercept. Fit a regression through the origin of the two residuals and show that it is the same as your coefficient obtained in question 1.

fitFull <- lm(DriversKilled ~ kms + PetrolPrice, data=Seatbelts)  
fit1 <- lm(DriversKilled ~ kms, data=Seatbelts)  
fit2 <- lm(PetrolPrice ~ kms, data=Seatbelts)  
resid1 <- fit1$residuals - mean(fit1$residuals)  
resid2 <- fit2$residuals - mean(fit2$residuals)  
fit3 <- lm(resid1 ~ resid2 -1)  
fitFull$coef

## (Intercept) kms PetrolPrice   
## 2.157461e+02 -1.749546e-03 -6.437895e+02

fit3$coef

## resid2   
## -643.7895

**NOTE** I found this confusing. The terminology indicated that, when I fit a model for DriversKilled with kms regressed out, I should not have an intercept **at that point**, and same for fitting PetrolPrice with kms regressed out. I'm not sure now what it means by "and an intercept." The "-1" in the model for fit3 was simply to remove the intercept; it had no effect on the slope coefficient. So why did it not work if I put "-1" in fit1 and fit2? I don't know yet.

1. Take the residual for DriversKilled having regressed out PetrolPrice and an intercept. Take the residual for kms having regressed out PetrolPrice and an intercept. Fit a regression through the origin of the two residuals and show that it is the same as your coefficient obtained in question 1.

fitFull <- lm(DriversKilled ~ kms + PetrolPrice, data=Seatbelts)  
fit1 <- lm(DriversKilled ~ PetrolPrice, data=Seatbelts)  
fit2 <- lm(kms ~ PetrolPrice, data=Seatbelts)  
resid1 <- fit1$residuals - mean(fit1$residuals)  
resid2 <- fit2$residuals - mean(fit2$residuals)  
fit3 <- lm(resid1 ~ resid2 -1)  
fitFull$coef

## (Intercept) kms PetrolPrice   
## 2.157461e+02 -1.749546e-03 -6.437895e+02

fit3$coef

## resid2   
## -0.001749546

## Chapter 9. Multivariable examples and tricks

### Data set for discussion

require(datasets)  
data(swiss)  
plot(swiss)
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summary(lm(Fertility ~ ., data=swiss))

##   
## Call:  
## lm(formula = Fertility ~ ., data = swiss)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -15.2743 -5.2617 0.5032 4.1198 15.3213   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 66.91518 10.70604 6.250 1.91e-07 \*\*\*  
## Agriculture -0.17211 0.07030 -2.448 0.01873 \*   
## Examination -0.25801 0.25388 -1.016 0.31546   
## Education -0.87094 0.18303 -4.758 2.43e-05 \*\*\*  
## Catholic 0.10412 0.03526 2.953 0.00519 \*\*   
## Infant.Mortality 1.07705 0.38172 2.822 0.00734 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 7.165 on 41 degrees of freedom  
## Multiple R-squared: 0.7067, Adjusted R-squared: 0.671   
## F-statistic: 19.76 on 5 and 41 DF, p-value: 5.594e-10

summary(lm(Fertility ~ Agriculture, data=swiss))

##   
## Call:  
## lm(formula = Fertility ~ Agriculture, data = swiss)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -25.5374 -7.8685 -0.6362 9.0464 24.4858   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 60.30438 4.25126 14.185 <2e-16 \*\*\*  
## Agriculture 0.19420 0.07671 2.532 0.0149 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 11.82 on 45 degrees of freedom  
## Multiple R-squared: 0.1247, Adjusted R-squared: 0.1052   
## F-statistic: 6.409 on 1 and 45 DF, p-value: 0.01492

Key observation so far: The sign of the slope coefficient for agriculture was reversed from the full model to the model examining agriculture alone. This is known as "Simpson's Paradox." It points out that unadjusted and adjusted effects can have opposite signs.

### Simulation study

set.seed(1)  
n <- 100  
x2 <- 1:n  
x1 <- 0.01 \* x2 + runif(n=n, min=-0.1, max=0.1)  
y <- -x1 + x2 + rnorm(n, sd=0.1)  
summary(lm(y~x1))$coefficients

## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 1.309868 1.057401 1.238761 2.183927e-01  
## x1 95.719096 1.801105 53.144650 4.588238e-74

summary(lm(y ~ x1 + x2))$coefficients

## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.03326882 0.018613826 1.787317 7.700944e-02  
## x1 -0.84550277 0.173355326 -4.877282 4.209188e-06  
## x2 0.99775051 0.001761422 566.445902 1.596588e-172

dat = data.frame(y = y, x1 = x1, x2 = x2, ey = resid(lm(y ~ x2)), ex1 = resid(lm(x1 ~ x2)))  
library(ggplot2)  
par(mfrow=c(1,2))  
g = ggplot(dat, aes(y = y, x = x1, colour = x2))  
g = g + geom\_point(colour="grey50", size = 5) + geom\_smooth(method = lm, se = FALSE, colour = "black")   
g = g + geom\_point(size = 4)   
g = g + ggtitle("Unadjusted, color is X2")  
g = g + xlab("x1")  
g = g + ylab("y")  
g
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g2 = ggplot(dat, aes(y = ey, x = ex1, colour = x2))   
g2 = g2 + geom\_point(colour="grey50", size = 5) + geom\_smooth(method = lm, se = FALSE, colour = "black") + geom\_point(size = 4)   
g2 = g2 + ggtitle("Adjusted, color is X2")  
g2 = g2 + xlab("resid(lm(x1 ~ x2))")  
g2 = g2 + ylab("resid(lm(y ~ x2))")  
g2
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