TỔNG LIÊN ĐOÀN LAO ĐỘNG VIỆT NAM

**TRƯỜNG ĐẠI HỌC TÔN ĐỨC THẮNG**

**KHOA CÔNG NGHỆ THÔNG TIN**
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**BÁO CÁO QUÁ TRÌNH 1**

**CÔNG NGHỆ .NET**

**WINFORM VÀ .NET CORE**

*Người hướng dẫn*: **TS PHẠM THÁI KỲ TRUNG**

*Người thực hiện*: **Đỗ Minh Quân – 521H0290**

*Khoá:* 25

**THÀNH PHỐ HỒ CHÍ MINH, NĂM 2023**

TỔNG LIÊN ĐOÀN LAO ĐỘNG VIỆT NAM

**TRƯỜNG ĐẠI HỌC TÔN ĐỨC THẮNG**

**KHOA CÔNG NGHỆ THÔNG TIN**
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**BÁO CÁO QUÁ TRÌNH 1**

**CÔNG NGHỆ .NET**

**WINFORM VÀ .NET CORE**

*Người hướng dẫn*: **TS PHẠM THÁI KỲ TRUNG**

*Người thực hiện*: **Đỗ Minh Quân – 521H0290**

*Khoá*  **:25**

**THÀNH PHỐ HỒ CHÍ MINH, NĂM 2023**

# LỜI CẢM ƠN

Trước hết, với tình cảm sâu sắc và chân thành nhất, cho phép tôi được bày tỏ lòng biết ơn đến tất cả các cá nhân và tổ chức đã tạo điều kiện hỗ trợ, giúp đỡ tôi trong suốt quá trình học tập và nghiên cứu đề tài này. Trong suốt thời gian từ khi bắt đầu học tập tại trường đến nay, tôi đã nhận được rất nhiều sự quan tâm, giúp đỡ của Thầy và bạn bè.

Với lòng biết ơn sâu sắc nhất, tôi xin gửi đến quý Thầy Cô ở Khoa Công nghệ thông tin đã truyền đạt vốn kiến thức quý báu cho chúng tôi trong suốt thời gian học tập tại trường. Nhờ có những lời hướng dẫn, dạy bảo của các thầy cô nên đề tài nghiên cứu của tôi mới có thể hoàn thiện tốt đẹp.

Một lần nữa, tôi xin chân thành cảm ơn thầy–Phạm Thái Kỳ Trung người đã trực tiếp giúp đỡ, quan tâm, hướng dẫn tôi hoàn thành tốt bài báo cáo này trong thời gian qua.

Bài báo cáo cuối kì thực hiện trong khoảng thời gian gần 2 tuần. Bước đầu đi vào thực tế của tôi còn hạn chế và còn nhiều bỡ ngỡ nên không tránh khỏi những thiếu sót, tôi rất mong nhận được những ý kiến đóng góp quý báu của quý Thầy để kiến thức của tôi trong lĩnh vực này được hoàn thiện hơn đồng thời có điều kiện bổ sung, nâng cao ý thức của mình.

Tôi xin chân thành cảm ơn !

*TP. Hồ Chí Minh, ngày 10 tháng 9 năm 2023*

*Author*

*(Sign and write full name)*
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*Đỗ Minh Quân*

**BÁO CÁO ĐƯỢC HOÀN THÀNH**

**TẠI TRƯỜNG ĐẠI HỌC TÔN ĐỨC THẮNG**

Tôi xin cam đoan đây là sản phẩm đồ án của riêng tôi và được sự hướng dẫn của thầy Phạm Thái Kỳ Trung. Các nội dung nghiên cứu, kết quả trong đề tài này là trung thực và chưa công bố dưới bất kỳ hình thức nào trước đây. Những số liệu trong các bảng biểu phục vụ cho việc phân tích, nhận xét, đánh giá được chính tác giả thu thập từ các nguồn khác nhau có ghi rõ trong phần tài liệu tham khảo.

Ngoài ra, trong đồ án còn sử dụng một số nhận xét, đánh giá cũng như số liệu của các tác giả khác, cơ quan tổ chức khác đều có trích dẫn và chú thích nguồn gốc.

**Nếu phát hiện có bất kỳ sự gian lận nào chúng tôi xin hoàn toàn chịu trách nhiệm về nội dung đồ án của mình.** Trường đại học Tôn Đức Thắng không liên quan đến những vi phạm tác quyền, bản quyền do chúng tôi gây ra trong quá trình thực hiện (nếu có).

*TP. Hồ Chí Minh, ngày 20 tháng 10 năm 2023*

*Tác giả*

*(ký tên và ghi rõ họ tên)*

![Chữ ký tên Quân - Những mẫu chữ ký tên Quân đẹp nhất - Tin Đẹp - Wonderkids  Education](data:image/jpeg;base64,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)

*Đỗ Minh Quân*
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CHƯƠNG 1 – GIỚI THIỆU YÊU CẦU ĐỀ BÀI

* 1. Giới thiệu các chức năng.
     1. Mô tả ứng dụng và thang diểm.

Để cho phép người dùng nhập dữ liệu về các mặt hàng và khách hàng, và cung cấp khả năng nhập đơn hàng khi khách hàng muốn đặt hàng, trong đó một khách hàng có thể đặt nhiều mặt hàng trong một đơn hàng.

Bạn có thể sử dụng các bảng dữ liệu sau:

• Item(ItemID, ItemName, Size,…..)

• Customer(CustID,CustName, Address)

• Order(OrderID, OrderDate, CustID)

• OrderDetail(ID, OrderID, ItemID, Quantity, UnitAmount)

**• Database: 1.5 điểm**

**• Winform: 3.5 điểm**

**• ASP.Net Core with Razor: 5 điểm**

* + 1. Windows Application Project.

1. Form Đăng nhập đến Form Chính (nên sử dụng menu trips)

2. Tạo Windows Form để thêm sản phẩm, khách hàng và một form đặt hàng (mối quan hệ một-nhiều) (Đơn hàng và Chi tiết đơn hàng)

3. Tạo báo cáo để in đơn hàng

4. Tạo một form để lọc các mặt hàng tốt nhất, các mặt hàng được khách hàng mua, khách hàng mua các mặt hàng

* + 1. ASP.Net Core with Razor project.

1. Chức năng đăng nhập, xác nhận email

2. Tạo biểu mẫu web để thêm sản phẩm, đại lý và biểu mẫu đơn hàng (một-nhiều) (Đơn hàng và Chi tiết đơn hàng)

3. Tạo một nút trên biểu mẫu Đơn hàng sau đó liên kết đến biểu mẫu đơn hàng (để in) hoặc báo cáo

4. Tạo một biểu mẫu web để lọc các mặt hàng tốt nhất, các mặt hàng đã mua bởi khách hàng, khách hàng mua các mặt hàng

5. Quản lý quy trình thanh toán (có thể thử nghiệm thanh toán trực tuyến qua VNPay)

CHƯƠNG 2 – WINFORM APPLICATION AND ASP.NET CORE

2.1 Tạo cở sở dữ liệu hoàn chỉnh.

Cở sở dữ liệu của winform application được hình thành bởi 9 bảng được mở rộng ra từ 4 bảng chính mà đề bài đã cho để có thể làm ra 1 sản phẩm thực tế cũng như tạo ra 1 sản phẩm hoàn thiện .
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2.2 Winform Application.

2.2.1 Xử lý đăng nhập.

* Phương thức clearButton\_Click: Đây là phương thức xử lý sự kiện khi người dùng nhấp vào nút "clearButton" (nút Xóa) trên giao diện. Khi được gọi, phương thức này sẽ xóa nội dung của các trường văn bản txtUsername và txtPassword, sau đó đặt trỏ chuột vào trường txtUsername để người dùng có thể nhập liệu mới.

private *void* clearButton\_Click(*object* *sender*, *EventArgs* *e*)

        {

            txtUsername.Text = "";

            txtPassword.Text = "";

            txtUsername.Focus();

        }

* Phương thức checkboxShowPass\_CheckedChanged: Phương thức này xử lý sự kiện khi người dùng thay đổi trạng thái của ô chọn "checkboxShowPass" (checkbox Hiển thị mật khẩu). Nếu ô chọn được chọn, phương thức sẽ đặt thuộc tính PasswordChar của trường văn bản txtPassword thành ký tự null ('\0'), làm cho mật khẩu hiển thị dưới dạng văn bản thường. Ngược lại, nếu ô chọn không được chọn, phương thức sẽ đặt PasswordChar thành ký tự '\*' để ẩn mật khẩu.

private *void* checkboxShowPass\_CheckedChanged(*object* *sender*, *EventArgs* *e*)

        {

            if (checkboxShowPass.Checked)

            {

                txtPassword.PasswordChar = '\0';

            }

            else

            {

                txtPassword.PasswordChar = '\*';

            }

        }

* Phương thức LoginButton\_Click: Đây là phương thức xử lý sự kiện khi người dùng nhấp vào nút "LoginButton" (nút Đăng nhập). Khi được gọi, phương thức này sẽ thiết lập kết nối đến cơ sở dữ liệu SQL Server thông qua chuỗi kết nối được cung cấp. Sau đó, nó thực hiện truy vấn SQL để kiểm tra xem có bản ghi nào trong bảng "Users" có email và số điện thoại trùng khớp với thông tin đăng nhập được nhập vào (txtUsername.Text và txtPassword.Text). Nếu có bản ghi khớp, nó sẽ hiển thị Form1 (giao diện chính) bằng cách tạo một đối tượng Form1 và gọi phương thức Show(). Ngược lại, nếu không có bản ghi khớp, nó sẽ hiển thị một hộp thoại cảnh báo cho người dùng với thông báo nội dung không chính xác.

Lưu ý rằng trong mã trên, kết nối đến cơ sở dữ liệu SQL Server được thiết lập bằng cách cung cấp chuỗi kết nối "Data Source=MYASUS\SQLEXPRESS;Initial Catalog=company;Integrated Security=True". Bạn có thể thay đổi chuỗi kết nối này để phù hợp với môi trường cơ sở dữ liệu của bạn.

private *void* LoginButton\_Click(*object* *sender*, *EventArgs* *e*)

        {

            using (connection = new *SqlConnection*("Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True"))

            {

                try

                {

                    connection.Open();

                    Console.WriteLine("Access to database successfully");

*string* selectQuery = "SELECT Email, PhoneNumber FROM Users WHERE Email = @Email AND PhoneNumber = @PhoneNumber";

                    using (*SqlCommand* command = new *SqlCommand*(selectQuery, connection))

                    {

                        command.Parameters.AddWithValue("@Email", txtUsername.Text);

                        command.Parameters.AddWithValue("@PhoneNumber", txtPassword.Text);

                        using (*SqlDataReader* reader = command.ExecuteReader())

                        {

                            if (reader.HasRows)

                            {

*Form1* mainForm = new *Form1*();

                                mainForm.Show(); // Show the main form

                            }

                            else

                            {

                                MessageBox.Show("Incorrect login information. Please check your email and password.", "Notification", MessageBoxButtons.OK, MessageBoxIcon.Error);

                            }

                        }

                    }

                    connection.Close();

                }

                catch (*Exception* ex)

                {

                    Console.WriteLine("Error connecting to the database: " + ex.Message);

                }

            }

        }

2.2.2 Tạo mainform sau khi xác thực đăng nhập xong thì chuyển đến main form.

1.Phương thức loadform: Phương thức này được sử dụng để tải một form được chỉ định vào một Panel (được gọi là mainpanel). Khi được gọi, phương thức kiểm tra xem mainpanel đã chứa một thành phần con (Controls.Count > 0) hay chưa. Nếu có, nó loại bỏ thành phần con đầu tiên (Controls.RemoveAt(0)) trước khi thêm form mới. Sau đó, phương thức chuyển đổi đối tượng Form thành một đối tượng Form thực sự (Form f = Form as Form;). Tiếp theo, nó thiết lập các thuộc tính TopLevel và Dock của form để nó trở thành một thành phần con của mainpanel và lấp đầy kích thước của mainpanel. Sau đó, form được thêm vào mainpanel (mainpanel.Controls.Add(f)) và Tag của mainpanel được đặt thành form (mainpanel.Tag = f). Cuối cùng, form được hiển thị (f.Show()).

Các phương thức xử lý sự kiện cho các nút (btnemp\_Click, btnreports\_Click, btnclose\_Click, button1\_Click, button2\_Click, button3\_Click, button4\_Click, button5\_Click, FILTER\_Click): Các phương thức này được gọi khi người dùng nhấp vào các nút tương ứng trên giao diện. Mỗi phương thức gọi phương thức loadform với một form cụ thể làm đối số. Ví dụ: loadform(new CustomerForm()) sẽ tải form CustomerForm vào mainpanel.

public *void* loadform(*object* *Form*)

        {

            if (*this*.mainpanel.Controls.Count > 0)

*this*.mainpanel.Controls.RemoveAt(0);

*Form* f = Form as *Form*;

            f.TopLevel = false;

            f.Dock = DockStyle.Fill;

*this*.mainpanel.Controls.Add(f);

*this*.mainpanel.Tag = f;

            f.Show();

        }

        private *void* btnemp\_Click(*object* *sender*, *EventArgs* *e*)

        {

            loadform(new *CustomerForm*());

        }

        private *void* btnreports\_Click(*object* *sender*, *EventArgs* *e*)

        {

            loadform(new *ViewReport*());

        }

        private *void* btnclose\_Click(*object* *sender*, *EventArgs* *e*)

        {

            Application.Exit();

        }

        private *void* button1\_Click(*object* *sender*, *EventArgs* *e*)

        {

            loadform(new *productform*());

        }

        private *void* tableLayoutPanel1\_Paint(*object* *sender*, *PaintEventArgs* *e*)

        {

        }

        private *void* mainpanel\_Paint(*object* *sender*, *PaintEventArgs* *e*)

        {

        }

        private *void* button2\_Click(*object* *sender*, *EventArgs* *e*)

        {

            loadform(new *ListProduct*());

        }

        private *void* button3\_Click(*object* *sender*, *EventArgs* *e*)

        {

            loadform(new *ListCustomers*());

        }

        private *void* button4\_Click(*object* *sender*, *EventArgs* *e*)

        {

            loadform(new *OrderForm*());

        }

        private *void* button5\_Click(*object* *sender*, *EventArgs* *e*)

        {

            loadform(new *ListOrder*());

        }

        private *void* FILTER\_Click(*object* *sender*, *EventArgs* *e*)

        {

            loadform(new *FilterForm*());

        }

2.2.3 Thêm sản phẩm(Products) và đọc dữ liệu sản phẩm. Dưới đây là giải thích cho từng phương thức trong mã trên:

1. Phương thức `checkedListBox1\_SelectedIndexChanged`: Phương thức này xử lý sự kiện khi người dùng chọn một mục trong `checkedListBox1`. Khi được gọi, phương thức này lấy chỉ mục của mục đã chọn (`index`) và tổng số mục trong `checkedListBox1` (`count`). Sau đó, nó duyệt qua tất cả các mục trong `checkedListBox1` và đặt trạng thái kiểm tra (`CheckState`) của các mục khác với mục đã chọn thành `CheckState.Unchecked` (không được chọn).

private *void* checkedListBox1\_SelectedIndexChanged(*object* *sender*, *EventArgs* *e*)

        {

*int* index = checkedListcate.SelectedIndex;

*int* count = checkedListcate.Items.Count;

            for (*int* x = 0; x < count; x++)

            {

                if (index != x)

                {

                    checkedListcate.SetItemCheckState(x, CheckState.Unchecked);

                }

            }

        }

2. Phương thức `clear\_Click`: Đây là phương thức xử lý sự kiện khi người dùng nhấp vào nút "clear" (nút Xóa) trên giao diện. Khi được gọi, phương thức này đặt giá trị rỗng cho các trường văn bản `txtname`, `txtprice`, `txtdes` và `txtquantity`, sau đó xóa lựa chọn của `checkedListcate`.

private *void* clear\_Click(*object* *sender*, *EventArgs* *e*)

        {

            txtname.Text = *string*.Empty;

            txtprice.Text = *string*.Empty;

            txtdes.Text = *string*.Empty;

            txtquantity.Text = *string*.Empty;

            checkedListcate.ClearSelected();

        }

3. Phương thức `add\_Click`: Đây là phương thức xử lý sự kiện khi người dùng nhấp vào nút "add" (nút Thêm) trên giao diện. Khi được gọi, phương thức này kiểm tra xem người dùng đã chọn một danh mục (`checkedListcate.SelectedItem`) hay chưa. Nếu không, nó hiển thị một hộp thoại cảnh báo yêu cầu người dùng chọn một danh mục và kết thúc phương thức. Nếu người dùng đã chọn một danh mục, phương thức tiếp tục lấy giá trị đã nhập từ các trường văn bản `txtname`, `txtdes`, `txtprice` và `txtquantity`. Nếu bất kỳ trường nào là rỗng, phương thức hiển thị một hộp thoại cảnh báo yêu cầu người dùng nhập đầy đủ thông tin và kết thúc phương thức. Nếu các trường không rỗng, phương thức kiểm tra xem `txtprice` có thể được chuyển đổi thành một số thập phân (`decimal.TryParse`) và `txtquantity` có thể được chuyển đổi thành một số nguyên (`int.TryParse`). Nếu không, nó hiển thị một hộp thoại cảnh báo yêu cầu người dùng nhập đúng định dạng số và kết thúc phương thức. Cuối cùng, nếu tất cả thông tin hợp lệ, phương thức thiết lập kết nối đến cơ sở dữ liệu SQL Server, thực hiện một truy vấn SQL để chèn dữ liệu vào bảng "Products" và hiển thị một hộp thoại thông báo thành công. Sau đó, phương thức gọi phương thức `clear\_Click` để xóa nội dung các trường văn bản.

private *void* add\_Click(*object* *sender*, *EventArgs* *e*)

        {

*string* selectedCategory = checkedListcate.SelectedItem?.ToString();

            if (*string*.IsNullOrEmpty(selectedCategory))

            {

                MessageBox.Show("Please select a category");

                return;

            }

*string* name = txtname.Text.Trim();

            if (*string*.IsNullOrEmpty(name))

            {

                MessageBox.Show("Please enter a name");

                return;

            }

*string* description = txtdes.Text.Trim();

            if (*string*.IsNullOrEmpty(description))

            {

                MessageBox.Show("Please enter a description");

                return;

            }

*string* price = txtprice.Text.Trim();

            if (*string*.IsNullOrEmpty(price))

            {

                MessageBox.Show("Please enter a price");

                return;

            }

            if (!*decimal*.TryParse(price, out *decimal* parsePrice))

            {

                MessageBox.Show("Price must be a number");

                return;

            }

*string* quantity = txtquantity.Text.Trim();

            if (*string*.IsNullOrEmpty(quantity))

            {

                MessageBox.Show("Please enter a quantity");

                return;

            }

            if (!*int*.TryParse(quantity, out *int* parseQuantity))

            {

                MessageBox.Show("Quantity must be a whole number");

                return;

            }

*int* categoryId = GetIdCategory(selectedCategory);

*string* connectionString = "Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True";

            using (*SqlConnection* conn = new *SqlConnection*(connectionString))

            {

                try

                {

                    conn.Open();

                    Console.WriteLine("Connection successful");

*string* insertQuery = "INSERT INTO Products (Name, Price, Description, StockQuantity, CategoryId) VALUES (@Name, @Price, @Description, @Quantity, @CategoryId)";

                    using (*SqlCommand* insertCommand = new *SqlCommand*(insertQuery, conn))

                    {

                        insertCommand.Parameters.AddWithValue("@Name", name);

                        insertCommand.Parameters.AddWithValue("@Price", parsePrice);

                        insertCommand.Parameters.AddWithValue("@Description", description);

                        insertCommand.Parameters.AddWithValue("@Quantity", parseQuantity);

                        insertCommand.Parameters.AddWithValue("@CategoryId", categoryId);

*int* rowsInserted = insertCommand.ExecuteNonQuery();

                        MessageBox.Show("Inserted data successfully");

                        clear\_Click(sender,e);

                    }

                }

                catch (*Exception* ex)

                {

                    Console.WriteLine("Connection failed: " + ex.Message);

                }

            }

        }

4. Phương thức `GetIdCategory`: Đây là một phương thức hỗ trợ được sử dụng để lấy ID của một danh mục dựa trên tên danh mục. Phương thức này nhận một tham số `categoryName` là tên của danh mục và trả về ID của danh mục tương ứng. Đầu tiên, phương thức thiết lập kết nối đến cơ sở dữ liệu SQL Server. Sau đó, nó thực hiện một truy vấn SQL để lấy ID từ bảng "Categories" dựa trên tên danh mục được cung cấp. Kết quả truy vấn được trả về là một đối tượng, và phương thức kiểm tra xem kết quả có khác null và DBNull không. Nếu kết quảkhác null hoặc DBNull, phương thức chuyển đổi kết quả thành một số nguyên và trả về ID của danh mục. Nếu không có danh mục khớp, giá trị trả về là -1 để chỉ không tìm thấy danh mục phù hợp.

private *int* GetIdCategory(*string* *categoryName*)

        {

*int* categoryId = -1; // Default value to indicate no matching category found

            using (*SqlConnection* conn = new *SqlConnection*("Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True"))

            {

                conn.Open();

*string* query = "SELECT Id FROM Categories WHERE Name = @CategoryName";

                using (*SqlCommand* cmd = new *SqlCommand*(query, conn))

                {

                    cmd.Parameters.AddWithValue("@CategoryName", categoryName);

                    // Execute the query to retrieve the category ID

*object* result = cmd.ExecuteScalar();

                    if (result != null && result != DBNull.Value)

                    {

                        categoryId = (*int*)result; // Convert the result to an integer

                    }

                }

            }

            return categoryId;

        }

5. Liệt kê sản phẩm: Để liệt kê các sản phẩm ra thì tạo 1 Data Set trong đó có bảng Product và liên kết với database bằng querstring do Visual Studio 2022 và SSMS hỗ trợ.

private *void* ListProduct\_Load(*object* *sender*, *EventArgs* *e*)

        {

            // TODO: This line of code loads data into the 'companyDataSet.Products' table. You can move, or remove it, as needed.

*this*.productsTableAdapter.Fill(*this*.companyDataSet.Products);

        }

        private *void* fillByToolStripButton\_Click(*object* *sender*, *EventArgs* *e*)

        {

            try

            {

*this*.productsTableAdapter.FillBy(*this*.companyDataSet.Products);

            }

            catch (*System*.*Exception* ex)

            {

                System.Windows.Forms.MessageBox.Show(ex.Message);

            }

        }

        private *void* fillBy1ToolStripButton\_Click(*object* *sender*, *EventArgs* *e*)

        {

            try

            {

*this*.productsTableAdapter.FillBy1(*this*.companyDataSet.Products);

            }

            catch (*System*.*Exception* ex)

            {

                System.Windows.Forms.MessageBox.Show(ex.Message);

            }

        }

        private *void* productsToolStripButton\_Click(*object* *sender*, *EventArgs* *e*)

        {

            try

            {

*this*.productsTableAdapter.Products(*this*.companyDataSet.Products);

            }

            catch (*System*.*Exception* ex)

            {

                System.Windows.Forms.MessageBox.Show(ex.Message);

            }

        }

2.2.4 Thêm khách hàng(Customers) và đọc dữ liệu khác hàng.

1. Phương thức `clear\_Click`: Phương thức này được gọi khi người dùng nhấp vào một nút (gọi là `clear`) để xóa nội dung của một số ô văn bản trên giao diện. Cụ thể, phương thức đặt giá trị của các ô văn bản `txtname`, `txtaddress`, `txtemail` và `txtphone` thành chuỗi rỗng (`string.Empty`).

 private *void* clear\_Click(*object* *sender*, *EventArgs* *e*)

        {

            txtname.Text = *string*.Empty;

            txtaddress.Text = *string*.Empty;

            txtemail.Text = *string*.Empty;

            txtphone.Text = *string*.Empty;

        }

2. Phương thức `add\_Click`: Phương thức này được gọi khi người dùng nhấp vào một nút (gọi là `add`) để thêm khách hàng vào cơ sở dữ liệu. Các bước thực hiện trong phương thức này như sau:

- Trước tiên, phương thức lấy giá trị từ các ô văn bản `txtname`, `txtaddress`, `txtemail` và `txtphone` và lưu chúng vào các biến tương ứng (`name`, `address`, `email` và `phone`).

- Sau đó, phương thức kiểm tra xem số điện thoại (`phone`) có đúng định dạng 10 chữ số hay không bằng cách sử dụng biểu thức chính quy (`Regex.IsMatch(phone, "^[0-9]{10}$")`). Nếu số điện thoại không hợp lệ, một hộp thoại thông báo sẽ xuất hiện và phương thức sẽ kết thúc (`return`).

- Tiếp theo, phương thức tạo một chuỗi kết nối cơ sở dữ liệu (`connectionString`) để kết nối đến cơ sở dữ liệu. Chuỗi kết nối được cung cấp với tên máy chủ, tên cơ sở dữ liệu và thông tin xác thực.

- Sau đó, phương thức tạo một đối tượng `SqlConnection` và mở kết nối đến cơ sở dữ liệu (`conn.Open()`).

- Tiếp theo, phương thức kiểm tra xem số điện thoại (`phone`) đã tồn tại trong bảng `Customers` hay chưa. Điều này được thực hiện thông qua câu truy vấn SQL `SELECT COUNT(\*) FROM Customers WHERE Phone = @Phone`. Đối số `@Phone` được sử dụng để truyền giá trị của số điện thoại vào câu truy vấn, ngăn chặn tấn công SQL injection. Kết quả của câu truy vấn được trả về bằng cách sử dụng `ExecuteScalar()` và gán cho biến `customerCount`.

- Nếu `customerCount` lớn hơn 0, tức là số điện thoại đã tồn tại trong cơ sở dữ liệu, một hộp thoại thông báo sẽ xuất hiện và phương thức sẽ kết thúc (`return`).

- Nếu số điện thoại chưa tồn tại trong cơ sở dữ liệu, phương thức tiếp tục để thực hiện câu lệnh `INSERT` SQL để thêm khách hàng mới vào bảng `Customers`. Câu lệnh `INSERT` được thực hiện thông qua câu truy vấn SQL `INSERT INTO Customers (Name, Address, Email, Phone) VALUES (@Name, @Address, @Email, @Phone)`. Các đối số `@Name`, `@Address`, `@Email` và `@Phone` được sử dụng để truyền các giá trị tương ứng từ các biến vào câu truy vấn.

- Sau đó, phương thức thực thi câu lệnh SQL bằng cách sử dụng `ExecuteNonQuery()` vàkiểm tra số hàng bị ảnh hưởng (`rowsAffected`). Nếu số hàng bị ảnh hưởng lớn hơn 0, tức là khách hàng đã được thêm thành công vào cơ sở dữ liệu, một hộp thoại thông báo sẽ xuất hiện và phương thức `clear\_Click` được gọi để xóa nội dung các ô văn bản. Nếu số hàng bị ảnh hưởng là 0, tức là thất bại khi thêm khách hàng vào cơ sở dữ liệu, một hộp thoại thông báo sẽ xuất hiện.

Dòng `using` được sử dụng trong mã để đảm bảo rằng các đối tượng `SqlConnection` và `SqlCommand` sẽ được giải phóng ngay sau khi không còn sử dụng để tránh rò rỉ tài nguyên.

private *void* add\_Click(*object* *sender*, *EventArgs* *e*)

        {

            // Get the values from the text fields

*string* name = txtname.Text;

*string* address = txtaddress.Text;

*string* email = txtemail.Text;

*string* phone = txtphone.Text;

            // Validate the phone number

            if (!Regex.IsMatch(phone, "^[0-9]{10}$"))

            {

                MessageBox.Show("Phone number must be a 10-digit number.");

                return; // Exit the function if the phone number is invalid

            }

            // Connection string

*string* connectionString = "Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True";

            using (*SqlConnection* conn = new *SqlConnection*(connectionString))

            {

                conn.Open();

                // Check if the phone number already exists in the Customers table

*string* checkQuery = "SELECT COUNT(\*) FROM Customers WHERE Phone = @Phone";

                using (*SqlCommand* checkCmd = new *SqlCommand*(checkQuery, conn))

                {

                    checkCmd.Parameters.AddWithValue("@Phone", phone);

*int* customerCount = (*int*)checkCmd.ExecuteScalar();

                    if (customerCount > 0)

                    {

                        MessageBox.Show("Phone number already exists in the database.");

                        return; // Exit the function if the phone number already exists

                    }

                }

                // SQL INSERT statement

*string* insertQuery = "INSERT INTO Customers (Name, Address, Email, Phone) VALUES (@Name, @Address, @Email, @Phone)";

                using (*SqlCommand* cmd = new *SqlCommand*(insertQuery, conn))

                {

                    // Add parameters to the SQL query to prevent SQL injection

                    cmd.Parameters.AddWithValue("@Name", name);

                    cmd.Parameters.AddWithValue("@Address", address);

                    cmd.Parameters.AddWithValue("@Email", email);

                    cmd.Parameters.AddWithValue("@Phone", phone);

                    // Execute the SQL query

*int* rowsAffected = cmd.ExecuteNonQuery();

                    if (rowsAffected > 0)

                    {

                        MessageBox.Show("Customer added successfully.");

                        clear\_Click(sender, e);

                    }

                    else

                    {

                        MessageBox.Show("Failed to add the customer.");

                    }

                }

            }

        }

3. Liệt kê Khách hàng: Tương tự như product chúng ta cũng tạo 1 dataset liên kết với database bằng query string và chọn bảng dữ liệu và các cột để liệt kê.

 private *void* ListCusandOrder\_Load(*object* *sender*, *EventArgs* *e*)

        {

            // TODO: This line of code loads data into the 'companyDataSet.Customers' table. You can move, or remove it, as needed.

*this*.customersTableAdapter.Fill(*this*.companyDataSet.Customers);

        }

        private *void* customersToolStripButton\_Click(*object* *sender*, *EventArgs* *e*)

        {

            try

            {

*this*.customersTableAdapter.Customers(*this*.companyDataSet.Customers);

            }

            catch (*System*.*Exception* ex)

            {

                System.Windows.Forms.MessageBox.Show(ex.Message);

            }

        }

2.2.5 Thêm đơn hàng(Orders) và đọc dữ liệu đơn hàng.

1. Sự kiện txtcusid\_TextChanged: Được gọi khi nội dung của TextBox txtcusid thay đổi. Sự kiện này được sử dụng để kiểm tra nếu TextBox không rỗng, sau đó cập nhật giá trị của TextBox orderdate với thời gian và ngày hiện tại bằng cách sử dụng DateTime.Now.ToString("yyyy-MM-dd HH:mm:ss.ffffff"). Sau đó, phương thức LatestOrderID() được gọi để cập nhật giá trị của TextBox orderid.

 private *void* txtcusid\_TextChanged(*object* *sender*, *EventArgs* *e*)

        {

            // Check if the txtcusid TextBox is not empty

            if (!*string*.IsNullOrEmpty(txtcusid.Text))

            {

                // Assign the orderdate.Text with the current date and time

                orderdate.Text = DateTime.Now.ToString("yyyy-MM-dd HH:mm:ss.ffffff");

                LatestOrderID();

            }

            else

            {

                // Clear the orderdate.Text if txtcusid is empty

                orderdate.Text = *string*.Empty;

            }

        }

2. Phương thức clear\_Click: Được gọi khi nút clear được nhấp. Phương thức này được sử dụng để xóa nội dung của các TextBox (txtcusid, orderdate, txttotalamount) và xóa tất cả các hàng trong dataGridView1.

private *void* clear\_Click(*object* *sender*, *EventArgs* *e*)

        {

            txtcusid.Text = *string*.Empty;

            orderdate.Text = *string*.Empty;

            txttotalamount.Text = *string*.Empty;

            dataGridView1.Rows.Clear();

        }

3. Phương thức UpdateTotal: Tính toán tổng số tiền cho các mặt hàng trong dataGridView1 và cập nhật giá trị của TextBox txttotalamount.

private *decimal* UpdateTotal()

        {

*decimal* total = 0;

            foreach (*DataGridViewRow* row in dataGridView1.Rows)

            {

                if (row.Cells["totalprice"].Value != null)

                {

                    total += Convert.ToDecimal(row.Cells["totalprice"].Value);

                }

            }

            txttotalamount.Text = total.ToString();

            return total;

        }

4. Sự kiện DataGridView1\_CellValueChanged: Được gọi khi giá trị của một ô trong dataGridView1 thay đổi. Sự kiện này được sử dụng để tính toán giá trị tổng tiền (totalprice) cho mỗi hàng dựa trên giá (price) và số lượng (quantity) được nhập. Sau đó, phương thức UpdateTotal được gọi để cập nhật tổng số tiền.

private *void* DataGridView1\_CellValueChanged(*object* *sender*, *DataGridViewCellEventArgs* *e*)

        {

            if (e.RowIndex >= 0 && e.ColumnIndex == dataGridView1.Columns["quantity"].Index)

            {

*int* quantity = Convert.ToInt32(dataGridView1.Rows[e.RowIndex].Cells["quantity"].Value);

*int* productId = Convert.ToInt32(dataGridView1.Rows[e.RowIndex].Cells["product"].Value);

*decimal* price = GetPriceFromProductId(productId);

*decimal* totalprice = quantity \* price;

                dataGridView1.Rows[e.RowIndex].Cells["price"].Value = price;

                dataGridView1.Rows[e.RowIndex].Cells["totalprice"].Value = totalprice;

                UpdateTotal();

            }

        }

5. Phương thức GetPriceFromProductId: Truy vấn cơ sở dữ liệu để lấy giá của sản phẩm dựa trên ID sản phẩm (productId). Kết nối cơ sở dữ liệu được thiết lập và truy vấn được thực thi bằng sử dụng SqlConnection và SqlCommand. Giá trị giá được trả về từ truy vấn và được chuyển đổi thành kiểu decimal.

 private *decimal* GetPriceFromProductId(*int* *productId*)

        {

*string* connectionString = "Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True";

*decimal* price = 0;

            using (*SqlConnection* conn = new *SqlConnection*(connectionString))

            {

                try

                {

                    conn.Open();

                    Console.WriteLine("Connection successful");

*string* selectQuery = "SELECT Price FROM Products WHERE ID = @ProductId";

                    using (*SqlCommand* selectCommand = new *SqlCommand*(selectQuery, conn))

                    {

                        selectCommand.Parameters.AddWithValue("@ProductId", productId);

*object* result = selectCommand.ExecuteScalar();

                        if (result != null)

                        {

                            price = Convert.ToDecimal(result);

                        }

                    }

                }

                catch (*Exception* ex)

                {

                    Console.WriteLine("Connection failed: " + ex.Message);

                }

            }

            return price;

        }

6. Phương thức LatestOrderID: Truy vấn cơ sở dữ liệu để lấy ID đơn hàng lớn nhất từ bảng Orders và trả về giá trị ID đơn hàng mới nhất (tăng lên 1). Kết nối cơ sở dữ liệu được thiết lập và truy vấn được thực thi bằng sử dụng SqlConnection và SqlCommand. Giá trị ID đơn hàng được trả về từ truy vấn và được chuyển đổi thành kiểu int.

private *int* LatestOrderID()

        {

*string* connectionString = "Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True";

*int* latestOrderID = 0;

            using (*SqlConnection* conn = new *SqlConnection*(connectionString))

            {

                conn.Open();

*string* query = "SELECT MAX(Id) FROM Orders"; //

                using (*SqlCommand* cmd = new *SqlCommand*(query, conn))

                {

                    var result = cmd.ExecuteScalar();

                    if (result != DBNull.Value)

                    {

                        latestOrderID = Convert.ToInt32(result) + 1 ;

                        orderid.Text = latestOrderID.ToString() ;

                    }

                }

            }

            return latestOrderID;

        }

7. Sự kiện button1\_Click: Được gọi khi nút button1 được nhấp. Sự kiện này được sử dụng để thêm đơn hàng và chi tiết đơn hàng vào cơ sở dữ liệu. Trước tiên, kiểm tra tính hợp lệ của thông tin khách hàng và tổng số tiền. Sau đó, một kết nối cơ sở dữ liệu được thiết lập và một giao dịch SQL bắt đầu. Các truy vấn INSERT được sử dụng để chèn thông tin đơn hàng và chi tiết đơn hàng vào cơ sở dữ liệu. Nếu có bất kỳ lỗi nào xảy ra, giao dịch sẽ bị rollback. Nếu không có lỗi, giao dịch sẽ được commit và thông báo thành công sẽ hiển thị.

 private *void* button1\_Click(*object* *sender*, *EventArgs* *e*)

        {

*decimal* totalAmount = UpdateTotal();

*string* cusId = txtcusid.Text;

            // Validate customer ID

            if (*string*.IsNullOrEmpty(cusId))

            {

                MessageBox.Show("Please enter a customer ID.");

                return;

            }

            if (!*int*.TryParse(cusId, out *int* parseCusID))

            {

                MessageBox.Show("Customer ID must be a number.");

                return;

            }

*string* dateTime = orderdate.Text;

*string* connectionString = "Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True";

            using (*SqlConnection* conn = new *SqlConnection*(connectionString))

            {

                conn.Open();

*SqlTransaction* transaction = conn.BeginTransaction(); // Start a SQL transaction for inserting orders and order details

                try

                {

                    Console.WriteLine("Connection successful");

                    // Insert the order

*string* insertOrderQuery = "INSERT INTO Orders (OrderDate, TotalAmount, CustomerId) VALUES (@OrderDate, @TotalAmount, @CustomerId); SELECT SCOPE\_IDENTITY()";

                    using (*SqlCommand* insertOrderCommand = new *SqlCommand*(insertOrderQuery, conn, transaction))

                    {

                        insertOrderCommand.Parameters.AddWithValue("@OrderDate", dateTime);

                        insertOrderCommand.Parameters.AddWithValue("@TotalAmount", totalAmount);

                        insertOrderCommand.Parameters.AddWithValue("@CustomerId", parseCusID);

                        for (*int* i = 0; i < dataGridView1.Rows.Count - 1; i++)

                        {

*DataGridViewRow* row = dataGridView1.Rows[i];

*int* productId = Convert.ToInt32(row.Cells["product"].Value);

                            if (!ProductExists(productId))

                            {

                                MessageBox.Show($"Product with ID {productId} does not exist.");

                                transaction.Rollback();

                                return;

                            }

*int* quantity = Convert.ToInt32(row.Cells["quantity"].Value);

*decimal* totalPrice = Convert.ToDecimal(row.Cells["totalprice"].Value);

*int* orderId = LatestOrderID() - 1;

                            // Insert OrderDetail

*string* insertOrderDetailQuery = "INSERT INTO OrderDetails (OrderId, Quantity, TotalPrice, ProductsId) VALUES (@OrderId, @Quantity, @TotalPrice, @ProductsId)";

                            using (*SqlCommand* insertOrderDetailCommand = new *SqlCommand*(insertOrderDetailQuery, conn, transaction))

                            {

                                insertOrderDetailCommand.Parameters.AddWithValue("@OrderId", orderId);

                                insertOrderDetailCommand.Parameters.AddWithValue("@Quantity", quantity);

                                insertOrderDetailCommand.Parameters.AddWithValue("@TotalPrice", totalPrice);

                                insertOrderDetailCommand.Parameters.AddWithValue("@ProductsId", productId);

                                insertOrderDetailCommand.ExecuteNonQuery(); // Insert the OrderDetail

                            }

                        }

                        transaction.Commit(); // Commit the transaction

                        MessageBox.Show("Order and OrderDetails inserted successfully.");

                    }

                }

                catch (*Exception* ex)

                {

                    transaction.Rollback(); // Rollback the transaction if an error occurs

                    Console.WriteLine("Connection failed: " + ex.Message);

                    MessageBox.Show("An error occurred while inserting the order.");

                }

            }

        }

8. Phương thức ProductExists: Kiểm tra xem một sản phẩm có tồn tại trong cơ sở dữ liệu dựa trên ID sản phẩm (productId). Một truy vấn SELECT được sử dụng để kiểm tra sự tồn tại của sảnphẩm. Kết nối cơ sở dữ liệu được thiết lập và truy vấn được thực thi bằng sử dụng SqlConnection và SqlCommand. Kết quả truy vấn được kiểm tra, và phương thức trả về giá trị boolean (true nếu sản phẩm tồn tại, false nếu không tồn tại).

 private *bool* ProductExists(*int* *productId*)

        {

*string* connectionString = "Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True";

*bool* exists = false;

            using (*SqlConnection* conn = new *SqlConnection*(connectionString))

            {

                conn.Open();

                // Define the SQL query to check if the product with the given ID exists

*string* query = "SELECT 1 FROM Products WHERE Id = @ProductId";

                using (*SqlCommand* cmd = new *SqlCommand*(query, conn))

                {

                    cmd.Parameters.AddWithValue("@ProductId", productId);

                    // Execute the query and check if any rows are returned

*SqlDataReader* reader = cmd.ExecuteReader();

                    exists = reader.HasRows;

                }

            }

            return exists;

        }

2.2.6 Tạo báo cáo để in đơn hàng

Để tạo báo cáo đơn hàng và in ra cần các bước sau:

1.Tạo một báo cáo: Đầu tiên, bạn cần tạo một báo cáo sử dụng công cụ báo cáo có sẵn trong Visual Studio, chẳng hạn như Crystal Reports hoặc Microsoft Report Viewer. Tạo các mẫu báo cáo, định dạng và thiết kế trên báo cáo này theo yêu cầu của bạn. Bạn có thể thêm các thông tin đơn hàng như số đơn hàng, tên khách hàng, sản phẩm, số lượng, giá, v.v.

2.Truy xuất dữ liệu: Tiếp theo, bạn cần truy xuất dữ liệu đơn hàng từ cơ sở dữ liệu của bạn. Sử dụng các lệnh SQL hoặc các phương thức truy vấn dữ liệu từ cơ sở dữ liệu để lấy thông tin về đơn hàng cần in.

3.Gắn kết dữ liệu: Sau khi có dữ liệu đơn hàng, bạn cần gắn kết dữ liệu này vào báo cáo. Sử dụng các phương thức như SetDataSource (đối với Crystal Reports) hoặc gán dữ liệu vào bộ dữ liệu của báo cáo (đối với Microsoft Report Viewer) để gắn kết dữ liệu từ nguồn dữ liệu vào báo cáo.

4.Hiển thị báo cáo: Bạn có thể hiển thị báo cáo trực tiếp trên một hộp thoại in bằng cách tạo một đối tượng báo cáo và gọi phương thức in. Hoặc bạn có thể hiển thị báo cáo trên một trình xem báo cáo (report viewer) trong giao diện người dùng của ứng dụng WinForms.

5.In báo cáo: Cuối cùng, bạn cần cung cấp tùy chọn để người dùng có thể in báo cáo. Sử dụng các phương thức in có sẵn trong công cụ báo cáo hoặc sử dụng các phương thức in từ hệ thống của WinForms để in báo cáo.

 private *void* ViewReport\_Load(*object* *sender*, *EventArgs* *e*)

        {

*DataSet1* report\_ds = new *DataSet1*();

            // Define the connection string to your SQL Server database

*string* connection\_string = "Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True";

*string* query = "SELECT Id, OrderDate, TotalAmount, CustomerId FROM  Orders";

*SqlConnection* conn = new *SqlConnection*(connection\_string);

*SqlDataAdapter* adptr = new *SqlDataAdapter*(query, conn);

            adptr.Fill(report\_ds, report\_ds.Tables[0].TableName);

*ReportDataSource* rds = new *ReportDataSource*("DataSet1", report\_ds.Tables[0]);

            reportViewer1.LocalReport.ReportPath = "Report1.rdlc";

            reportViewer1.LocalReport.DataSources.Clear();

            reportViewer1.LocalReport.DataSources.Add(rds);

            reportViewer1.LocalReport.Refresh();

            reportViewer1.RefreshReport();

*this*.reportViewer1.RefreshReport();

        }

2.2.6 Tạo một form để lọc các mặt hàng tốt nhất, các mặt hàng được khách hàng mua, khách hàng mua các mặt hàng

1. Sự kiện `checkedListcate\_SelectedIndexChanged`: Được gọi khi người dùng thay đổi lựa chọn trong `checkedListcate` (CheckedListBox). Sự kiện này được sử dụng để xử lý việc chọn một danh mục cụ thể và thực hiện các hành động tương ứng.

- Lấy chỉ mục (index) của mục được chọn (`checkedListcate.SelectedIndex`).

- Lấy số lượng mục trong `checkedListcate` (`checkedListcate.Items.Count`).

- Duyệt qua tất cả các mục trong `checkedListcate` bằng một vòng lặp `for`.

- Kiểm tra nếu chỉ mục hiện tại không giống với chỉ mục được chọn (`index != x`), thì đặt trạng thái check của mục hiện tại thành "Unchecked" (`checkedListcate.SetItemCheckState(x, CheckState.Unchecked)`).

- Kiểm tra nếu mục "Best product" được chọn (`checkedListcate.CheckedItems.Contains("Best product")`):

- Đặt `txtfilter` thành chỉ đọc (`txtfilter.ReadOnly = true`).

- Xóa nội dung của `txtfilter` (`txtfilter.Text = ""`).

- Ngược lại, nếu mục "Best product" không được chọn:

- Cho phép chỉnh sửa `txtfilter` (`txtfilter.ReadOnly = false`).

2. Sự kiện `button1\_Click`: Được gọi khi nút `button1` được nhấp. Sự kiện này được sử dụng để tìm kiếm thông tin trong cơ sở dữ liệu dựa trên các lựa chọn đã chọn trong `checkedListcate` và giá trị của `txtfilter`.

- Khởi tạo chuỗi kết nối đến cơ sở dữ liệu (`connectionString`).

- Sử dụng `SqlConnection` để mở kết nối đến cơ sở dữ liệu.

- Kiểm tra các lựa chọn trong `checkedListcate`:

- Nếu "Products" được chọn:

- Thiết lập `selectedTable` thành "Products".

- Tạo truy vấn SQL để lấy thông tin sản phẩm dựa trên tên sản phẩm (`query`).

- Sử dụng `SqlCommand` để thực thi truy vấn SQL và lấy dữ liệu vào `DataTable` (`dt`).

- Đặt nguồn dữ liệu của `dataGridView1` thành `dt`.

- Hiển thị thông báo dựa trên số lượng hàng trả về từ truy vấn.

- Nếu "Customers" được chọn:

- Thiết lập `selectedTable` thành "Customers".

- Tạo truy vấn SQL để lấy thông tin khách hàng dựa trên tên khách hàng (`query`).

- Sử dụng `SqlCommand` để thực thi truy vấn SQL và lấy dữ liệu vào `DataTable` (`dt`).

- Đặt nguồn dữ liệu của `dataGridView1` thành `dt`.

- Hiển thị thông báo dựa trên số lượng hàng trả về từ truy vấn.

- Nếu "Best product" được chọn:

- Thiết lập `selectedTable` thành "Best product".

- Tạo truy vấn SQL để lấy thông tin sản phẩm có giá cao nhất (`query`).

- Sử dụng `SqlCommand` để thực thi truy vấn SQL và lấy dữ liệu vào `DataTable` (`dt`).

- Đặt nguồn dữ liệu của `dataGridView1` thành `dt`.

- Hiển thị thông báo dựa trên số lượng hàng trả về từ truy vấn.

- Nếu không có lựa chọn nào được chọn, hiển thị thông báo yêu cầu người dùng chọn loại dữ liệu để tìm kiếm.

3. Trong mã, có sử dụng các đối tượng `SqlConnection`, `SqlCommand`, `SqlDataAdapter`, `DataTable` và `DataGridView` để thao tác với cơ sở dữ liệu SQL Server

- Đối tượng `SqlConnection` được sử dụng để thiết lập và quản lý kết nối đến cơ sở dữ liệu.

- Đối tượng `SqlCommand` được sử dụng để thực thi truy vấn SQL và truyền các tham số.

- Đối tượng `SqlDataAdapter` được sử dụng để lấy dữ liệu từ `SqlCommand` và điền vào `DataTable`.

- Đối tượng `DataTable` được sử dụng để lưu trữ dữ liệu từ kết quả truy vấn.

- Đối tượng `DataGridView` được sử dụng để hiển thị dữ liệu từ `DataTable` trên giao diện người dùng.

private *void* checkedListcate\_SelectedIndexChanged(*object* *sender*, *EventArgs* *e*)

        {

*int* index = checkedListcate.SelectedIndex;

*int* count = checkedListcate.Items.Count;

            for (*int* x = 0; x < count; x++)

            {

                if (index != x)

                {

                    checkedListcate.SetItemCheckState(x, CheckState.Unchecked);

                }

            }

            if (checkedListcate.CheckedItems.Contains("Best product"))

            {

                // Nếu được chọn, chuyển txtfilter thành read-only

                txtfilter.ReadOnly = true;

                txtfilter.Text = "";

            }

            else

            {

                // Nếu không được chọn, cho phép chỉnh sửa txtfilter

                txtfilter.ReadOnly = false;

            }

        }

        private *void* button1\_Click(*object* *sender*, *EventArgs* *e*)

        {

*string* selectedTable = "";

*string* connectionString = "Data Source=MYASUS\\SQLEXPRESS;Initial Catalog=company;Integrated Security=True";

            using (*SqlConnection* conn = new *SqlConnection*(connectionString))

            {

                try

                {

                    conn.Open();

                    Console.WriteLine("Connection successful");

                    if (checkedListcate.CheckedItems.Contains("Products"))

                    {

                        selectedTable = "Products";

                        Console.WriteLine("Products checkbox status: " + checkedListcate.CheckedItems.Contains("Products"));

*string* query = "SELECT C.Name AS CustomerName, O.OrderDate, P.Name AS ProductName, OD.Quantity AS QuantityPurchased FROM Customers C JOIN Orders O ON C.Id = O.CustomerId JOIN OrderDetails OD ON O.Id = OD.OrderId JOIN Products P ON OD.ProductsId = P.Id WHERE P.Name LIKE @ProductName ORDER BY C.Name, O.OrderDate;";

                        using (*SqlCommand* sqlCommand = new *SqlCommand*(query, conn))

                        {

                            sqlCommand.Parameters.AddWithValue("@ProductName", "%" + txtfilter.Text.Trim() + "%");

                            // Create a DataTable to hold the query results

*DataTable* dt = new *DataTable*();

                            // Use a SqlDataAdapter to fill the DataTable

*SqlDataAdapter* da = new *SqlDataAdapter*(sqlCommand);

                            da.Fill(dt);

                            // Set the DataGridView's data source to the DataTable

                            dataGridView1.DataSource = dt;

                            if (dt.Rows.Count > 0)

                            {

                                MessageBox.Show("Đã tìm thấy sản phẩm");

                            }

                            else

                            {

                                MessageBox.Show("Không tìm thấy sản phẩm");

                            }

                        }

                    }

                    else if (checkedListcate.CheckedItems.Contains("Customers"))

                    {

                        selectedTable = "Customers";

                        Console.WriteLine("Products checkbox status: " + checkedListcate.CheckedItems.Contains("Customers"));

*string* query = "SELECT C.Name AS CustomerName, P.Name AS ProductName, OD.Quantity AS QuantityPurchased, O.OrderDate FROM Customers C JOIN Orders O ON C.Id = O.CustomerId JOIN OrderDetails OD ON O.Id = OD.OrderId JOIN Products P ON OD.ProductsId = P.Id WHERE C.Name LIKE @CustomerName ORDER BY C.Name, O.OrderDate";

                        using (*SqlCommand* sqlCommand = new *SqlCommand*(query, conn))

                        {

                            sqlCommand.Parameters.AddWithValue("@CustomerName", "%" + txtfilter.Text.Trim() + "%");

                            // Create a DataTable to hold the query results

*DataTable* dt = new *DataTable*();

                            // Use a SqlDataAdapter to fill the DataTable

*SqlDataAdapter* da = new *SqlDataAdapter*(sqlCommand);

                            da.Fill(dt);

                            // Set the DataGridView's data source to the DataTable

                            dataGridView1.DataSource = dt;

                            if (dt.Rows.Count > 0)

                            {

                                MessageBox.Show("Đã tìm thấy khách hàng");

                            }

                            else

                            {

                                MessageBox.Show("Không tìm thấy khách hàng");

                            }

                        }

                    }

                    else if (checkedListcate.CheckedItems.Contains("Best product"))

                    {

                        selectedTable = "Best product";

                        Console.WriteLine("Products checkbox status: " + checkedListcate.CheckedItems.Contains("Best product"));

*string* query = "SELECT \* FROM Products WHERE Price = (SELECT MAX(Price) FROM Products)";

                        using (*SqlCommand* sqlCommand = new *SqlCommand*(query, conn))

                        {

                            // Create a DataTable to hold the query results

*DataTable* dt = new *DataTable*();

                            // Use a SqlDataAdapter to fill the DataTable

*SqlDataAdapter* da = new *SqlDataAdapter*(sqlCommand);

                            da.Fill(dt);

                            // Set the DataGridView's data source to the DataTable

                            dataGridView1.DataSource = dt;

                            if (dt.Rows.Count > 0)

                            {

                                MessageBox.Show("Đã tìm thấy sản phẩm");

                            }

                            else

                            {

                                MessageBox.Show("Không tìm thấy sản phẩm");

                            }

                        }

                    }

                    else

                    {

                        MessageBox.Show("Vui lòng chọn loại dữ liệu để tìm kiếm");

                    }

                }

                catch (*Exception* ex)

                {

                    Console.WriteLine("Connection failed: " + ex.Message);

                }

            }

        }

2.3 ASP.NET CORE

2.3.1 Tạo cở sở dữ liệu hoàn chỉnh.

Cở sở dữ liệu của ASP.NET CORE tương tự với winform application
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2.3.2 API

2.3.2.1 Controller.

2.3.2.1.1 CartController.

1. Phương thức GetCartDetails(int cartId) được đánh dấu bằng [HttpGet("{cartId}/details")] để chỉ định rằng nó xử lý yêu cầu HTTP GET với đường dẫn URL có định dạng "/cart/{cartId}/details". Phương thức này gọi phương thức GetCartDetails của đối tượng \_cartService để lấy thông tin chi tiết của giỏ hàng với cartId tương ứng.

2. Phương thức AddToCart(int cartId, [FromBody] int productId) được đánh dấu bằng [HttpPost("{cartId}")] để chỉ định rằng nó xử lý yêu cầu HTTP POST với đường dẫn URL có định dạng "/cart/{cartId}". Phương thức này nhận một productId từ phần thân yêu cầu (request body) và gọi phương thức AddToCart của \_cartService để thêm sản phẩm có productId vào giỏ hàng với cartId tương ứng.

3. Phương thức RemoveFromCart(int cartId, int cartDetailId) được đánh dấu bằng [HttpDelete("{cartDetailId}")] để chỉ định rằng nó xử lý yêu cầu HTTP DELETE với đường dẫn URL có định dạng "/cart/{cartDetailId}". Phương thức này gọi phương thức RemoveFromCart của \_cartService để xóa một mục hàng trong giỏ hàng (cartDetailId) của giỏ hàng có cartId tương ứng.

4. Các phương thức GetCartByCustomerId() và RemoveFromCart() đã bị tắt bằng cách đặt dấu chú thích (comment) trong mã để tạm thời không sử dụng

namespace *Services*.*API*.*Controllers*

{

      [*ApiController*]

      [*Route*("[controller]")]

      public class CartController : *ControllerBase*

      {

            private readonly *CartService* \_cartService;

            public CartController(*MyDbContext* *db*)

            {

                  \_cartService = new *CartService*(db);

            }

            //[HttpGet]

            //public IActionResult GetCartByCustomerId()

            //{

            //    //var cart = \_cartService.GetCartByPhone(phone);

            //    return Ok();

            //}

            [*HttpGet*("{cartId}/details")]

            public *IActionResult* GetCartDetails(*int* *cartId*)

            {

                  try

                  {

                        var cartDetails = \_cartService.GetCartDetails(cartId);

                        return Ok(cartDetails);

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpPost*("{cartId}")]

            public *IActionResult* AddToCart(*int* *cartId*, [*FromBody*] *int* *productId*)

            {

                  try

                  {

                        \_cartService.AddToCart(cartId, productId);

                        return Ok("Item added to cart successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpDelete*("{cartDetailId}")]

            public *IActionResult* RemoveFromCart(*int* *cartId*, *int* *cartDetailId*)

            {

                  try

                  {

                        \_cartService.RemoveFromCart(cartId, cartDetailId);

                        return Ok("Item removed from cart successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

      }

}

2.3.2.1.2 CategoryController.

1. `[ApiController]` và `[Route("[controller]")]`:

- `[ApiController]` đánh dấu lớp `CategoryController` là một controller trong Web API.

- `[Route("[controller]")]` đặt một tiền tố cho tất cả các route của controller dựa trên tên của controller. Trong trường hợp này, `[controller]` sẽ thay thế bằng "Category" trong các route.

2. Constructor:

- Constructor này nhận một đối tượng `MyDbContext` (được giả định là một DbContext của Entity Framework) thông qua dependency injection. Điều này đảm bảo rằng `CategoryController` có quyền truy cập đến một instance của `MyDbContext` để tương tác với cơ sở dữ liệu.

3. `GetCategories()` (HTTP GET):

- Phương thức này xử lý yêu cầu HTTP GET tới `/Category`.

- Nó gọi `\_categoryService.GetCategories()` để truy xuất danh sách các thực thể "Category" từ cơ sở dữ liệu và chuyển chúng thành danh sách `CategoryResponse`.

- Sau đó, nó trả về danh sách các "Category" dưới dạng kết quả OK.

4. `Create(CategoryRequest category)` (HTTP POST):

- Phương thức này xử lý yêu cầu HTTP POST tới `/Category`.

- Nó kiểm tra xem đối tượng `category` được gửi lên có giá trị null không và sau đó tạo một thực thể "Category" từ dữ liệu trong `category`.

- Nó gọi `\_categoryService.Create(c)` để lưu thực thể "Category" mới vào cơ sở dữ liệu và trả về thông báo thành công hoặc lỗi.

5. `Update(int id, CategoryRequest category)` (HTTP PUT):

- Phương thức này xử lý yêu cầu HTTP PUT tới `/Category`.

- Nó kiểm tra xem đối tượng `category` có giá trị null không và kiểm tra xem `id` trong URL trùng với `Id` của `category` hay không.

- Nếu thông tin hợp lệ, nó cập nhật thực thể "Category" trong cơ sở dữ liệu và trả về thông báo thành công hoặc lỗi.

6. `GetById(int id)` (HTTP GET):

- Phương thức này xử lý yêu cầu HTTP GET tới `/Category/{id}`.

- Nó gọi `\_categoryService.GetById(id)` để lấy thông tin một thực thể "Category" dựa trên `id` và trả về dưới dạng `CategoryResponse`.

7. `Delete(int id)` (HTTP DELETE):

- Phương thức này xử lý yêu cầu HTTP DELETE tới `/Category/{id}`.

- Nó gọi `\_categoryService.Delete(id)` để xóa thực thể "Category" dựa trên `id` và trả về thông báo thành công hoặc lỗi.

namespace *Services*.*API*.*Controllers*

{

      [*ApiController*]

      [*Route*("[controller]")]

      public class CategoryController : *ControllerBase*

      {

            private readonly *CategoryService* \_categoryService;

            public CategoryController(*MyDbContext* *db*)

            {

                  \_categoryService = new *CategoryService*(db);

            }

            [*HttpGet*]

            public *IActionResult* GetCategories()

            {

                  var result = new *List*<*CategoryResponse*>();

                  foreach (var x in \_categoryService.GetCategories())

                  {

                        result.Add(new *CategoryResponse*() { Id = x.Id, Name = x.Name });

                  }

                  return Ok(result);

            }

            [*HttpPost*]

            public *IActionResult* Create([*FromBody*] *CategoryRequest* *category*)

            {

                  try

                  {

                        if (category == null)

                              return BadRequest("Category object is null");

                        var c = new *Category* { Id = category.Id, Name = category.Name };

                        \_categoryService.Create(c);

                        return Ok("Category created successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpPut*]

            public *IActionResult* Update(*int* *id*, [*FromBody*] *CategoryRequest* *category*)

            {

                  try

                  {

                        if (category == null || id != category.Id)

                              return BadRequest("Invalid category data");

                        var c = new *Category* { Id = category.Id, Name = category.Name };

                        \_categoryService.Update(c);

                        return Ok("Category updated successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpGet*("{id}")]

            public *IActionResult* GetById(*int* *id*)

            {

                  try

                  {

                        var category = \_categoryService.GetById(id);

                        return Ok(new *CategoryResponse*() { Id = category.Id, Name = category.Name });

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpDelete*("{id}")]

            public *IActionResult* Delete(*int* *id*)

            {

                  try

                  {

                        \_categoryService.Delete(id);

                        return Ok("Category deleted successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

      }

}

2.3.2.1.3 CustomerController.

1. `CustomerController` là một lớp điều khiển (controller) trong MVC và được đánh dấu với các thuộc tính `[Route("api/[controller]")]` và `[ApiController]`. Thuộc tính `[Route("api/[controller]")]` định nghĩa đường dẫn URL mà các phương thức trong điều khiển này sẽ xử lý. Thuộc tính `[ApiController]` cho biết lớp này là một điều khiển API.

2. Trong hàm tạo (`CustomerController`), một đối tượng `CustomerService` được khởi tạo với một đối tượng `MyDbContext` được truyền vào. Có thể suy ra rằng `CustomerService` là một lớp được sử dụng để xử lý logic liên quan đến khách hàng.

3. Phương thức `GetAllCustomers()` được đánh dấu bằng `[HttpGet]` để chỉ định rằng nó xử lý yêu cầu HTTP GET với đường dẫn URL "/api/customer". Phương thức này gọi phương thức `GetAllCustomers` của đối tượng `\_customerService` để lấy danh sách tất cả khách hàng.

4. Phương thức `GetCustomerById(int id)` được đánh dấu bằng `[HttpGet("{id}")]` để chỉ định rằng nó xử lý yêu cầu HTTP GET với đường dẫn URL "/api/customer/{id}". Phương thức này nhận một `id` từ đường dẫn URL và gọi phương thức `GetCustomerById` của `\_customerService` để lấy thông tin khách hàng với `id` tương ứng.

5. Phương thức `AddCustomer([FromBody] CustomerRequest customer)` được đánh dấu bằng `[HttpPost]` để chỉ định rằng nó xử lý yêu cầu HTTP POST với đường dẫn URL "/api/customer". Phương thức này nhận một đối tượng `CustomerRequest` từ phần thân yêu cầu (request body) và gọi phương thức `AddCustomer` của `\_customerService` để thêm một khách hàng mới vào cơ sở dữ liệu.

6. Phương thức `UpdateUserPassword(int userId, [FromBody] PasswordUpdateRequest passwordUpdateRequest)` được đánh dấu bằng `[HttpPut("{userId}/update-password")]` để chỉ định rằng nó xử lý yêu cầu HTTP PUT với đường dẫn URL "/api/customer/{userId}/update-password". Phương thức này nhận một `userId` từ đường dẫn URL và một đối tượng `PasswordUpdateRequest` từ phần thân yêu cầu, và gọi phương thức `UpdateCustomer` của `\_customerService` để cập nhật mật khẩu của khách hàng với `userId` tương ứng.

7. Phương thức `UpdateCustomer(int id, [FromBody] CustomerRequest customer)` được đánh dấu bằng `[HttpPut("{id}")]` để chỉ định rằng nó xử lý yêu cầu HTTP PUT với đường dẫn URL "/api/customer/{id}". Phương thức này nhận một `id` từ đường dẫn URL và một đối tượng `CustomerRequest` từ phần thân yêu cầu, và gọi phương thức `UpdateCustomer` của `\_customerService` để cập nhật thông tin khách hàng với `id` tương ứng.

8. Phương thức `DeleteCustomer(int id)` được đánh dấu bằng `[HttpDelete("{id}")]` để chỉ định rằng nó xử lý yêu cầu HTTP DELETE với đường dẫn URL "/api/customer/{id}". Phương thức này nhận một `id` từ đường dẫn URL và gọi phương thức `DeleteCustomer` của `\_customerService` để xóa khách hàng với `id` tương ứng.

namespace *Services*.*API*.*Controller*

{

      [*Route*("api/[controller]")]

      [*ApiController*]

      public class CustomerController : *ControllerBase*

      {

            private readonly *CustomerService* \_customerService;

            public CustomerController(*MyDbContext* *db*)

            {

                  \_customerService = new *CustomerService*(db);

            }

            [*HttpGet*]

            public *IActionResult* GetAllCustomers()

            {

                  try

                  {

                        var customers = \_customerService.GetAllCustomers();

                        return Ok(customers);

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpGet*("{id}")]

            public *IActionResult* GetCustomerById(*int* *id*)

            {

                  try

                  {

                        //var customer = \_customerService.GetCustomerById(id);

                        return Ok();

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpPost*]

            public *IActionResult* AddCustomer([*FromBody*] *CustomerRequest* *customer*)

            {

                  if (!customer.Password.Equals(customer.ConfirmPassword))

                  {

                        return BadRequest("Confirm passowrd doesn't match password");

                  }

                  try

                  {

                        if (customer == null)

                              return BadRequest("Customer object is null");

                        var newCus = new *Customer*()

                        {

                              Name = customer.FullName,

                              Address = customer.Address,

                              Email = customer.Email,

                              Phone = customer.Phone,

                              Password = Generated.GenerateHashedPassword(customer.Password)

                        };

                        \_customerService.AddCustomer(newCus);

                        return Ok("Customer added successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpPut*("{userId}/update-password")]

            public *IActionResult* UpdateUserPassword(*int* *userId*, [*FromBody*] *PasswordUpdateRequest* *passwordUpdateRequest*)

            {

                  try

                  {

                        //var user = \_customerService.GetCustomerById(userId);

                        //if (user == null)

                        //    return NotFound("User not found.");

                        //string hashedOldPassword = Generated.GenerateHashedPassword(passwordUpdateRequest.OldPassword);

                        //if (hashedOldPassword != user.Password)

                        //    return BadRequest("Old password is incorrect.");

                        //string hashedNewPassword = Generated.GenerateHashedPassword(passwordUpdateRequest.NewPassword);

                        //user.Password = hashedNewPassword;

                        //\_customerService.UpdateCustomer(user);

                        return Ok("User password updated successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpPut*("{id}")]

            public *IActionResult* UpdateCustomer(*int* *id*, [*FromBody*] *CustomerRequest* *customer*)

            {

                  try

                  {

                        if (customer == null)

                              return BadRequest("Customer object is null");

                        if (id != customer.Id)

                              return BadRequest("Customer Id mismatch");

                        var newCus = new *Customer*()

                        {

                              Name = customer.FullName,

                              Address = customer.Address,

                              Email = customer.Email,

                              Phone = customer.Phone,

                              Password = Generated.GenerateHashedPassword(customer.Password)

                        };

                        \_customerService.UpdateCustomer(newCus);

                        return Ok("Customer updated successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpDelete*("{id}")]

            public *IActionResult* DeleteCustomer(*int* *id*)

            {

                  try

                  {

                        \_customerService.DeleteCustomer(id);

                        return Ok("Customer deleted successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

      }

}

2.3.2.1.4 ProductController.

1. `[ApiController]` và `[Route("api/[controller]")]`:

- `[ApiController]` đánh dấu lớp `ProductController` là một controller trong Web API.

- `[Route("api/[controller]")]` xác định tiền tố cho tất cả các route của controller, bắt đầu bằng "api" và tiếp theo là tên của controller, trong trường hợp này là "Product".

2. Constructor:

- Constructor nhận một đối tượng `MyDbContext` thông qua dependency injection. Điều này đảm bảo rằng `ProductController` có quyền truy cập đến một instance của `MyDbContext` để tương tác với cơ sở dữ liệu.

3. `GetProducts()` (HTTP GET):

- Phương thức này xử lý yêu cầu HTTP GET tới `/api/Product`.

- Nó gọi `\_productService.GetAll()` để truy xuất danh sách tất cả các thực thể "Product" từ cơ sở dữ liệu và trả về danh sách này dưới dạng kết quả OK.

4. `GetProductsByPage(int pageNumber, int pageSize)` (HTTP GET):

- Phương thức này xử lý yêu cầu HTTP GET tới `/api/Product/page` và nhận tham số `pageNumber` và `pageSize`.

- Nó gọi `\_productService.GetProductsByPage(pageNumber, pageSize)` để lấy danh sách sản phẩm theo trang và trả về kết quả dưới dạng OK hoặc thông báo lỗi.

5. `FilterProducts()` (HTTP GET):

- Phương thức này xử lý yêu cầu HTTP GET tới `/api/Product/filter` và nhận các tham số truy vấn (query parameters) để lọc sản phẩm theo giá, số lượng tồn kho và danh mục.

- Nó gọi `\_productService.FilterProducts(...)` để lọc sản phẩm dựa trên các thông số truyền vào và trả về danh sách sản phẩm sau khi lọc.

6. `CreateProduct([FromBody] ProductRequest product)` (HTTP POST):

- Phương thức này xử lý yêu cầu HTTP POST tới `/api/Product`.

- Nó kiểm tra xem đối tượng `product` gửi lên có giá trị null không. Nếu hợp lệ, nó gọi `\_productService.CreateProduct(...)` để tạo sản phẩm mới và trả về kết quả OK hoặc thông báo lỗi.

7. `UpdateProduct(int id, [FromBody] ProductRequest product)` (HTTP PUT):

- Phương thức này xử lý yêu cầu HTTP PUT tới `/api/Product/{id}` và nhận một `id` để xác định sản phẩm cần cập nhật.

- Nó gọi `\_productService.UpdateProduct(...)` để cập nhật thông tin sản phẩm dựa trên `id` và dữ liệu mới được gửi lên. Sau đó, nó trả về kết quả OK.

8. `DeleteProduct(int id)` (HTTP DELETE):

- Phương thức này xử lý yêu cầu HTTP DELETE tới `/api/Product/{id}` và nhận một `id` để xác định sản phẩm cần xóa.

- Nó gọi `\_productService.DeleteProduct(id)` để xóa sản phẩm dựa trên `id` và trả về kết quả OK.

namespace *Services*.*API*.*Controller*

{

      [*ApiController*]

      [*Route*("api/[controller]")]

      public class ProductController : *ControllerBase*

      {

            private *ProductService* \_productService;

            public ProductController(*MyDbContext* *db*)

            {

                  \_productService = new *ProductService*(db);

            }

            // GET

            [*HttpGet*]

            public *ActionResult* GetProducts()

            {

                  var products = \_productService.GetAll();

                  return Ok(products);

            }

            // GET

            [*HttpGet*("page")]

            public *IActionResult* GetProductsByPage(*int* *pageNumber*, *int* *pageSize*)

            {

                  try

                  {

                        var products = \_productService.GetProductsByPage(pageNumber, pageSize);

                        return Ok(products);

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, "An error occurred while fetching the products.");

                  }

            }

            // GET

            [*HttpGet*("filter")]

            public *IActionResult* FilterProducts([*FromQuery*] *decimal*? *minPrice*, [*FromQuery*] *decimal*? *maxPrice*,

                                                                  [*FromQuery*] *int*? *minStockQuantity*, [*FromQuery*] *int*? *maxStockQuantity*,

                                                                  [*FromQuery*] *int*? *categoryId*)

            {

                  try

                  {

                        var products = \_productService.FilterProducts(minPrice, maxPrice,

                                                                                            minStockQuantity,

                                                                                            maxStockQuantity,

                                                                                            categoryId);

                        //var response = new ApiResponse<IEnumerable<Product>>

                        //{

                        //    Success = true,

                        //    Data = products,

                        //    ErrorMessage = null

                        //};

                        return Ok(products);

                  }

                  catch (*Exception* ex)

                  {

                        //var response = new ApiResponse<IEnumerable<Product>>

                        //{

                        //    Success = false,

                        //    Data = null,

                        //    ErrorMessage = "An error occurred while filtering products."

                        //};

                        return StatusCode(500);

                  }

            }

            // POST

            [*HttpPost*]

            public *ActionResult* CreateProduct([*FromBody*] *ProductRequest* *product*)

            {

                  if (product == null)

                  {

                        return BadRequest("Invalid product data");

                  }

                  try

                  {

                        \_productService.CreateProduct(product.Name,

                                          product.Description,

                                          product.Price,

                                          product.StockQuantity,

                                          product.CategoryId);

                        return Ok();

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, "An error occurred while creating the product.");

                  }

            }

            // PUT

            [*HttpPut*("{id}")]

            public *IActionResult* UpdateProduct(*int* *id*, [*FromBody*] *ProductRequest* *product*)

            {

                  \_productService.UpdateProduct(id, product.Name,

                                          product.Description,

                                          product.Price,

                                          product.StockQuantity,

                                          product.CategoryId);

                  return Ok();

            }

            // DELETE

            [*HttpDelete*("{id}")]

            public *IActionResult* DeleteProduct(*int* *id*)

            {

                  \_productService.DeleteProduct(id);

                  return Ok();

            }

      }

}

2.3.2.1.5 UserController.

1. `UserController` là một lớp điều khiển (controller) trong MVC và được đánh dấu với các thuộc tính `[Route("[controller]")]` và `[ApiController]`. Thuộc tính `[Route("[controller]")]` định nghĩa đường dẫn URL mà các phương thức trong điều khiển này sẽ xử lý. Thuộc tính `[ApiController]` cho biết lớp này là một điều khiển API.

2. Trong hàm tạo (`UserController`), một đối tượng `UserService` được khởi tạo với một đối tượng `MyDbContext` được truyền vào. Có thể suy ra rằng `UserService` là một lớp được sử dụng để xử lý logic liên quan đến người dùng.

3. Phương thức `GetAllUsers()` được đánh dấu bằng `[HttpGet]` để chỉ định rằng nó xử lý yêu cầu HTTP GET với đường dẫn URL "/user". Phương thức này gọi phương thức `GetAllUsers` của đối tượng `\_userService` để lấy danh sách tất cả người dùng.

4. Phương thức `GetUserByPhone(string phoneNumber)` được đánh dấu bằng `[HttpGet("{phoneNumber}")]` để chỉ định rằng nó xử lý yêu cầu HTTP GET với đường dẫn URL "/user/{phoneNumber}". Phương thức này nhận một `phoneNumber` từ đường dẫn URL và gọi phương thức `GetUserByPhone` của `\_userService` để lấy thông tin người dùng với số điện thoại tương ứng.

5. Phương thức `GetUserByEmail(string email)` được đánh dấu bằng `[HttpGet("email/{email}")]` để chỉ định rằng nó xử lý yêu cầu HTTP GET với đường dẫn URL "/user/email/{email}". Phương thức này nhận một `email` từ đường dẫn URL và gọi phương thức `GetUserByEmail` của `\_userService` để lấy thông tin người dùng với email tương ứng.

6. Phương thức `AddUser([FromBody] UserRequest userRequest)` được đánh dấu bằng `[HttpPost]` để chỉ định rằng nó xử lý yêu cầu HTTP POST với đường dẫn URL "/user". Phương thức này nhận một đối tượng `UserRequest` từ phần thân yêu cầu (request body) và gọi phương thức `AddUser` của `\_userService` để thêm một người dùng mới vào cơ sở dữ liệu.

7. Phương thức `UpdateUserPassword(int userId, [FromBody] string newPassword)` được đánh dấu bằng `[HttpPut("{userId}/update-password")]` để chỉ định rằng nó xử lý yêu cầu HTTP PUT với đường dẫn URL "/user/{userId}/update-password". Phương thức này nhận một `userId` từ đường dẫn URL và mật khẩu mới từ phần thân yêu cầu và gọi phương thức `UpdateUserPassword` của `\_userService` để cập nhật mật khẩu của người dùng với `userId` tương ứng.

8. Phương thức `UpdateUserRole(int userId, int roleId)` được đánh dấu bằng `[HttpPut("{userId}/update-role/{roleId}")]` để chỉ định rằng nó xử lý yêu cầu HTTP PUT với đường dẫn URL "/user/{userId}/update-role/{roleId}". Phương thức này nhận một `userId` và một `roleId` từ đường dẫn URL và gọi phương thức `UpdateUserRole` của `\_userService` để cập nhật vai trò của người dùng với `userId` tương ứng.

9. Phương thức `UpdateUser([FromBody] User user)` được đánh dấu bằng `[HttpPut]` để chỉ định rằng nó xử lý yêu cầu HTTP PUT với đường dẫn URL "/user". Phương thức này nhận một đối tượng `User` từ phần thân yêu cầu và gọi phương thức `UpdateUser` của `\_userService` để cập nhật thông tin người dùng.

10. Phương thức `DeleteUser(string phoneNumber)` được đánh dấu bằng `[HttpDelete("{phoneNumber}")]` để chỉ định rằng nó xử lý yêu cầu HTTP DELETE với đường dẫn URL "/user/{phoneNumber}". Phương thức này nhận một `phoneNumber` từ đường dẫn URL và gọi phương thức `DeleteUser` của `\_userService` để xóa người dùng có số điện thoại tương ứng.

namespace *Services*.*API*.*Controllers*

{

      [*ApiController*]

      [*Route*("[controller]")]

      public class UserController : *ControllerBase*

      {

            private readonly *UserService* \_userService;

            public UserController(*MyDbContext* *db*)

            {

                  \_userService = new *UserService*(db);

            }

            [*HttpGet*]

            public *IActionResult* GetAllUsers()

            {

                  try

                  {

                        var users = \_userService.GetAllUsers();

                        return Ok(users);

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpGet*("{phoneNumber}")]

            public *IActionResult* GetUserByPhone(*string* *phoneNumber*)

            {

                  try

                  {

                        var user = \_userService.GetUserByPhone(phoneNumber);

                        return Ok(user);

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpGet*("email/{email}")]

            public *IActionResult* GetUserByEmail(*string* *email*)

            {

                  try

                  {

                        var user = \_userService.GetUserByEmail(email);

                        return Ok(user);

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpPost*]

            public *IActionResult* AddUser([*FromBody*] *UserRequest* *userRequest*)

            {

                  if (userRequest == null)

                        return BadRequest("User request object is null");

                  // Check if password and confirm password match

                  if (userRequest.Password != userRequest.ConfirmPassword)

                        return BadRequest("Password and ConfirmPassword do not match");

                  var user = new *User*

                  {

                        Id = userRequest.Id,

                        Name = userRequest.FullName,

                        Email = userRequest.Email,

                        PhoneNumber = userRequest.Phone,

                        DateOfBirth = DateTime.ParseExact(userRequest.Dob, "dd/MM/yyyy", CultureInfo.InvariantCulture),

                        Password = Generated.GenerateHashedPassword(userRequest.Password),

                  };

                  try

                  {

                        if (user == null)

                              return BadRequest("User object is null");

                        \_userService.AddUser(user, userRequest.RoleId);

                        return Ok("User added successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.StackTrace}");

                  }

            }

            [*HttpPut*("{userId}/update-password")]

            public *IActionResult* UpdateUserPassword(*int* *userId*, [*FromBody*] *string* *newPassword*)

            {

                  try

                  {

                        \_userService.UpdateUserPassword(userId, Generated.GenerateHashedPassword(newPassword));

                        return Ok("User password updated successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpPut*("{userId}/update-role/{roldeId}")]

            public *IActionResult* UpdateUserRole(*int* *userId*, *int* *roleId*)

            {

                  try

                  {

                        \_userService.UpdateUserRole(userId, roleId);

                        return Ok("User role updated successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpPut*]

            public *IActionResult* UpdateUser([*FromBody*] *User* *user*)

            {

                  try

                  {

                        if (user == null)

                              return BadRequest("User object is null");

                        \_userService.UpdateUser(user);

                        return Ok("User updated successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

            [*HttpDelete*("{phoneNumber}")]

            public *IActionResult* DeleteUser(*string* *phoneNumber*)

            {

                  try

                  {

                        \_userService.DeleteUser(phoneNumber);

                        return Ok("User deleted successfully.");

                  }

                  catch (*Exception* ex)

                  {

                        return StatusCode(500, $"Internal server error: {ex.Message}");

                  }

            }

      }

}

2.3.2.2 Request Entities.

2.3.2.2.1 CategoryRequest.

public class CategoryRequest

      {

            public *int* Id { get; set; }

            public *string* Name { get; set; }

      }

2.3.2.2.2 CustomerRequest.

public class CustomerRequest

      {

            public required *int* Id { get; set; }

            public required *string* FullName { get; set; }

            public required *string* Email { get; set; }

            public required *string* Phone { get; set; }

            public required *string* Address { get; set; }

            public required *string* Password { get; set; }

            public required *string* ConfirmPassword { get; set; }

      }

}

2.3.2.2.3 PasswordUpdateRequest.

public class PasswordUpdateRequest

      {

            public *string* OldPassword { get; set; }

            public *string* NewPassword { get; set; }

      }

2.3.2.2.4 Payment

public class Payment

      {

      }

2.3.2.2.5 ProductRequest.

public class ProductRequest

      {

            public *int* Id { get; set; }

            public required *string* Name { get; set; }

            public required *string* Description { get; set; }

            public *decimal* Price { get; set; }

            public *int* StockQuantity { get; set; }

            public *int* CategoryId { get; set; }

      }

2.3.2.2.6 UserRequest.

public class UserRequest

      {

            public required *int* Id { get; set; }

            public required *string* FullName { get; set; }

            public required *string* Email { get; set; }

            public required *string* Dob { get; set; }

            public required *string* Phone { get; set; }

            public required *string* Address { get; set; }

            public required *int* RoleId { get; set; }

            public required *string* Password { get; set; }

            public required *string* ConfirmPassword { get; set; }

      }

}

2.3.2.3 Response Entities.

2.3.2.3.1 CartDetailResponse.

public class CartDetailResponse

      {

            public *int* Id { get; set; }

            public required *ProductDTO* Product { get; set; }

            public *int* Quatity { get; set; }

      }

2.3.2.3.2 CategoryResponse.

public class CategoryResponse

      {

            public *int* Id { get; set; }

            public *string* Name { get; set; }

      }

2.3.2.3.3 OrderDetailResponse.

public class OrderDetailResponse

      {

            public *int* Id { get; set; }

            public *ProductDTO* Product { get; set; }

            public *int* Quantity { get; set; }

            public *decimal* TotalPrice { get; set; }

      }

2.3.2.3.4 ProductResponse.

public class ProductDTO

      {

            public *int* Id { get; set; }

            public required *string*? Name { get; set; }

            public required *string*? Description { get; set; }

            public *decimal* Price { get; set; }

            public required *long* StockQuatity { get; set; }

            public required *string* Slug { get; set; }

            public required *CategoryResponse* Category { get; set; }

            public ProductDTO(*Product* *p*)

            {

                  Id = p.Id;

                  Name = p.Name;

                  Description = p.Description;

                  Price = p.Price;

                  StockQuatity = p.StockQuantity;

                  Slug = p.Slug;

                  Category = new *CategoryResponse*() { Id = p.Category.Id, Name = p.Category.Name };

            }

            public *string* GenerateSlug()

            {

*string* slug = Name?.ToLower().Replace(" ", "-");

                  slug = new *string*(slug?.Where(*c* => *char*.IsLetterOrDigit(c) || c == '-').ToArray());

                  return slug?.Trim('-'); ;

            }

      }

2.3.3 Repository.

2.3.3.1 CartRepository.

1. Hàm tạo (`CartRepository`) nhận một đối tượng `MyDbContext` và khởi tạo đối tượng `ProductRepository` bằng cách truyền đối tượng `db` vào. Điều này cho phép `CartRepository` sử dụng các phương thức trong `ProductRepository` để truy vấn thông tin sản phẩm.

2. Phương thức `GetCartByCustomerId(int customerId)` truy vấn và trả về đối tượng `Cart` theo `customerId` (ID của khách hàng). Nó tìm kiếm và trả về đối tượng `Cart` đầu tiên trong bảng `Carts` trong cơ sở dữ liệu mà có `Customer.Id` tương ứng với `customerId`.

3. Phương thức `GetById(int Id)` truy vấn và trả về đối tượng `Cart` theo `Id` (ID của giỏ hàng). Nó tìm kiếm và trả về đối tượng `Cart` đầu tiên trong bảng `Carts` trong cơ sở dữ liệu mà có `Id` tương ứng với `Id` được truyền vào.

4. Phương thức `Create(Customer c)` tạo một đối tượng `Cart` mới trong cơ sở dữ liệu. Nó thêm một đối tượng `Cart` mới vào bảng `Carts` với thông tin khách hàng (`Customer`) được truyền vào và thời gian tạo (`CreatedAt`) được đặt là thời điểm hiện tại.

5. Phương thức `UpdateItem(int cartId, int productId, int quan)` cập nhật số lượng (`Quantity`) của một sản phẩm trong giỏ hàng. Nó tìm kiếm và cập nhật đối tượng `CartDetail` đầu tiên trong bảng `CartDetails` có `Product.Id` và `CartId` tương ứng với `productId` và `cartId` được truyền vào.

6. Phương thức `GetCartDetails(int cartId)` truy vấn và trả về danh sách các đối tượng `CartDetail` từ giỏ hàng. Nó lấy tất cả các đối tượng `CartDetail` trong bảng `CartDetails` trong cơ sở dữ liệu mà có `CartId` tương ứng với `cartId` được truyền vào.

7. Phương thức `AddToCart(int cartId, int productId)` thêm một sản phẩm vào giỏ hàng. Nó truy xuất thông tin sản phẩm từ `ProductRepository` bằng cách sử dụng phương thức `GetProductById(productId)` và sau đó tạo một đối tượng `CartDetail` mới với thông tin giỏ hàng (`CartId`), sản phẩm và số lượng là 1. Đối tượng `CartDetail` mới được thêm vào bảng `CartDetails` trong cơ sở dữ liệu.

8. Phương thức `RemoveFromCart(int cartId, int productId)` xóa một sản phẩm khỏi giỏ hàng. Nó tìm kiếm và xóa đối tượng `CartDetail` đầu tiên trong bảng `CartDetails` có `CartId` và `Product.Id` tương ứng với `cartId` và `productId` được truyền vào.

namespace *Services*.*Repository*

{

      public class CartRepository

      {

            private readonly *MyDbContext* \_db;

            private readonly *ProductRepository* \_productRepository;

            public CartRepository(*MyDbContext* *db*)

            {

                  \_db = db;

                  \_productRepository = new *ProductRepository*(db);

            }

            // get infor from cart by phone of customer

            public *Cart*? GetCartByCustomerId(*int* *customerId*)

            {

                  return \_db.Carts.FirstOrDefault(*c* => c.Customer.Id == customerId);

            }

            // get by cart id

            public *Cart*? GetById(*int* *Id*)

            {

                  return \_db.Carts.FirstOrDefault(*c* => c.Id == Id);

            }

            // create the cart not cart detail

            public *void* Create(*Customer* *c*)

            {

                  \_db.Carts.Add(new *Cart*() { Customer = c, CreatedAt = DateTime.Now});

                  \_db.SaveChanges();

            }

            // updating product exist in cart

            public *void* UpdateItem(*int* *cartId*, *int* *productId*, *int* *quan*)

            {

                  var item = \_db.CartDetails.FirstOrDefault(*cd* => cd.Product.Id == productId && cd.CartId == cartId);

                  if (item != null)

                  {

                        item.Quantity = quan;

                        \_db.SaveChanges();

                  }

            }

            // get all product from a cart

            public *List*<*CartDetail*> GetCartDetails(*int* *cartId*)

            {

                  var res = \_db.CartDetails.Where(*c* => c.CartId == cartId).ToList();

                  return res;

            }

            public *void* AddToCart(*int* *cartId*, *int* *productId*)

            {

                  var product = \_productRepository.GetProductById(productId);

                  if (product != null)

                  {

                        var detail = new *CartDetail*() { CartId = cartId, Product = product, Quantity = 1 };

                        \_db.CartDetails.Add(detail);

                        \_db.SaveChanges();

                  }

            }

            public *void* RemoveFromCart(*int* *cartId*, *int* *productId*)

            {

                  var cartDetail = \_db.CartDetails.FirstOrDefault(*cd* => cd.CartId == cartId && cd.Product.Id == productId);

                  if (cartDetail != null)

                  {

                        \_db.CartDetails.Remove(cartDetail);

                        \_db.SaveChanges();

                  }

            }

      }

}

2.3.3.2 CategoryRepository.

1. Hàm tạo (CategoryRepository) nhận một đối tượng MyDbContext và lưu trữ đối tượng db để sử dụng cho các truy vấn cơ sở dữ liệu.

2. Phương thức GetAll() truy vấn và trả về một danh sách các đối tượng Category. Nó lấy tất cả các đối tượng Category từ bảng Categories trong cơ sở dữ liệu và chuyển chúng thành một danh sách.

3. Phương thức GetById(int id) truy vấn và trả về đối tượng Category dựa trên id (ID của danh mục). Nó tìm kiếm và trả về đối tượng Category đầu tiên trong bảng Categories trong cơ sở dữ liệu có Id tương ứng với id được truyền vào. Nếu không tìm thấy danh mục, nó sẽ ném một ngoại lệ với thông báo "Category not found.".

4. Phương thức Create(Category category) tạo một đối tượng Category mới trong cơ sở dữ liệu. Nó thêm đối tượng Category mới vào bảng Categories và lưu các thay đổi trong cơ sở dữ liệu.

5. Phương thức Update(Category category) cập nhật một đối tượng Category trong cơ sở dữ liệu. Nó tìm kiếm đối tượng Category hiện có bằng cách sử dụng phương thức GetById với category.Id và sau đó cập nhật thông tin Name của danh mục với thông tin từ category. Sau đó, nó cập nhật đối tượng Category trong bảng Categories và lưu các thay đổi trong cơ sở dữ liệu.

6. Phương thức Delete(int id) xóa một đối tượng Category khỏi cơ sở dữ liệu. Nó tìm kiếm và lấy đối tượng Category dựa trên id và sau đó xóa đối tượng đó khỏi bảng Categories và lưu các thay đổi trong cơ sở dữ liệu.

namespace *Services*.*Repository*

{

      public class CategoryRepository

      {

            private readonly *MyDbContext* \_db;

            public CategoryRepository(*MyDbContext* *db*)

            {

                  \_db = db;

            }

            public *List*<*Category*> GetAll()

            {

                  return \_db.Categories.ToList();

            }

            public *Category* GetById(*int* *id*)

            {

                  var category = \_db.Categories?.FirstOrDefault(*c* => c.Id == id);

                  if (category == null)

                  {

                        throw new *Exception*("Category not found.");

                  }

                  return category;

            }

            public *void* Create(*Category* *category*)

            {

                  \_db.Categories.Add(category);

                  \_db.SaveChanges();

            }

            public *void* Update(*Category* *category*)

            {

                  var existingCategory = GetById(category.Id);

                  if (existingCategory != null)

                  {

                        existingCategory.Name = category.Name;

                        \_db.Categories.Update(existingCategory);

                        \_db.SaveChanges();

                  }

            }

            public *void* Delete(*int* *id*)

            {

                  var cart = *this*.GetById(id);

                  \_db.Categories.Remove(cart);

                  \_db.SaveChanges();

            }

      }

}

2.3.3.3 Customer Repository.

1. Hàm tạo (`CustomerRepository`) nhận một đối tượng `MyDbContext` và lưu trữ đối tượng `db` để sử dụng cho các truy vấn cơ sở dữ liệu.

2. Phương thức `GetAllCustomers()` truy vấn và trả về một danh sách các đối tượng `Customer`. Nó lấy tất cả các đối tượng `Customer` từ bảng `Customers` trong cơ sở dữ liệu và chuyển chúng thành một danh sách.

3. Phương thức `GetCustomerById(int customerId)` truy vấn và trả về đối tượng `Customer` dựa trên `customerId` (ID của khách hàng). Nó tìm kiếm và trả về đối tượng `Customer` đầu tiên trong bảng `Customers` trong cơ sở dữ liệu có `Id` tương ứng với `customerId` được truyền vào.

4. Phương thức `GetCustomerByEmail(string email)` truy vấn và trả về đối tượng `Customer` dựa trên `email` (địa chỉ email của khách hàng). Nó tìm kiếm và trả về đối tượng `Customer` đầu tiên trong bảng `Customers` trong cơ sở dữ liệu có `Email` tương ứng với `email` được truyền vào.

5. Phương thức `GetCustomerByPhone(string phone)` truy vấn và trả về đối tượng `Customer` dựa trên `phone` (số điện thoại của khách hàng). Nó tìm kiếm và trả về đối tượng `Customer` đầu tiên trong bảng `Customers` trong cơ sở dữ liệu có `Phone` tương ứng với `phone` được truyền vào.

6. Phương thức `AddCustomer(Customer customer)` thêm một đối tượng `Customer` mới vào cơ sở dữ liệu. Nó thêm đối tượng `Customer` mới vào bảng `Customers` và lưu các thay đổi trong cơ sở dữ liệu.

7. Phương thức `UpdateCustomer(Customer customer)` cập nhật một đối tượng `Customer` trong cơ sở dữ liệu. Nó đánh dấu đối tượng `Customer` hiện có là đã được sửa đổi bằng cách thay đổi trạng thái của đối tượng thành `Modified`, sau đó lưu các thay đổi trong cơ sở dữ liệu.

8. Phương thức `DeleteCustomer(int customerId)` xóa một đối tượng `Customer` khỏi cơ sở dữ liệu. Nó tìm kiếm và lấy đối tượng `Customer` dựa trên `customerId` và sau đó xóa đối tượng đó khỏi bảng `Customers` và lưu các thay đổi trong cơ sở dữ liệu.

namespace *Services*.*Repository*

{

      public class CustomerRepository

      {

            private readonly *MyDbContext* \_db;

            public CustomerRepository(*MyDbContext* *db*)

            {

                  \_db = db;

            }

            public *IEnumerable*<*Customer*> GetAllCustomers()

            {

                  return \_db.Customers.ToList();

            }

            public *Customer*? GetCustomerById(*int* *customerId*)

            {

                  return \_db.Customers.FirstOrDefault(*c* => c.Id == customerId);

            }

            public *Customer*? GetCustomerByEmail(*string* *email*)

            {

                  return \_db.Customers.FirstOrDefault(*c* => c.Email == email);

            }

            public *Customer* GetCustomerByPhone(*string* *phone*)

            {

                  return \_db.Customers.FirstOrDefault(*c* => c.Phone.Equals(phone));

            }

            public *void* AddCustomer(*Customer* *customer*)

            {

                  \_db.Customers.Add(customer);

                  \_db.SaveChanges();

            }

            public *void* UpdateCustomer(*Customer* *customer*)

            {

                  \_db.Entry(customer).State = EntityState.Modified;

                  \_db.SaveChanges();

            }

            public *void* DeleteCustomer(*int* *customerId*)

            {

                  var customer = GetCustomerById(customerId);

                  if (customer != null)

                  {

                        \_db.Customers.Remove(customer);

                        \_db.SaveChanges();

                  }

            }

      }

}

2.3.3.4 MyDbContext.

1. Các thuộc tính `DbSet`:

- `Users`: Đại diện cho bảng `Users` trong cơ sở dữ liệu.

- `Roles`: Đại diện cho bảng `Roles` trong cơ sở dữ liệu.

- `Customers`: Đại diện cho bảng `Customers` trong cơ sở dữ liệu.

- `Categories`: Đại diện cho bảng `Categories` trong cơ sở dữ liệu.

- `Products`: Đại diện cho bảng `Products` trong cơ sở dữ liệu.

- `Orders`: Đại diện cho bảng `Orders` trong cơ sở dữ liệu.

- `OrderDetails`: Đại diện cho bảng `OrderDetails` trong cơ sở dữ liệu.

- `Carts`: Đại diện cho bảng `Carts` trong cơ sở dữ liệu.

- `CartDetails`: Đại diện cho bảng `CartDetails` trong cơ sở dữ liệu.

2. Hàm tạo (`MyDbContext`) có hai phiên bản:

- Phiên bản thứ nhất nhận đối tượng `DbContextOptions` và gọi hàm tạo của lớp cơ sở (`DbContext`) với tham số `options`.

- Phiên bản thứ hai không nhận tham số và sử dụng `DbContextOptionsBuilder` để cấu hình các tùy chọn kết nối cơ sở dữ liệu SQL Server. Trong trường hợp này, chuỗi kết nối được cung cấp là "Data Source=.;Initial Catalog=dotnet\_QT1;Integrated Security=True".

3. Phương thức `OnConfiguring(DbContextOptionsBuilder optionsBuilder)` được gọi khi cấu hình DbContext. Nó sử dụng `UseLazyLoadingProxies` để sử dụng cung cấp trì hoãn và `UseSqlServer` để cấu hình tùy chọn kết nối cơ sở dữ liệu.

4. Phương thức `OnModelCreating(ModelBuilder modelBuilder)` được gọi khi xây dựng mô hình dữ liệu. Trong trường hợp này, nó định nghĩa một chỉ mục duy nhất trên trường `Phone` trong bảng `Customers` bằng cách sử dụng phương thức `HasIndex` và `IsUnique`.

namespace *Services*.*Repository*

{

      public class MyDbContext : *DbContext*

      {

            public *DbSet*<*User*> Users { get; set; }

            public *DbSet*<*Role*> Roles { get; set; }

            public *DbSet*<*Customer*> Customers { get; set; }

            public *DbSet*<*Category*> Categories { get; set; }

            public *DbSet*<*Product*> Products { get; set; }

            public *DbSet*<*Order*> Orders { get; set; }

            public *DbSet*<*OrderDetail*> OrderDetails { get; set; }

            public *DbSet*<*Cart*> Carts { get; set; }

            public *DbSet*<*CartDetail*> CartDetails { get; set; }

            public MyDbContext(*DbContextOptions* *options*) : base(options)

            {

            }

            public MyDbContext() : base(new *DbContextOptionsBuilder*<*MyDbContext*>()

                                    .UseSqlServer("Data Source=.;Initial Catalog=dotnet\_QT1;Integrated Security=True")

                                    .Options)

            { }

            protected override *void* OnConfiguring(*DbContextOptionsBuilder* *optionsBuilder*)

            {

                  optionsBuilder.UseLazyLoadingProxies().UseSqlServer("Data Source=.;Initial Catalog=dotnet\_QT1;Integrated Security=True");

            }

            protected override *void* OnModelCreating(*ModelBuilder* *modelBuilder*)

            {

                  modelBuilder.Entity<*Customer*>()

                        .HasIndex(*u* => u.Phone)

                        .IsUnique();

            }

      }

}

2.3.3.5 ProductRepository.

1. Hàm tạo (`ProductRepository`) nhận một đối tượng `MyDbContext` và lưu trữ đối tượng `db` để sử dụng cho các truy vấn cơ sở dữ liệu.

2. Phương thức `GetAllProduct()` truy vấn và trả về một danh sách các đối tượng `Product`. Nó lấy tất cả các đối tượng `Product` từ bảng `Products` trong cơ sở dữ liệu và chuyển chúng thành một danh sách.

3. Phương thức `GetProductById(int Id)` truy vấn và trả về đối tượng `Product` dựa trên `Id` (ID của sản phẩm). Nó tìm kiếm và trả về đối tượng `Product` đầu tiên trong bảng `Products` trong cơ sở dữ liệu có `Id` tương ứng với `Id` được truyền vào.

4. Phương thức `Update(Product product)` cập nhật một đối tượng `Product` trong cơ sở dữ liệu. Nó tìm kiếm đối tượng `Product` hiện có dựa trên `Id` của sản phẩm được truyền vào, sau đó cập nhật các thuộc tính của đối tượng `Product` với giá trị từ đối số `product`. Cuối cùng, nó lưu các thay đổi trong cơ sở dữ liệu.

5. Phương thức `Delete(Product product)` xóa một đối tượng `Product` khỏi cơ sở dữ liệu. Nó xóa đối tượng `Product` được truyền vào khỏi bảng `Products` và lưu các thay đổi trong cơ sở dữ liệu.

6. Phương thức `Create(Product product)` thêm một đối tượng `Product` mới vào cơ sở dữ liệu. Nó thêm đối tượng `Product` mới vào bảng `Products` và lưu các thay đổi trong cơ sở dữ liệu.

7. Phương thức `QueryTable()` trả về một `IQueryable<Product>` để cho phép truy vấn linh hoạt sử dụng LINQ trên bảng `Products`.

namespace *Services*.*Repository*

{

      public class ProductRepository

      {

            private readonly *MyDbContext* \_db;

            public ProductRepository(*MyDbContext* *db*)

            {

                  \_db = db;

            }

            // get all product

            public *List*<*Product*> GetAllProduct()

            {

                  return \_db.Products.ToList();

            }

            // get by id

            public *Product* GetProductById(*int* *Id*)

            {

                  return \_db.Products.FirstOrDefault(*p* => p.Id == Id);

            }

            // update

            public *void* Update(*Product* *product*)

            {

                  var p = \_db.Products.FirstOrDefault(*p* => p.Id == product.Id);

                  if (p == null)

                  {

                        throw new *Exception*("Not found!");

                  }

                  p.Name = product.Name;

                  p.Description = product.Description;

                  p.Price = product.Price;

                  p.StockQuantity = product.StockQuantity;

                  p.Category = product.Category;

                  \_db.SaveChanges();

            }

            // delete

            public *void* Delete(*Product* *product*)

            {

                  \_db.Remove(product);

                  \_db.SaveChanges();

            }

            // create

            public *void* Create(*Product* *product*)

            {

                  \_db.Products.Add(product);

                  \_db.SaveChanges();

            }

            // all product can be used by linq

            public *IQueryable*<*Product*> QueryTable()

            {

                  return \_db.Products.AsQueryable();

            }

      }

}

2.3.3.6 UserRepository.

1. Hàm tạo (`UserRepository`) nhận một đối tượng `MyDbContext` và lưu trữ đối tượng `db` để sử dụng cho các truy vấn cơ sở dữ liệu liên quan đến người dùng.

2. Phương thức `GetAllUsers()` truy vấn và trả về tất cả các đối tượng `User`. Nó lấy tất cả các đối tượng `User` từ bảng `Users` trong cơ sở dữ liệu và chuyển chúng thành một danh sách.

3. Phương thức `GetUserByPhone(string phoneNumber)` truy vấn và trả về đối tượng `User` dựa trên số điện thoại. Nó tìm kiếm và trả về đối tượng `User` đầu tiên trong bảng `Users` trong cơ sở dữ liệu có số điện thoại tương ứng với `phoneNumber` được truyền vào. Nếu không tìm thấy người dùng, nó sẽ ném một ngoại lệ.

4. Phương thức `GetUserByEmail(string email)` truy vấn và trả về đối tượng `User` dựa trên địa chỉ email. Nó tìm kiếm và trả về đối tượng `User` đầu tiên trong bảng `Users` trong cơ sở dữ liệu có địa chỉ email tương ứng với `email` được truyền vào. Nếu không tìm thấy người dùng, nó sẽ ném một ngoại lệ.

5. Phương thức `UpdateUserPassword(int userId, string newPassword)` cập nhật mật khẩu của một người dùng dựa trên `userId` (ID của người dùng) và `newPassword` (mật khẩu mới). Nó tìm kiếm người dùng theo `userId` và nếu tìm thấy, cập nhật mật khẩu của người dùng và lưu các thay đổi trong cơ sở dữ liệu.

6. Phương thức `UpdateUserRole(int userId, int roleId)` cập nhật vai trò của người dùng dựa trên `userId` và `roleId` (ID của vai trò mới). Nó tìm kiếm người dùng theo `userId` và vai trò mới theo `roleId` và nếu cả hai đều tồn tại, cập nhật vai trò của người dùng và lưu các thay đổi trong cơ sở dữ liệu.

7. Phương thức `AddUser(User user, int roleId)` thêm một đối tượng `User` mới vào cơ sở dữ liệu. Nó tìm kiếm vai trò theo `roleId` và nếu tìm thấy, gán vai trò cho người dùng, thêm người dùng vào bảng `Users` và lưu các thay đổi trong cơ sở dữ liệu.

8. Phương thức `UpdateUser(User user)` cập nhật một đối tượng `User` trong cơ sở dữ liệu. Nó cập nhật đối tượng `User` được truyền vào và lưu các thay đổi trong cơ sở dữ liệu.

9. Phương thức `DeleteUser(string phoneNumber)` xóa một người dùng dựa trên số điện thoại. Nó sử dụng phương thức `GetUserByPhone` để tìm kiếm người dùng và nếu tìm thấy, xóa người dùng khỏi bảng `Users` và lưu các thay đổi trong cơ sở dữ liệu.

namespace *Services*.*Repository*

{

      public class UserRepository

      {

            private readonly *MyDbContext* \_db;

            public UserRepository(*MyDbContext* *db*)

            {

                  \_db = db;

            }

            public *IEnumerable*<*User*> GetAllUsers()

            {

                  return \_db.Users.ToList();

            }

            public *User* GetUserByPhone(*string* *phoneNumber*)

            {

                  var user = \_db.Users.FirstOrDefault(*u* => u.PhoneNumber.Equals(phoneNumber));

                  if (user != null)

                  {

                        return user;

                  }

                  throw new *Exception*("Not found");

            }

            public *User* GetUserByEmail(*string* *email*)

            {

                  var user = \_db.Users.FirstOrDefault(*u* => u.Email.Equals(email));

                  if (user != null)

                  {

                        return user;

                  }

                  throw new *Exception*("Not found!");

            }

            public *void* UpdateUserPassword(*int* *userId*, *string* *newPassword*)

            {

                  var user = \_db.Users.FirstOrDefault(*u* => u.Id == userId);

                  if (user != null)

                  {

                        user.Password = newPassword;

                        \_db.Entry(user).State = EntityState.Modified;

                        \_db.SaveChanges();

                  }

            }

            public *void* UpdateUserRole(*int* *userId*, *int* *roleId*)

            {

                  var user = \_db.Users.FirstOrDefault(*u* => u.Id == userId);

                  var newRole = \_db.Roles.Find(roleId);

                  if (user != null && newRole != null)

                  {

                        user.Role = newRole;

                        \_db.Entry(user).State = EntityState.Modified;

                        \_db.SaveChanges();

                  }

            }

            public *void* AddUser(*User* *user*, *int* *roleId*)

            {

                  try

                  {

                        var role = \_db.Roles.FirstOrDefault(*r* => r.Id == roleId);

                        if (role != null)

                        {

                              user.Role = role;

                              \_db.Users.Add(user);

                              \_db.SaveChanges();

                        }

                  }

                  catch (*Exception* ex)

                  {

                        Console.WriteLine("Error in AddUser:");

                        Console.WriteLine($"Message: {ex.Message}");

                        Console.WriteLine($"Inner Exception: {ex.InnerException?.Message}");

                        throw;  // Rethrow the exception to preserve the original error details

                  }

            }

            public *void* UpdateUser(*User* *user*)

            {

                  \_db.Entry(user).State = EntityState.Modified;

                  \_db.SaveChanges();

            }

            public *void* DeleteUser(*string* *phoneNumber*)

            {

                  var user = *this*.GetUserByPhone(phoneNumber);

                  if (user != null)

                  {

                        \_db.Users.Remove(user);

                        \_db.SaveChanges();

                  }

            }

      }

}

2.3.4 Service.

2.3.4.1 CartService.

1. Hàm tạo (`CartService`) nhận một đối tượng `MyDbContext` và khởi tạo một đối tượng `CartRepository` và `CustomerService` với `db` đã cho.

2. Phương thức `GetCartById(int Id)` truy vấn và trả về đối tượng `Cart` dựa trên `Id` (ID của giỏ hàng). Nó sử dụng phương thức `GetById` của `CartRepository` để truy vấn và trả về giỏ hàng tương ứng từ cơ sở dữ liệu.

3. Phương thức `GetCartByPhone(string phone)` truy vấn và trả về đối tượng `Cart` dựa trên số điện thoại của khách hàng. Nó sử dụng phương thức `GetCustomerByPhone` của `CustomerService` để tìm khách hàng theo số điện thoại. Nếu tìm thấy khách hàng, nó sử dụng phương thức `GetCartByCustomerId` của `CartRepository` để truy vấn và trả về giỏ hàng tương ứng từ cơ sở dữ liệu. Nếu không tìm thấy giỏ hàng, nó sẽ ném một ngoại lệ.

4. Phương thức `GetCartDetails(int cartId)` truy vấn và trả về danh sách các đối tượng `CartDetail` (chi tiết giỏ hàng) dựa trên `cartId` (ID của giỏ hàng). Nó sử dụng phương thức `GetCartDetails` của `CartRepository` để truy vấn và trả về danh sách chi tiết giỏ hàng từ cơ sở dữ liệu.

5. Phương thức `UpdateCartItem(int cartId, int productId, int quan)` cập nhật số lượng (`quan`) của một mặt hàng trong giỏ hàng. Nó sử dụng phương thức `UpdateItem` của `CartRepository` để cập nhật số lượng mặt hàng trong giỏ hàng dựa trên `cartId` (ID của giỏ hàng), `productId` (ID của sản phẩm) và `quan` (số lượng mới).

6. Phương thức `AddToCart(int cartId, int productId)` thêm một mặt hàng vào giỏ hàng. Nó sử dụng phương thức `AddToCart` của `CartRepository` để thêm một mặt hàng vào giỏ hàng dựa trên `cartId` (ID của giỏ hàng) và `productId` (ID của sản phẩm).

7. Phương thức `RemoveFromCart(int cartId, int productId)` xóa một mặt hàng khỏi giỏ hàng. Nó sử dụng phương thức `RemoveFromCart` của `CartRepository` để xóa một mặt hàng khỏi giỏ hàng dựa trên `cartId` (ID của giỏ hàng) và `productId` (ID của sản phẩm).

namespace *Services*.*Services*

{

      public class CartService

      {

            private readonly *CartRepository* \_cartRepository;

            private readonly *CustomerService* \_customerService;

            public CartService(*MyDbContext* *db*)

            {

                  \_cartRepository = new *CartRepository*(db);

                  \_customerService = new *CustomerService*(db);

            }

            public *Cart* GetCartById(*int* *Id*)

            {

                  return \_cartRepository.GetById(Id);

            }

            public *Cart* GetCartByPhone(*string* *phone*)

            {

                  var customer = \_customerService.GetCustomerByPhone(phone);

                  if (customer != null)

                  {

                        var cart = \_cartRepository.GetCartByCustomerId(customer.Id);

                        if (cart != null) return cart;

                        else throw new *Exception*("Cannot find cart by phone number! Please check again!");

                  }

                  throw new *Exception*($"Cannot find username with phone number: {phone}");

            }

            public *List*<*CartDetail*> GetCartDetails(*int* *cartId*)

            {

                  var cartDetails = \_cartRepository.GetCartDetails(cartId);

                  return cartDetails;

            }

            public *void* UpdateCartItem(*int* *cartId*, *int* *productId*, *int* *quan*)

            {

                  \_cartRepository.UpdateItem(cartId, productId, quan);

            }

            public *void* AddToCart(*int* *cartId*, *int* *productId*)

            {

                  \_cartRepository.AddToCart(cartId, productId);

            }

            public *void* RemoveFromCart(*int* *cartId*, *int* *productId*)

            {

                  \_cartRepository.RemoveFromCart(cartId, productId);

            }

      }

}

2.3.4.2 CategoryService.

1. Hàm tạo (`CategoryService`) nhận một đối tượng `MyDbContext` và khởi tạo một đối tượng `CategoryRepository` với `db` đã cho.

2. Phương thức `GetCategories()` truy vấn và trả về danh sách các đối tượng `Category`. Nó sử dụng phương thức `GetAll` của `CategoryRepository` để truy vấn và trả về tất cả các danh mục từ cơ sở dữ liệu.

3. Phương thức `GetById(int id)` truy vấn và trả về đối tượng `Category` dựa trên `id` (ID của danh mục). Nó sử dụng phương thức `GetById` của `CategoryRepository` để truy vấn và trả về danh mục tương ứng từ cơ sở dữ liệu.

4. Phương thức `Create(Category category)` tạo một danh mục mới. Nó sử dụng phương thức `Create` của `CategoryRepository` để tạo danh mục mới trong cơ sở dữ liệu dựa trên đối tượng `category` đã cho.

5. Phương thức `Update(Category category)` cập nhật một danh mục. Nó sử dụng phương thức `Update` của `CategoryRepository` để cập nhật danh mục trong cơ sở dữ liệu dựa trên đối tượng `category` đã cho.

6. Phương thức `Delete(int id)` xóa một danh mục dựa trên `id` (ID của danh mục). Nó sử dụng phương thức `Delete` của `CategoryRepository` để xóa danh mục tương ứng từ cơ sở dữ liệu.

namespace *Services*.*Services*

{

      public class CategoryService

      {

            private *CategoryRepository* repository;

            public CategoryService(*MyDbContext* *db*)

            {

                  repository = new *CategoryRepository*(db);

            }

            public *List*<*Category*> GetCategories()

            {

                  return repository.GetAll();

            }

            public *Category* GetById(*int* *id*)

            {

                  return repository.GetById(id);

            }

            public *void* Create(*Category* *category*)

            {

                  repository.Create(category);

            }

            public *void* Update(*Category* *category*)

            {

                  repository.Update(category);

            }

            public *void* Delete(*int* *id*)

            {

                  repository.Delete(id);

            }

      }

}

2.3.4.3 CustomerService.

1. Hàm tạo (`CategoryService`) nhận một đối tượng `MyDbContext` và khởi tạo một đối tượng `CategoryRepository` với `db` đã cho.

2. Phương thức `GetCategories()` truy vấn và trả về danh sách các đối tượng `Category`. Nó sử dụng phương thức `GetAll` của `CategoryRepository` để truy vấn và trả về tất cả các danh mục từ cơ sở dữ liệu.

3. Phương thức `GetById(int id)` truy vấn và trả về đối tượng `Category` dựa trên `id` (ID của danh mục). Nó sử dụng phương thức `GetById` của `CategoryRepository` để truy vấn và trả về danh mục tương ứng từ cơ sở dữ liệu.

4. Phương thức `Create(Category category)` tạo một danh mục mới. Nó sử dụng phương thức `Create` của `CategoryRepository` để tạo danh mục mới trong cơ sở dữ liệu dựa trên đối tượng `category` đã cho.

5. Phương thức `Update(Category category)` cập nhật một danh mục. Nó sử dụng phương thức `Update` của `CategoryRepository` để cập nhật danh mục trong cơ sở dữ liệu dựa trên đối tượng `category` đã cho.

6. Phương thức `Delete(int id)` xóa một danh mục dựa trên `id` (ID của danh mục). Nó sử dụng phương thức `Delete` của `CategoryRepository` để xóa danh mục tương ứng từ cơ sở dữ liệu.

namespace *Services*.*Services*

{

      public class CustomerService

      {

            private *CustomerRepository* \_repository;

            private *CartRepository* \_cartRepository;

            public CustomerService(*MyDbContext* *db*)

            {

                  \_repository = new *CustomerRepository*(db);

                  \_cartRepository = new *CartRepository*(db);

            }

            public *IEnumerable*<*Customer*> GetAllCustomers()

            {

                  return \_repository.GetAllCustomers();

            }

            public *Customer* GetCustomerByPhone(*string* *phone*)

            {

                  return \_repository.GetCustomerByPhone(phone);

            }

            // Create new customer and cart

            public *void* AddCustomer(*Customer* *customer*)

            {

                  customer.Password = Generated.GenerateHashedPassword(customer.Password);

                  \_repository.AddCustomer(customer);

                  \_cartRepository.Create(customer);

            }

            // Update customer information

            public *void* UpdateCustomer(*Customer* *customer*)

            {

                  \_repository.UpdateCustomer(customer);

            }

            // Delete customer

            public *void* DeleteCustomer(*int* *customerId*)

            {

                  \_repository.DeleteCustomer(customerId);

            }

      }

}

2.3.4.4 EmailService.

1. Hàm tạo (`EmailService`) nhận một đối tượng `IConfiguration` và lưu trữ nó trong biến `\_configuration`. Đối tượng `IConfiguration` được sử dụng để cấu hình các thiết lập liên quan đến email, như cài đặt SMTP.

2. Phương thức `SendEmail(string to, string subject, string body)` được sử dụng để gửi email. Nó nhận các thông tin cần thiết để tạo và gửi email, bao gồm địa chỉ email người nhận (`to`), chủ đề (`subject`), và nội dung (`body`).

3. Trong phương thức `SendEmail`, đầu tiên, các thiết lập SMTP được lấy từ cấu hình bằng cách sử dụng phương thức `GetSection` trên đối tượng `\_configuration`. Các thiết lập bao gồm `SmtpServer`, `SmtpPort`, `SmtpUsername`, và `SmtpPassword`.Sau đó, một đối tượng `SmtpClient` được tạo ra với các thiết lập SMTP đã lấy từ cấu hình. Đối tượng `SmtpClient` được sử dụng để thiết lập kết nối và gửi email. Một đối tượng `MailMessage` được tạo ra để đại diện cho email sẽ được gửi. Nó bao gồm thông tin về người gửi, người nhận, chủ đề và nội dung của email. Thuộc tính `IsBodyHtml` được đặt thành `true` để cho phép nội dung email chứa mã HTML.Địa chỉ email người nhận (`to`) được thêm vào danh sách người nhận của đối tượng `MailMessage` thông qua phương thức `Add` trên thuộc tính `To`. Cuối cùng, phương thức `Send` của đối tượng `SmtpClient` được gọi để gửi email sử dụng đối tượng `MailMessage` đã được cấu hình.

namespace *Services*.*Services*

{

    public class EmailService

    {

        private readonly *IConfiguration* \_configuration;

        public EmailService(*IConfiguration* *configuration*)

        {

            \_configuration = configuration;

        }

        public *void* SendEmail(*string* *to*, *string* *subject*, *string* *body*)

        {

            var smtpSettings = \_configuration.GetSection("EmailSettings");

            using (var client = new *SmtpClient*(smtpSettings["SmtpServer"])

            {

                Port = *int*.Parse(smtpSettings["SmtpPort"]),

                Credentials = new *NetworkCredential*(smtpSettings["SmtpUsername"], smtpSettings["SmtpPassword"]),

                EnableSsl = true,

            })

            {

                var mail = new *MailMessage*

                {

                    From = new *MailAddress*(smtpSettings["SenderEmail"], smtpSettings["SenderName"]),

                    Subject = subject,

                    Body = body,

                    IsBodyHtml = true,

                };

                mail.To.Add(to);

                client.Send(mail);

            }

        }

    }

}

2.3.4.5 OrderService.

1. Thuộc tính `\_dbContext` là một đối tượng `MyDbContext` và được sử dụng để truy cập cơ sở dữ liệu.

2. Thuộc tính `customerRepository` và `productRepository` là các đối tượng `CustomerRepository` và `ProductRepository` tương ứng. Chúng được sử dụng để truy vấn và thao tác với dữ liệu liên quan đến khách hàng và sản phẩm.

3. Hàm tạo (`OrderService`) nhận một đối tượng `MyDbContext` và khởi tạo `customerRepository` và `productRepository` với `db` đã cho. Nó cũng lưu trữ đối tượng `MyDbContext` trong `\_dbContext`.

4. Phương thức `CreateOrder(Customer customer, List<CartDetail> CartDetails)` tạo một đơn đặt hàng mới dựa trên thông tin khách hàng và danh sách chi tiết giỏ hàng. Nó tính toán tổng số tiền (`sum`) bằng cách lặp qua từng chi tiết giỏ hàng và nhân giá sản phẩm với số lượng tương ứng. Sau đó, nó tạo một đối tượng `Order` mới với khách hàng và ngày đặt hàng hiện tại, và gán tổng số tiền vào thuộc tính `TotalAmount` của đơn hàng. Cuối cùng, nó lưu các thay đổi vào cơ sở dữ liệu bằng cách gọi `SaveChanges()` trên `\_dbContext`.

5. Phương thức `GetOrder(int Id)` truy vấn và trả về một đối tượng `Order` dựa trên `Id` (ID đơn hàng). Nó sử dụng phương thức `FirstOrDefault` để lấy đơn hàng đầu tiên trong bảng `Orders` mà có `Id` tương ứng.

namespace *Services*.*Services*

{

      public class OrderService

      {

            private readonly *MyDbContext* \_dbContext;

            private *CustomerRepository* customerRepository;

            private *ProductRepository* productRepository;

            public OrderService(*MyDbContext* *db*)

            {

                  customerRepository = new *CustomerRepository*(db);

                  productRepository = new *ProductRepository*(db);

                  \_dbContext = db;

            }

            // Create a new Order

            public *void* CreateOrder(*Customer* *customer*, *List*<*CartDetail*> *CartDetails*)

            {

*decimal* sum = 0;

*Order* order = new *Order*() { Customer = customer, OrderDate = DateTime.Now };

                  foreach (var x in CartDetails)

                  {

                        sum += x.Product.Price \* x.Quantity;

                        //\_dbContext.CartDetails.Add(x);

                  }

                  order.TotalAmount = sum;

                  // \_dbContext.Orders.Add(order);

                  \_dbContext.SaveChanges();

            }

            public *Order*? GetOrder(*int* *Id*)

            {

                  return \_dbContext.Orders.FirstOrDefault(*order* => order.Id == Id);

            }

      }

}

2.3.4.6 ProductService.

1. Thuộc tính `productRepo` và `categoryRepo` là các đối tượng `ProductRepository` và `CategoryRepository` tương ứng. Chúng được sử dụng để truy vấn và thao tác với dữ liệu liên quan đến sản phẩm và danh mục.

2. Hàm tạo (`ProductService`) nhận một đối tượng `MyDbContext` và khởi tạo `productRepo` và `categoryRepo` với `db` đã cho.

3. Phương thức `GetAll()` truy vấn và trả về một danh sách các đối tượng `Product`. Nó sử dụng phương thức `GetAllProduct` của `ProductRepository` để truy vấn và trả về tất cả sản phẩm từ cơ sở dữ liệu.

4. Phương thức `GetById(int id)` truy vấn và trả về một đối tượng `Product` dựa trên `id` (ID sản phẩm). Nó sử dụng phương thức `GetProductById` của `ProductRepository` để truy vấn và trả về sản phẩm tương ứng từ cơ sở dữ liệu.

5. Phương thức `GetProductsByPage(int pageNumber, int pageSize)` truy vấn và trả về một danh sách sản phẩm dựa trên số trang và kích thước trang. Nó tính toán số bỏ qua (`skipCount`) dựa trên số trang và kích thước trang, sau đó sử dụng phương thức `GetAllProduct` của `ProductRepository` để truy vấn và trả về danh sách sản phẩm tương ứng.

6. Phương thức `FilterProducts(decimal? minPrice, decimal? maxPrice, int? minStockQuantity, int? maxStockQuantity, int? categoryId)` truy vấn và trả về một danh sách sản phẩm dựa trên các tiêu chí lọc. Nó xây dựng một truy vấn ban đầu từ `ProductRepository`, sau đó áp dụng các điều kiện lọc dựa trên giá, số lượng tồn kho và danh mục sản phẩm. Cuối cùng, nó chuyển đổi kết quả thành một danh sách và trả về.

7. Phương thức `CreateProduct(string name, string desc, decimal price, int stockQuan, int categoryId)` tạo một sản phẩm mới với thông tin được cung cấp và lưu trữ nó vào cơ sở dữ liệu. Nó sử dụng `ProductRepository` để tạo sản phẩm và `categoryRepo` để lấy danh mục sản phẩm dựa trên `categoryId`.

8. Phương thức `UpdateProduct(int id, string name, string desc, decimal price, int stockQuan, int categoryId)` cập nhật thông tin của một sản phẩm dựa trên `id` và các thông tin mới được cung cấp. Nó tạo một đối tượng `Product` mới từ thông tin được cung cấp và lưu trữ nó vào cơ sở dữ liệu. Nó cũng sử dụng `categoryRepo` để lấy danh mục sản phẩm dựa trên `categoryId`.

9. Phương thức `DeleteProduct(int id)` xóa một sản phẩm dựa trên `id`. Nó sử dụng `ProductRepository` để lấy sản phẩm tương ứng từ cơ sở dữ liệu và xóa nó.

namespace *Services*.*Services*

{

      public class ProductService

      {

            public *ProductRepository* productRepo;

            public *CategoryRepository* categoryRepo;

            public ProductService(*MyDbContext* *db*)

            {

                  productRepo = new *ProductRepository*(db);

                  categoryRepo = new *CategoryRepository*(db);

            }

            public *List*<*Product*> GetAll()

            {

                  return productRepo.GetAllProduct().ToList(); ;

            }

            public *Product*? GetById(*int* *id*)

            {

                  var product = productRepo.GetProductById(id);

                  return product;

            }

            public *List*<*Product*> GetProductsByPage(*int* *pageNumber*, *int* *pageSize*)

            {

*int* skipCount = (pageNumber - 1) \* pageSize;

                  return productRepo.GetAllProduct().Skip(skipCount).Take(pageSize).ToList();

            }

            public *IEnumerable*<*Product*> FilterProducts(*decimal*? *minPrice*, *decimal*? *maxPrice*, *int*? *minStockQuantity*, *int*? *maxStockQuantity*, *int*? *categoryId*)

            {

                  var query = productRepo.QueryTable();

                  if (minPrice.HasValue)

                        query = query.Where(*p* => p.Price >= minPrice);

                  if (maxPrice.HasValue)

                        query = query.Where(*p* => p.Price <= maxPrice);

                  if (minStockQuantity.HasValue)

                        query = query.Where(*p* => p.StockQuantity >= minStockQuantity);

                  if (maxStockQuantity.HasValue)

                        query = query.Where(*p* => p.StockQuantity <= maxStockQuantity);

                  if (categoryId.HasValue)

                        query = query.Where(*p* => p.Category.Id == categoryId);

                  return query.ToList();

            }

            public *bool* CreateProduct(*string* *name*, *string* *desc*, *decimal* *price*, *int* *stockQuan*, *int* *categoryId*)

            {

                  try

                  {

                        var product = new *Product*()

                        {

                              Name = name,

                              Description = desc,

                              Price = price,

                              StockQuantity = stockQuan,

                              Slug = Generated.GeneratedSlug(name),

                              Category = categoryRepo.GetById(categoryId)

                        };

                        productRepo.Create(product);

                        return true;

                  }

                  catch (*Exception* ex)

                  {

                        throw new *Exception*("Error: " + ex.Message);

                  }

            }

            public *bool* UpdateProduct(*int* *id*, *string* *name*, *string* *desc*, *decimal* *price*, *int* *stockQuan*, *int* *categoryId*)

            {

                  var product = new *Product*()

                  {

                        Id = id,

                        Name = name,

                        Description = desc,

                        Price = price,

                        StockQuantity = stockQuan,

                        Slug = Generated.GeneratedSlug(name),

                        Category = categoryRepo.GetById(categoryId)

                  };

                  try

                  {

                        productRepo.Update(product);

                        return true;

                  }

                  catch (*Exception* ex)

                  {

                        throw new *Exception*("Error: " + ex.Message);

                  }

            }

            public *bool* DeleteProduct(*int* *id*)

            {

                  var p = productRepo.GetProductById(id);

                  try

                  {

                        productRepo.Delete(p);

                        return true;

                  }

                  catch (*Exception* e)

                  {

                        return false;

                  }

            }

      }

}

2.3.4.7 UserService.

namespace *Services*.*Services*

{

      public class UserService

      {

            private readonly *UserRepository* \_userRepository;

            public UserService(*MyDbContext* *db*)

            {

                  \_userRepository = new *UserRepository*(db);

            }

            public *IEnumerable*<*User*> GetAllUsers()

            {

                  return \_userRepository.GetAllUsers();

            }

            public *User* GetUserByPhone(*string* *phoneNumber*)

            {

                  return \_userRepository.GetUserByPhone(phoneNumber);

            }

            public *User* GetUserByEmail(*string* *email*)

            {

                  return \_userRepository.GetUserByEmail(email);

            }

            public *void* UpdateUserPassword(*int* *userId*, *string* *newPassword*)

            {

                  \_userRepository.UpdateUserPassword(userId, newPassword);

            }

            public *void* UpdateUserRole(*int* *userId*, *int* *roleId*)

            {

                  \_userRepository.UpdateUserRole(userId, roleId);

            }

            public *void* AddUser(*User* *user*, *int* *roleId*)

            {

                  \_userRepository.AddUser(user, roleId);

            }

            public *void* UpdateUser(*User* *user*)

            {

                  \_userRepository.UpdateUser(user);

            }

            public *void* DeleteUser(*string* *phoneNumber*)

            {

                  \_userRepository.DeleteUser(phoneNumber);

            }

      }

}

2.3.4.8 VNPayService

**1. The `Config`** method returns a dictionary containing the VNPay configuration parameters. These parameters include the merchant code (`vnp\_TmnCode`), the hash secret (`vnp\_HashSecret`), the command (`vnp\_Command`), the VNPay version (`vnp\_Version`), and the return URL (`return\_Url`).

**2. The `GeneratePaymentUrl`** method generates a payment URL based on the provided parameters. It takes the payment amount (`vnp\_Amount`), bank code (`vnp\_BankCode`), order information (`vnp\_OrderInfo`), and return URL (`vnp\_ReturnUrl`) as input. It then constructs a dictionary of VNPay parameters required for generating the payment URL. The method generates a creation date and an expiration date for the payment. It sorts the VNPay parameters, constructs a query string, and calculates the HMAC-SHA512 hash using the hash secret and the query string. Finally, it appends the hash to the query string and returns the payment URL.

**3. The `GetClientIpAddress` method** retrieves the IP address of the client making the request. It uses the `Dns.GetHostAddresses` method to get the IP addresses associated with the host name and returns the first IPv4 address found.

**4. The `CalculateHmacSHA512` method** calculates the HMAC-SHA512 hash using a given secret key and data. It converts the secret and data to byte arrays, computes the hash using `HMACSHA512`, and returns the lowercase hexadecimal representation of the hash.

public class VNPayService

{

    private static *string* url = "https://sandbox.vnpayment.vn/paymentv2/vpcpay.html";

    private static *string* vnp\_TmnCode = "NIO44LD1";

    private static *string* vnp\_HashSecret = "ZJAITHQTQNRPOMZSPCTYUTQDXYWJAENT";

    private static *string* vnp\_Version = "2.1.0";

    private static *string* vnp\_Command = "pay";

    private static *string* vnp\_OrderType = "billpayment";

    private static *string* returnUrl = "https://sandbox.vnpayment.vn/merchant\_webapi/merchant.html";

    public static *Dictionary*<*string*, *string*> Config()

    {

        var res = new *Dictionary*<*string*, *string*>()

        {

            { "vnp\_TmnCode" ,vnp\_TmnCode},

            {"vnp\_HashSecret", vnp\_HashSecret },

            {"vnp\_Command", vnp\_Command },

            {"vnp\_Version", vnp\_Version },

            {"return\_Url", returnUrl },

        };

        return res;

    }

    public static *string* GeneratePaymentUrl(*decimal* *vnp\_Amount*, *string* *vnp\_BankCode* = "", *string* *vnp\_OrderInfo* = "", *string* *vnp\_ReturnUrl* = "")

    {

*TimeZoneInfo* timeZone = TimeZoneInfo.Local;

*DateTime* now = TimeZoneInfo.ConvertTimeFromUtc(DateTime.UtcNow, timeZone);

*string* vnp\_CreateDate = now.ToString("yyyyMMddHHmmss");

*Dictionary*<*string*, *string*> vnp\_Params = new *Dictionary*<*string*, *string*>

    {

        { "vnp\_Version", vnp\_Version },

        { "vnp\_Command", vnp\_Command },

        { "vnp\_TmnCode", vnp\_TmnCode },

        { "vnp\_Amount", vnp\_Amount.ToString("F0") },

        { "vnp\_BankCode", vnp\_BankCode },

        { "vnp\_CreateDate", vnp\_CreateDate },

        { "vnp\_CurrCode", "VND" },

        { "vnp\_Locale", "vn" },

        { "vnp\_OrderInfo", vnp\_OrderInfo },

        { "vnp\_IpAddr", GetClientIpAddress() },

        { "vnp\_OrderType", vnp\_OrderType },

        { "vnp\_ReturnUrl", returnUrl },

        { "vnp\_TxnRef", 2.ToString()}

    };

*DateTime* expireTime = now.AddMinutes(15);

*string* vnp\_ExpireDate = expireTime.ToString("yyyyMMddHHmmss");

        vnp\_Params.Add("vnp\_ExpireDate", vnp\_ExpireDate);

*List*<*string*> fieldNames = new *List*<*string*>(vnp\_Params.Keys);

        fieldNames.Sort();

*StringBuilder* query = new *StringBuilder*();

        foreach (*string* fieldName in fieldNames)

        {

*string* fieldValue = vnp\_Params[fieldName];

            if (!*string*.IsNullOrEmpty(fieldValue))

            {

                query.Append($"{fieldName}={HttpUtility.UrlEncode(fieldValue, Encoding.ASCII)}&");

            }

        }

*string* queryUrl = query.ToString().TrimEnd('&');

*string* vnp\_SecureHash = CalculateHmacSHA512(vnp\_HashSecret, queryUrl);

*string* paymentUrl = $"{url}?{queryUrl}&vnp\_SecureHash={vnp\_SecureHash}";

        return paymentUrl;

    }

    public static *string* GetClientIpAddress()

    {

*string* ipAddress = *string*.Empty;

*string* hostName = Dns.GetHostName();

*IPAddress*[] addresses = Dns.GetHostAddresses(hostName);

        foreach (*IPAddress* address in addresses)

        {

            if (address.AddressFamily == AddressFamily.InterNetwork)

            {

                ipAddress = address.ToString();

                break;

            }

        }

        return ipAddress;

    }

    public static *string* CalculateHmacSHA512(*string* *secret*, *string* *data*)

    {

*byte*[] secretBytes = Encoding.ASCII.GetBytes(secret);

*byte*[] dataBytes = Encoding.ASCII.GetBytes(data);

        using (var hmac = new *HMACSHA512*(secretBytes))

        {

*byte*[] hashBytes = hmac.ComputeHash(dataBytes);

            return BitConverter.ToString(hashBytes).Replace("-", "").ToLower();

        }

    }

}
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