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Resumen

Un flujo de trabajo es un conjunto de pasos que modelan la ejecución de un proceso. Éstos son utilizados para modelar aplicaciones como la anotación de proteínas. Normalmente, estas aplicaciones requieren vastos recursos computacionales, por lo que se han empleado enfoques de cómputo distribuido (clusters, grids y nubes) para ejecutar estos flujos de trabajo. Dos aspectos importantes para la ejecución de los flujos de trabajo son la planificación de las tareas y la asignación de recursos distribuidos. Así, el objetivo de la planificación de un flujo de trabajo es 1) maximizar el uso de los recursos distribuidos, 2) minimizar el tiempo total de ejecución del flujo de trabajo o 3) reducir el costo de ejecución del flujo de trabajo. En esta tesis, se elaboró una taxonomía de algoritmos de planificación de flujos de trabajo, con base en la función objetivo que optimiza cada algoritmo, e.g., optimización del costo. También, se elaboró un simulador de ejecución de flujos de trabajo para estudiar y comparar los algoritmos de planificación de flujos de trabajo. Por último, se realizó un análisis empírico comparativo de tres algoritmos de planificación para determinar en qué casos son adecuados cada algoritmo.  
  
*Palabras clave*: Planificación de flujos de trabajo, Cómputo distribuido, Algoritmos de planificación

Abstract

A workflow is a set of steps that model the execution of a process. For instance, an application commonly modeled as a workflow is the annotation of proteins. Typically, workflow applications require vast computational resources; thus, distributed computing approaches (such as clusters, grids and clouds) have been used to execute them. Important aspects of workflow execution are task scheduling and resource allocation. The objective of workflow scheduling is to 1) maximize the use of distributed resources, 2) minimize workflow makespan (amount of time required to complete a workflow), or 3) reduce workflow execution cost. In this thesis, a taxonomy of workflow scheduling algorithms was made. The taxonomy classifies workflow scheduling algorithms according to the type of the objective function being optimized, e.g., cost optimization. Also, a workflow execution simulator was developed in order to study and compare workflow scheduling algorithms. Finally, an empirical analysis of three commonly used workflow scheduling algorithms was conducted to determine under what circumstances each scheduling algorithm is most efficient.  
  
*Keywords*: Workflow scheduling, Distributed Computing, Scheduling algorithms
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# Introducción

Cada día, utilizamos aplicaciones de cómputo más complejas que resuelven problemas más complicados, debido a que estos problemas involucran el procesamiento de grandes volúmenes de datos o también involucran la omnipresencia de contenido multimedia; así, estas aplicaciones demandan cada vez más poder de cómputo. Por ejemplo, hay instituciones financieras que necesitan procesar millones de transacciones diariamente; así, utilizan aplicaciones que durante el día guardan las operaciones bancarias y en la noche ejecutan estas operaciones en lotes para actualizar las cuentas bancarias. En la Bolsa Mexicana de Valores, el motor de negociación transaccional, MoNeT, puede procesar hasta 100,000 transacciones por segundo BMV (2012).

Otro ejemplo son las películas de animación: cuando los diseñadores han terminado de modelar a los personajes junto con el entorno y cuando también han especificado las animaciones de los personajes sobre el entorno, se requiere generar cada fotograma de la animación para después juntarlos y proyectarlos rápidamente para crear la ilusión de movimiento y, de esta forma, crear una película. Por ejemplo, en el 2005, investigadores de la Universidad de Innsbruck en Austria generaron una animación tridimensional, primero utilizando una sola computadora y luego utilizando varias computadoras interconectadas Nerieri et al. (2005). En el primer caso, tardaron aproximadamente 6 días en procesar la animación cuya duración es de un minuto. Por otro lado, utilizando varias computadoras, la animación fue procesada en poco menos de una hora.

Un último ejemplo son los proyectos de cómputo científico: éstos requieren hacer numerosos cálculos para llegar a resultados pertinentes. Tal es el caso del descubrimiento del bosón de Higgs en el Gran Colisionador de Hadrones (LHC) de la Organización Europea para la Investigación Nuclear (CERN). Se estima que cada año, el detector principal del LHC genera 15 petabytes (aproximadamente bytes) de datos que requieren ser analizados Shiers (2007).

¿Qué tienen en común todas estas aplicaciones? Para empezar, toman mucho tiempo en ejecutarse. Entonces, una posible solución para disminuir el tiempo de ejecución de estas aplicaciones es distribuir el gran trabajo que requieren estos proyectos entre varias computadoras. Para ello, necesitamos dividir nuestra aplicación en partes más pequeñas e independientes, algunas de ellas podrán ejecutarse de manera concurrente y paralela, otras no. De esta forma, tendríamos una solución escalable, es decir, si aumentamos el número de computadoras disponibles para nuestra aplicación, reduciremos el tiempo de ejecución.

Lograr esta paralelización requiere un esfuerzo por parte del desarrollador de la aplicación. Existen técnicas de paralelización que permiten al desarrollador expresar la aplicación en varias partes paralelas. A continuación, enlistaremos algunas de estas técnicas:

* **Programas multiproceso.** En esta técnica, la idea principal es utilizar varios procesos para repartir el cómputo. Por ejemplo, en el modelo fork/join, un programa se invoca recursivamente a sí mismo (fork), de tal modo que cada subprograma resuelve un problema más pequeño que el problema original. Después, los resultados parciales de cada subprograma son juntados en un sólo programa (join).
* **Threads.** Un proceso, en vez de invocarse a sí mismo varias veces, también puede invocar *threads* o hilos de ejecución que, a diferencia de un proceso, éstos no son controlados por el administrador de procesos del sistema operativo, sino por el programa mismo. Por lo tanto, ocupan menos recursos del sistema. De igual modo, se pueden implementar varios modelos de programación concurrente (por ejemplo: fork/join o productor/consumidor) como se hace con los programas multiproceso.
* **MapReduce.** Este paradigma de programación especializado en procesar grandes volúmenes de datos Dean and Ghemawat (2008) funciona de la siguiente forma: primero se define una función , que se aplica a todos los elementos de tipo para asociarles una llave y transformarlos al tipo . Luego, la función , hace una operación asociativa para sumarizar los resultados.
* **MPI.** La interfaz de paso de mensajes (MPI por sus siglas en inglés) es un conjunto de definiciones de bibliotecas Lusk et al. (2009), cuyas subrutinas son utilizadas por varios procesos paralelos para que puedan comunicarse entre si enviándose mensajes de manera asíncrona.

Aunque estas técnicas de paralelización son muy efectivas, éstas son aplicadas cuando el problema a resolver ha sido bien definido y cuando sólo hay una instancia de la aplicación que resuelve el problema planteado.

Ahora bien, hay aplicaciones que involucran varios pasos que están relacionados entre sí, por ejemplo, que el programa requiera de la salida del programa y del programa para que pueda funcionar, tal y como se muestra en la figura [fig:workflowABC]. También, es conveniente definir los grandes bloques de la aplicación, porque puede suceder que los programas , y estén hechos con diferentes técnicas de paralelización y/o construidos con diferentes plataformas y lenguajes, por lo que cada uno debe ejecutarse por separado.

En los dos casos descritos anteriormente, hay una cierta secuencia que debemos seguir y, dentro de dicha secuencia, hay algunos pasos que podemos resolver de manera concurrente y otros pasos se resuelven de manera secuencial. De esta forma, los pasos de la aplicación representan un *modelo* de nuestro problema. Este modelo también es llamado *flujo de trabajo*. De manera muy abstracta, un flujo de trabajo es un conjunto de pasos que modelan la ejecución de un proceso. La utilidad de este sencillo concepto ha sido probado en varias áreas, de las cuales mencionaremos dos aplicaciones: en el ámbito de los negocios y en el ámbito científico.
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[fig:workflowABC]

* En el ámbito de los negocios, se puede definir un flujo de trabajo para modelar el proceso de fabricación de un producto. También, es posible expresar un flujo de trabajo con un diagrama dibujado con los bloques y reglas del *Lenguaje de Ejecución de Procesos de Negocio* para después simular su ejecución en una computadora.
* En el ámbito científico, los flujos de trabajo son utilizados para modelar aplicaciones que analizan resultados de experimentos diversos. Por ejemplo, la NASA utiliza una aplicación llamada Montage para generar una gran imagen de la bóveda celeste a partir de imágenes más pequeñas tomadas en diferentes observatorios.

En cualquiera de los dos casos anteriores, es deseable distribuir la ejecución de éstos flujos de trabajo entre varias computadoras. Si bien es posible paralelizar algunos pasos de la ejecución de nuestro flujo de trabajo utilizando las técnicas antes mencionadas, hay restricciones de orden que se deben respetar, por lo cual, es indispensable *planificar* la ejecución del flujo de trabajo entre las múltiples computadoras.

Definimos la *planificación* como una función que asigna a cada tarea del flujo de trabajo un servicio que contiene los recursos para ejecutar dicha tarea, con el fin de completar la ejecución de todas las tareas de manera satisfactoria, cumpliendo ciertas restricciones Wieczorek, Hoheisel, and Prodan (2009), por ejemplo, restricciones de orden de ejecución. Con ello, se desea encontrar una forma óptima de hacer esta planificación para reducir el tiempo de ejecución total del flujo de trabajo. Sin embargo, con la aparición del cómputo en la nube, es posible ejecutar nuestro flujo de trabajo con otras restricciones, como minimizar el presupuesto necesario para la ejecución del flujo afectando el tiempo de ejecución.

Sin embargo, aún no existe un consenso general sobre cuál es una definición completa de un flujo de trabajo Der Aalst et al. (2003), debido a que los sistemas que administran y ejecutan las tareas de un flujo de trabajo utilizan especificaciones diferentes para expresar el flujo de trabajo. También, esta falta de consenso da lugar a que un flujo de trabajo pueda ser interpretado desde varias perspectivas, es decir, un flujo de trabajo puede representar dependencias de datos o dependencias de orden entre las tareas. Así, es necesario establecer una base para representar los flujos de trabajo, y con ello, diseñar algoritmos de planificación de flujos de trabajo que puedan ser utilizados en sistemas de cómputo distribuidos. Finalmente, es deseable que estos algoritmos de planificación optimicen el tiempo de ejecución total del flujo de trabajo o que ajusten la ejecución del flujo a un limitado presupuesto de recursos.

En este trabajo se hace un estudio de los principales algoritmos de planificación de flujos de trabajo, con énfasis en los algoritmos utilizados en cómputo distribuido, en especial en cómputo en la nube. En el capítulo 2 se provee un estudio detallado del concepto de flujos de trabajo y su aplicación en el área de computación. El capítulo 3 trata los principales enfoques de cómputo distribuido para ejecutar estos flujos. En el capítulo 4 se define el problema básico de planificación, su complejidad computacional y su relación con el problema de planificación de flujos de trabajo. En el capítulo 5 se hace una clasificación de los principales algoritmos de planificación de los flujos de trabajo. En el capítulo 6 se discuten algunas plataformas para ejecutar flujos de trabajo, clasificadas de acuerdo al enfoque de cómputo distribuido para el que están diseñadas dichas plataformas. En el capítulo 7 se proporcionan detalles del simulador de ejecución de flujos de trabajo. En el capítulo 8 se presenta el diseño del experimento para comparar los algoritmos de planificación y finalmente en el capítulo 9 se analizarán algunas conclusiones obtenidas con: la clasificación, la implementación y la comparación de los algoritmos de flujos de trabajo.

# Flujos de trabajo

## Definición y ejemplos

Un flujo de trabajo es un conjunto de pasos que modelan la ejecución de un proceso Gutierrez-Garcia and Sim (2012). En particular, en esta tesis se estudian a los flujos de trabajo utilizados para vislumbrar la ejecución de un proceso de cómputo. A continuación, se muestran algunos ejemplos de estos flujos de trabajo.

### Anotación de proteínas

En el proyecto *e-Protein*, realizado por la Escuela Imperial de Londres, se realizó un flujo de trabajo para la anotación de proteínas. El objetivo del proyecto OÔÇÖBrien, Newhouse, and Darlington (2004) era la identificación y anotación de partes de proteínas que expliquen su estructura y su función. En la figura [fig:iceni-workflow] se muestra el flujo de trabajo desarrollado, donde las cajas representan los programas que son ejecutados para cada paso del proceso de anotación, y las líneas que conectan a las cajas representan las dependencias de datos entre los programas, es decir, si una caja tiene una línea que apunta a ella, significa que dicho programa depende de otro programa determinado por el otro extremo de la flecha.
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[fig:iceni-workflow]

### Curvas de amenaza sísmica

Otro notable ejemplo es el proceso para generar curvas de amenaza sísmica que describen las probabilidades de que ocurra un temblor en una determinada área. Para elaborar estas curvas, los científicos del Centro de Terremotos del Sur de California (SCEC por sus siglas en inglés) tienen que realizar una gran cantidad de simulaciones para que sus resultados puedan ser combinados y expresados en la curva de amenaza Deelman et al. (2006). El flujo de trabajo para generar la curva de amenaza se muestra en la figura [fig:scec-workflow].
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[fig:scec-workflow]

### Generación de facturas

Recientemente en México, el Sistema de Administración Tributaria emitió los lineamientos para que las operaciones de compra-venta entre personas físicas y morales puedan ser registradas por medio de facturas electrónicas. Para generar estos Comprobantes Fiscales Digitales, las empresas tienen que hacer procesos de validaciones de RFC y encriptar el contenido de la factura con un mecanismo de llave privada. Naturalmente, este proceso de generación de factura requiere de varias actividades. En la figura [fig:cfd-workflow] se muestra el flujo de trabajo que utiliza una empresa para generar sus facturas. Este flujo se encuentra documentado en una tesina presentada por Alcerreca Alcerreca Alcocer (2013).
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[fig:cfd-workflow]

### Procesamiento de imágenes astronómicas

La NASA elaboró un software que permite crear una gran imagen del espacio exterior a partir de varias imágenes mosaico tomadas desde distintos telescopios. Esta aplicación, llamada Montage, utiliza un flujo de trabajo para generar la gran imagen. En la fase inicial de procesamiento, cada una de las imágenes mosaico puede ser procesada de manera independiente. En la figura [fig:montage-workflow] se puede observar que el flujo de trabajo del proyecto Montage inicia con varias actividades en paralelo, donde el color de las actividades representan la fase de procesamiento de la imagen. Luego, en la actividad de color gris, todas las imágenes son juntadas para generar la imagen de fondo común para todas las imágenes mosaico.
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[fig:montage-workflow]

## Estructura de los flujos de trabajo

Como hemos visto en los tres ejemplos anteriores, los flujos de trabajo presentados describen los *pasos* que se necesitan para calcular la solución de un problema. En éstos, no se ha hablado sobre los detalles para hacer los cómputos necesarios para cada flujo. En los flujos de trabajo tampoco se han definido las plataformas de cómputo en que se ejecutan estos flujos. Tan sólo se han definido los grandes pasos para solucionar el problema y las dependencias que tienen estos pasos.

Ahora, es muy común que estas dependencias estén dictadas por los datos que requiere cada paso para funcionar. Sin embargo, hay situaciones en los que los pasos del flujo no requieren los datos del paso anterior para funcionar, sino que las dependencias están marcadas por el orden temporal que deben seguir estos pasos. Así, se puede notar una ambigüedad en la definición de un flujo de trabajo.

## Perspectivas de los flujos de trabajo

En la sección [secc:workflowstr] se argumentó que un flujo de trabajo puede representar varias cosas, a saber: el orden temporal de las tareas o las dependencias de datos entre cada tarea, produciendo una ambigüedad en la interpretación de un flujo de trabajo. Debido a esta ambigüedad del significado de un flujo de trabajo, es posible interpretar un flujo de trabajo desde varias perspectivas. En el trabajo de Van der Aalst et al. Der Aalst et al. (2003) se identifican una serie de perspectivas identificadas en las definiciones de las especificaciones de un flujo de trabajo utilizadas en los sistemas que administran la ejecución de flujos de trabajo. Las cuatro perspectivas se enuncian a continuación:

* **Perspectiva de control de flujo.** Describe las relaciones de las actividades (pasos) con estructuras de control, tales como: secuencia, decisión, ejecución de actividades en paralelo y punto de sincronización conjunta. El flujo de trabajo para la generación de facturas es un buen ejemplo de un flujo de trabajo visto desde la perspectiva de control de flujo porque, al observar la figura [fig:cfd-workflow], se pueden notar que hay actividades, simbolizadas con un rombo, que determinan si se ejecutan o no ciertas tareas.
* **Perspectiva de datos.** En ella, los flujos de trabajo describen las entradas y salidas de datos, tanto de ejecución como de control, que se tienen en cada actividad del flujo. También se toman en cuenta los datos locales a cada actividad; es decir, que sólo son necesarios dentro del contexto de ésta. En el ejemplo del flujo de trabajo para la anotación de proteínas, mostrado en la figura [fig:iceni-workflow], podemos ver que esta perspectiva describe adecuadamente la estructura del flujo, ya que el orden de ejecución de las actividades están definidas por los datos que requieren cada una de las actividades.
* **Perspectiva de recursos.** Muestra cuáles son los recursos con los que se cuentan para ejecutar el flujo de trabajo y la forma en que estos recursos se encuentran organizados. Estos recursos pueden ser desde entidades de cómputo hasta roles con responsabilidades específicas cumplidas por actores humanos. El flujo de trabajo para generar curvas de amenaza sísmica de la figura [fig:scec-workflow] es un ejemplo de esta perspectiva, porque los elementos necesarios para generar las curvas de amenaza son provistos por geólogos.
* **Perspectiva operacional.** Aquí se detallan las operaciones elementales necesarias en cada actividad para ejecutar el flujo de trabajo. Estos detalles incluyen las transferencias de datos entre las operaciones y su correspondencia en programas. El flujo de trabajo del proyecto Montage, mostrado en la figura [fig:montage-workflow] ejemplifica esta perspectiva, ya que los colores utilizados en el flujo de trabajo son las actividades específicas que se aplican a cada imagen a procesar.

Cabe aclarar que estas perspectivas están relacionadas entre sí de modo que el control de flujo es la base en la que descansan las demás perspectivas. Esto es porque la perspectiva de datos requiere que el control de flujo tenga los datos de entrada y salida como prueba de que se cumplieron las pre y post-condiciones de cada actividad, respectivamente; la perspectiva de recursos define con qué se ejecutarán y almacenarán los datos del flujo de trabajo; mientras que la perspectiva operacional trata los detalles sobre cómo se utilizan físicamente los recursos, los datos y los programas a lo largo del flujo de trabajo.

## Planificación como control de flujo

El hecho de que la perspectiva de control de flujo sea la base de las demás perspectivas indica que la forma en que controla la ejecución del flujo determina de manera fundamental el rendimiento de la ejecución total de una instancia del flujo de trabajo. Por lo tanto, es de vital importancia encontrar métodos de planificación que permitan encontrar correspondencias entre recursos y actividades que cumplan con los requisitos dictados en las especificaciones examinadas en la perspectiva del control del flujo y que también maximicen el rendimiento de la ejecución de todo el flujo en general.

## Alcance

En este trabajo, se establecerán las siguientes consideraciones para definir el alcance de este estudio de los algoritmos de planificación, a saber: la utilización de grafos dirigidos acíclicos y la suposición de que no habrá errores en la ejecución atómica de las tareas de los flujos de trabajo. En las siguientes se explicarán la importancia de estas suposiciones.

### Grafos dirigidos acíclicos

Los flujos de trabajo están representados como *grafos dirigidos acíclicos*, con el objetivo de simplificar el estudio. Se utilizan estos grafos porque son una estructura de datos que representa intuitivamente las dependencias entre tareas. Se requiere que estos grafos sean dirigidos porque esta característica representa el orden de ejecución de las tareas. Además, el hecho de que no existan ciclos en los grafos implica que no se necesita ningún mecanismo de control de flujo condicional; es decir, si la ejecución de las tareas de un flujo de trabajo dependiera de las salidas de otras tareas del flujo, no se podría saber apriori cuál es el orden de ejecución de las tareas, y los algoritmos de planificación tendrían que especular cuál sería el posible orden de ejecución.

### Ejecución atómica de tareas sin fallos

Las tareas (o actividades) de los flujos de trabajo son consideradas *atómicas*, i.e., una tarea no puede ejecutarse incompletamente ni incorrectamente. Algunos sistemas de administración de ejecución de flujos de trabajo tienen mecanismos para lidiar con estos errores, pero el estudio de éstos queda fuera del alcance de este trabajo, debido a la complejidad que representa diseñar e implementar sistemas distribuidos tolerantes a fallos. Un ejemplo de un sistema de administración de flujos de trabajo se encuentra en el trabajo de Kandaswamy et al. Kandaswamy, Mandal, and Reed (2008), en el cual describe que utilizan sobreprovisionamiento de recursos y migración de recursos para mitigar las fallas.

# Cómputo distribuido

Los flujos de trabajo requieren de recursos de cómputo para su ejecución. En los flujos de trabajo de ejemplo del capítulo [chap:workflows] se mencionaron aplicaciones científicas que, por su naturaleza, requieren un alto poder de cómputo para llevarse a cabo. Por otro lado, también existen aplicaciones de negocio que, si bien son computacionalmente sencillas, se requiere ejecutar una gran cantidad de instancias de estos flujos de trabajo. Por ello, ejecutar cualquiera de estos flujos de trabajo en una sola computadora resulta prohibitivo. Por lo tanto, comúnmente se hace uso de varias computadoras para distribuir la carga computacional necesaria para correr estos procesos.

Dependiendo de cómo estén organizados estas computadoras, se definen los enfoques para correr los flujos de trabajo con cómputo distribuido.

## Enfoques de cómputo para flujos de trabajo

Diversos enfoques se han aplicado para distribuir la ejecución de un flujo de trabajo entre varias computadoras. De acuerdo a Buyya et al., los enfoques de cómputo más importantes para los flujos de trabajo son los *clusters*, los *grids* y las *nubes* Buyya et al. (2009). A continuación, explicaremos cada uno de los enfoques.

### Clusters

Los *clusters* son sistemas distribuidos, paralelos, compuestos de varias computadoras conectadas entre si que funcionan como un único recurso de cómputo Buyya et al. (2009).

Un ejemplo de un cluster se puede encontrar en la Universidad Autónoma Metropolitana, campus Iztapalapa. El cluster, llamado *Aitzaloa*, está compuesto por 270 nodos de cómputo, cada uno equipado con dos procesadores Intel Xeon Quad-Core y 16GB en RAM; los nodos están conectados entre sí por medio de switches Ethernet e Infiniband. El cluster también cuenta con un sistema de archivos distribuido basado en Lustre. La capacidad real de cómputo del cluster Aitzaloa es de 18.4 teraFLOPS (“Laboratorio De Superc├│mputo Y Visualizaci├│n En Paralelo”).

El detalle de la topología del cluster se puede apreciar en la figura [fig:topologiaaitzaloa], en donde podemos apreciar que los switches son los puntos de conexión entre el nodo maestro, el sistema de almacenamiento distribuido y los nodos de cómputo.
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[fig:topologiaaitzaloa]

### Grids

Los *grids* son sistemas distribuidos, paralelos, compuestos de computadoras autónomas y geográficamente distribuidas que pueden trabajar en conjunto o de manera independiente de acuerdo a los objetivos, políticas y mecanismos de uno o varios administradores del sistema, es decir, un grid puede ser compartido entre varias instituciones Buyya et al. (2009).

El proyecto *LANCAD*[[1]](#footnote-1) es un buen ejemplo, pues une el cluster *Aitzaloa* de la UAM, el cluster de la UNAM *KamBalam*, y el cluster *Xiuhcoatl* del CINVESTAV por medio de una red de fibra óptica instalada en las estaciones del Sistema de Transporte Colectivo Metro. La suma de la potencias reales de cada *nodo robusto* del grid es de 48.55 teraFLOPS (“Cluster H├¡brido De Superc├│mputo | Xiuhcoatl | Cinvestav”).

En la figura [fig:LANCAD-mapa-fo] se muestra los tramos de línea de Metro que cuentan con fibra óptica para conectar cada uno de las supercomputadoras (clusters) de las tres instituciones.
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[fig:LANCAD-mapa-fo]

### Nubes

Las *nubes* (clouds) son sistemas distribuidos, paralelos, compuestos de computadoras o máquinas virtuales interconectadas que son aprovisionadas para usarse como uno o varios recursos de cómputo, de acuerdo a un contrato de nivel de servicio acordado entre el proveedor de la nube y el cliente Buyya et al. (2009).

Empresas nuevas y existentes proveen servicios de cómputo en la nube, tales como GoGrid, Rackspace, Amazon, Microsoft, IBM, Oracle, entre otras. La forma en que operan es la siguiente: se paga cierta cantidad por utilizar servicios de cómputo o almacenamiento durante determinado tiempo. Así, los clientes no tienen que invertir grandes cantidades de dinero para contar con una gran infraestructura como en el caso de los clusters y los grids.

## Comparación de los enfoques

Si bien estos enfoques difieren, principalmente, en la forma en que están organizadas las unidades de cómputo, podemos enumerar algunas observaciones.

Primero, es natural ver que los grids están compuestos de clusters, pero también podría verse a un grid como un gran cluster. Hasta cierto punto este razonamiento parece correcto. Sin embargo, la diferencia importante entre clusters y grids radica en el hecho de que el grid es comúnmente administrado por varios técnicos de varias instituciones que, pueden tener objetivos y necesidades diversas, mientras que un cluster requiere de menos administradores y se asume una mayor flexibilidad para enfrentar fallos. Buyya et al. (2009) Segundo, tanto los grids como las nubes son físicamente muy similares: ambos consisten de varios clusters interconectados y distribuidos geográficamente. Entonces, ¿cuál es la diferencia? Lo que distingue a las nubes de los grids son dos características: (1) en una nube, se utilizan *máquinas virtuales* para distribuir el recurso. El usuario tiene la vista de una parte del grid como si fuera una computadora dedicada exclusivamente para éste. Por otro lado, en los grids, es común que el usuario acceda a él con una cuenta asignada por un administrador, de tal suerte que se tiene una vista de una gran máquina que es compartida entre varios usuarios. Muchos de los administradores de grids en el mundo administran los trabajos encargados por los usuarios de tal modo que se ejecuten lo más rápido posible con los recursos disponibles en un tiempo dado. Los usuarios, en algunos casos obtienen acceso al grid y trabajan sus proyectos de manera gratuita o, en caso contrario, pagan una cuota por un tiempo fijo de cómputo. Pero, en el caso de las nubes, se agrega un modelo económico para acceder a los recursos llamado *pay as you go*, en donde el usuario paga una cuota proporcional a los recursos utilizados. Así, el usuario podría pagar una gran cantidad para que su flujo de trabajo se ejecute en el menor tiempo posible o también podría pagar una menor cantidad sacrificando el tiempo total de ejecución del flujo.

# Planificación

La planificación es el proceso de asignación de recursos a tareas, de tal modo que se define un orden de ejecución de las tareas, teniendo lugar diferentes combinaciones de recursos y tareas. En este capítulo se define de la forma más elemental el problema de la planificación para estudiar sus propiedades y también se explica la relación de este problema fundamental con los flujos de trabajo.

## Definición del problema

De acuerdo a Ullman et al. Ullman (1975), el problema de la planificación se define de la siguiente manera:

El **problema de la planificación** está compuesto por:

1. Un conjunto de tareas
2. Un ordenamiento parcial sobre
3. Una función de costo , la cual indica el tiempo que tarda en completarse cada una de las tareas en
4. Un número de computadoras (procesadores)

Para Ullman et al. Ullman (1975), el objetivo del problema de la planificación es *minimizar* el tiempo total de ejecución, denotado por , respetando el orden parcial definido por , asignando tareas de a los procesadores. También, es importante notar que se asume que cuando una computadora ejecuta una tarea, ésta es ejecutada completamente, sin errores o interrupciones.

## La complejidad de planificar

Como puede notarse, hay varias maneras de acomodar las computadoras para que se ejecuten todas las tareas de . De hecho, Ullman et al. han demostrado que este problema pertenece a la categoría NP-completo Ullman (1975). Esto signifca que no se ha encontrado un algoritmo que pueda resolver el problema en tiempo polinomial. Entonces, la solución ingenua de probar ordenadamente todas las posibles asignaciones de tareas a computadoras resulta computacionalmente muy costoso.

Así, la forma de atacar estos problemas NP-completos es utilizar métodos de aproximación Leiserson et al. (2001) que obtengan soluciones subóptimas o utilizar heurísticas que resuelvan este problema asumiendo ciertas restricciones.

## Planificación de flujos de trabajo

Hasta ahora, se ha mencionado el problema básico de planificación con restricciones. Con ello, se pretende plantear el problema de la planificación de flujos de trabajo y apoyarse en la definición del problema básico de planificación para enumerar propiedades sobre este problema.

Para plantear el problema de la planificación de flujos de trabajo, primero se mostrará que, bajo ciertas condiciones, un flujo de trabajo puede ser reducido a un grafo dirigido acíclico haciendo las transformaciones adecuadas. Luego, se utilizará la definición del problema básico de planificación con restricciones y su semejanza para flujos de trabajo. Finalmente, se hará una descripción de la complejidad de planificar flujos de trabajo.

### Reducción de flujos de trabajo a grafos dirigidos acíclicos

En el trabajo de Mair et al. Mair et al. (2007) se propone un formato para una representación intermedia de flujos de trabajo basada en grafos dirigidos acíclicos, con el fin de transformar una especificación detallada de un flujo de trabajo, escrita en un lenguaje basado en XML llamado AGWL, a esta representación intermedia. Como se vio en el capítulo [chap:workflows], un flujo de trabajo puede ser interpretado desde varias perspectivas. Sin embargo, un grafo dirigido acíclico resume en pocos elementos (nodos y aristas), las tareas y las dependencias que deben ser cumplidas durante la planificación. Es por esta razón que es deseable reducir un flujo de trabajo, interpretado desde cualquier perspectiva, a un grafo dirigido acíclico.

Cabe aclarar que, como se vio en el primer capítulo de este trabajo, aún no existe un consenso sobre qué representa un flujo de trabajo Der Aalst et al. (2003), debido a las diferentes perspectivas de interpretación de un flujo. En el caso del lenguaje AGWL, éste cuenta con facilidades para poder expresar flujos de trabajo condicionales, a saber: construcciones if, while, for y parallel. Estas facilidades permiten expresar una gran variedad de flujos de trabajo. Sin embargo, para poder estudiar los flujos de trabajo con estas construcciones, se requieren de mecanismos de predicción o estimación de posibles rutas de ejecución del flujo de trabajo. En algunos sistemas de administración de ejecución de flujos de trabajo, como Pegasus Deelman et al. (2005), aplican desenroscado de bucles como técnica de estimación de la ruta de ejecución del flujo, para transformar el flujo de trabajo condicional en un grafo dirigido acíclico. Sin embargo, el estudio de estos mecanismos está fuera del alcance de este trabajo.

De esta forma, es posible asumir, tanto para el estudio del problema de planificación de flujos de trabajo como para los algoritmos de planificación, que se tendrá como entrada la representación del flujo de trabajo en forma de un grafo dirigido acícliclo.

### Definición del problema de planificación de flujos de trabajo

Una vez que se ha establecido a los grafos dirigidos acíclicos como nuestra representación básica de flujos de trabajo, se definirá el problema que conlleva asignar recursos a las tareas del flujo.

Con el fin de no perder generalidad, tomaremos las definiciones de Wieczorek-Prodan Wieczorek, Hoheisel, and Prodan (2008) para definir el problema de la planificación de flujos de trabajo:

Un **flujo de trabajo** es un grafo dirigido , compuesto de un conjunto de nodos que representan tareas y un conjunto de aristas que representan transferencias de datos .

Hay que notar que en la definición anterior que la forma en que se relacionan las tareas y las transferencias de datos con los nodos y aristas del grafo está determinada por la representación del flujo de trabajo.

Ahora, se definirán los recursos de cómputo en donde se ejecuta el flujo.

Un **servicio** es una entidad de cómputo que puede ejecutar una tarea . El conjunto de todos los servicios disponibles para ejecutar el flujo de trabajo está denotado por .

De este modo, la planificación es definida como una función:

La **planificación de un flujo de trabajo** es una función que asigna servicios a las tareas del flujo. El conjunto que contiene todas las posibles calendarizaciones de es denotado por .

Cada posible planificación determina un costo de ejecución. A continuación, definiremos el modelo de costo determinado por la utilización de los servicios.

Un **modelo de costos** es un conjunto de criterios que determinan las restricciones en las que se debe ejecutar una planificación, por ejemplo, un límite en el tiempo de ejecución, en el costo monetario o la tolerancia a fallos, entre otros.

Para cada criterio , existe una **función de costo parcial** , en la que a cada servicio disponible para ejecutar el flujo de trabajo se le asocia un costo por ejecutar dicho servicio con las restricciones dictadas con el criterio .

Para cada criterio , existe una **función de costo total** , que asigna un flujo de trabajo calendarizado por un costo basado en los costos parciales determinados por los servicios utlizados para ejecutar las tareas del flujo.

El objetivo del problema de la planificación de flujos de trabajo es encontrar la planificación que minimice las funciones de costo total , .

### Complejidad computacional de la planificación de flujos de trabajo

Ahora, se hará una analogía con el problema básico de planificación visto en la sección [secc:schedulingproblem] para estudiar su complejidad computacional. La analogía es la siguiente:

1. El conjunto de tareas equivale a las tareas descritas por el flujo de trabajo.
2. El ordenamiento parcial está representado tanto por las dependencias de datos y las aristas que representan el control de flujo que debe respetarse para ejecutar el flujo.
3. Las computadoras equivalen al conjunto de servicios disponibles para ejecutar el flujo.
4. La función de costo tiene una equivalencia implícita. El problema básico asume que conocemos apriori el tiempo de ejecución de una tarea. Sin embargo, es muy frecuente que sólo tengamos una estimación del tiempo de ejecución. Por otro lado, podemos establecer una función auxiliar que relacione las tareas con los servicios. Dicha relación es la función de planificación . En efecto, ejecutar una tarea en un servicio genera un costo, determinado por las funciones parciales y totales. Por lo pronto, estableceremos una relación proporcional entre costo y tiempo, con el fin de mostrar que existe una equivalencia entre la función de costo del problema básico y el modelo de costo de un flujo de trabajo.

Con lo anterior, se ha mostrado que el problema de la planificación de flujos de trabajo es equivalente al problema básico de planificación. Entonces, se puede inferir que el problema de la planificación de flujos de trabajo pertenece a la categoría de problemas NP-completo.

# Algoritmos de planificación de flujos de trabajo

En el capítulo anterior definimos el problema de planificar flujos de trabajo. También se vio que dicho problema pertenece a la categoría de los problemas NP-completos, lo cual significa que la complejidad –o tiempo de ejecución– para resolver este problema no está acotada por una función polinomial. Por ello, diversos algoritmos se han propuesto para atacar, ya sea de manera total o parcial, el objetivo principal de la planificación: minimizar los costos, tales como el tiempo total de ejecución o un presupuesto.

Ahora, con los enfoques de cómputo propuestos en el capítulo 2, se crean diversos algoritmos para diferentes necesidades. Mientras que en los clusters y los grids se asumen que estos recursos son compartidos, los algoritmos de planificación para estos recursos asumen que los flujos deben ser ejecutados lo más pronto posible, con el fin de hacer que el recurso esté ocupado la mayor parte del tiempo. Por otro lado, el enfoque de nubes permite al diseñador de flujos de trabajo elegir entre ejecutar el flujo con todos los recursos a costa de un elevado presupuesto o, reducir dicho presupuesto a costa de un tiempo de ejecución más elevado.

## Clasificación de los algoritmos de planificación

Como han aparecido numerosos algoritmos para planificar flujos de trabajo, es natural que surjan clasificaciones Topcuoglu, Hariri, and Wu (2002) Yu, Buyya, and Ramamohanarao (2008) para tener una mejor idea de los avances logrados en este tema y los puntos clave con los que trabajan los algoritmos.

De acuerdo a Yu et al. Yu, Buyya, and Ramamohanarao (2008), se pueden clasificar los algoritmos de planificación de flujos de trabajo ejecutados en grids en dos grandes niveles: los algoritmos de Mejor Esfuerzo y los algoritmos de Calidad en el Servicio[[2]](#footnote-2). Al primer grupo pertenecen aquellos algoritmos que tratan de minimizar el tiempo total de ejecución[[3]](#footnote-3), haciendo uso de todos los recursos disponibles. En el segundo grupo, los algoritmos tratan de obtener una planificación que cumpla las restricciones especificadas como una medida de calidad, con la posibilidad de elegir soluciones que tomen un tiempo de ejecución subóptimo. A su vez, cada grupo tiene ramas de clasificación. A continuación, mostraremos los algoritmos descritos en la clasificación de Yu et al.:

## Algoritmos de mejor esfuerzo

Este tipo de algoritmos tratan de minimizar algún criterio, que en muchos casos es el tiempo total de ejecución. Cabe aclarar que para los siguientes algoritmos, se asumirá que el grafo del flujo de trabajo tiene una correspondencia biyectiva entre los nodos y las tareas , es decir, cada nodo del grafo representa una tarea del flujo de trabajo. Las aristas del grafo representan *dependencias entre tareas*.

También, los algoritmos de mejor esfuerzo se pueden dividir en algoritmos guiados por heurísticas y en algoritmos guiados por metaheurísticas. El primer subgrupo debe su nombre a que las soluciones están basadas en ideas que resuelven de manera aproximada el problema de la planificación bajo ciertas condiciones Yu, Buyya, and Ramamohanarao (2008). El segundo subgrupo contiene a los algoritmos que utilizan algún método para elegir o generar planificaciones que se acerquen al óptimo.

### Algoritmos heurísticos de mejor esfuerzo

Los algoritmos heurísticos se pueden dividir en cuatro grandes tipos:

1. algoritmo inmediato,
2. algoritmos basados en lista,
3. agrupamiento de tareas y
4. duplicación de tareas.

El primer grupo corresponde al algoritmo miope, que sólo asigna tareas a recursos conforme se va necesitando. Los algoritmos basados en lista ordenan las tareas de acuerdo a algún criterio (fase de priorización) y seleccionan las tareas de acuerdo a cierto criterio (fase de selección). En el caso de los algoritmos de agrupamiento de tareas, al inicio, crean un conjunto para cada tarea; después, con un paso de mezcla se van uniendo conjuntos hasta que quede un número de conjuntos igual al número de recursos disponibles; finalmente se ordenan las tareas de cada conjunto para ejecutarse en cada recurso. Finalmente, los algoritmos de duplicación de tareas planifican una tarea en varios recursos con el fin de reducir el costo por comunicación entre recursos; cada uno de estos algoritmos se caracteriza por la manera en que eligen las tareas a planificar.

### Algoritmos metaheurísticos de mejor esfuerzo

Los algoritmos metaheurísticos son clasificados de acuerdo a la metaheurística que utilizan. Para esta clasificación, vamos a describir tres tipos de heurísticas:

1. algoritmos genéticos,
2. búsqueda aleatoria adaptativa dirigida –GRASP– y
3. recocido simulado.

Los algoritmos genéticos simulan el proceso de selección natural con posibles calendarizaciones e introducen mutaciones para evitar enfocarse en una solución local. Con la ayuda de una función de evaluación (*fitness*), se mide la calidad de la planificación y se eligen aquellas soluciones que resulten mejor evaluadas. El algoritmo GRASP[[4]](#footnote-4) genera aleatoriamente soluciones y con un procedimiento voraz[[5]](#footnote-5) elige las soluciones óptimas locales. El recocido simulado, como su nombre lo indica, emula el proceso de formación de cristales donde en cada iteración se va creando una solución más óptima.

## Algoritmos de calidad en el servicio

En estos algoritmos, se definen un conjunto de restricciones que debe respetar la planificación. Principalmente, estas restricciones tienen que ver con un presupuesto global limitado y un límite en los tiempos de ejecución total del flujo de trabajo. También es posible definir límites de tiempo de ejecución o límites de presupuesto para cada tarea particular del flujo.

De acuerdo a la forma que trabajan estos algoritmos, pueden dividirse en: restringidos por presupuesto o restringidos por fecha límite. Los primeros son algoritmos que utilizan el presupuesto para cumplir con restricciones de calidad del servicio. Los algoritmos restringidos por fecha límite buscan calendarizaciones que cumplan con fechas proporcionadas. Ambos grupos se subdividen en heurísticos y metaheurísticos. A continuación, hablaremos de estas subdivisiones.

### Algoritmos restringidos por presupuesto

Los algoritmos restringidos por presupuesto se dividen en:

1. heurísticos y
2. metaheurísticos.

En la primera división se encuentran los algoritmos que trabajan con una idea base que genera soluciones que no están garantizadas que sean óptimas. En este grupo de algoritmos se encuentra el algoritmo LOSS/GAIN, propuesto por Tsiakkouri et al. Sakellariou et al. (2007). Los algoritmos metaheurísticos generan soluciones aleatoriamente y utilizan la información de iteraciones pasadas para refinar las soluciones. En el trabajo de Yu et al. Yu and Buyya (2006) proponen un algoritmo genético cuya función de evaluación valora mejor a las calendarizaciones que cumplan con el presupuesto con un tiempo de ejecución mínimo.

### Algoritmos restringidos por fechas límites

Los algoritmos restringidos por fechas límites también se dividen en:

1. heurísticos y
2. metaheurísticos.

En el primer grupo se encuentran el algoritmo BackTracking, propuesto por Menascé et al. Menasce and Casalicchio (2004), y el algoritmo de distribución de fechas límite, propuesto por Yu et al. Yu, Buyya, and Tham (2005). En el segundo grupo se encuentra un algoritmo genético basado en Yu and Buyya (2006), cuya función fitness valora mejor a aquellas soluciones que cumplan con la fecha límite, con un presupuesto mínimo.

### Estimación del tiempo

En los algoritmos vistos en esta sección, se asume que se conoce el tiempo de ejecución de una tarea. Sin embargo, en la etapa de diseño de un flujo de trabajo, es complicado conocer la duración de las tareas, debido a que son muchos los factores que influyen el tiempo total de ejecución del flujo, como el rendimiento de la plataforma de cómputo, la cantidad de datos a procesar, el tiempo de comunicación entre nodos de cómputo, entre otros. Para mitigar este problema, se han hecho algoritmos basados en series de tiempo que estiman el tiempo de ejecución de cada una de las tareas de un flujo de trabajo. Estos algoritmos utilizan información histórica de ejecuciones de flujos de trabajo para realizar las predicciones Liu et al. (2011).

# Software para la administración y ejecución de flujos de trabajo

En el capítulo anterior se extendió la clasificación de algoritmos de planificación elaborada por Yu et al. Yu, Buyya, and Ramamohanarao (2008). Sin duda, estos algoritmos han sido probados en simulaciones e implementados en sistemas que administran la ejecución de los flujos de trabajo. De acuerdo a Yu el al. Yu, Buyya, and Ramamohanarao (2008), un sistema de administración de flujos de trabajo[[6]](#footnote-6) se encarga de definir, coordinar y ejecutar los flujos de trabajo en los recursos de cómputo.

Para este trabajo, clasificaremos los sistemas de administración de flujos de trabajo de acuerdo a su enfoque de cómputo, enumerando las siguientes características: año de aparición, proyecto, utilización, autores y los algoritmos de planificación utilizados en estos sistemas.

## Software orientado a clusters

### HTCondor

HTCondor Thain, Tannenbaum, and Livny (2005) es un sistema para administrar flujos de trabajo que necesitan ser ejecutados en entornos de cómputo distribuido. Desde 1983 (“HTCondor - Home”), HTCondor es desarrollado y mantenido por la Universidad de Wisconsin en Madison. Éste tiene un módulo llamado DAGman que se encarga de planificar tareas de un flujo de trabajo, expresadas como grafos dirigidos acíclicos. El algoritmo de planificación utilizado por DAGMan es el algoritmo miope.

HTCondor presenta al usuario un único recurso de cómputo, formado de varias computadoras interconectadas entre sí. Esta es la razón por la que este sistema de administración de flujos de trabajo cae dentro de la clasificación de software orientado a clusters.

## Software orientado a grids

### SwinDew-G

SwinDew-G Yang et al. (2007) es un sistema de administración de flujos de trabajo cuya característica especial es que trabaja con redes de computadoras P2P. En la primera versión de SwinDew, el proceso de planificación es estático Yang et al. (2007), i.e., en la fase de preparación de la ejecución se crea el plan de ejecución del flujo y se aplica sin ninguna modificación a lo largo del tiempo. Varios esfuerzos se han hecho para mejorar el mecanismo de planificación, como el algoritmo CTC Liu et al. (2010) diseñado especialmente para flujos de trabajo que son intensivos en instancias pero que contienen pocas tareas simples, como los flujos de trabajo utilizados en los bancos y empresas Liu et al. (2011).

Finalmente, SwinDew y sus variantes fueron desarrollados en la Universidad de Swinburne, en Australia.

### Pegasus

Pegasus Deelman et al. (2005) fue desarrollado en la Universidad del Sur de California. Al igual que SwinDew-G, se puede utilizar Pegasus para trabajar con grids y con nubes. Pegassus implementa max-min, min-min y Sufragio como algoritmos de planificación. Las principales aplicaciones de Pegasus son los flujos de trabajo científicos. Los primeros trabajos publicados que reportan el uso de Pegasus datan del 2003 (“Pegasus Publications”). Dentro de la arquitectura de Pegasus, el módulo encargado de planificar el flujo de trabajo es el Mapper.

## Software orientado a nubes

### SwinDew-C

SwinDew-C X. Liu et al. (2010) es un sistema de administración de flujos de trabajo basado en SwinDew-G, cuya principal característica es que agrega nubes externas como recursos disponibles para la ejecución de flujos de trabajo. La arquitectura de SwinDew-C es muy similar a la arquitectura de SwinDew-G, con la diferencia de que agrega nuevos componentes para manejar restricciones de calidad de servicio y administración de fallos. En el caso de una falla en la ejecución de las tareas, SwinDew-C replanifica la ejecución de la tarea fallida con un algoritmo basado en optimización por colonia de hormigas.

### Aneka

Aneka Chu et al. (2007) es una implementación de una plataforma como servicio que, además de poder especificar y ejecutar flujos de trabajo, también puede planificar y ejecutar aplicaciones distribuidas que hayan sido construidas con distintos modelos de programación distribuida: basado en tareas, basado en threads y basado en MapReduce. El modelo de programación que se utiliza en Aneka para trabajar con flujos de trabajo es el modelo basado en tareas.

El diseño de Aneka es basado en servicios. Cada servicio se encarga de una funcionalidad específica para la administración del grid o nube. Así, existe un módulo específico para la planificación de la ejecución de las aplicaciones que varía de acuerdo al modelo de programación elegido para desarrollar la aplicación.

Técnicamente, es posible construir una nube con Aneka Vecchiola, Chu, and Buyya (2009) utilizando computadoras de escritorio convencionales. De esta forma, Aneka provee servicios para administrar el esquema de precios de la nube construida con este software. Del mismo modo, Aneka utiliza un mecanismo de negociación mediante agentes que buscan *cerrar* los mejores tratos con los proveedores de los servicios de la nube, que mejor satisfagan los requisitos de calidad en el servicio.

Es importante mencionar que la plataforma Aneka fue desarrollada inicialmente por el laboratorio GRIDS de la Universidad de Swinburne, en Austraila. Actualmente, Aneka es desarrollado por la empresa Manjrasoft (“Manjrasoft - Products”).

### Askalon

Askalon Fahringer et al. (2005) es un entorno que facilita el desarrollo y la ejecución de flujos de trabajo. Askalon utiliza un lenguaje llamado AGWL para especificar flujos de trabajo. Al igual que Aneka, el diseño de Askalon está basado en servicios, tales como: el motor de promulgación, el administrador de recursos, la base de datos de checkpoints y el planificador.

En el servicio planificador, Askalon utiliza varios algoritmos de planificación: HEFT, miope y un algoritmo genético. Esto es porque antes de ejecutar el flujo de trabajo, se hace una predicción del tiempo estimado de ejecución de cada tarea. Entonces, hay un módulo encargado de actualizar la información de las predicciones y, en base al resultado de los tres algoritmos, se elige la planificación que mejor cumpla con los requisitos de calidad en el servicio dictados por el usuario.

Actualmente, el proyecto Askalon es desarrollado por la Universidad de Innsbruck, en Austria (“Askalon Programming Environment for Cloud and Grid Computing”).

# Simulador de ejecución de flujos de trabajo

En los capítulos anteriores, se han revisado los principales elementos del problema de la planificación de flujos de trabajo en entornos de cómputo distribuido. Se estudió también el concepto de flujo de trabajo y sus propiedades. También se han detallado los enfoques de cómputo distribuido comunes en la planificación de flujos de trabajo. Además, se ha estudiado el problema de planificación elemental y su aplicación al problema específico de flujos de trabajo. De este modo, se puede notar que son varios los factores que se tienen que tomar en cuenta para construir software para flujos de trabajo en entornos de cómputo distribuido.

Con el fin de facilitar el estudio de los algoritmos de planificación de flujos de trabajo y de proveer a la comunidad científica de cloud computing de una plataforma para analizar el desempeño de nuevos algoritmos de planificación con respecto a algoritmos consolidados, se construyó un simulador de ejecución de flujos de trabajo. El simulador está construido con el lenguaje de programación Java. También, se utilizó Maven (“Maven – Welcome to Apache Maven”) para administrar el proceso de compilación de código y JUnit (“JUnit”) para administrar la aplicación de pruebas unitarias. También, el código está disponible como software libre (“Dominofire / Workflow-simulator – Bitbucket”) para su libre utilización en otros proyectos.

Los algoritmos de planificación implementados en el simulador son: Miope ([alg:myopic], [code:myopic]), MinMin ([alg:min-min], [lst:xminmain]) y MaxMin ([alg:max-min], [lst:xminmain]). Cabe recordar que el algoritmo Miope es un algoritmo voraz que busca el recurso que pueda ejecutar la tarea lo más pronto posible. Por otro lado, los algoritmos MinMin y MaxMin buscan recursos que puedan minimizar tanto la duración de las tareas listas como el tiempo en el que inician la ejecución de las tareas. Luego, en el caso de MaxMin, se busca la tarea que tarde más tiempo en ejecutarse. En el caso de MinMin, se busca la tarea que tarde menos en ejecutarse.

Para simplificar la construcción del simulador, se asumieron seis suposiciones:

1. Los recursos pueden ejecutar todas las tareas.
2. Los recursos ejecutan una sola tarea a la vez.
3. Todos los recursos están conectados entre sí.
4. La transferencia de datos entre recursos es instantánea.
5. Una tarea es considerada lista para planificarse si todos sus predecesores inmediatos han sido planificados.
6. La ejecución de las tareas en los recursos no falla.

## Clases comunes para los algoritmos

El diseño de las clases y objetos se hizo de tal modo que los elementos más comunes de los algoritmos fueran representados en una clase. Así, describiremos primero las clases Task, Resource y Schedule, para luego describir la clase Workflow y las clases que implementan los algoritmos: Myopic, MinMin y MaxMin. En la figura [fig:umlclass] se muestra el diagrama de clases que modela los elementos del problema de planificación de flujos de trabajo. Estas clases se encuentran en el paquete org.perez.workflow.elements.

[fig:umlclass]

![](data:application/pdf;base64,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)

* **Clase Task**: Representa una tarea que forma parte de un flujo de trabajo. Cada tarea tiene un nombre que debe ser único en el flujo de trabajo del que forma parte. También, la tarea contiene un factor de complejidad, que es un número que representa qué tan complicado es ejecutar esta tarea. La idea básica es que a mayor factor de complejidad, mayor es el tiempo requerido para ejecutar la tarea o un recurso más rápido es necesario para ejecutar la tarea. Junto con el factor de velocidad de un recurso (que se verá en la descripción de la clase Resource), el tiempo de ejecución de una tarea en un recurso particular se calcula con la siguiente fórmula:
* **Clase Resource**: En esta clase se representa a un recurso que puede ejecutar tareas de un flujo de trabajo. De forma similar a la clase Task, un recurso tiene un nombre –que no es necesario que sea único– y un factor de velocidad que indica la rapidez con la que dicho recurso puede ejecutar una tarea.
* **Clase Schedule**: Representa una planificación de una tarea en un recurso. Cada objeto de esta clase guarda la tarea y el recurso que fueron asignados, el tiempo en que se empezará a ejecutar la tarea y el tiempo estimado de ejecución de la tarea en el recurso.
* **Clase Workflow**: La clase Workflow representa un flujo de trabajo, compuesto de tareas y las relaciones de precedencia entre tareas. Cabe aclarar que no se permite que existan tareas con el mismo nombre y también se verifica que las relaciones de precedencia entre las tareas formen un grafo dirigido acíclico.
* **Clases Adicionales**: La clase Pair es una tupla de dos valores, la cual es utilizada ampliamente en los algoritmos de planificación. La clase GEXFConverter contiene métodos para guardar los flujos de trabajo en archivos con formato GEXF (“GEXF File Format”), el cual es utilizado en software como Gephi Bastian et al. (2009) para visualizar grafos. La clase EarliestStartTimeComparator implementa un comparador que es utilizado en el algoritmo Miope para mantener una lista de recursos ordenada por el tiempo de disponibilidad más corto.

## Código de los algoritmos de planificación

En esta sección, detallaremos las decisiones de diseño que fueron necesarias para implementar los algoritmos. Como se verá en cada uno de los algoritmos, todos tienen detalles específicos que salen a la luz a la hora de programar. Cada algoritmo está codificado en una clase y cada una de estas clases contiene un método estático de la forma:

List<Schedule> schedule(Workflow w, List<Resource> resourceList) { ... }

En la figura [fig:umlclassscheduler] están las clases que implementan los algoritmos de planificación. También en esta figura están representadas las clases auxiliares utilizadas tanto en los algoritmos y en las pruebas. La clase Utils tiene métodos para verificar si una planificación es correcta. También contiene métodos para imprimir las planificaciones, útil para las sesiones de depuración. Otro método importante a mencionar es createRGanttScript(), el cual genera un script en el lenguaje de programación estadística R R Core Team (2014) para graficar la planificación de un flujo de trabajo.
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[fig:umlclassscheduler]

A continuación, se describirán los detalles de implementación de cada uno de los algoritmos de planificación.

### Algoritmo Miope

Como se vio en el capítulo [chap:schedulingalgorithms], el algoritmo Miope asigna tareas a recursos de tal modo que se empiecen a ejecutar lo más pronto posible. Aunque la idea básica resulte fácil de entender, hay algunas cuestiones que deben ser resueltas para implementar este algoritmo. En el código [code:myopic] se encuentra el código del algoritmo Miope, el cual utiliza las clases de los elementos comunes antes descritos.

Primero, hay que hacer una distinción entre *tareas planificadas* y *tareas listas*. Una tarea está planificada si ya está asignada a uno y sólo un recurso. Cabe aclarar que en el simulador no se permite que una tarea sea asignada a varios recursos. Ahora bien, una tarea está lista para planificar si sus predecesores inmediatos o padres han sido planificados. Esto asegura que se respeten las dependencias entre las tareas a la hora de planificar.

También, hay que tomar en cuenta cómo obtener tareas que estén listas para planificar. En el caso del algoritmo Miope, se evalúa exhaustivamente la lista de tareas disponibles readyTasks (línea 4 del código [code:myopic]) en busca de una tarea lista para planificar. El método Utils.checkParents(task, schedTasks, workflow) (línea 15 del código [code:myopic]) devuelve true si la tarea task es una *tarea lista* para planificar. Este método (código [code:utilscheckParents]) determina si todos los padres de una tarea dada se encuentran en la lista de tareas planificadas.

boolean checkParents(Task t, ArrayList<Task> sched, Workflow w) {  
 //TODO: do we need check parents recursively?  
 ArrayList<Task> parents = w.getDependencies(t);  
 for(Task parentTask: parents)  
 if(!sched.contains(parentTask))  
 return false;  
 return true;  
}

Una vez que se obtiene la tarea lista para planificar, se busca el recurso al que se le asignará la tarea. Así, se mantiene una cola de prioridad R (línea 8 del código [code:myopic]) de los recursos con el tiempo de disponibilidad más pronto. Como esta cola de prioridad es un montículo, sólo necesitamos consultar la raíz del montículo para saber cuál es el recurso con el menor tiempo de disponibilidad.

Con el recurso seleccionado de la cola de prioridad, se hacen los cálculos (líneas 17-22 del código [code:myopic]) del tiempo de ejecución y el tiempo de inicio de la tarea en el recurso elegido. Para el caso del tiempo de inicio, en la línea 18 del código [code:myopic] se hace una llamada al método Utils.parentsReadyTime(task, scheduleList, workflow), el cual obtiene el instante de tiempo más pronto en el que todos los padres de una tarea han sido ejecutados. Este método, mostrado en el código [code:utilsparentsReadyTime], busca en la lista de tareas planificadas si se encuentran los padres de la tarea dada y mantiene un registro del tiempo que tardan en ejecutarse estos padres.

double parentsReadyTime(Task t, List<Schedule> partialSchedule, Workflow w) {  
 double parentsReadyTime = 0;  
 ArrayList<Task> parents = w.getDependencies(t);  
 //asumimos que tenemos tareas unicas y calendarizaciones unicas  
 for(Task parentTask: parents)  
 for(Schedule s: partialSchedule)  
 if(parentTask.equals(s.getTask()))  
 parentsReadyTime = Math.max(parentsReadyTime, s.getStart() + s.getDuration());  
  
 return parentsReadyTime;  
}

Estos cálculos son utilizados para crear un objeto del tipo Schedule que representa la planificación de la tarea en el recurso. Más adelante, se vuelve a crear la cola de prioridad (línea 24 del código [code:myopic]) para conocer en la siguiente iteración del algoritmo cuál es el recurso con el menor tiempo de disponibilidad. Por último, el algoritmo termina cuando ya no hay más tareas listas para planificar (i.e. cuando la lista readyTasks esté vacía).

List<Schedule> schedule(Workflow w, List<Resource> resourceList) {  
 Utils.checkScheduleParams(w, resourceList);  
 //lista de tareas no calendarizadas  
 ArrayList<Task> schedTasks = new ArrayList<Task>();  
 ArrayList<Task> allTasks = new ArrayList<Task>(w.getTasks());  
 ArrayList<Task> readyTasks = null;  
 ArrayList<Schedule> scheduleList = new ArrayList<Schedule>();  
 //necesito un heap para mantener a los recursos mas pronto disponibles  
 PriorityQueue<Resource> R = new PriorityQueue<Resource>(resourceList.size(), EarliestStartTimeComparator.getComp());  
 R.addAll(resourceList);  
 Task t; Resource r;  
 while(!allTasks.isEmpty()) {  
 //puedes sacar subconjuntos de todas las tareas  
 readyTasks = new ArrayList<Task>();  
 for(Task tt: allTasks)  
 if(!schedTasks.contains(tt) && Utils.checkParents(tt, schedTasks, w))  
 readyTasks.add(tt);  
 Iterator<Task> it = readyTasks.iterator();  
 while(it.hasNext()) {  
 t = it.next(); r = R.peek();  
 double d = t.getComplexityFactor() / r.getSpeedFactor();  
 double st = Math.max(r.getReadyTime(), Utils.parentsReadyTime(t, scheduleList, w));  
 Schedule s = new Schedule(t, r, d, st);  
 allTasks.remove(t);  
 schedTasks.add(t);  
 r.setReadyTime(st);  
 r.addReadyTime(d);  
 //Update resource priority queue  
 R = new PriorityQueue<Resource>(resourceList.size(), EarliestStartTimeComparator.getComp());  
 R.addAll(resourceList);  
 scheduleList.add(s);  
 }  
 }  
 return scheduleList;  
}

### Algoritmo MaxMin y MinMin

Para los algoritmos MaxMin y MinMin se reutilizaron los métodos estáticos de la clase Utils: parentsReadyTime() y checkParents(), que fueron utilizados en el algoritmo Miope. Como se indica en la sección [alg:defmaxmin] del apéndice, hay algunas definiciones que son comunes para ambos algoritmos. Estas definiciones están expresadas en el código [code:xmindefs].

import static java.lang.Math.max;   
import static org.perez.workflow.scheduler.Utils.parentsReadyTime;  
  
// ...  
  
/\*\* Estimated Availability Time \*/  
double EAT(Task t, Resource r) { return r.getReadyTime(); }  
  
/\*\* Estimated Execution Time \*/  
double EET(Task t, Resource r) {   
 return t.getComplexityFactor() / r.getSpeedFactor();   
}  
  
/\*\* File Available Time \*/  
double FAT(Task t, Resource r, Workflow w, List<Schedule> partialSchedule) {  
 //tomamos el tiempo de los padres como el tiempo de archivos listo  
 return max(r.getReadyTime(), parentsReadyTime(t, partialSchedule, w));  
}  
  
/\*\* Estimated Completion Time \*/  
double ECT(Task t, Resource r, Workflow w, List<Schedule> partialSchedule) {  
 return EET(t, r) + max(EAT(t,r), FAT(t,r, w, partialSchedule));  
}

Como los algoritmos MaxMin y MinMin son muy similares, se hizo un sólo método que encapsula el código en común entre ambos algoritmos. Este método se encuentra en el código [lst:xminmain]. Además, con el parámetro alg, se puede elegir si se ejecuta el algoritmo MaxMin o el algoritmo MinMin. Este método prepara la lista de tareas listas (líneas 10-13), luego obtiene las planificaciones de las tareas listas (línea 15). Después, actualiza la lista de tareas planificadas (schedTasks) y la lista global allTasks. Nuevamente, el algoritmo termina cuando la lista global está vacía.

List<Schedule> schedule(Workflow w, List<Resource> resourceList, XMinAlgorithm alg) {  
 Utils.checkScheduleParams(w, resourceList); //validacion de argumentos  
  
 ArrayList<Task> schedTasks = new ArrayList<Task>();  
 ArrayList<Task> allTasks = new ArrayList<Task>(w.getTasks());  
 ArrayList<Task> readyTasks = null;  
 List<Schedule> scheduleList = new ArrayList<Schedule>();  
 while(!allTasks.isEmpty()) {  
 //prepara el conjunto de tareas lista a planificar  
 readyTasks = new ArrayList<Task>();  
 for(Task t: allTasks)  
 if(!schedTasks.contains(t) && Utils.checkParents(t, schedTasks, w))  
 readyTasks.add(t);  
 //obtiene la planificacion de tareas listas  
 scheduleList = scheduleXMin(w, resourceList, readyTasks, scheduleList, alg);  
 for(Schedule s: scheduleList) { //actualiza allTasks y schedTasks  
 Task t = s.getTask();  
 if(!schedTasks.contains(t))  
 schedTasks.add(t);  
 if(allTasks.contains(t))  
 allTasks.remove(t);  
 }  
 }  
  
 return scheduleList;  
}

Luego, en los códigos [code:xmindetail1], [code:xmindetail2] y [code:xmindetail3] se encuentra método scheduleXMin() que planifica las tareas listas. En el primer código ([code:xmindetail1]) se puede notar los ciclos for que calculan el tiempo estimado de terminación –– para cada tarea lista y para cada recurso (líneas 10-19), manteniendo aquel recurso que minimice para cada tarea (líneas 15-17 y 20-21).

List<Schedule> scheduleXMin(Workflow w, List<Resource> resourceList,   
 List<Task> availTasks, List<Schedule> partialSched, XMinAlgorithm algorithm) {  
 int n\_tasks = availTasks.size(),n\_resources = resourceList.size();  
 double ECT[][] = new double[n\_tasks][n\_resources];  
 double MCT[] = new double[n\_tasks];  
 int min\_mct\_r\_idx = -1, x\_t\_idx = -1; double min\_mct, x\_mct;  
 while(!availTasks.isEmpty()) {  
 int R\_t\_idx[] = new int[availTasks.size()];  
 for(int i\_t=0; i\_t<availTasks.size(); i\_t++) {  
 Task t = availTasks.get(i\_t); //recursos ejecutan cualquier tarea  
 min\_mct\_r\_idx = -1; min\_mct = Double.MAX\_VALUE;  
 for(int i\_r=0; i\_r<resourceList.size(); i\_r++) {  
 Resource r = resourceList.get(i\_r);  
 ECT[i\_t][i\_r] = ECT(t, r, w, partialSched);  
 if(ECT[i\_t][i\_r] < min\_mct) {  
 min\_mct = ECT[i\_t][i\_r];  
 min\_mct\_r\_idx = i\_r;  
 }  
 }  
 MCT[i\_t] = min\_mct;  
 R\_t\_idx[i\_t] = min\_mct\_r\_idx;  
 }  
 //continua en el siguiente codigo...

En el código [code:xmindetail2] se encuentra la sentencia switch que decide si se ejecuta el código que es correspondiente al algoritmo MaxMin o al algoritmo MinMin. Como se ha mencionado anteriormente, el algoritmo MaxMin busca aquella tarea que tenga el máximo ejecutada en el recurso que minimice el tiempo de ejecución de la tarea (líneas 4-10). Por otro lado, el algoritmo MinMin busca aquella tarea que tenga el mínimo (líneas 13-19).

//...continuacion  
 switch(algorithm) {  
 case MaxMin: //Max-Min: maximizar ECT(t, r) sobre tareas  
 x\_t\_idx = -1; x\_mct = Double.MIN\_VALUE;  
 for(int i\_t=0; i\_t<availTasks.size(); i\_t++) {  
 if(ECT[i\_t][R\_t\_idx[i\_t]] > x\_mct) {  
 x\_mct = ECT[i\_t][R\_t\_idx[i\_t]];  
 x\_t\_idx = i\_t;  
 }  
 }  
 break;  
 case MinMin: //Min-Min: minimizar ECT (t, r) sobre tareas  
 x\_t\_idx = -1; x\_mct = Double.MAX\_VALUE;  
 for(int i\_t=0; i\_t<availTasks.size(); i\_t++) {  
 if(ECT[i\_t][R\_t\_idx[i\_t]] < x\_mct) {  
 x\_mct = ECT[i\_t][R\_t\_idx[i\_t]];  
 x\_t\_idx = i\_t;  
 }  
 }  
 break;  
 }  
 //continua en el siguiente codigo...

Por último, en el código [code:xmindetail3] se calculan el tiempo de inicio, la duración de la tarea y el recurso a asignar, elegido en el código [code:xmindetail2]. También, se actualizan la lista de planificaciones (partialSched, línea 8) y la lista de tareas a planificar (availTasks, línea 10).

//...continuacion  
 //Schedule T on R\_T  
 Task t = availTasks.get(x\_t\_idx);  
 Resource r = resourceList.get( R\_t\_idx[x\_t\_idx] );  
 double duration = t.getComplexityFactor() / r.getSpeedFactor();  
 double startTime = Math.max(r.getReadyTime(), Utils.parentsReadyTime(t, partialSched, w));  
 Schedule s = new Schedule(t,r , duration, startTime);  
 partialSched.add(s);  
 //remote T from availTasks  
 availTasks.remove(t);  
 //update EAT(R\_t)  
 r.setReadyTime( startTime );  
 r.addReadyTime( duration );  
 } //del while de la parte 1  
  
 return partialSched;  
}

# Resultados

Con el simulador de ejecución de flujos de trabajo descrito en el capítulo anterior, es necesario proponer un estudio con el objetivo de verificar la correcta funcionalidad del simulador y también con el objetivo de comparar los algoritmos de planificación implementados del simulador. A continuación, se discutirá el diseño del experimento y se darán detalles sobre los resultados de la planificación de un flujo de trabajo en particular.

## Diseño del experimento

Para probar los algoritmos Miope, MaxMin y MinMin, implementados en el simulador, se hicieron varias pruebas con diferentes flujos de trabajo. En total, los tres algoritmos fueron ejecutados para planificar 50 flujos de trabajo generados aleatoriamente. Cada flujo de trabajo generado consta de 10 tareas y 12 dependencias entre tareas, las cuales se eligieron aleatoriamente y siempre verificando que cada dependencia no alterara la propiedad de que el flujo de trabajo sea un grafo dirigido acíclico. Los algoritmos fueron planificados en 3 recursos cuyos factores de velocidad se encuentran en el cuadro [table:resources].

|  |  |
| --- | --- |
| Nombre | Factor de velocidad |
| r1 | 7.373924 |
| r2 | 2.540241 |
| r3 | 4.530177 |

[table:resources]

En cada ejecución de cada algoritmo con cada flujo de trabajo se midió el tiempo total de ejecución, con el fin de comparar cada algoritmo y determinar cuál es el que genera las planificaciones con el menor tiempo total de ejecución. En la figura [fig:tiempospromedios] están graficados el tiempo total promedio de ejecución de cada algoritmo en los 50 flujos de trabajo aleatorios. Las barras de error en cada gráfica indican la desviación estándar del tiempo de ejecución por cada algoritmo.

[fig:tiempospromedios]

En la gráfica de la figura [fig:tiempospromedios] se puede apreciar que el algoritmo Miope tiene el mayor tiempo total promedio de ejecución. Luego, el algoritmo MaxMin y el algoritmo MinMin tienen los tiempos de ejecución menores que el algoritmo Miope, siendo el algoritmo MinMin con el menor tiempo total promedio de planificación.

[fig:tiempostotales]

Sin embargo, las barras de error sugieren que hay una gran variabilidad en los resultados, lo cual podría indicar que existieron algunos casos en los que el algoritmo Miope pudo obtener menores tiempos totales de planificación. Este hecho es aún más notorio para los algoritmos MaxMin y MinMin. Esto se refleja en la gráfica de la figura [fig:tiempostotales], donde se puede ver, por ejemplo, que en el flujo de trabajo núm. 7, el algoritmo Miope tiene un menor tiempo de planificación que el algoritmo MaxMin.

## Análsis del flujo de trabajo número 7

Para saber por qué ocurre el fenómeno descrito en el párrafo anterior, se estudiarán a detalle las planificaciones que produce cada algoritmo y la estructura del flujo de trabajo número 7. En la figura [fig:workflow6] se puede ver este flujo de trabajo. Los nodos cuyo color es azul fuerte tienen un factor de complejidad más alto que los nodos con color azul claro.
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[fig:workflow6]

Ahora, en la figura [fig:schedules6] están representadas las planificaciones que dan como salida los algoritmos Miope, MaxMin y MinMin, respectivamente. En el eje vertical están los recursos que se ocupan en el flujo de trabajo. En el eje horizontal se indica el tiempo y los cuadros de color representan la duración de las tareas en cada recurso. Cabe aclarar que los tiempos totales de ejecución de las planificaciones de los algoritmos Miope, MaxMin y MinMin fueron 4.063928, 4.471435 y 4.569478, respectivamente.

![](data:application/pdf;base64,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) ![](data:application/pdf;base64,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) ![](data:application/pdf;base64,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)

[fig:schedules6]

En las planificaciones, se puede ver que el algoritmo Miope asignó la tarea al recurso , que es el recurso más lento. Por otro lado, los algoritmos MaxMin y MinMin no utilizaron el recurso . Esto se debe a que ambos algoritmos buscan minimizar el tiempo de ejecución de cada tarea en cada recurso. Como el recurso es el que tiene el menor factor de velocidad, el que calculan los algoritmos MaxMin y MinMin es muy alto, por lo que nunca se elige el recurso . Finalmente, en los demás casos, se puede ver la tendencia de que MinMin obtiene los tiempos totales de planificación más pequeños, seguido de MaxMin y luego del algoritmo Miope.

Para verificar este resultado, se realizaron tres pruebas T de hipótesis de cola superior con una muestra de tamaño . Estas pruebas se hicieron sobre las diferencias de los tiempos totales de ejecución entre los algoritmos. Así, sean , , las diferencias entre tiempos totales de ejecución. La hipótesis nula para cada prueba es , y la hipótesis alternativa es . De este modo, los valores-p para cada prueba de hipótesis son: y . Estos valores p son muy pequeños, por lo que se puede rechazar la hipótesis nula hasta con un nivel de confianza del 99%. Por lo tanto, hay una diferencia positiva entre los tiempos de ejecución de cada algoritmo, siendo el algoritmo MinMin el que obtiene, en promedio, los tiempos totales de ejecución más cortos.

# Conclusiones

En este trabajo hemos revisado el problema de planificar flujos de trabajo. Primero se describió el concepto de flujo de trabajo, ilustrándolo con algunos ejemplos de aplicación. También vimos que la descripción de las tareas y las dependencias entre ellas juegan un papel muy importante a la hora de planear y administrar los recursos asignados a cada tarea del flujo de trabajo. Además, se mostró que los flujos de trabajo son ejecutados en sistemas de cómputo distribuido, los cuales se clasificaron en clusters, grids y nubes. Cabe aclarar que esta clasificación está basada en la forma en que los recursos están distribuidos.

Después se estudió la complejidad de planificar flujos de trabajo, comparando este problema con otro problema de planificación más general, orientado a ciencias en computación. Como este problema es NP-completo, se han propuesto varias soluciones heurísticas y metaheurísticas que resuelven el problema bajo ciertas circunstancias.

También, con el objetivo de comprender las diferentes heurísticas propuestas para planificar flujos de trabajo, se utilizó un modelo propuesto en el trabajo elaborado por Wieckzorek et al. para describir de la forma más general posible un flujo de trabajo. Con el modelo establecido, se realizó una clasificación de los algoritmos de planificación, la cual está basada en el trabajo de Yu et al.

Además, se describieron algunos sistemas de administración de flujos de trabajo y los algoritmos de planificación que utilizan estos sistemas, clasificándolos de acuerdo a la orientación que tienen los algoritmos para planificar, en otras palabras, si la planificación está pensada para utilizarse en clusters, grids o nubes. Como se puede notar, en estos sistemas puede verse claramente la unión de las dos teorías sobre enfoques de cómputo distribuido y algoritmos de planificación.

Finalmente, se construyó un simulador de ejecuciones de flujo de trabajo, el cual tiene implementados los algoritmos de planificación de flujos de trabajo Miope, MaxMin y MinMin. Para validar el funcionamiento del simulador y comparar estos algoritmos, se generaron aleatoriamente 50 flujos de trabajo, cada uno con 10 tareas y 12 dependencias de tareas. Estos flujos de trabajo fueron planificados por los tres algoritmos. Analizando los tiempos totales promedio de ejecución de cada algoritmo, se puede notar que el algoritmo MinMin genera, en promedio, las planificaciones con menor tiempo total de ejecución.

## Contribuciones

Las principales contribuciones de esta tesis fueron las siguientes:

1. La elaboración de un estudio cualitativo y descriptivo de los algoritmos de planificación de flujos de trabajo en ambientes de cómputo distribuido.
2. Dar otro punto de vista sobre la forma de clasificar las metaheurísticas, ya que éstas, dependiendo de cómo son programadas, pueden hacer optimizaciones que minimicen algún costo (es decir, hacen el mejor esfuerzo por otimizar el costo) o buscar soluciones que cumplan con restricciones (en otras palabras, mantienen la calidad en el servicio).
3. La implementación de un simulador de ejecución de flujos de trabajo que utiliza los algoritmos MaxMin, MinMin y Miope. Este simulador puede servir como plataforma para estudiar otros algoritmos de planificación porque, debido a que es un proyecto inicial, tiene una jerarquía de clases simple con la cual se puede comenzar a trabajar rápidamente. Además, el código está disponible en internet en forma de software libre.
4. Un estudio con flujos de trabajo generados aleatoriamente en el cual se muestra que, en promedio, los algoritmos MaxMin y MinMin obtienen planificaciones con menores tiempos totales de ejecución, comparados con el algoritmo Miope. Cabe aclarar que estos algoritmos son heurísticas diseñadas para casos específicos, por lo que pueden existir situaciones en las que incluso el algoritmo Miope obtenga mejores planificaciones que los otros dos algoritmos implementados en el simulador.

## Retos

La planificación es una pieza clave para ejecutar flujos de trabajo en entornos distribuidos. Sin embargo, existen otras cuestiones que deben ser tomadas en cuenta para utilizar estos algoritmos en un sistema real. La primera de ellas es la tolerancia a fallos. Su importancia radica en que en presencia de fallas se puede replanificar el flujo o tratar de recuperar los resultados o el recurso fallido. Sin duda, este es un tema de investigación muy activo en el área de sistemas distribuidos. Otro aspecto a tomar en cuenta es la seguridad, dado que estos sistemas pueden procesar información sensible. Además, el monitoreo de estos sistemas es otro tema a tratar, ya que la complejidad de los sistemas distribuidos y la cantidad de tareas que coordinan los sistemas de administración de flujos de trabajo presentan una complejidad exorbitante.

## Trabajo futuro

Como trabajo futuro, se hará un algoritmo de planificación de flujos de trabajo que pueda manejar restricciones en calidad en el servicio, con especial orientación al enfoque de cómputo distribuido de la nube, ya que, como se vio en este trabajo, hay una gran área de investigación para explorar y diseñar algoritmos que tengan en cuenta las características únicas de las nubes.

# Pseudocódigos de algoritmos de planificación de flujos de trabajo

## Algoritmos de mejor esfuerzo

### Miope

El algoritmo miope Yu, Buyya, and Ramamohanarao (2008) es el más simple de todos los algoritmos. Lo único que hace es buscar un recurso disponible que pueda ejecutar la tarea y asignarle dicha tarea. No toma en cuenta otra característica a optimizar. Este algoritmo fue propuesto por Ramamritham et al. Ramamritham, Stankovic, and Shiah (1990).

[alg:myopic]

[1] Un grafo de flujo de trabajo Obtener una tarea lista, no calendarizada, con padres calendarizados; Obtener un recurso que pueda empezar la tarea en el menor tiempo; Calendarizar en , i.e., ;

### Definiciones para los algoritmos Max-Min y Min-min

Los algoritmos MinMin y MaxMin utilizan las siguientes estimaciones:

* – **Tiempo estimado de ejecución:** Tiempo que el recurso (servicio) tomará en ejecutar la tarea , desde que la tarea es ejecutada en el recurso
* – **Tiempo estimado de disponibilidad:** Tiempo en el que el recurso estará disponible para ejecutar la tarea
* – **Tiempo de archivo disponible:** Tiempo más pronto en que todos los archivos requeridos por la tarea están disponibles en el recurso
* – **Tiempo estimado de terminación:** Tiempo estimado en cual la tarea terminará su ejecución en el recurso :
* – **Tiempo mínimo estimado de terminación:**  mínimo para la tarea sobre todos los recursos disponibles, es decir:

### MinMin

El algoritmo min-min está basado en la heurística de terminar las tareas más cortas en el menor tiempo posible. Para ello, hace una estimación del tiempo de ejecución tomando en cuenta el tiempo de preparación de las tareas en los servicios –o recursos– para tener el tiempo y los archivos necesarios disponibles para el recurso en cuestión. El algoritmo fue propuesto por Maheswaran et al. Maheswaran et al. (1999).

[alg:min-min]

[1] Obtener conjunto de tareas listas, no calendarizadas, con padres calendarizados; ; Obtener recursos disponibles para ; Calcular ; ; ; Planificar en ; Remover de *availTasks*; Actualizar ;

### MaxMin

El algoritmo max-min –también propuesto Maheswaran et al. Maheswaran et al. (1999)– es muy similar al algoritmo min-min. La diferencia radica en que éste calendariza tareas cuyo tiempo mínimo de ejecución es el mayor, de tal modo que se ejecutan las tares más *largas*.

El único cambio que se necesita hacer al algoritmo [alg:min-min] es cambiar la línea 14:

$T \leftarrow \arg\min\_{t \in \emph{availTasks}}ECT(t,r);$

por

$T \leftarrow \arg\max\_{t \in \emph{availTasks}}ECT(t,r);$

Así, el algoritmo modificado puede verse a continuación: [alg:max-min]

[1] Obtener conjunto de tareas listas, no planificadas, con padres planificados; ; Obtener recursos disponibles para ; Calcular ; ; ; Planificar en ; Remover de *tareas*; Actualizar ;

### Sufragio

El algoritmo Sufragio[[7]](#footnote-7) Maheswaran et al. (1999) es una variación del algoritmo Min-min, el cual considera el valor del sufragio para hacer la planificación. Dicho valor es la diferencia entre el menor tiempo de ejecución para una tarea sobre un conjunto de recursos disponibles y el segundo menor. Se calendariza a la tarea que tenga el valor del sufragio más alto, por el hecho de que las tareas que son muy sensibles a los cambios de los recursos deben ser calendarizadas primero.

[alg:sufferage]

[1] Obtener conjunto de tareas listas, no planificadas, con padres planificados; ; Obtener recursos disponibles para ; Calcular ; ; ; ; ; Planificar en ; Remover de *tareas*; Actualizar ;

### HEFT

El algoritmo HEFT[[8]](#footnote-8) fue propuesto por Topcuoglu et al. Topcuoglu, Hariri, and Wu (2002). Este algoritmo está dividido en dos fases: (1) priorización de tareas y (2) selección de recursos. En la primera fase, para todas las tareas se calcula un valor llamado , que es una estimación del costo de ejecutar una tarea. En la segunda fase, se asigna a cada tarea de la lista un recurso disponible que tenga el tiempo de disponibilidad más corto. Este tiempo se refiere al instante en que un recurso tiene todos los datos necesarios para ejecutar la tarea a planificar.

El algoritmo HEFT utiliza las fórmulas que vamos a describir a continuación:

Sea el tiempo de ejecución de la tarea en el recurso y sea el conjunto de recursos disponibles para ejecutar la tarea . El tiempo de ejecución promedio de la tarea está definido como:

Sea el tiempo de transferencia de datos entre los recursos y que utilizan el canal para transferir los datos. Sea y los conjuntos de recursos disponibles para ejecutar las tareas y , respectivamente. El tiempo promedio de transmisión desde hasta está definido por la siguiente ecuación:

Cabe recordar que en la primera fase del algoritmo HEFT, las tareas son ordenadas de acuerdo a una función de rango. Esta función está definida por partes. Para una tarea de salida , es decir, una tarea que no tiene sucesores que dependan de ella, el valor de rango es determinado por:

Para las tareas que no son tareas de salida, el valor de rango se calcula con la siguiente expresión:

donde es el conjunto de los sucesores inmediatos de la tarea .

[alg:heft]

[1] Calcular *Tiempo de Ejecución Promedio* [ecc:heft1] para cada tarea ; Calcular *Tiempo de Transferencia de Datos Promedio* [ecc:heft2] entre tareas y sus sucesores; Calcular para cada tarea, de acuerdo a [ecc:heft3] y [ecc:heft4]; Ordenar las tareas por , en orden decreciente en una lista ; Remover la primera tarea de ; usando *planificación basada en inserciones* Planificar en ;

### Híbrido

Este algoritmo combina dos heurísticas: primero agrupa las tareas que tengan dependencias entre sí, de tal modo que haya un balance entre el número de grupos y el número de recursos disponibles para la ejecución de las tareas agrupadas. Luego, con los grupos listos, se utiliza un algoritmo de planificación batch para asignar a cada grupo un recurso. Este algoritmo/heurística fue propuesto por Sakellariou et al Sakellariou and Zhao (2004). El algoritmo híbrido utiliza las definiciones de tiempos promedio y función de rango del algoritmo HEFT.

[alg:hybrid]

[1] Calcular *Peso* de cada tarea y arista, de acuerdo a [ecc:heft1] y [ecc:heft2]; Calcular *Rango* para cada tarea, de acuerdo a [ecc:heft3] y [ecc:heft4]; Ordenar las tareas por *Rango*, en orden decreciente en una lista ; Crear un grupo ; Remover la primera tarea de ; ; Crear un grupo ; Agregar a ; ; Planificar tareas en usando un algoritmo *batch*; ;

### TANH

Bajaj et al. Bajaj and Agrawal (2004) proponen un algoritmo basado en dos heurísticas: en la duplicación de tareas y en el agrupamiento de tareas. La primera heurística se basa en que si dos tareas dependen del resultado de una tarea en común y, estas dos tareas se encuentran en recursos diferentes y con un tiempo muerto previo a la ejecución de estas tareas, entonces, se ejecuta de forma redundante la tarea común en los dos recursos diferentes, para que las dos tareas puedan continuar su ejecución de manera independiente y no exista un costo de comunicación de datos entre estos dos recursos. La segunda heurística se refiere a que las tareas con dependencias entre sí se deben ejecutar en los mismos recursos, para que los costos de comunicación de datos sean despreciables.

[1] Calcular *Parámetros* para cada nodo tarea; Agrupar tareas del flujo de trabajo; Reducir el Número de clusters al Número de recursos disponibles; Ejecutar duplicación de tareas;

### GRASP

El procedimiento de búsqueda aleatoria voraz adaptativa (GRASP por sus siglas en inglés) es una heurística que se utiliza para resolver problemas de optimización combinatoria. De manera voraz, se construyen planificaciones que reduzcan del tiempo de ejecución total evaluando cada uno de los sucesores de una tarea dada. Así, el algoritmo escoge las tareas de manera aleatoria cuya variación en el tiempo no pase de un rango dado. El algoritmo termina hasta que se cumple un criterio de terminación, como un tiempo límite. Este algoritmo fue propuesto por Blythe et al. Blythe et al. (2005).

[1] ; ; ; ; **return** ; **return** ; Obtener tareas listas sin asignar; Crear RCL para cada ; Seleccionar recurso *aleatoriamente* para cada de su RCL; ; Actualizar información para futuros RCL; **return** ; Encontar una solución local óptima; **return** ;
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