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The security of online web applications is an important software development concern to assure privacy of users and security of company data. The many weak security tactics used by many developers are a huge problem in our society and economy causing many data leaks of personal information as well as company sensitive information.

The research in this thesis focusses on detecting and predicting specific API security vulnerabilities in online APIs due to software defects in the application-level access control. The number one security problem in online APIs is broken object-level authorization. APIs tend to expose endpoints to key business data and objects, but often forget to put the correct object-level authorization checks in every online operation or function that involves user input. Moreover, developers tend to expose all object properties without considering sensitivity. As such, application-level access control in online API’s is not enforced or not fine-grained enough.

The quality or state of software applications is often measured in terms of code metrics to assess the size, complexity, and maintainability of the software code. Some of the well-known metrics are lines of code, inheritance depth and cyclomatic complexity. In this thesis you will investigate some of the well-known application-level security vulnerabilities in open-source software on GitHub and assess a set of code metrics on the code base. A first step of the research is to analyze which code metrics contribute to the cause of these security problems or at least show a correlation with a specific security flaw, or a certain type of security flaw.

Moreover, todays applications are developed by agile development teams where many people iterate over the same code with different concerns and expertise. Software code artefacts and software components are developed and maintained by many people. In this thesis you will also investigate some of the well-known application-level security flaws in open source software on GitHub and analyze how the development process and development team contributes or correlates with these application-level security vulnerabilities. More specifically you will assess the development process by analyzing the GitHub repository in terms of number of commits, size of commits, size of the development team, number of people contributing to the problematic part of the software code, etc.

The overall research goal of the thesis is to train and employ machine learning techniques to detect problematic situations in the development of online web applications both at the level of the code, as well as at the level of the development team.
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Approach

1. Literature study and state of the art analysis:

* Literature study:
* Obtain a good overview of the scientific state of the art.
* But also explore important references in the basic reading papers.
* Learn about available data sources and data sets.
* Published vulnerabilities
* Published data sets
* Learn about available tools
* Slides from a summer school by Palomba is a good starting point after the basic reading list.
* Explains the process and the key papers

1. Read research proposal on defect prediction using developer profiles to understand the research goal and find a focus.
2. Formulate a focused research question for your thesis
3. Refine the approach

1. Potential practical experiments:

* A practical comparison of static analysis an dynamic analysis tools for access control problems in online APIs.
  + SAST tools: <https://www.appsecsanta.com/sast-tools>
* Build your own data set:
  + Build advanced automated dataset download tool
  + Git-based, developer-centric, and beyond code itself.
* Train your own model
  + And evaluate on accuracy and recall.