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1. Promise

- 콜백 안에 콜백 안에 콜백 …… 인 콜백 지옥을 벗어나기 위해 고안된 문법

- 콜백 함수를 다시 부르겠다고 약속하는 것

- pending(대기 상태)에서 내용이 해결될 시와 거부될 시로 나뉘어서 처리됨

- pending(대기 상태) -> resolve(해결) -> fulfilled(성공)의 과정(resolve(코드…))을 거치면 .then() 의 내용이 실행됨

- pending(대기 상태) -> reject(거부) -> rejected(실패)의 과정(reject(코드…))을 거치면 .catch() 의 내용이 실행됨

- resolve(), reject() 아무 것도 지정해 주지 않으면 영원히 pending 상태가 되어 버림

- .finally()는 resolve이든 reject이든 상관없이 실행됨 (보통 프로미스의 가장 마지막에 연결해 줌)

- promise chaining은 하나의 promise에 계속 then을 잇는 것 (이미 리턴된 promise에 then을 잇는 것은 promise chaining이 아님) -> promise chaining을 통해서 then의 결과를 또 다른 프로미스로 처리할 수 있음

1. async & await

- 분기를 나누기가 어려움, then이 너무 많아져서 가독성이 떨어짐 등 promise의 단점을 보완하기 위해 고안된 문법

- 콜백 함수 앞에 async를 붙이고, 실행이 끝날 때까지 기다릴 프로미스 앞에 await을 붙여줌 (await은 프로미스 앞에만 붙일 수 있고, 보통 함수 앞에 붙이면 아무런 효과가 없음)

- 최근 문법에서는 await 단독으로 사용하기도 하고, await이 async의 밖에도 존재할 수 있음

- try-catch문으로 에러를 잡음 (try{ await () => {…} }catch(error){ … })

- await function1; await function2; … 은 먼저 온 게 처리될 때까지 기다리므로 동기 처리, Promise.all(function1, function2, …) 은 동시에 처리하므로 비동기 처리