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# **1 ЦЕЛЬ РАБОТЫ**

Изучить управление процессами и потоками в *Windows.* Освоить возможности порождения, завершения, изменения приоритета процессов и потоков. Создать оконное приложение, выполняющее чтение, запись данных в файл, отрисовку окна загрузки в разных потоках.

**2 ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

*Win32 API* (*Application Programming Interface*) является мощным инструментом, предоставляемым разработчикам для управления процессами и потоками в операционной системе *Windows*. Процесс в этом контексте представляет собой самостоятельную программу или задачу, каждая из которых обладает собственным адресным пространством и ресурсами, позволяя им функционировать независимо от остальных процессов. Важно отметить, что работа одного процесса не влияет на другие процессы, так что завершение или возникновение ошибок в одном процессе не затрагивает остальные. Операционная система *Windows* эффективно управляет выделением ресурсов для каждого процесса, таких как процессорное время и оперативная память, обеспечивая равномерное распределение ресурсов между активными процессами.

Поток, с другой стороны, является базовой единицей выполнения внутри процесса и играет ключевую роль в многозадачности, позволяя процессам выполнять различные задачи параллельно или асинхронно. Потоки принадлежат конкретному процессу, и каждый процесс как минимум имеет один главный поток, создаваемый при запуске процесса. Дополнительные потоки могут быть созданы внутри процесса для одновременного выполнения различных задач.

Многопоточность (multithreading) в операционной системе *Windows* подразумевает использование нескольких потоков внутри одного процесса для одновременного выполнения разных задач. Многопоточные приложения способствуют увеличению производительности и отзывчивости приложения, позволяя, например, одному потоку обрабатывать пользовательский интерфейс, а другому заниматься фоновыми вычислениями.

Имея в виду *Win32 API*, стоит отметить, что операции ввода и вывода (I/O) играют ключевую роль в разработке приложений, позволяя им взаимодействовать с файлами, устройствами и сетевыми ресурсами. Эти операции I/O предоставляют обширный набор функций и механизмов для эффективной и гибкой работы с данными.

В ходе выполнения данной лабораторной работы использовались следующие инструменты и концепции:

* *CreateThread* предназначена для создания новых потоков внутри процесса и позволяет разработчикам реализовать параллельное выполнение задач в приложениях под операционной системой *Windows*.
* *WaitForSingleObject* позволяет потоку ожидать завершения выполнения другого потока или объекта синхронизации. Она блокирует выполнение текущего потока, пока целевой поток или объект синхронизации не завершат свою работу или не перейдут в состояние, которое удовлетворяет заданным условиям ожидания.

# **3 ПОЛУЧЕННЫЕ РЕЗУЛЬТАТЫ**

Была добавлена функциональность подсчета слов из *Rich Edit* в отдельном потоке. Для начала или окончания работы этого потока, который пересчитывал слова нужно нажать на соответствующие кнопки.

Добавленный интерфейс (рисунок 1).
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Рисунок 1 – Интерфейс меню

Добавленный интерфейс для отображения числа слов(рисунок 2).

![](data:image/png;base64,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)

Рисунок 2 – Интерфейс количества слов

# 

# **ВЫВОДЫ**

В результате выполнения лабораторной работы было изучено управление процессами и потоками в *Windows,* освоены возможности порождения, завершения, изменения приоритета процессов и потоков. Был добавлен функционал по отображению количества слов и подсчету этих слов в отдельном потоке.

# **СПИСОК ИСПОЛЬЗОВАННЫХ ИСТОЧНИКОВ**

1. Управление потоками в *WinAPI* [Электронный ресурс]. – Режим доступа: https://ppt-online.org/799671.
2. Потоки в *Win32* [Электронный ресурс]. – Режим доступа: https://club.shelek.ru/viewart.php?id=71.

# **ПРИЛОЖЕНИЕ А (обязательное) Листинг кода**

Листинг 1 **–** Файл *source.cpp*:

#include <windows.h>

#include <richedit.h>

#include <string>

#include <sstream>

#include <iomanip>

#include <vector>

#include <tchar.h>

#include "Richedit.h"

#include "commctrl.h"

#include <iostream>

#define RICHEDIT\_CLASS L"RICHEDIT50W"

#define IDM\_OPEN 1001

#define IDM\_SAVE 1002

#define IDM\_EXIT 1003

#define IDM\_NEW 1004

#define IDC\_CLOSE\_BUTTON 1005

#define IDM\_SEARCH 1006

#define IDM\_SEARCH\_IN\_SEARCH\_WINDOW 1008

#define IDM\_CHANGE\_THEME 1009

#define IDM\_CHANGE\_FONT 1010

#define IDM\_OPEN\_BINARY 1011

#define IDM\_SAVE\_BINARY 1012

#define IDC\_START\_COUNT 2

#define IDC\_WORD\_LIST 3

#define WM\_UPDATE\_WORD\_COUNT 6

#define IDC\_STOP\_COUNT 5

#define HOTKEY\_ID 1

LRESULT CALLBACK WndProc(HWND hWnd, UINT message, WPARAM wParam, LPARAM lParam);

LRESULT CALLBACK SearchWindowProc(HWND hWnd, UINT message, WPARAM wParam, LPARAM lParam);

static int wordsCount = 0;

static HWND hEdit;

static HWND hSearchEdit = nullptr;

static int searchStartPosition = 0;

static HWND hSearchWindow = nullptr;

HWND g\_hwnd;

HANDLE g\_hFileMapping;

LPVOID g\_pFileData;

DWORD g\_fileSize;

bool g\_bIsWordCountThreadRunning = true;

HANDLE hThread = nullptr;

UINT\_PTR timerId;

void OpenSearchWindow(HWND hWnd)

{

hSearchWindow = CreateWindow(

L"SearchWindowClass",

L"Search Window",

WS\_OVERLAPPEDWINDOW,

CW\_USEDEFAULT, CW\_USEDEFAULT, 400, 200,

nullptr,

nullptr,

GetModuleHandle(nullptr),

nullptr

);

if (hSearchWindow != nullptr)

{

hSearchEdit = CreateWindowEx(

WS\_EX\_CLIENTEDGE,

L"EDIT",

L"",

WS\_CHILD | WS\_VISIBLE | ES\_AUTOHSCROLL,

10, 10, 150, 30,

hSearchWindow,

nullptr,

GetModuleHandle(nullptr),

nullptr

);

HWND hSearchButton = CreateWindow(

L"BUTTON",

L"Search",

WS\_TABSTOP | WS\_VISIBLE | WS\_CHILD | BS\_DEFPUSHBUTTON,

170, 10, 80, 30,

hSearchWindow,

reinterpret\_cast<HMENU>(IDM\_SEARCH\_IN\_SEARCH\_WINDOW),

GetModuleHandle(nullptr),

nullptr

);

if (hSearchEdit == nullptr || hSearchButton == nullptr)

{

MessageBox(hWnd, L"Не удалось создать элементы для поиска.", L"Ошибка", MB\_OK | MB\_ICONERROR);

DestroyWindow(hSearchWindow);

}

ShowWindow(hSearchWindow, SW\_SHOWNORMAL);

}

else

{

MessageBox(hWnd, L"Не удалось создать окно поиска.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

}

DWORD WINAPI WordCountThread(LPVOID lpParam) {

while (g\_bIsWordCountThreadRunning) {

int textLength = GetWindowTextLength(hEdit);

if (textLength > 0) {

std::wstring text;

text.resize(textLength + 1);

GetWindowText(hEdit, &text[0], textLength + 1);

int wordCount = 0;

bool inWord = false;

for (wchar\_t c : text) {

if (iswspace(c)) {

inWord = false;

}

else {

if (!inWord) {

wordCount++;

inWord = true;

}

}

}

wordsCount = wordCount;

}

Sleep(1000);

}

return 0;

}

void OnHotkey(HWND hWnd, WPARAM wParam, LPARAM lParam)

{

if (wParam == HOTKEY\_ID)

{

OpenSearchWindow(hWnd);

}

}

void OpenColorDialog()

{

CHOOSECOLOR cc = { sizeof(CHOOSECOLOR) };

static COLORREF custColors[16] = { 0 };

cc.rgbResult = RGB(255, 255, 255);

cc.lpCustColors = custColors;

cc.Flags = CC\_FULLOPEN | CC\_RGBINIT;

if (ChooseColor(&cc))

{

SendMessage(hEdit, EM\_SETBKGNDCOLOR, FALSE, cc.rgbResult);

}

}

int WINAPI WinMain(HINSTANCE hInstance, HINSTANCE hPrevInstance, PSTR lpCmdLine, int nCmdShow)

{

if (!RegisterHotKey(NULL, HOTKEY\_ID, MOD\_CONTROL, 'F'))

{

MessageBox(NULL, L"Не удалось зарегистрировать горячую клавишу!", L"Error", MB\_ICONERROR | MB\_OK);

return 1;

}

HWND hWnd{};

MSG msg{};

WNDCLASS wc{ sizeof(WNDCLASS) };

wc.lpfnWndProc = WndProc;

wc.hInstance = hInstance;

wc.cbClsExtra = 0;

wc.cbWndExtra = 0;

wc.hbrBackground = reinterpret\_cast<HBRUSH>(GetStockObject(LTGRAY\_BRUSH));

wc.hCursor = LoadCursor(nullptr, IDC\_ARROW);

wc.hIcon = LoadIcon(nullptr, IDI\_APPLICATION);

wc.hInstance = hInstance;

wc.lpszClassName = L"LAB1!";

wc.lpszMenuName = nullptr;

wc.style = CS\_VREDRAW | CS\_HREDRAW;

WNDCLASS wcSearchWindow{ sizeof(WNDCLASS) };

wcSearchWindow.lpfnWndProc = SearchWindowProc;

wcSearchWindow.hInstance = hInstance;

wcSearchWindow.hbrBackground = reinterpret\_cast<HBRUSH>(GetStockObject(LTGRAY\_BRUSH));

wcSearchWindow.lpszClassName = L"SearchWindowClass";

if (!RegisterClass(&wcSearchWindow) || !RegisterClassW(&wc)) {

return EXIT\_FAILURE;

}

if (hWnd = CreateWindow(wc.lpszClassName, L"LAB1", WS\_OVERLAPPEDWINDOW | WS\_CLIPCHILDREN, CW\_USEDEFAULT, CW\_USEDEFAULT, 800, 600, nullptr, nullptr, wc.hInstance, nullptr)) {

HMENU hMenu = CreateMenu();

HMENU hFileMenu = CreateMenu();

AppendMenu(hMenu, MF\_POPUP, (UINT\_PTR)hFileMenu, L"Файл");

AppendMenu(hFileMenu, MF\_STRING, IDM\_OPEN, L"Открыть");

AppendMenu(hFileMenu, MF\_STRING, IDM\_SAVE, L"Сохранить");

AppendMenu(hFileMenu, MF\_STRING, IDM\_OPEN\_BINARY, L"Открыть бинарный файл");

AppendMenu(hFileMenu, MF\_STRING, IDM\_SAVE\_BINARY, L"Сохранить бинарный файл");

AppendMenu(hFileMenu, MF\_STRING, IDC\_START\_COUNT, L"Начать счетчик");

AppendMenu(hFileMenu, MF\_STRING, IDC\_STOP\_COUNT, L"Закончить счетчик");

AppendMenu(hFileMenu, MF\_SEPARATOR, 0, NULL);

AppendMenu(hFileMenu, MF\_STRING, IDM\_EXIT, L"Выход");

AppendMenu(hFileMenu, MF\_SEPARATOR, 0, NULL);

AppendMenu(hFileMenu, MF\_STRING, IDM\_NEW, L"Новый");

AppendMenu(hFileMenu, MF\_SEPARATOR, 0, NULL);

AppendMenu(hFileMenu, MF\_STRING, IDM\_CHANGE\_THEME, L"Поменять тему");

AppendMenu(hFileMenu, MF\_STRING, IDM\_CHANGE\_FONT, L"Изменить шрифт");

AppendMenu(hMenu, MF\_STRING, IDM\_SEARCH, L"Поиск");

SetMenu(hWnd, hMenu);

ShowWindow(hWnd, nCmdShow);

UpdateWindow(hWnd);

while (GetMessage(&msg, nullptr, 0, 0)) {

TranslateMessage(&msg);

DispatchMessage(&msg);

if (msg.message == WM\_HOTKEY)

{

OnHotkey(msg.hwnd, msg.wParam, msg.lParam);

}

}

}

return EXIT\_SUCCESS;

}

LRESULT CALLBACK SearchWindowProc(HWND hWnd, UINT message, WPARAM wParam, LPARAM lParam)

{

switch (message)

{

case WM\_COMMAND:

switch (LOWORD(wParam))

{

case IDM\_SEARCH\_IN\_SEARCH\_WINDOW:

{

int searchQueryLength = GetWindowTextLength(hSearchEdit);

if (searchQueryLength == 0)

{

MessageBox(hWnd, L"Введите текст.", L"Error", MB\_OK | MB\_ICONERROR);

return 0;

}

wchar\_t\* searchQuery = new wchar\_t[searchQueryLength + 1];

GetWindowText(hSearchEdit, searchQuery, searchQueryLength + 1);

int mainEditLength = GetWindowTextLength(hEdit);

wchar\_t\* mainEditText = new wchar\_t[mainEditLength + 1];

GetWindowText(hEdit, mainEditText, mainEditLength + 1);

wchar\_t\* found = wcsstr(mainEditText + searchStartPosition, searchQuery);

if (found != nullptr)

{

int foundPos = found - mainEditText;

SendMessage(hEdit, EM\_SETSEL, foundPos, foundPos + searchQueryLength);

CHARFORMAT2 cf;

cf.cbSize = sizeof(cf);

cf.dwMask = CFM\_BACKCOLOR;

cf.crBackColor = RGB(255, 255, 0);

SendMessage(hEdit, EM\_SETCHARFORMAT, SCF\_SELECTION, (LPARAM)&cf);

searchStartPosition = foundPos + searchQueryLength;

}

else

{

searchStartPosition = 0;

MessageBox(hWnd, L"No more matches found.", L"Search Complete", MB\_OK | MB\_ICONINFORMATION);

}

delete[] searchQuery;

delete[] mainEditText;

}

break;

case WM\_CLOSE:

if (hWnd == hSearchWindow)

DestroyWindow(hWnd);

break;

}

break;

case WM\_DESTROY:

if (hWnd == hSearchWindow)

hSearchWindow = nullptr;

break;

default:

return DefWindowProc(hWnd, message, wParam, lParam);

}

return 0;

}

void ResizeEditControl(HWND hWnd, HWND hEdit)

{

RECT clientRect;

GetClientRect(hWnd, &clientRect);

SetWindowPos(hEdit, nullptr, 0, 0, clientRect.right, clientRect.bottom, SWP\_NOZORDER);

}

void OpenBinaryFile(LPCTSTR filePath) {

if (g\_pFileData != NULL) {

UnmapViewOfFile(g\_pFileData);

g\_pFileData = NULL;

}

if (g\_hFileMapping != NULL) {

CloseHandle(g\_hFileMapping);

g\_hFileMapping = NULL;

}

HANDLE hFile = CreateFile(filePath, GENERIC\_READ | GENERIC\_WRITE, 0, NULL, OPEN\_EXISTING, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (hFile == INVALID\_HANDLE\_VALUE) {

MessageBox(g\_hwnd, \_T("Failed to open the file"), \_T("Error"), MB\_ICONERROR);

return;

}

g\_fileSize = GetFileSize(hFile, NULL);

g\_hFileMapping = CreateFileMapping(hFile, NULL, PAGE\_READWRITE, 0, g\_fileSize, NULL);

if (g\_hFileMapping == NULL) {

MessageBox(g\_hwnd, \_T("Failed to create file mapping"), \_T("Error"), MB\_ICONERROR);

CloseHandle(hFile);

return;

}

g\_pFileData = MapViewOfFile(g\_hFileMapping, FILE\_MAP\_READ | FILE\_MAP\_WRITE, 0, 0, g\_fileSize);

if (g\_pFileData == NULL) {

MessageBox(g\_hwnd, \_T("Failed to map the file into memory"), \_T("Error"), MB\_ICONERROR);

CloseHandle(g\_hFileMapping);

g\_hFileMapping = NULL;

CloseHandle(hFile);

return;

}

}

LPCWSTR AsciiToHex(const WCHAR\* asciiString) {

std::wstringstream resultStream;

for (size\_t i = 0; i < wcslen(asciiString); ++i) {

int asciiValue = static\_cast<int>(asciiString[i]);

resultStream << std::hex << std::setw(2) << std::setfill(L'0') << asciiValue;

if (i < wcslen(asciiString) - 1) {

resultStream << L' ';

}

}

std::wstring result = resultStream.str();

LPCWSTR resultStr = \_wcsdup(result.c\_str());

return resultStr;

}

void StopWordCountThread() {

g\_bIsWordCountThreadRunning = false;

if (hThread != nullptr) {

WaitForSingleObject(hThread, INFINITE);

CloseHandle(hThread);

hThread = nullptr;

}

}

LPCWSTR HexToAsciiString(const WCHAR\* hexString) {

std::wstringstream resultStream;

std::wistringstream hexStream(hexString);

std::wstring hexByte;

while (hexStream >> hexByte) {

int number = 0;

std::wstringstream hexConverter;

hexConverter << std::hex << hexByte;

hexConverter >> number;

WCHAR asciiChar = static\_cast<WCHAR>(number);

resultStream << asciiChar;

}

std::wstring result = resultStream.str();

LPCWSTR resultStr = \_wcsdup(result.c\_str());

return resultStr;

}

void SaveHexToFile(LPCTSTR filePath, const std::wstring& hexString) {

if (g\_hFileMapping != NULL) {

CloseHandle(g\_hFileMapping);

g\_hFileMapping = NULL;

HANDLE hFile = CreateFile(filePath, GENERIC\_WRITE, 0, NULL, CREATE\_ALWAYS, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (hFile != INVALID\_HANDLE\_VALUE) {

DWORD bytesWritten;

WriteFile(hFile, hexString.c\_str(), static\_cast<DWORD>(hexString.size() \* sizeof(WCHAR)), &bytesWritten, NULL);

CloseHandle(hFile);

}

}

}

LRESULT CALLBACK WndProc(HWND hWnd, UINT message, WPARAM wParam, LPARAM lParam)

{

static wchar\_t currentFileName[MAX\_PATH] = L"";

HWND hButtonContainer = nullptr;

HWND hStartWordCountButton = nullptr;

switch (message)

{

case WM\_CREATE:

{

LoadLibrary(TEXT("Msftedit.dll"));

hEdit = CreateWindowEx(

WS\_EX\_CLIENTEDGE,

RICHEDIT\_CLASS,

L"",

WS\_CHILD | WS\_VISIBLE | WS\_VSCROLL | WS\_HSCROLL | ES\_MULTILINE | ES\_AUTOVSCROLL | ES\_AUTOHSCROLL | ES\_NOHIDESEL,

0, 0, 800, 500,

hWnd,

nullptr,

GetModuleHandle(nullptr),

nullptr

);

if (hEdit == nullptr)

{

MessageBox(hWnd, L"Не удалось создать элемент управления Edit.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

timerId = SetTimer(hWnd, 1, 1000, nullptr);

break;

}

case WM\_TIMER:

if (wParam == 1) {

std::wstring titleText = L"Количество слов: " + std::to\_wstring(wordsCount);

SetWindowText(hWnd, titleText.c\_str());

}

break;

case WM\_COMMAND:

switch (LOWORD(wParam))

{

case IDM\_CHANGE\_THEME:

OpenColorDialog();

break;

case IDM\_CHANGE\_FONT:

{

CHOOSEFONT cf = { sizeof(CHOOSEFONT) };

LOGFONT lf = { 0 };

cf.hwndOwner = hWnd;

cf.lpLogFont = &lf;

cf.Flags = CF\_SCREENFONTS | CF\_EFFECTS | CF\_INITTOLOGFONTSTRUCT;

if (ChooseFont(&cf))

{

HFONT hFont = CreateFontIndirect(&lf);

SendMessage(hEdit, WM\_SETFONT, (WPARAM)hFont, TRUE);

}

break;

}

case IDM\_OPEN:

{

OPENFILENAME ofn;

wchar\_t szFile[MAX\_PATH] = L"";

ZeroMemory(&ofn, sizeof(ofn));

ofn.lStructSize = sizeof(ofn);

ofn.hwndOwner = hWnd;

ofn.lpstrFilter = L"C++ файлы (\*.cpp;\*.txt)\0\*.cpp;\*.txt\0Все файлы (\*.\*)\0\*.\*\0";

ofn.lpstrFile = szFile;

ofn.nMaxFile = MAX\_PATH;

ofn.Flags = OFN\_FILEMUSTEXIST | OFN\_PATHMUSTEXIST;

if (GetOpenFileName(&ofn))

{

wcscpy\_s(currentFileName, MAX\_PATH, ofn.lpstrFile);

HANDLE hFile = CreateFile(ofn.lpstrFile, GENERIC\_READ, FILE\_SHARE\_READ, NULL, OPEN\_EXISTING, 0, NULL);

if (hFile != INVALID\_HANDLE\_VALUE)

{

DWORD dwFileSize = GetFileSize(hFile, NULL);

wchar\_t\* fileContent = (wchar\_t\*)malloc((dwFileSize + 1) \* sizeof(wchar\_t));

if (fileContent)

{

DWORD bytesRead;

ReadFile(hFile, fileContent, dwFileSize \* sizeof(wchar\_t), &bytesRead, NULL);

fileContent[dwFileSize / sizeof(wchar\_t)] = L'\0';

SetWindowText(hEdit, fileContent);

free(fileContent);

}

else

{

MessageBox(hWnd, L"Не удалось выделить память для содержимого файла.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

CloseHandle(hFile);

}

else

{

MessageBox(hWnd, L"Не удалось открыть выбранный файл.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

}

break;

}

case IDM\_SAVE:

{

HANDLE hFile = INVALID\_HANDLE\_VALUE;

if (currentFileName[0] != L'\0')

{

hFile = CreateFile(currentFileName, GENERIC\_WRITE, 0, NULL, CREATE\_ALWAYS, FILE\_ATTRIBUTE\_NORMAL, NULL);

}

if (hFile == INVALID\_HANDLE\_VALUE)

{

OPENFILENAME ofn;

wchar\_t szFile[MAX\_PATH] = L"";

ZeroMemory(&ofn, sizeof(ofn));

ofn.lStructSize = sizeof(ofn);

ofn.hwndOwner = hWnd;

ofn.lpstrFilter = L"C++ files (\*.cpp;\*.txt)\0\*.cpp;\*.txt\0All files (\*.\*)\0\*.\*\0";

ofn.lpstrFile = szFile;

ofn.nMaxFile = MAX\_PATH;

ofn.Flags = OFN\_OVERWRITEPROMPT;

if (GetSaveFileName(&ofn))

{

hFile = CreateFile(ofn.lpstrFile, GENERIC\_WRITE, 0, NULL, CREATE\_ALWAYS, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (hFile != INVALID\_HANDLE\_VALUE)

{

wcscpy\_s(currentFileName, MAX\_PATH, ofn.lpstrFile);

}

else

{

MessageBox(hWnd, L"Не удалось создать выбранный файл.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

}

}

if (hFile != INVALID\_HANDLE\_VALUE)

{

int textLength = GetWindowTextLength(hEdit);

wchar\_t\* textBuffer = (wchar\_t\*)malloc((textLength + 1) \* sizeof(wchar\_t));

if (textBuffer)

{

GetWindowText(hEdit, textBuffer, textLength + 1);

DWORD bytesWritten;

WriteFile(hFile, textBuffer, textLength \* sizeof(wchar\_t), &bytesWritten, NULL);

free(textBuffer);

CloseHandle(hFile);

}

else

{

MessageBox(hWnd, L"Не удалось выделить память для текста.", L"Ошибка", MB\_OK | MB\_ICONERROR);

CloseHandle(hFile);

}

}

break;

}

case IDM\_NEW:

{

if (MessageBox(hWnd, L"Вы уверены, что хотите создать новый документ? Все несохраненные изменения будут потеряны.", L"Подтвердите действие", MB\_YESNO | MB\_ICONQUESTION) == IDYES)

{

SetWindowText(hEdit, L"");

currentFileName[0] = L'\0';

}

break;

}

case IDM\_OPEN\_BINARY: {

OPENFILENAME ofn = { 0 };

TCHAR filePath[MAX\_PATH] = { 0 };

ofn.lStructSize = sizeof(OPENFILENAME);

ofn.hwndOwner = hWnd;

ofn.lpstrFile = filePath;

ofn.nMaxFile = MAX\_PATH;

ofn.Flags = OFN\_FILEMUSTEXIST | OFN\_PATHMUSTEXIST;

if (GetOpenFileName(&ofn)) {

OpenBinaryFile(filePath);

int requiredBufferSize = MultiByteToWideChar(CP\_UTF8, 0, (LPCCH)g\_pFileData, -1, NULL, 0);

if (requiredBufferSize > 0) {

WCHAR\* utf16Text = new WCHAR[requiredBufferSize];

MultiByteToWideChar(CP\_UTF8, 0, (LPCCH)g\_pFileData, -1, utf16Text, requiredBufferSize);

LPCWSTR text = HexToAsciiString(utf16Text);

SetWindowText(hEdit, text);

delete[] utf16Text;

}

lstrcpy(currentFileName, filePath);

}

break;

}

case IDM\_SAVE\_BINARY: {

if (g\_hFileMapping != NULL) {

OPENFILENAME ofn = { 0 };

ofn.lStructSize = sizeof(OPENFILENAME);

ofn.hwndOwner = hWnd;

ofn.lpstrFile = currentFileName;

ofn.nMaxFile = MAX\_PATH;

ofn.Flags = OFN\_OVERWRITEPROMPT;

ofn.lpstrFilter = L"Binary Files\0\*.bin\0All Files\0\*.\*\0";

ofn.lpstrDefExt = L"bin";

if (GetSaveFileName(&ofn)) {

int textLength = GetWindowTextLength(hEdit);

std::wstring text;

if (textLength > 0) {

text.resize(textLength);

GetWindowText(hEdit, &text[0], textLength + 1);

}

std::wstring hexString = AsciiToHex(text.c\_str());

SaveHexToFile(currentFileName, hexString);

}

}

break;

}

case IDM\_SEARCH:

OpenSearchWindow(hWnd);

break;

case IDC\_START\_COUNT: {

hThread = CreateThread(nullptr, 0, WordCountThread, nullptr, 0, nullptr);

if (hThread == nullptr) {

MessageBox(hWnd, L"Не удалось запустить поток.", L"Ошибка", MB\_OK | MB\_ICONERROR);

}

break;

}

case IDC\_STOP\_COUNT: {

StopWordCountThread();

break;

}

case WM\_CLOSE: {

if (hThread != nullptr) {

TerminateThread(hThread, 0);

CloseHandle(hThread);

}

DestroyWindow(hWnd);

break;

}

case IDM\_EXIT:

PostQuitMessage(0);

break;

}

break;

case WM\_DESTROY:

PostQuitMessage(0);

break;

default:

return DefWindowProc(hWnd, message, wParam, lParam);

}

return 0;

}