![Vaizdo rezultatas pagal užklausą „vilniaus universitetas logo“](data:image/png;base64,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)Vilniaus Universitetas

Žaidimas „Kryžiukai-nuliukai“

Papildoma užduotis

Darbą atliko:

Dovydas Martinkus

Duomenų Mokslas 4 kursas 1gr.

Vilnius, 2022

**Turinys**

[1 Tikslas ir uždaviniai 3](#_Toc115968543)

[2 Užduoties ataskaita 4](#_Toc115968544)

[3 Išvados 9](#_Toc115968545)

# Tikslas ir uždaviniai

Tikslas: sukurti programą, įgyvendinančią žaidimą „Kryžiukai-nuliukai“, taikant daugiasluoksnį tiesioginio sklidimo neuroninį tinklą.

Žaidimo taisyklės. Dviem žaidėjams skirtas žaidimas. Žaidimo laukas: 9 langelių (3×3) lentelė. Vienas žaidėjas lentelės langelius žymi X (kryžiukais), antrasis – 0 (nuliukais). Žaidėjai eina paeiliui. Laimi tas, kuris pirmas užpildo pilną eilutę, stulpelį ar įstrižainę savo ženklais.

Uždaviniai:

Sukurti programą, įgyvendinančią žaidimą „Kryžiukai-nuliukai“.

Nustatyti daugiasluoksnio neuroninio tinklo architektūrą, tinklo parametrus.

Paruošti duomenis tinklo mokymui.

Sukurti neuroninio tinklo apmokymo strategiją.

# Užduoties ataskaita

Užduotis atlikta naudojant programavimo kalbą „Python“. Naudota „TensorFlow“ biblioteka, patogumo dėlei pasitelkiant „Keras“ API.

Norint sudaryti mokymo duomenis pasirinkta generuoti atsitiktines žaidimo partijas. Mokymo duomenis sudaro atsitiktinai pasirinktos sugeneruotų žaidimo partijų stadijos (nuo 1 iki 9 ėjimo arba kažkurio iš žaidėjų pergalės), tuo tarpu duomenų žymas – galutinis generuotos partijos rezultatas („X“ pergalė, „0“ pergalė arba lygiosios). Tiek duomenims, tiek duomenų žymoms naudotas užkodavimas pseudokintamaisiais (one-hot encoding):

**import** tensorflow **as** tf

**from** tensorflow.keras **import** layers

**import** matplotlib.pyplot **as** plt

**import** numpy **as** np

*# sudaro vieną partiją atsitiktinai prisirdamas ėjimus*

**def** one\_random\_game():

board **=** np**.**zeros((9,3,3))

coin\_toss **=** np**.**random**.**choice([**-**1,1])

current\_player **=** coin\_toss

**for** turn **in** range(0,9):

**if** turn **>** 0:

board[turn,:,:] **=** board[turn**-**1,:,:]

current\_player **=** current\_player **\*** **-**1

**while** **True**:

choice **=** np**.**random**.**randint(0, 9)

**if** board[turn,choice **//** 3, choice **%** 3] **==** 0:

board[turn,choice **//** 3, choice **%** 3] **=** current\_player

**break**

**return** board

*# tikrina ar yra laimėtojas*

**def** check\_winner(boards):

**for** j,i **in** enumerate(boards):

results **=** np**.**concatenate((

np**.**array([np**.**sum(np**.**diagonal(i))]),

np**.**array([np**.**sum(np**.**diagonal(np**.**fliplr(i)))]),

np**.**sum(i,1),

np**.**sum(i,0)))

**if** np**.**any(np**.**isin(results,3)):

**return** 1, j

**elif** np**.**any(np**.**isin(results,**-**3)):

**return** **-**1, j

**return** 0, 8

*# simuliuoja n atsitiktinių partijų*

**def** simulate\_games(n):

boards **=** []

winners **=** []

**for** i **in** range(0,n):

board **=** one\_random\_game()

winner, n\_boards **=** check\_winner(board)

boards**.**append(board[0:n\_boards**+**1,:,:])

winners**.**append(winner)

**return** boards, winners

*# paruošiami mokymo duomenys*

**from** sklearn.model\_selection **import** train\_test\_split

**from** sklearn.preprocessing **import** OneHotEncoder, LabelEncoder

onehotencoder\_X **=** OneHotEncoder()

onehotencoder\_y **=** OneHotEncoder()

onehotencoder\_y**.**fit(np**.**array([**-**1,0,1])**.**reshape(**-**1,1))

**def** create\_data(n):

boards, winners **=** simulate\_games(n)

X **=** []

**for** board **in** boards:

X**.**append(board[np**.**random**.**randint(0, board**.**shape[0])]**.**flatten())

*# one-hot formatas rezultatui*

y **=** onehotencoder\_y**.**transform(np**.**array(winners)**.**reshape(**-**1,1))**.**toarray()

X\_train, X\_test, y\_train, y\_test **=** train\_test\_split(X,y,train\_size**=**0.8,test\_size**=**0.2)

*# one-hot formatas lentos būsenai*

X\_train **=** onehotencoder\_X**.**fit\_transform(X\_train)**.**toarray()

X\_test **=** onehotencoder\_X**.**transform(X\_test)**.**toarray()

X\_train **=** np**.**delete(X\_train, [0,3,6,9,12,15,18,21,24], axis**=**1)

X\_test **=** np**.**delete(X\_test, [0,3,6,9,12,15,18,21,24], axis**=**1)

**return** X\_train, X\_test, y\_train, y\_test

X\_train, X\_test, y\_train, y\_test **=** create\_data(10000)

Sudarytas tiesioginio sklidimo neuroninį tinklas naudoja du pilnai sujungtus sluoksnius su ReLu aktyvacijos funkcijomis (kuriuos sudaro atitinkamai 128 ir 64 sluoksniai). Klasės prognozei gauti naudojamas tris neuronus turintis sluoksnis su softmax aktyvacijos funkcija. Kaip matome 1 pav. po 15 mokymo epochų modelis pasiekia 70% tikslumą mokymo aibėje (tiesa, dėl mokymo duomenų specifikos tai apskritai nėra geras modelio „įgūdžių“ įvertinimas, nes priklausomai nuo jam pateikto pavyzdžio, modeliui gali tekti spėti žaidimo rezultatą tik iš pradinių žaidėjų ėjimų).

inputs **=** tf**.**keras**.**Input(shape**=**(18,))

x **=** layers**.**Dense(units**=**128, kernel\_initializer**=**'uniform', activation**=**'relu')(inputs)

x **=** layers**.**Dense(units**=**64, kernel\_initializer**=**'uniform', activation**=**'relu')(x)

output **=** layers**.**Dense(units**=**3, activation**=**'softmax')(x)

model **=** tf**.**keras**.**Model(inputs, output)

model**.**compile(optimizer**=**'adam', loss**=**'categorical\_crossentropy', metrics**=**['accuracy'])

history **=** model**.**fit(X\_train,y\_train, batch\_size**=**10, epochs**=**15)

![](data:image/png;base64,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)

1 pav. Mokymo tikslumas pagal epochą

Apmokytas modelis panaudotas implementuoti „kryžiukų-nuliukų“ žaidimą. Modelio ėjimo metu patikrinami visi galimi ėjimai ir pasirenkamas tas, kuriam apmokytas modelis grąžina didžiausia savo laimėjimo tikimybę:

**def** next\_moves(current\_board):

n\_possible\_moves **=** np**.**where(current\_board**==**0)[0]**.**shape[0]

possible\_moves **=** np**.**repeat(np**.**reshape(current\_board,(1,3,3)),n\_possible\_moves,axis**=**0)

model\_format **=** np**.**zeros((n\_possible\_moves,9))

**for** i **in** range(len(possible\_moves)):

possible\_moves[i,np**.**where(current\_board**==**0)[0][i],np**.**where(current\_board**==**0)[1][i]] **=** **-**1

model\_format[i,:] **=** possible\_moves[i,:,:]**.**flatten()

**return** possible\_moves, model\_format

*# atspausdina tuo metu esančią lentą su 'X' ir 'O'*

**def** print\_board(board):

board\_print **=** np**.**empty\_like(board,str)

board\_print[board **==** 1] **=** 'X'

board\_print[board **==** **-**1] **=** 'O'

print(board\_print)

*# skirta žaisti su apmokytu modeliu*

**def** play(model, verbose **=** **True**):

board **=** np**.**zeros((3,3))

coin\_toss **=** np**.**random**.**choice([**-**1,1])

current\_player **=** coin\_toss

**for** i **in** range(0,9):

current\_player **=** current\_player **\*** **-**1

**if** verbose:

print\_board(board)

winner, \_ **=** check\_winner(board**.**reshape(1,3,3))

**if** winner **==** 1:

print("\nJūs laimėjote")

**return** 1

**elif** winner **==** **-**1:

print("\nJūs pralaimėjote")

**return** **-**1

**if** current\_player **==** 1:

**while** **True**:

row **=** int(input('Pasirinkite eilutę\n'))

column **=** int(input('Pasirinkite stulpelį\n'))

**if** board[row,column] **!=** 0:

print("Negalima, pasirinkite iš naujo!\n")

**else**:

board[row,column] **=** 1

**break**

**else**:

possible\_moves, model\_format **=** next\_moves(board)

model\_format **=** onehotencoder\_X**.**transform(model\_format)**.**toarray()

model\_format **=** np**.**delete(model\_format, [0,3,6,9,12,15,18,21,24], axis**=**1)

board **=** possible\_moves[np**.**argmax(model**.**predict(model\_format)[:,0])]

**if** i **==** 8:

print("\nLygiosios")

**return** 0

Norint tiksliau patikrinti apmokyto modelio „įgūdžius“ pasirinkta paleisti jį žaisti prieš atsitiktinai langelius pasirenkantį (zero-skill) modelį. Gauti rezultatai parodė, kad apmokytas modelis laimėjo 93% partijų ir lygiosiomis sužaidė 1%.

*# skirta žaisti su apmokytu modeliu*

**def** play\_random(model):

board **=** np**.**zeros((3,3))

coin\_toss **=** np**.**random**.**choice([**-**1,1])

current\_player **=** coin\_toss

**for** i **in** range(0,9):

current\_player **=** current\_player **\*** **-**1

winner, \_ **=** check\_winner(board**.**reshape(1,3,3))

**if** winner **==** 1:

**return** 1

**elif** winner **==** **-**1:

**return** **-**1

**if** current\_player **==** 1:

**while** **True**:

choice **=** np**.**random**.**randint(0, 9)

**if** board[choice **//** 3, choice **%** 3] **==** 0:

board[choice **//** 3, choice **%** 3] **=** 1

**break**

**else**:

possible\_moves, model\_format **=** next\_moves(board)

model\_format **=** onehotencoder\_X**.**transform(model\_format)**.**toarray()

model\_format **=** np**.**delete(model\_format, [0,3,6,9,12,15,18,21,24], axis**=**1)

board **=** possible\_moves[np**.**argmax(model**.**predict(model\_format)[:,0])]

**if** i **==** 8:

**return** 0

**def** play\_n(n):

winners **=** []

**for** i **in** range(n):

winners**.**append(play\_random(model))

print("Modelis laimėjo " **+** str(np**.**sum(np**.**array(winners)**==-**1)**/**n**\***100) **+** "%")

print("Lygiosios " **+** str(np**.**sum(np**.**array(winners)**==**0)**/**n**\***100) **+** "%")

play\_n(100)

Modelis laimėjo 93.0%

Lygiosios 1.0%

# Išvados

Naudojant atsitiktinai sugeneruotų partijų modelio mokymo strategiją sudarytas tiesioginio sklidimo dirbtinis neuroninis tinklas. Modeliui pateikti atsitiktinai sugeneruotų „kryžiukų-nuliukų“ partijų atsitiktiniai etapai, kartu su žaidėjo, kuris galiausiai laimėjo partiją, žyma.

Neuroniniame tinkle panaudoti du pilnai sujungti sluoksniai su ReLu aktyvacijos funkcijomis (kuriuos sudarė atitinkamai 128 ir 64 neuronai). Klasei prognozuoti naudotas tris neuronus turintis sluoksnis su softmax aktyvacijos funkcija.

Gauti rezultatai parodė, kad apmokytas modelis laimėjo 93% partijų ir lygiosiomis sužaidė 1% žaisdamas prieš atsitiktinai langelius pasirenkantį modelį.