# Tutorial #2 Sequence AND Compilation Process

**Tasks set in tutorials should be finished in your own time!**

**Note – copying and pasting code from Word doesn’t always work as Word uses lots of odd special characters you cannot see, but the compiler can see them! If you start getting strange errors after pasting in code from Word, delete it and try writing it in by hand.**

## Compilation Process

Although C++ programs may appear complex they are written in a human-readable form (with a well-defined syntax). Before a computer can execute such programs, the C++ code must be translated into machine code, something the computer can understand.

This process involves a few stages:

* **Pre-processing**: The **pre-processor** filters the C++ source code before it is compiled. It processes include-files, conditional compilation instructions and expands macros. Pre-processor directives begin with hash sign (#).
* **Compiling**: The **compiler** takes the output of the pre-processor and checks that the source code is grammatically correct (follows the rules of C++) and makes (some) sense. If the compilation is successful it generates assembly code. The assembler then takes this assembly code and produces the equivalent machine code, also known as object code.
* **Linking**: In the last stage the **linker** takes the object code (from one or more object files) and combine them to create the executable code.

Errors can occur at various stages of this process,. They are categorised as compiler, linking, logical or runtime errors depending on the nature of the problem.

1. Put the following program in a new Visual Studio project, let’s say **FoP Project Age**.
2. Store the following source code in a new source file, let’s say **Tut02\_CalculateAge.cpp**..

#include <iostream>

using namespace std;

int main()

{

int birthYear;

cout << "Enter your birth year: ";

cin >> birthYear;

cout << "This year you are (or will be) " << 1901 - birthYear << endl;

system("pause");

return 0;

}

1. Your tutor will show you how to look at some of the files created by the system during the compilation process, there’s a bug in the code above:

* assembly code by right-clicking in the **Editor** pane before the break point for that source file and select "**Go to Disassembly**" option
* object code in the object file called **calculateAge.obj** file stored in the **Debug** folder
* executable code in the **FopProjectAge.exe** executable file stored in the **Debug** folder.

## ERRORS

**Compiler Messages (Warnings and Errors)**

When the compiler is compiling code (i.e., converting it into instructions the machine understands), it will report problems that it finds in the code. A compilation error message often helps programmers debugging the source code for possible errors.

* **Compiler Warnings** - A compiler warning (labelled warning) indicates something in the code is probably not quite right, but not something that will prevent the code from being compiled. Always remember to fix the warnings (even if they don't stop compilation they often lead to other problems that will not be so easy to find).
* **Compiler Errors** - A compiler error indicates misuse of the programming language (syntax) (e.g., missing bracket, wrong operator, misspelt identifier, etc.). The compiler has identified something wrong that must be fixed before the code can be compiled.

Compiler messages usually list the file and line number where it has detected a problem. However, most often errors occur before that point. Also, note that some compilers may choose to call something an error while others may just call it a warning or not complain at all.

Compiler errors prevent the program from being compiled (no **.obj** generated).

**Linker Errors**

Linking is when all the compiled pieces of a program and the libraries it uses (e.g., for cin) are put together from obj files to form an executable. A linker error means that although the code can compile, some function or library that is needed cannot be found. It may be that the library that contain that function has not been included in the code, but most often it’s the name of the function that is simply misspelt or the signature of the function definition, declaration or call do not match each other.

Linking errors prevent an executable from being generated (no **.exe** generated).

**Run-Time Errors**

Run-time errors only occur when a program is executed (and thus, the program must have compiled and linked without errors). There are two main types of run-time errors:

* **Fatal Errors** - A fatal error crashes the executable (e.g., the program divided by zero, the program tries to access memory that your program is not allowed to use or that doesn't exist in the computer, often occur due to improper use of arrays or pointers).
* **Logic Errors** - A logic error simply stops the program from working as expected (e.g., a variable has not been initialised properly, an infinite loop is created because a variable(s) used in the condition of that loop is not updated properly).

To help find the cause of a run-time error it is recommended to narrow down the location of the error and circumstances in which it occurs and to get more information about what is happening in the program (design and execution). This can be done with or without a debugging utility, but it requires a methodical approach to programming.

1. For each of the following simple programs, find the errors produced, identify their type (compiler, linking, logical or runtime error), explain and fix them.

int main()

{

srand(static\_cast<int>(time(0)));

cout << "Roll dice! Value: " << (rand()% 6) + 1 << endl;

system("pause");

return 0;

}

#include <iostream>

using namespace std;

int main()

{

cout << "Enter your birth year: ";

cin >> birthYear

cout << "This year you are (or will be) << 2018 - birthYear << endl;

system("pause");

return 0;

}

#include <iostream>

using namespace std;

int main();

{

cout << "Anyone there? " << endl;

system("pause");

return 0;

#include <iostream>

using namespace std;

int Main()

{

int value;

cout << "Roll dice! Value: " << (rand()%6)+1 << endl;

system("pause");

return 0;

}

#include <iostream>

using namespace std;

int main()

{

int tokens, redTokens;

cout << "Enter number of tokens in bag: ";

cin >> tokens;

cout << "Enter number of red tokens: ";

cin >> redTokens;

cout << "There are " << (redTokens / tokens) \* 100 << "% red tokens in bag.";

cout << endl;

system("pause");

return 0;

}

#include <iostream>

using namespace std;

int main()

{

char letter;

cout << "Enter letter: ";

cin >> letter;

cout << "Uppercase of " << letter << " is " << toupper(letter) << endl;

system("pause");

return 0;

}

#include <iostream>

using namespace std;

int main()

{

char letter;

cout << "Enter a letter: ";

cin >> letter;

cout << "The ASCII number for ", letter, " is ", static\_cast<int>(letter);

cout << endl;

system("pause");

return 0;

}

#include <iostream>

using namespace std;

int main()

{

int dice;

cout << "Enter a dice value: ";

cin >> dice;

if (1 <= dice <= 6)

cout << "Dice face is : " << dice << '\n';

else

cout << "ERROR: Invalid dice face!" << '\n';

system("pause");

return 0;

}

1. ***(In your own time)*** Deliberately introduce errors (one at a time) in the program to get used to the error messages that this cause. You can also look on the internet for details of these errors (just search indicating the error number). You are probably not yet in a position to understand them all, but it is a process you need to get familiar with.

## SEQUENCES

A **sequence** controls the order in which statements are executed.

* In pseudocode, a sequence is represented one instruction per line and each instruction in the sequence should start at the same level of indentation.
* In flowchart, one box for each instruction shown successfully along the flow of control arrow.
* In C++, each instruction is separated by the semicolon operator (;). By convention the instructions in a sequence are also expected to appear at the same level of indentation.

In C++ instructions can be grouped into a single instruction using a pair of curly brackets ({});

1. ![http://thumb7.shutterstock.com/thumb_large/1450451/159126401/stock-vector-digital-alarm-clock-cartoon-vector-and-illustration-hand-drawn-sketch-style-isolated-on-white-159126401.jpg](data:image/jpeg;base64,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)A time given in seconds is to be converted in digital format.   
   The program asks for and reads in the time given as seconds.   
   It then calculates the matching number of hours, minutes and seconds and displays the time in a digital clock format (e.g., 3723 seconds shows as 01:02:03).  
   *NOTE: Assume that the time given is valid (i.e. represents a time under 24h - possibly 0 seconds).*

convertTimeinHMSintoSeconds

local timeInSeconds, hours, minutes, seconds

output("Enter the time in seconds: ")

input(timeinseconds)

set hours to timeInSeconds div 3600

set secondsLeft to timeInSeconds mod 3600

set minutes to secondsLeft div 60

set seconds to secondsLeft mod 60

output("The time is: ", hours, ":", minutes, ":", seconds)

1. Write the program in C++.
2. Search on the web for information on output manipulators fill and setwto find out how to format the output so that your program produces times as shown below.

|  |
| --- |
| Enter the time in seconds : 3732  The time is : 01:02:12 |

1. Look at the problem specification given below. The pseudocode solution given is incomplete, but you now know enough now to tackle this new problem.

### Specification:

The program should compute the annual salary and monthly salary for an employee in December.

In this company the annual salary is calculated from the salary point for an employee. Salary points are positive numbers from 1 to 24. Each salary point is worth £2000.00 per annum. In December, in addition to their usual monthly salary, employees are also given a Christmas bonus equivalent to 2.5% of their annual salary.

The program lets the user enter the salary point for the employee and displays the total annual salary (incl. the Christmas bonus) and the salary this employee will receive in December, which also includes the Christmas bonus.

*Assume that the user enters a whole number representing a valid salary point (i.e., no need to validate this).*

Look at the following partial pseudocode

computeDecemberSalary

*//declare local variable and constants here*

output("Enter the salary point: ")

input(salaryPoint) //read in the salary point

*//place missing code here*

output("Annual salary is: £", annualSalary) //output annual salary (incl. bonus)

output("December monthly salary is: £", decemberSalary ) //output December salary

The interaction with the program is expected to produce the following behaviour (with user's input shown in bold):

|  |
| --- |
| Enter the salary point: **6**  Annual salary is: £12300.00  December monthly salary is: £1300.00 |

### Instructions:

* 1. *Use the sequence construct (even if you know how to: NO need for procedures, selection or repetition).*
  2. *Except for adding missing instructions, keep the overall structure and sequence of instructions in the top algorithm given above unchanged.*
  3. *Declare the variables used in the program and any additional variables and named constants you may need.*
  4. *Keep the identifiers for named data items given in this program unchanged in your solution and choose equally meaningful identifiers for any additional named data items you may need.*
  5. *Use comments to give information about your program (incl. the type of each variable and named constants used) so as to make your solution easy to understand.*
  6. *Format the output as shown above.*

1. So, let’s think before we start. Identify the various steps needed for your solution.   
   Remember? As if you were describing your method to an attentive (but maybe not too bright) friend over the phone…
2. Write your solution in pseudocode or flowchart (whichever works best for you, for now – you will know both notations eventually!)
3. Test your solution on paper. Identify which data values you will test for the salary point, and for each value explain why you selected it, what outputs do you expect and whether it is what your program produces.
4. Code this in C++.
5. Once you have an executable test it again using the same values. If you detect a problem, make any necessary amendment(s) and test again!

## Procedures

**A** **procedure** is a sub-program that can be called when needed. When a procedure is called the calling program is suspended, the statements the procedure contains are executed, then, when it finishes, the calling program resumes its execution.  
A procedure may in turn involve other procedures

When using procedures it is important to specify the **scope** of the data items (variables or named constants). When they are used only in one procedure they should be declared as local. When they need to be communicated across several procedures they will have - for now - to be declared as global (we don’t like globals).

* **Global** data items are active for the duration of the program execution and visible and accessible from any procedures (including in the top algorithm).
* **Local** data items are defined to a given procedure (including the top algorithm): they are only active for the duration of the execution of that procedure and only visible and accessible from within that procedure.

1. Look at the following pseudocode example which describes the sequence of sub-tasks to be executed, in that order, to convert imperial measurements in the metric system.

convertLengthFromImperialToMetric

call readInImperialMeasurement

call convertFeetAndInchesIntoMetres

call showMetricMeasurement

The above **convertLengthFromImperialToMetric** algorithm is appropriate as a top-level algorithm for converting a given length from the imperial to the metric system. However in order to be useful, these high level tasks need to be *refined* into more specific instructions. In other words the top algorithm will needs to be broken down into **procedures**, each of them describing in more detail parts of the action(s) to be performed, e.g.,

proc readInImperialMeasurement

output("Enter the number of feet: ")

input(feet)

output("Enter the number of inches: ")

input(inches)

endproc

proc convertFeetAndInchesIntoMetres

set lengthInInches to ((feet \* inchesPerFoot) + inches)

set lengthInMs to ((lengthInInches \* cmsPerInch) / 100)

endproc

proc showMetricMeasurement

output("The length is: ", lengthInMs, " metres")

endproc

1. Identify the procedure definition (or declaration), the procedure heading, and the procedure call of the **readInImperialMeasurement** procedure.
2. Identify the data items used in this program. For each of them decide its scope (global or local) and show how they should be declared. Use constant when appropriate and indicate with a comment their recommended data type.
3. Draw the flowchart corresponding to this program.
4. A procedure may in turn involve other procedures. The **convertFeetAndInchesIntoMetres** procedure could be further refined as follows.

proc convertFeetAndInchesIntoMetres

call calculateTotalInches

call convertlInchesToMetres

endproc

Write the definition for both of the new used here. If necessary amend the data items declarations.

## (Simple) Functions

Pseudocode procedures are implemented in C++ as **functions**.  
There are various ways in which such functions receive information from and send information back to other parts of the program. To start with we are only going to consider simple functions which do not take any parameter and do not return any value: If they need to communicate data with the rest of the program they will do so through global variables (nasty).

In C++,

* a (simple) **function definition** defines what the function does when it is called, including which data items are created during the function execution and destroyed when it finishes. Its heading consists of the keyword void, the function name and a set of empty round brackets () (the call operator).   
  The function body is placed between curly brackets, e.g.,

Function heading

void function\_name()

{

Function body including local data declarations and statements

//code here

}

* a **function call** uses the function name followed by the function call operator (), e.g.,

function\_name()

* a **function prototype** is similar to the heading of the function declaration. It gives a forward reference to a function definition that appears later on in the program, e.g.,

void function\_name();

In C++, each **global** variable is declared at the top of the program, before the main function, while each **local** variable is declared before it is used, in the function that needs it.

Whenever possible

* Use local named data items (rather than global data items).
* Declare named data items as constant using the const keyword.

This will help with testing your code later on.

1. Look at the following C++ code for the program presented earlier, written as a sequence of instructions placed in the **main** function:

#include <iostream> //for cin >> and cout <<

#include <iomanip> //for i/o manipulators

using namespace std;

// implements convertLengthFromImperialToMetric program

int main()

{

cout << "Enter the number of feet: ";

cin >> feet;

cout << "Enter the number of inches: ";

cin >> inches;

//get the measure in inches

lengthInInches = (feet \* inchesPerFoot) + inches;

//convert it to metres

lengthInMs = (lengthInInches \* cmsPerInch) / 100;

cout.setf(ios::fixed);

cout << setprecision(2);

cout << "The length is: " << lengthInMs << " metres\n" << endl;

system("pause"); //to hold the output screen

return 0;

}

1. Declare variables and constants needed for this program to work? For each of them select the data type carefully.
2. Make the necessary changes so that, as in the pseudocode developed earlier, it uses three functions that handle different sub-tasks:

readInImperialMeasurement

convertFeetAndInchesIntoMetres

showMetricMeasurement

1. Add two new functions to be called from the convertFeetAndInchesIntoMetres function, making any necessary changes to the data items used in the program

calculateTotalInches

convertlInchesToMetres

## Procedure dependency diagrams

**Procedure Dependency Diagrams** (PDD) simply show static relationships that exist between procedures/functions used in the same program.

* A box in this diagram represents either the top-level algorithm or one of the sub procedures.
* An arrow on the diagram indicates a dependency link between two procedures. There are as many arrows coming out of a procedure as sub-procedures it uses.

A PDD shows the **static relationships between procedures** (and top level algorithm). It also reflects **top-down refinement approach** used to design that program and those procedures. When a procedure is used in several places in a program, several arrows point to the same box in the matching diagram. That is OK, but there should be NO cycles in this diagram (two functions calling each other).

A PDD will related directly to the use of prototypes in the associated C++ program.

1. Produce the PDD for the code developed in previously.
2. List the main advantages for using procedures/function.

## Your turn…

1. Look at the following C++ code:

#include <iostream> //for cin >> and cout <<

using namespace std;

int n1, n2, temp;

void swapTwoValues() {

temp = n1;

n1 = n2;

n2 = temp;

}

int main() {

//read in two values in n1 and n2

cout << "\nEnter integer for n1: ";

cin >> n1;

cout << "\nEnter integer for n2: ";

cin >> n2;

//display the values read in

cout << "\nBefore swap: n1 is " << n1 << " and n2 is "<< n2;

//exchange their values

swapTwoValues();

//display their new values

cout << "\nAfter swap: n1 is " << n1 << " and n2 is "<< n2 << "\n";

system("pause"); //to hold the output screen

return 0;

}

1. There are three global variables used in this program. What is their type?   
   For each of them decide which scope they should have. Check which one(s) could be made constant and indicate how.
2. Make the necessary changes in the program to allow you to place the main function at the beginning of the program.
3. Check that this program works properly (assuming that the user enters whole numbers - integers).
4. What changes are needed in this program to make it work for floating point numbers, characters, strings?
5. Is it possible to have two different functions in the same program, one working for int and the other for char for example?

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1. **ASSESSED** **HOMEWORK** Look at the C++ program for the annual salary problem mentioned earlier. I hope you had a go without looking at this solution! ☺ :   #include <iostream>  #include <iomanip>  using namespace std;  int main() //computeDecemberSalary  {  const float scalePointValue(2000.0f);  const float bonusRate(2.5f);  //read in the salary point  cout << "Enter the salary point: ";  int salaryPoint;  cin >> salaryPoint;  //produce annual base salary (without bonus)  const float annualBaseSalary(salaryPoint \* scalePointValue);  //produce Christmas bonus  const float christmasBonus((annualBaseSalary \* bonusRate) / 100.0f);  //produce final annual salary (incl. bonus)  const float annualSalary(annualBaseSalary + christmasBonus);  //produce monthly salary  const float monthlySalary(annualBaseSalary / 12);  //produce December salary (incl. bonus)  const float decemberSalary(monthlySalary + christmasBonus);  const unsigned char poundSign(156);  //output annual salary  cout.setf(ios::fixed);  cout << setprecision(2);  cout << "Annual salary is: " << poundSign << annualSalary;  //output December salary  cout << "December monthly salary is: " << poundSign <<decemberSalary;  cout << endl;  system("pause");  return 0;  }   1. Check that it works as expected and compare it to your own solution. Which one is better and why? Maybe they are equally good. 2. Rewrite this program using the following functions to handle separate tasks as shown in the pseudocode design given below.   computeDecemberSalary  output("Enter the salary point: ")  input(salaryPoint) //read in the salary point  call calculateAnnualBaseSalary //work out annual salary (no bonus)  call calculateChristmasBonus //work out Christmas bonus  call calculateAnnualSalary //work out final annual salary  call calculateDecemberSalary //work out December salary  output("Annual salary is: £", annualSalary) //output annual salary  output("December monthly salary is: £", decemberSalary ) //output December salary   1. Get a copy of the DESIGN DOC TEMPLATE and fill it in (d+e+g below go in it) 2. Produce the flowchart for this program (along with the usual spec, pseudocode). 3. Produce the Procedure Dependency Diagram (PDD) for this program. 4. Code it in C++, using functions and paying attention to the type and scope of the data items you use, declaring them as const whenever possible. 5. Design a set of test data for this program and test it. You do not have to check the type of the input (i.e. you can assume that the user will only enter an integer value in the required range). Put your result s in a table as follows:  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | Input **salaryPoint** | Rationale | Output  **annualSalary** | | Output  **decemberSalary** | | | Expected | Observed | Expected | Observed | | 6 | Integer value, in range | 12300.00 |  | 1300.00 | ? | | ? etc. |  |  |  |  |  |   Competencies: 1.1,1.2.1,1.2.3,1.4,1.6.1,1.6.2,1.6.3,2.7.1 |