Project 2: CPU Scheduling

Programmers: Drew Rife and Alec Waddelow

Course: CMPE320

Section: 2(11-12:50pm)

Instructor: Dr. Lee

Documentation

**Description of the Program:**

This program is a real-time CPU scheduler that uses the earliest-deadline-first (EDF) scheduling algorithm. We took our previous lab on Round Robin scheduling and used that as a basis for how our program should run. It will first check if you entered in a valid number of threads as we don’t allow you to have more than 10. Then we ask for you user input, if user input is correct then we check to see if it is possible for the threads to be scheduled and meet their deadlines. If so, then we can continue. From there the threads are created and ran.

**Algorithm:**

We both found this program to be very complex and took a lot of time to finally complete. Overall we like the algorithm we implemented, maybe a few things we can optimize to be better but that’s about it.

1. Make sure all user input is valid
2. Compute which order the threads will be ran until the user’s requested time interval
3. Compute whether the threads can be ran or not
4. If threads can be ran, create the threads
5. Timer runs by itself counting and printing time
   1. If timer notices that it’s temporary time equals the current thread running’s execution time, then it sets a flag ‘change\_thread’ to true and the scheduler will then choose which thread to run next
   2. If timer notices that CPU is idling it will run in its own loop until it detects that CPU is not idling anymore
6. Scheduler waits for a flag ‘change\_thread’ to be true for when to schedule threads
   1. It looks left to see if any threads were skipped because they couldn’t be ran due to the total time elapsed was not equal or greater to that thread’s last period
   2. If nothing previous then look to the right until you can find a thread that can be ran.
   3. If anything to the right was found it will run that thread
   4. If nothing was found to the right then that must mean that the CPU should idle
   5. If something was found to the left run that thread
7. The Runner function has the threads running and they idle when the CPU is idling - (although they still check to see if the total time elapsed is equal to or greater than their previous deadline)

**Output Success:**

./scheduler 3

Execution time for Thread 00 : 10

Execution time for Thread 01 : 15

Execution time for Thread 02 : 5

Period for Thread 00 : 30

Period for Thread 01 : 40

Period for Thread 02 : 50

How long do you want to execute this program (sec) : 150
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**Output failed:**

./scheduler 3

Execution time for Thread 00 : 15

Execution time for Thread 01 : 15

Execution time for Thread 02 : 10

Period for Thread 00 : 30

Period for Thread 01 : 40

Period for Thread 02 : 50

How long do you want to execute this program (sec) : 150

These threads can't be scheduled. Program will exit.