Homework 5 - Drew Kearny - Due November 3

Name: Drew Kearny  
netID: 231005935  
Collaborated with:

Your homework **must be submitted in Word or PDF format, created by calling “Knit Word” or “Knit PDF” from RStudio on your R Markdown document.**  
Submission in other formats may receive a grade of 0**. Your responses must be supported by both textual explanations and the code you generate to produce your result. Note that all R code used to produce your results must be shown in your knitted file.**  
Reminder\*\* do not include excessive output and use the head() function where appropriate. For reference, my HW 5 solution is 16 pages.

## Q1 Reading and cleaning data

1. Use read.table() to read into R the data sets found at <https://raw.githubusercontent.com/schafert/stat404-data/main/sprint.m.df.txt> and <https://raw.githubusercontent.com/schafert/stat404-data/main/sprint.w.df.txt>, and call the resulting data frames sprint.m.df and sprint.w.df, respectively. Make sure to use appropriate arguments in read.table(), you can check the lecture for what is needed. Verify that you end up with data frames of dimensions 1000 x 8. Display the first six rows of both data frames.

sprint.m.df = read.table(file = "https://raw.githubusercontent.com/schafert/stat404-data/main/sprint.m.df.txt", sep = "\t", header = TRUE, quote="")  
sprint.w.df = read.table(file = "https://raw.githubusercontent.com/schafert/stat404-data/main/sprint.w.df.txt", sep = "\t", header = TRUE, quote="")  
  
dim(sprint.m.df)

## [1] 1000 8

dim(sprint.w.df)

## [1] 1000 8

head(sprint.m.df)

## Rank Time Wind Name Country Birthdate City Date  
## 1 1 9.58 0.9 Usain Bolt JAM 21.08.86 Berlin 16.08.2009  
## 2 2 9.63 1.5 Usain Bolt JAM 21.08.86 London 05.08.2012  
## 3 3 9.69 0.0 Usain Bolt JAM 21.08.86 Beijing 16.08.2008  
## 4 3 9.69 2.0 Tyson Gay USA 09.08.82 Shanghai 20.09.2009  
## 5 3 9.69 -0.1 Yohan Blake JAM 26.12.89 Lausanne 23.08.2012  
## 6 6 9.71 0.9 Tyson Gay USA 09.08.82 Berlin 16.08.2009

head(sprint.w.df)

## Rank Time Wind Name Country Birthdate City  
## 1 1 10.49 0.0 Florence Griffith-Joyner USA 21.12.59 Indianapolis  
## 2 2 10.54 0.9 Elaine Thompson-Herah JAM 28.06.92 Eugene  
## 3 3 10.60 1.7 Shelly-Ann Fraser-Pryce JAM 27.12.86 Lausanne  
## 4 4 10.61 1.2 Florence Griffith-Joyner USA 21.12.59 Indianapolis  
## 5 4 10.61 -0.6 Elaine Thompson-Herah JAM 28.06.92 Tokyo  
## 6 6 10.62 1.0 Florence Griffith-Joyner USA 21.12.59 Seoul  
## Date  
## 1 16.07.1988  
## 2 21.08.2021  
## 3 26.08.2021  
## 4 17.07.1988  
## 5 31.07.2021  
## 6 24.09.1988

1. For each of the men’s and women’s data frames, plot the the 100m sprint time versus the wind measurements in Wind variable, setting the pch appropriately so that the points are solid small black dots. Label the axes and title the plot appropriately. Do you notice a trend—does more wind assistance mean faster sprint times? Where do the fastest men’s time, and the fastest women’s time, lie among this trend? (Remark: there’s an interesting story behind the wind measurement that was recorded for the fastest women’s time, you might enjoy reading about it online …)

There seems to be a slight trend in the data in that when there is more wind assistance the times for the 100m sprint seem to be lower (faster) on average for both men and women. The fastest men’s time came with a wind assistance of just under 1 and the fastest women’s time was when the wind was at 0. In general, the fastest times for both all occur when the wind assistance is greater than or equal to 0.

plot(sprint.m.df$Wind, sprint.m.df$Time, pch = 16, col = "black", xlab = "Wind", ylab = "Time",   
 main = "Men's 100m Sprint Time vs. Wind")

![](data:image/png;base64,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)

plot(sprint.w.df$Wind, sprint.w.df$Time, pch = 16, col = "black", xlab = "Wind", ylab = "Time",  
 main = "Women's 100m Sprint Time vs. Wind")

![](data:image/png;base64,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)

1. Notice that the Birthdate and Date columns in both data frames sprint.m.df and sprint.w.df are currently strings that follow the format DAY.MONTH.YEAR. Write a function called date.to.numeric() that takes in a string from either the Birthdate or Date columns, and outputs a numeric of the form DAY + (MONTH)\*10^2 + (YEAR)\*10^4. For example, date.to.numeric("16.08.2009") should return the numeric 20090816. Then, use one of the apply functions to iteratively use date.to.numeric() on both the Birthdate and Date columns in both the sprint.m.df and sprint.w.df data frames, converting these columns to numerics as appropriate. Print out the first six lines of sprint.m.df and sprint.w.df afterwards. Note: the dates in Birthdate have only the last two numbers of the year, while Date has all four numbers of the year (e.g., 86 vs. 1986). Your code should handle this appropriately using conditional execution. Use the function description to determine the arguments.

# date.to.numeric: converts a date string of the format DAY.MONTH.YEAR to numeric DAY + (MONTH)\*10^2 + (YEAR)\*10^4  
# Inputs:  
# - x\_str: string of the format DAY.MONTH.YEAR  
# - x\_split: default "\\.": splitting string for x\_str  
# Output: numeric calculated as DAY + (MONTH)\*10^2 + (YEAR)\*10^4  
  
date.to.numeric <- function(x\_str, x\_split = "\\.") {  
 date\_split <- strsplit(x\_str, x\_split)[[1]]  
 day <- as.numeric(date\_split[1])  
 month <- as.numeric(date\_split[2])  
 year <- as.numeric(date\_split[3])  
   
 if (year < 100 && year > 20) {  
 year <- year + 1900  
 } else if (year <= 20){  
 year <- year + 2000  
 }  
   
 numeric\_date <- day + (month \* 10^2) + (year \* 10^4)  
 return(numeric\_date)  
}

sprint.m.df$Birthdate <- sapply(sprint.m.df$Birthdate, date.to.numeric)  
sprint.m.df$Date <- sapply(sprint.m.df$Date, date.to.numeric)  
sprint.w.df$Birthdate <- sapply(sprint.w.df$Birthdate, date.to.numeric)  
sprint.w.df$Date <- sapply(sprint.w.df$Date, date.to.numeric)  
  
head(sprint.m.df)

## Rank Time Wind Name Country Birthdate City Date  
## 1 1 9.58 0.9 Usain Bolt JAM 19860821 Berlin 20090816  
## 2 2 9.63 1.5 Usain Bolt JAM 19860821 London 20120805  
## 3 3 9.69 0.0 Usain Bolt JAM 19860821 Beijing 20080816  
## 4 3 9.69 2.0 Tyson Gay USA 19820809 Shanghai 20090920  
## 5 3 9.69 -0.1 Yohan Blake JAM 19891226 Lausanne 20120823  
## 6 6 9.71 0.9 Tyson Gay USA 19820809 Berlin 20090816

head(sprint.w.df)

## Rank Time Wind Name Country Birthdate City  
## 1 1 10.49 0.0 Florence Griffith-Joyner USA 19591221 Indianapolis  
## 2 2 10.54 0.9 Elaine Thompson-Herah JAM 19920628 Eugene  
## 3 3 10.60 1.7 Shelly-Ann Fraser-Pryce JAM 19861227 Lausanne  
## 4 4 10.61 1.2 Florence Griffith-Joyner USA 19591221 Indianapolis  
## 5 4 10.61 -0.6 Elaine Thompson-Herah JAM 19920628 Tokyo  
## 6 6 10.62 1.0 Florence Griffith-Joyner USA 19591221 Seoul  
## Date  
## 1 19880716  
## 2 20210821  
## 3 20210826  
## 4 19880717  
## 5 20210731  
## 6 19880924

1. Reorder both data frames sprint.m.df and sprint.w.df so that their rows are in increasing order of Date. Print out the first six lines of sprint.m.df and sprint.w.df afterwards.

sprint.m.df <- sprint.m.df[order(sprint.m.df$Date), ]  
  
sprint.w.df <- sprint.w.df[order(sprint.w.df$Date), ]  
  
head(sprint.m.df)

## Rank Time Wind Name Country Birthdate City  
## 514 514 9.95 0.3 Jim Hines USA 19460910 Ciudad de M&eacute;xico  
## 813 813 9.98 0.6 Silvio Leonard CUB 19550920 Guadalajara  
## 689 689 9.97 1.5 Carl Lewis USA 19610701 Modesto  
## 366 366 9.93 1.4 Calvin Smith USA 19610108 Air Force Academy  
## 690 689 9.97 1.6 Calvin Smith USA 19610108 Z&uuml;rich  
## 588 588 9.96 0.1 Mel Lattany USA 19590810 Athens GA  
## Date  
## 514 19681014  
## 813 19770811  
## 689 19830514  
## 366 19830703  
## 690 19830824  
## 588 19840505

head(sprint.w.df)

## Rank Time Wind Name Country Birthdate City Date  
## 272 272 10.88 2.0 Marlies G&ouml;hr GDR 19580321 Dresden 19770701  
## 535 535 10.94 1.4 Marlies G&ouml;hr GDR 19580321 Dresden 19780812  
## 741 741 10.97 0.8 Marlies G&ouml;hr GDR 19580321 Dresden 19790613  
## 742 741 10.97 0.9 Evelyn Ashford USA 19570415 Walnut 19790616  
## 824 824 10.98 0.9 Marlies G&ouml;hr GDR 19580321 Potsdam 19800510  
## 480 480 10.93 2.0 Marlies G&ouml;hr GDR 19580321 Dresden 19800524

1. Create a column in both sprint.m.df and sprint.w.df called City.Date, given by concatenating the entries in the City and Date columns, separated by “.”. For example, if the City is Tokyo and Date is 19641015, then City.Date should be Tokyo.19641015. Print out the first six lines of sprint.m.df and sprint.w.df afterwards.

sprint.m.df$City.Date <- paste(sprint.m.df$City, sprint.m.df$Date, sep = ".")  
  
sprint.w.df$City.Date <- paste(sprint.w.df$City, sprint.w.df$Date, sep = ".")  
  
head(sprint.m.df)

## Rank Time Wind Name Country Birthdate City  
## 514 514 9.95 0.3 Jim Hines USA 19460910 Ciudad de M&eacute;xico  
## 813 813 9.98 0.6 Silvio Leonard CUB 19550920 Guadalajara  
## 689 689 9.97 1.5 Carl Lewis USA 19610701 Modesto  
## 366 366 9.93 1.4 Calvin Smith USA 19610108 Air Force Academy  
## 690 689 9.97 1.6 Calvin Smith USA 19610108 Z&uuml;rich  
## 588 588 9.96 0.1 Mel Lattany USA 19590810 Athens GA  
## Date City.Date  
## 514 19681014 Ciudad de M&eacute;xico.19681014  
## 813 19770811 Guadalajara.19770811  
## 689 19830514 Modesto.19830514  
## 366 19830703 Air Force Academy.19830703  
## 690 19830824 Z&uuml;rich.19830824  
## 588 19840505 Athens GA.19840505

head(sprint.w.df)

## Rank Time Wind Name Country Birthdate City Date  
## 272 272 10.88 2.0 Marlies G&ouml;hr GDR 19580321 Dresden 19770701  
## 535 535 10.94 1.4 Marlies G&ouml;hr GDR 19580321 Dresden 19780812  
## 741 741 10.97 0.8 Marlies G&ouml;hr GDR 19580321 Dresden 19790613  
## 742 741 10.97 0.9 Evelyn Ashford USA 19570415 Walnut 19790616  
## 824 824 10.98 0.9 Marlies G&ouml;hr GDR 19580321 Potsdam 19800510  
## 480 480 10.93 2.0 Marlies G&ouml;hr GDR 19580321 Dresden 19800524  
## City.Date  
## 272 Dresden.19770701  
## 535 Dresden.19780812  
## 741 Dresden.19790613  
## 742 Walnut.19790616  
## 824 Potsdam.19800510  
## 480 Dresden.19800524

1. We now want to remove all duplicated sprints in each of sprint.m.df and sprint.w.df. Specifically, if multiple sprints (rows) in sprint.m.df occur on the same City.Date, we will only keep the fastest sprint and discard the rest. Do the same with sprint.w.df. Make sure at the end, all the rows in sprint.m.df and sprint.w.df are still sorted in order of Date, and if multiple sprints occur on the same date, then sort those sprints alphabetically by City. Your final sprint.m.df should have dimension 509 x 9, while sprint.w.df should be 514 x 9. Display the first six lines of sprint.m.df and sprint.w.df afterwards. Hint: write a function to do the cleaning; then apply this function to each of the two data frames. The split-apply-combine concept may be useful here.

# clean.data: Converts a data frame by ordering it by 'Date' and 'City' and then removing all duplicated entries and only keeping the fastest time on each date and removing all other data points.  
# Inputs:  
# - df: A data frame that contains a 'City' and 'Date' column  
# Output: cleaned data frame with duplicates removed  
# Define a function to clean the data  
  
clean.sprint.data <- function(df) {  
 df <- df[order(df$Date, df$City), ]  
   
 cleaned.df <- data.frame()  
   
 unique.city.dates <- unique(df$City.Date)  
   
 for (city.date in unique.city.dates) {  
 subset.df <- df[df$City.Date == city.date, ]  
   
  
 if (nrow(subset.df) > 1) {  
 fastest.sprint <- subset.df[which.min(subset.df$Time), ]  
 cleaned.df <- rbind(cleaned.df, fastest.sprint)  
 } else {  
   
 cleaned.df <- rbind(cleaned.df, subset.df)  
 }  
 }  
   
 return(cleaned.df)  
}  
  
sprint.m.df <- clean.sprint.data(sprint.m.df)  
sprint.w.df <- clean.sprint.data(sprint.w.df)  
  
sprint.m.df <- sprint.m.df[order(sprint.m.df$Date, sprint.m.df$City), ]  
sprint.w.df <- sprint.w.df[order(sprint.w.df$Date, sprint.w.df$City), ]  
  
dim(sprint.m.df)

## [1] 509 9

dim(sprint.w.df)

## [1] 514 9

head(sprint.m.df)

## Rank Time Wind Name Country Birthdate City  
## 514 514 9.95 0.3 Jim Hines USA 19460910 Ciudad de M&eacute;xico  
## 813 813 9.98 0.6 Silvio Leonard CUB 19550920 Guadalajara  
## 689 689 9.97 1.5 Carl Lewis USA 19610701 Modesto  
## 366 366 9.93 1.4 Calvin Smith USA 19610108 Air Force Academy  
## 690 689 9.97 1.6 Calvin Smith USA 19610108 Z&uuml;rich  
## 588 588 9.96 0.1 Mel Lattany USA 19590810 Athens GA  
## Date City.Date  
## 514 19681014 Ciudad de M&eacute;xico.19681014  
## 813 19770811 Guadalajara.19770811  
## 689 19830514 Modesto.19830514  
## 366 19830703 Air Force Academy.19830703  
## 690 19830824 Z&uuml;rich.19830824  
## 588 19840505 Athens GA.19840505

head(sprint.w.df)

## Rank Time Wind Name Country Birthdate City Date  
## 272 272 10.88 2.0 Marlies G&ouml;hr GDR 19580321 Dresden 19770701  
## 535 535 10.94 1.4 Marlies G&ouml;hr GDR 19580321 Dresden 19780812  
## 741 741 10.97 0.8 Marlies G&ouml;hr GDR 19580321 Dresden 19790613  
## 742 741 10.97 0.9 Evelyn Ashford USA 19570415 Walnut 19790616  
## 824 824 10.98 0.9 Marlies G&ouml;hr GDR 19580321 Potsdam 19800510  
## 480 480 10.93 2.0 Marlies G&ouml;hr GDR 19580321 Dresden 19800524  
## City.Date  
## 272 Dresden.19770701  
## 535 Dresden.19780812  
## 741 Dresden.19790613  
## 742 Walnut.19790616  
## 824 Potsdam.19800510  
## 480 Dresden.19800524

1. Verify that in both sprint.m.df and sprint.w.df, each of the values in the City.Date column appear exactly once (i.e., there are no duplicated values). No duplicates.

any(duplicated(sprint.m.df$City.Date))

## [1] FALSE

any(duplicated(sprint.w.df$City.Date))

## [1] FALSE

## Q2 Merging data

1. In preparation of merging sprint.m.df and sprint.w.df, we first want to find all the sprints that occur in the same race in both data frames. Specifically, remove all the rows in sprint.m.df that have a City.Date that does not occur in sprint.w.df. Likewise, remove all the rows in sprint.w.df that have a City.Date that does not occur in sprint.m.df. Then, remove the City and Date columns in both data frames. In the end, both sprint.m.df and sprint.w.df should have 150 rows and 7 columns. Print out the first six lines of sprint.m.df and sprint.w.df afterwards. Hint: you might find the %in% operator useful; try looking it its help file.

common.dates <- sprint.m.df$City.Date %in% sprint.w.df$City.Date  
  
sprint.m.df <- sprint.m.df[common.dates, ]  
  
common.dates <- sprint.w.df$City.Date %in% sprint.m.df$City.Date  
  
sprint.w.df <- sprint.w.df[common.dates, ]  
  
sprint.m.df <- sprint.m.df[, !(names(sprint.m.df) %in% c("City", "Date"))]  
sprint.w.df <- sprint.w.df[, !(names(sprint.w.df) %in% c("City", "Date"))]  
  
head(sprint.m.df)

## Rank Time Wind Name Country Birthdate City.Date  
## 932 930 9.99 0.9 Carl Lewis USA 19610701 Z&uuml;rich.19840822  
## 814 813 9.98 1.6 Carl Lewis USA 19610701 Modesto.19850511  
## 367 366 9.93 1.0 Carl Lewis USA 19610701 Roma.19870830  
## 317 317 9.92 1.1 Carl Lewis USA 19610701 Seoul.19880924  
## 436 436 9.94 0.8 Leroy Burrell USA 19670221 Houston.19890616  
## 232 232 9.90 1.9 Leroy Burrell USA 19670221 New York City.19910614

head(sprint.w.df)

## Rank Time Wind Name Country Birthdate  
## 49 49 10.76 1.7 Evelyn Ashford USA 19570415  
## 538 535 10.94 0.6 Merlene Ottey JAM 19600510  
## 334 330 10.90 -0.5 Silke M&ouml;ller GER 19640620  
## 6 6 10.62 1.0 Florence Griffith-Joyner USA 19591221  
## 385 375 10.91 1.6 Dawn Sowell USA 19660327  
## 544 535 10.94 1.0 Carlette Guidry USA 19680904  
## City.Date  
## 49 Z&uuml;rich.19840822  
## 538 Modesto.19850511  
## 334 Roma.19870830  
## 6 Seoul.19880924  
## 385 Houston.19890616  
## 544 New York City.19910614

1. We will now complete the manual merge of sprint.m.df and sprint.w.df. First, check the order of values in City.Date in sprint.m.df match exactly with those in sprint.w.df. Then, use cbind() to create a new data frame sprint.df that has 13 columns. The first column should be City.Date, the next 6 columns should contain all the remaining columns from sprint.m.df, and the last 6 columns should contain all the remaining columns form sprint.w.df. Of course, each row should correspond to sprints from the same City.Date. Print out the first six lines of sprint.df afterwards, and verify that its dimensions are 150 x 13.

identical(sprint.m.df$City.Date, sprint.w.df$City.Date)

## [1] TRUE

sprint.df <- cbind(sprint.m.df[, "City.Date", drop = FALSE], sprint.m.df[, -1, drop = FALSE], sprint.w.df[, -1, drop = FALSE])  
  
head(sprint.df)

## City.Date Time Wind Name Country Birthdate  
## 932 Z&uuml;rich.19840822 9.99 0.9 Carl Lewis USA 19610701  
## 814 Modesto.19850511 9.98 1.6 Carl Lewis USA 19610701  
## 367 Roma.19870830 9.93 1.0 Carl Lewis USA 19610701  
## 317 Seoul.19880924 9.92 1.1 Carl Lewis USA 19610701  
## 436 Houston.19890616 9.94 0.8 Leroy Burrell USA 19670221  
## 232 New York City.19910614 9.90 1.9 Leroy Burrell USA 19670221  
## City.Date Time Wind Name Country  
## 932 Z&uuml;rich.19840822 10.76 1.7 Evelyn Ashford USA  
## 814 Modesto.19850511 10.94 0.6 Merlene Ottey JAM  
## 367 Roma.19870830 10.90 -0.5 Silke M&ouml;ller GER  
## 317 Seoul.19880924 10.62 1.0 Florence Griffith-Joyner USA  
## 436 Houston.19890616 10.91 1.6 Dawn Sowell USA  
## 232 New York City.19910614 10.94 1.0 Carlette Guidry USA  
## Birthdate City.Date  
## 932 19570415 Z&uuml;rich.19840822  
## 814 19600510 Modesto.19850511  
## 367 19640620 Roma.19870830  
## 317 19591221 Seoul.19880924  
## 436 19660327 Houston.19890616  
## 232 19680904 New York City.19910614

dim(sprint.df)

## [1] 150 13

1. Use the merge() function to recreate the merge in the previous part. This should require only one line of code; call the result sprint.df.2. In the call to merge(), make sure to set the argument suffixes=c(".m",".w"), which will help appropriately distinguish the column names after merging (a convenience of using the merge() function). The merged data frame sprint.df2 should be of dimension 150 x 13; display its first six lines. Do these match those of sprint.df from the last part? They shouldn’t match, and this is because the merge() function sorts according to the by column, by default. Take a look at the help file for merge() to see what argument you should set in order to turn off this behavior; then check again the first six lines of the output sprint.df2, and compare to those from sprint.df. The first run sprin.df.2 did not match and the first City.Date was instead Ad-Dawhah.20120511. After setting sort = FALSE the two data frames did match.

sprint.df.2 <- merge(sprint.m.df, sprint.w.df, by="City.Date", suffixes=c(".m", ".w"), sort = FALSE)  
  
head(sprint.df.2)

## City.Date Rank.m Time.m Wind.m Name.m Country.m  
## 1 Z&uuml;rich.19840822 930 9.99 0.9 Carl Lewis USA  
## 2 Modesto.19850511 813 9.98 1.6 Carl Lewis USA  
## 3 Roma.19870830 366 9.93 1.0 Carl Lewis USA  
## 4 Seoul.19880924 317 9.92 1.1 Carl Lewis USA  
## 5 Houston.19890616 436 9.94 0.8 Leroy Burrell USA  
## 6 New York City.19910614 232 9.90 1.9 Leroy Burrell USA  
## Birthdate.m Rank.w Time.w Wind.w Name.w Country.w  
## 1 19610701 49 10.76 1.7 Evelyn Ashford USA  
## 2 19610701 535 10.94 0.6 Merlene Ottey JAM  
## 3 19610701 330 10.90 -0.5 Silke M&ouml;ller GER  
## 4 19610701 6 10.62 1.0 Florence Griffith-Joyner USA  
## 5 19670221 375 10.91 1.6 Dawn Sowell USA  
## 6 19670221 535 10.94 1.0 Carlette Guidry USA  
## Birthdate.w  
## 1 19570415  
## 2 19600510  
## 3 19640620  
## 4 19591221  
## 5 19660327  
## 6 19680904

1. Plot the Time.w versus Time.m columns in sprint.df2, with appropriately labeled axes and an appropriate title. Looking at the the women’s versus men’s times from the common track meets—is there a positive correlation here, i.e., is there a “track meet effect”? This might suggest that there is something about the track meet itself (e.g., the weather, the atmosphere, the crowd, the specific way the track has been constructed/set up, etc.) that helps sprinters run faster.

There appear to be very small correlation between men’s times and women’s times based on the track meet they were at. There is somewhat of a positive pattern relationship but the correlation coefficient looks like it would only be about .1 so there appear to be a small track meet effect.

plot(x = sprint.df.2$Time.m, y = sprint.df.2$Time.w, pch = 16, col = "black",   
 xlab = "Men Times", ylab = "Women Times",  
 main = "Men vs. Women 100m Sprint Times")
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## Q3 Prostate cancer data - Simple exploration and linear modeling

Recall the data set on 97 men who have prostate cancer (from the book [The Elements of Statistical Learning](http://statweb.stanford.edu/~tibs/ElemStatLearn/)). Reading it into our R session:

pros.df =   
 read.table("http://www.stat.cmu.edu/~ryantibs/statcomp/data/pros.dat")  
dim(pros.df)

## [1] 97 9

head(pros.df, 3)

## lcavol lweight age lbph svi lcp gleason pgg45 lpsa  
## 1 -0.5798185 2.769459 50 -1.386294 0 -1.386294 6 0 -0.4307829  
## 2 -0.9942523 3.319626 58 -1.386294 0 -1.386294 6 0 -0.1625189  
## 3 -0.5108256 2.691243 74 -1.386294 0 -1.386294 7 20 -0.1625189

1. Define pros.df.subset to be the subset of observations (rows) of the prostate data set such the lcp measurement is greater than the minimum value (the minimum value happens to be log(0.25), but you should not hardcode this value and should work it out from the data). As in lecture, plot histograms of all of the variables in pros.df.subset. Comment on any differences you see between these distributions and the ones in lecture. I didn’t have any differences in the histograms when I looked at mine vs the ones that came from the code in the lecture.

min\_lcp <- min(pros.df$lcp)  
  
pros.df.subset <- subset(pros.df, subset = lcp > min\_lcp)  
  
par(mfrow = c(3, 3),  
 mar = c(4, 4, 2, 0.5))  
  
for(i in 1:ncol(pros.df)){  
 hist(pros.df[[i]], xlab = colnames(pros.df)[i],  
 main = paste("Histogram of", colnames(pros.df)[i]),  
 breaks = 20, col = "green")  
}
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1. Also as in lecture, compute and display correlations between all pairs of variables in pros.df.subset. Report the two highest correlations between pairs of (distinct) variables, and also report the names of the associated variables. Are these different from answers that were computed on the full data set?

The highest correlation was .8049 between lcp and ‘lcavol’ and the second highest correlation was .6246 between ‘lcp’ and ‘svi’. Yes, the highest correlations on the subset of the data were different than the highest correlations that were computed on the full data set in lecture, because for the full data set the top correlation was between ‘pgg45’ and ‘gleason’.

pros.cor <- cor(pros.df.subset)  
pros.cor

## lcavol lweight age lbph svi lcp  
## lcavol 1.00000000 0.220935164 0.01342238 -0.24074053 0.56751340 0.80497276  
## lweight 0.22093516 1.000000000 0.39791553 0.33819930 0.14536906 0.11345014  
## age 0.01342238 0.397915527 1.00000000 0.31072815 0.08621023 -0.02542962  
## lbph -0.24074053 0.338199299 0.31072815 1.00000000 -0.23893338 -0.17943183  
## svi 0.56751340 0.145369055 0.08621023 -0.23893338 1.00000000 0.62463822  
## lcp 0.80497276 0.113450137 -0.02542962 -0.17943183 0.62463822 1.00000000  
## gleason 0.28515349 0.001325445 0.17297082 0.04101308 0.16980339 0.36706046  
## pgg45 0.31679928 0.057510270 0.26630159 0.06478598 0.32513404 0.42533870  
## lpsa 0.62417072 0.243466312 -0.05929751 -0.06325458 0.60088451 0.52967466  
## gleason pgg45 lpsa  
## lcavol 0.285153491 0.31679928 0.62417072  
## lweight 0.001325445 0.05751027 0.24346631  
## age 0.172970825 0.26630159 -0.05929751  
## lbph 0.041013079 0.06478598 -0.06325458  
## svi 0.169803395 0.32513404 0.60088451  
## lcp 0.367060460 0.42533870 0.52967466  
## gleason 1.000000000 0.61844087 0.15237932  
## pgg45 0.618440867 1.00000000 0.26751083  
## lpsa 0.152379320 0.26751083 1.00000000

pros.cor[lower.tri(pros.cor,diag=TRUE)] = 0   
pros.cor.sorted = sort(abs(pros.cor),decreasing=T)  
  
vars.big.cor <- which(abs(pros.cor) == pros.cor.sorted[1],  
 arr.ind = TRUE)  
vars.next.big.cor <- which(abs(pros.cor) == pros.cor.sorted[2],  
 arr.ind = TRUE)  
vars.big.cor

## row col  
## lcavol 1 6

colnames(pros.df)[vars.big.cor]

## [1] "lcavol" "lcp"

pros.cor.sorted[1]

## [1] 0.8049728

vars.next.big.cor

## row col  
## svi 5 6

colnames(pros.df)[vars.next.big.cor]

## [1] "svi" "lcp"

pros.cor.sorted[2]

## [1] 0.6246382

1. Produce a heatmap of the correlation matrix (which contains correlations of all pairs of variables) of pros.df.subset. For this heatmap, use the full matrix (not just its upper triangular part). Makes sure your heatmap is displayed in a sensible way. For full points, create your heatmap using base R graphics (hint: the clockwise90() function from the “Plotting tools” lecture will be handy); for partial points, use an R package. **Optional extra credit**: Using base R graphsics, label the axes with the variable names in the plot (hint: look back at split-apply-combine notes for example on using axis())

clockwise90 <- function(a) { t(a[nrow(a):1,]) }

pros.cor <- cor(pros.df.subset)  
col.names <- colnames(pros.cor)  
  
image(clockwise90(pros.cor),  
 main = "Heatmap of Prostate Cancer Variables",  
 axes = FALSE  
   
)  
  
axis(1, at = 1:ncol(pros.cor), labels = FALSE)  
mtext(variable\_names, side = 1, at = 1:ncol(pros.cor), line = 2, las = 1)

## Error in as.graphicsAnnot(text): object 'variable\_names' not found

axis(2, at = 1:nrow(pros.cor), labels = FALSE)
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mtext(variable\_names, side = 2, at = 1:nrow(pros.cor), line = 2, las = 1)

## Error in as.graphicsAnnot(text): object 'variable\_names' not found

heatmap(clockwise90(pros.cor),  
 main = "Heatmap of Prostate Cancer Variables"  
   
)
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1. Compute, using lm(), a linear regression model of lpsa (log PSA score) on lcavol (log cancer volume). Do this twice: once with the full data set, pros.df, and once with the subsetted data, pros.df.subset. Save the results as pros.lm. and pros.subset.lm, respectively. Using coef(), display the coefficients (intercept and slope) from each linear regression. Are they different? YES they are slightly different as seen from the output as the subset regression line has a higher intercept and smaller slope.

pros.lm <- lm(lpsa ~ lcavol, data = pros.df)  
  
pros.subset.lm <- lm(lpsa ~ lcavol, data = pros.df.subset)  
  
coef(pros.lm)

## (Intercept) lcavol   
## 1.5072975 0.7193204

coef(pros.subset.lm)

## (Intercept) lcavol   
## 1.6695707 0.6725807

1. Let’s produce a visualization to help us figure out how different these regression lines really are. Plot lpsa versus lcavol, using the full set of observations, in pros.df. Label the axes appropriately. Then, mark the observations in pros.df.subset by small filled red circles. Add a thick black line to your plot, displaying the fitted regression line from pros.lm. Add a thick red line, displaying the fitted regression line from pros.subset.lm. **Optional extra credit**: Add a legend that explains the color coding.

plot(pros.df$lcavol, pros.df$lpsa,   
 xlab = "lcavol", ylab = "lpsa",  
 main = "Comparing Regression Lines From Full and Subset", pch = 19)  
  
points(pros.df.subset$lcavol, pros.df.subset$lpsa, col = "red", pch = 19)  
  
abline(pros.lm, col = "black", lwd = 3)  
  
abline(pros.subset.lm, col = "red", lwd = 3)  
  
legend("topleft", legend = c("Full Dataset", "Subset", "Regression Line (Full)", "Regression Line (Subset)"),  
 col = c("black", "red", "black", "red"), lty = c(0, 0, 1, 1), lwd = c(1, 1, 2, 2), pch = c(19, 19), cex = .55)
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1. Compute again a linear regression of lpsa on lcavol, but now on two different subsets of the data: the first consisting of patients with SVI, and the second consistent of patients without SVI. Display the resulting coefficients (intercept and slope) from each model, and produce a plot just like the one in the last question, to visualize the different regression lines on top of the data. Do these two regression lines differ, and in what way?

Yes these regression lines are different in that the regression line for data with patients who have SVI has a slope of about .65 while the regression line for patients with no SVI has a slope of about .58. Also, the regression line for patients with SVI has a higher intercept on the ‘lpsa’ (y) axis at about 2 while the line for patients without SVI has an intercept at about 1.5.

pros.svi.df <- subset(pros.df, svi == 1)  
pros.svi.lm <- lm(lpsa ~ lcavol, data = pros.svi.df)  
coef(pros.svi.lm)

## (Intercept) lcavol   
## 2.053552 0.651189

pros.no.svi.df <- subset(pros.df, svi == 0)  
pros.no.svi.lm <- lm(lpsa ~ lcavol, data = pros.no.svi.df)  
coef(pros.no.svi.lm)

## (Intercept) lcavol   
## 1.539704 0.586396

plot(pros.svi.df$lcavol, pros.svi.df$lpsa,   
 xlab = "lcavol", ylab = "lpsa",  
 main = "Comparing Regression Lines From SVI vs. No SVI", pch = 19)  
  
points(pros.no.svi.df$lcavol, pros.no.svi.df$lpsa, col = "red", pch = 19)  
  
abline(pros.svi.lm, col = "black", lwd = 3)  
  
abline(pros.no.svi.lm, col = "red", lwd = 3)  
  
legend("topleft", legend = c("SVI", "No SVI", "Regression Line (SVI)", "Regression Line (No SVI)"),  
 col = c("black", "red", "black", "red"), lty = c(0, 0, 1, 1), lwd = c(1, 1, 2, 2), pch = c(19, 19), cex = 0.55)
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