# 基于动态规划、统计分析、静态博弈的穿越沙漠游戏策略设计

## 摘要

本文研究一个穿越沙漠小游戏的最佳策略问题。我们先在分析游戏机制的基础上编程模拟实现了游戏逻辑，再使用了图动态规划模型得到前两个具体关卡的最优解。再基于动态规划求解得到的数据，使用统计分析方法得出更复杂情况的最优策略规则。将这些规则应用于第三、四关后使用随机模拟的方法对具体方案进行调整和检验。最后使用静态博弈模型考虑2人、3人共同参与游戏时的最优策略机制，在第五、六关上进行具体实现和讨论。

针对问题一: 在对这一模型算法的具体实现、复杂度进行充分分析后使用C++ 进行实现，计算得到第一关最优策略得分10470，用时24天，第二关最优策略得分12730，用时30天。并从建模过程和最优方案中提炼出“走最短路”这一确定性策略和“能走则走”在目前游戏设定下成立的规律。

此外，对动态规划模型进行了比较彻底的时间、空间复杂度优化(第一问例子中秒级求解)使其与游戏机制模拟一起成为后续问题使用大量数据分析和随机模拟验证的基础。

针对问题二:为了解决问题二中的随机性，我们先对最佳策略使用统计分析方法来设计决策方案，再使用随机模拟进行验证和评价。对于小规模的第三关，我们用之前的动态规划模型对1024种天气情况进行逐一求解，对其中体现出的路线、行动、购买策略进行统计，得出结论应当直接在前三天走到终点，在起点买保证能够到达终点的最少物资量。我们使用随机模拟算法比较该方案与其他合理方案的期望收益、失败概率，发现其具有明显优势。严格计算和随机模拟均显示其过关得分期望为9350。

对于规模较大，不适合穷举最优解的第四关，我们采取抽样统计的方式，通过随机生成不同的天气情况进行动态规划求解，分析最优解，结合第三关经验得出“买足物资，及时补给”的降低风险策略。得到的具体策略分析得到其失败概率控制在2.5%以内并且在一般天气情况下拥有超过初始资金的预期结果。

针对问题三:对于多人游戏，我们在分析机制后建立了静态博弈模型。

我们先对第五关的几种较优的单人策略进行分析，建立两两间的博弈收益函数表，根据收益表分别进行纯策略和混合策略分析，最后得出均衡的解为：双方在起点购买足够生存的物资，并使用3天到达终点。

第六关我们采取类似的方法对于两人局部的竞争进行分析得出了一系列局部策略，由此指导玩家进行决策优化。

最后我们分析了模型的优缺点和灵敏度,结果显示模型对于这一类问题具有比较好的适应性,提炼出的规则可以有效指导玩家决策。

# 一、问题重述

## 1.1游戏设定

本题考虑一个策略选择问题。玩家在一张沙漠地图内，初始拥有一定的资金并购买一定数量的水和食物，从起点出发，在保证生存（即水和食物不能在途中减少为0）的情况下，在规定的时间内到达终点并保留尽可能多的资金。途中玩家的资源消耗受到天气和行动的影响，但玩家可以在矿山补充资金，在村庄补充资源。

主要的游戏要点如下:

1游戏以天为单位，玩家选择停留或行走。若在矿区停留可以选择挖矿，经过村庄可以选择购买资源。

2资源分为水和食物，玩家在沙漠中的水和食物有负重上限，若未到达终点而资源耗尽则游戏失败。

3玩家在原地停留的资源消耗量称为基础消耗量，行走一天消耗量为基础消耗的两倍，挖矿的消耗量为基础消耗的三倍。

4天气分为“晴朗”、“高温”和“沙暴”，不同天气玩家的基础消耗量不同。“沙暴”天气时玩家必须在原地停留。

5玩家在第0天在起点能够以基本价格购买水和食物，之后若要购买资源则需要在村庄购买，但价格为基准价格的两倍。在到达终点后资源可以以基准价格的一半退回。

6玩家在矿山挖矿可以获得基础收益,但到达矿山当天不能挖矿。

## 1.2问题提出

根据不同的游戏参数设定(地图、负重上限、初始资金、截止日期、基础收益、资源价格、资源重量、基础消耗量)，在有以下三个问题:

问题一:只有一名玩家，整个游戏时间内所有的天气已知，给出该玩家的最优策略，求解“第一关”和“第二关”。

问题二:只有一名玩家，玩家仅知道当天的天气情况，据此决定当天的行动方案，给出最佳策略并对“第三关”和“第四关”进行讨论。

问题三:有n名玩家同时从起点出发，若某天k名玩家的路线相同，则他们每人的资源消耗量为基础消耗的2k倍;若某天k人在同一矿山挖矿，收益为基础收益的1/k，但消耗量不变;若某天k人在同一村庄购买资源，每箱价格为基准价格的4倍。其余情况与单人游戏相同。

(1)若整个游戏世界内天气全部已知，每名玩家的行动方案在第0天确定且不更改，给出玩家的策略并对“第五关”讨论。

(2）若所有玩家仅知道当天天气情况，每个玩家在当天行动结束后知道其余玩家当天的行动方案和剩余的资源数量，随后确定第二天的行动方案，给出玩家应该采取的策略并对“第六关”进行讨论。

# 二、模型的假设

## 2.1对于天气不确定情况,各种情况的出现概率固定

在处理天气不确定的策略时，我们认为应当有对于天气概率的一些预期信息。为了简化我们处理为各种情况按固定概率出现。

## 2.2确定天气下的最优方案包含了随机天气下优秀方案的共性

除了确定的天气情况下我们可以得出确定的最优解外，含有博弈和随机天气的情况均不能得到严格最优解。我们认为单人确定性天气下得到的最优方案包含了方案优化中的特征，据此我们可以通过数据分析提取这些优化策略。

## 2.3多人游戏时，每个玩家都是理性人

多人游戏中，玩家总希望自己能存活并获得尽可能多的收益。由于玩家在沙漠中行走没有合作机制，因此合作博弈的基本条件不成立[5]，因此所有玩家都进行不合作博弈，即完全为自己的利益考虑。

## 2.4这是一个纯粹的游戏，不涉及生命伦理问题，即我们可以对游戏者在沙漠中“死亡”的可能性进行分数量化

本模型允许给出对游戏者在沙漠中因缺乏食物而失败的方案，并对此进行量化评分。这对于实际人穿越沙漠问题这样的解应当排除，因为生命无价。

# 三、符号说明

|  |  |
| --- | --- |
| 符号 | 意义 |
| InitialMoney | 初始资金 |
| BasicIncome | 挖矿的基础收益 |
| WeightLimit | 负重上限 |
| Pw | 水的基础价格 |
| Pf | 食物的基础价格 |
| Cwi | 第i天水的基础消耗量 |
| Cfi | 第i天食物的基础消耗量 |
| ww | 一箱水质量 |
| wf | 一箱食物质量 |
| d | 截止日期 |
| p | 地图上地区的总个数 |

# 四、图动态规划模型

## 4.1图模型

为了后续的算法表述和程序计算，首先我们需要将附件中给的图形化地图转化为图G =(V,E):每个地区块为一个顶点，V表示顶点集合，E表示边集，若i地区和j地区相邻，则(i,j) ∈ E，(j,i) ∈ E。

观察发现并不是所有的顶点和边的存在都会对游戏目标产生影响。我们每天如果选择行走的话，总会选择最短的路径走向终点、村庄、矿山三者之一。由此可以对图作较大简化。我们将这一猜想具体表述如下:

定义1功能点:终点、村庄、矿山三类点的总称。

定义2玩家在第à天开始时到j点的距离︰玩家从第i天所在点走到j点所需要经过最少天数，记作d;(j)。

定义3 j点到j的最短路径︰构成从j点走到j点所需最少天数的方案中的点集和边集，记作Py= (VJy , Es,.J)

猜想1单人玩家在游戏过程中如果选择行走，则至少存在一个功能点j,d+1(j)< d(j)。

证明:设玩家选择行走的某天i开始时处在节点j,设j为玩家之后最先到达的功能节点。(由于成功过关时要到达终点，因此j必存在)。

记玩家让ds+1(j') <d;(')的方案(朝着目标j走)，并且之后每天行走都遵循这个规则为策略1，到j用时t，其中走路天数tu天,让d+1(') ≥ d;(')的方案(不朝着目标走)为策略2，到育用时tu,其中走路天数 tw。则有t2u > d;(')= t

玩家根据天气制定的移动策略（停留或行走)对两种路线均适用。则使用策略1的玩家到达j后可以等待使用策略2的玩家直到其也到达j,此时两种情况具有相同的金钱、日期、位置，哪一种留下的食物和水更多则为更优方案。

由于策略⒉走路天数多，两种情况在到达目的j前每天都是同样等待或是选择行走(路线可以不一样，不影响消耗)，前t时间两种情况消耗相同水和食物，而策略1先到目的‘,在之后t一t时间内策略1在等待而策略2有等待有行走，消耗更多食物和水。因此策略Ⅰ更优。由此证明了我们猜想每一步行走都应当靠近某个功能点(也就是即将到达的那个)。

推论1由起点和所有功能点，以及这些点走向各功能点的所有最短路径之并集构成的新图G'对于游戏目标来说与原图G等效

证明:由于玩家每次行走总会使其与某个功能点之间距离减少，可以等效为其在当前点到该功能点之间最短路径上的行走。图的其余部分与玩家所有可以选择的决策(行走、停留、购买、挖矿、出售)无关，因此对于游戏目标来说，原地图G与新地图G是等效的。

根据推论1我们完成了对完全图G= (V,E')的简化，得到了简化图G'= (V'，E')，其中，V'为所有走向功能点的最短路上的所有点构成的集合，E为V'中所有相邻的点连成的的边。将第一关的地图简化后的示意图如下1所示。

基于对地图的图论表示和分析，我们将整个游戏的逻辑进行程序实现，可以通过输入策略来实现游戏过程的自动模拟。源码见附录中主程序desert\_game.py和策略输入程序strategy-py。据此我们大致得出了前两关最高分的大致范围。

我们会在后续第一问的动态规划求解时对完整的图和简化图分别进行计算，并通过比较结果进一步验证我们的猜想。

## 4.2动态规划思想来源

对于单人玩家在确定天气下策略问题，我们可以用一组参数——(天数，位置，水量,食物量,金钱数)描述当前游戏的状态。[4]

记录下这一组参数，就好像给游戏存档，下次再读档时后续的游戏决策仅与此存档参数有关，而与如何到达这一参数所描述的状态无关。即决策具有无后效性。

因此，如果我们使用搜索的策略模拟玩家的所有决策，到达相同状态的分支就会进行重复搜索。即这个问题含有许多重叠子问题。

再进一步分析，对于金钱最大这一目标，该问题存在最优子结构。即对于相同的转移策略来说,金钱较多的状态转移到达的状态也是金钱更多的。

完成这些分析，一个在图上的动态规划模型就呼之欲出了。

4.3动态规划的要素确定

状态变量s =(i,j,k,l)，表示时间处于第i天结束，玩家的位置在j点，拥有k箱水和Ⅰ箱食物。

指标函数记为dp(s)，表示第i天结束时,玩家的位置在j点，拥有k箱水和Ⅰ箱食物时可能拥有的最多金钱数。

决策变量ar(s),表示在状态s时应当采取的状态转移策略。则本游戏的最佳结果可表示为

maxdp(i,Final Point , k, l)i,k,i

其中Final Point表示地图上的终点编号。

4.4状态空问分析

状态变量s含有4个整数分量。i表示天数，设游戏天数d,则有0≤i≤d。j表示在地图上的位置,设地图含有点的数量为p,则1≤j≤p.

k:,l表示水、食物的数量，则有k≥0,l≥0且 ku +lwy ≤ WeightLimit。其中 uw, wy分别表示单箱水和食物的质量，WeightLimit表示负重上限。

综上，整个状态空间S= {(i,j,k,l) ∈ N i≤d,j≤p, kA +lu f ≤WeightLimit}，N表示非负整数集合。

状态空间大小|S～ d x px l WeightLiit , Weight Limit。代入一组有代表性的游戏数据可以算得|S]~ 30×64×, 13g 0 12002.3×108。其所需的空间复杂度是一台计算机可以接受的。

4.5状态转移方程

根据状态定义，我们可以通过游戏规则列写状态转移方程。状态转移有购买和行动两类，共5种情况。购买可以分为在起点购买和在村庄购买，不改变天数;行动可以分为停留、行走和挖矿，会增加天数。下面将分别讨论5种情况下dp(i,j,k,l)的转移方程。

4.5.1起点买资源

初始时有状态

dp(0,1,0,0) = InitialMoney

InitialMoney为初始资金。时间参数i=0表示第О天结束，即第1天开始。位置参数j=1为起点。

在起点可以以基础价格购买食物和水。因此主= 0,j = 1的所有状态s =(i.j,k, 1)都可以由初始状态到达(如果钱够的话)，dp(s)就是初始时的钱减去购买水和食物花费的钱。

dp(0,1,k,l) = InitialMoney -kpe -lpf.V(O,1,k,l) e s

其中 pus,p;分别表示水和食物的基础价格。

4.5.2村庄买资源

如果j位置是一个村庄，那么从(i,j,k,l)状态出发购买水和食物(钱足够的情况下)就可以到达状态集合S中的另一状态(i,j,k＋E,1＋U')。

相应可以对dp(s)进行更新。

dp(i,j,k+k,1+1') = max{ dp(i,j,k ＋k',l+U'),dp(i. j,k, l) 一2k'pu - 2l'p} (2

4.5.3停留

停留使状态中天数i增加1，位置j不变，食物和水按照游戏规则进行消耗。

dp(i+ 1.j, k 一 cwi,l 一 c.) = max{dp(i+ 1,j, k 一 cui,l - cri), dp(i,j, k,1)}，(3)要求k ≥ cui,l ≥ ci。其中cei,Cfi分别为水和食物在第à天情况下基础消耗量。

4.5.4挖矿

挖矿时水和食物的消耗为基础消耗量的3倍，增加收入，天数增加，位置不变。

dp(i+1, j,k—3cwi,l—3czi) = max{dp(i+1,j,k—3cwi,l-3ci), dp(i,j, k,l)+BaseIncome}

(4)

要求k ≥3cui,l ≥ 3c ;,其中 BaseIncome为每关游戏参数中的基础收益。

4.5.5移动

移动的时候，水和食物的消耗量都是基础消耗量的2倍，天数增加，位置变化。

dp(i+1,了', k 一 2cui, l - 2czi) = max{dp(i+1.j', k —2Ciei,t- 2czi), dp(i,j,k,t)} (5),要求k ≥ 2cwa,l ≥ 2czi,(i.3') ∈E。E为图的边集。

4.6动态规划算法实现

Algorithm 1图动态规划

Input: S:合法状态(i,j,k, t)的集合E:图的边集

BasicIncome:基础收益InitialMoney:初始资金d:截止天数

p:图中地区点总数

output: max dp(i, FinalPoint,k,l):这一关的最高过关分数Initialize: dp(i,j, k, l) =-INF for v(i,j,k, l)∈s

: for k,l : (0,1,k,l) e S do/\*1起点购买物资\*/

zdp(0,1,k,l) = InitialM oney - kpa-lpf3: end for

a for i = 0 →d dosfor j = 1 → p do

6:,if j是村庄then/\*2每天行动前，在村庄买物资更新\*/

for k,l : (i,j, k,l) es do

for k ,l: k' >=0,l>=0,(i,j, k+k,l+1U') ∈ S do

dp(i,j,k＋k,l+U') = max{dp(i,j,k+k',l+U'), dp(i,j, k,l)一K pa-l'py}

end for

end for

end if

for k,l : (i,j, k,1) E S do/\*3停留情况的更新\*/

dp(i＋ 1,j, k 一 Cwi,l - cyi) = max{dp(i +1,j,k 一 cai, l - cfi), dp(i,j,k,1)}

end for

if j是矿山 then /\*4挖矿情况的更新\*/

for k,l : (i,j, k, l) ∈ s do

dp(i+1,j,k - 3coi,l - 3cfi) = max{ dp(i+1,j,k - 3cuvi,l - 3cgi)，

dp(i,j,k, l)+BasicIncome}

end for

end if

for j':(j.j')∈ E do/\*5移动情况的更新\*/

dp(i＋1,j',k 一 2coi,l - 2ci) = max{dp(i+ 1,j' ,k 一2Cwoi , l - 2c,i),

dp(i,j, k, U)}

cnd for

23end for24: end for

注意

1.伪代码 Input中的集合S代表了在实际程序中输人的一系列游戏参数，(i,j,k, l) e s的判断在实际程序中就是一些简单的逻辑判断。终点FinalPoint这个参数也包括在状态集合S中了。为了让算法表述更简洁，伪代码中省去了处理这些逻辑的细节。2.伪代码 Input中的边集E实际用邻接表实现。

3. 一INF表示负无穷,实际实现时可以使用一个很小的数。

4.读者可能有疑问，为何算法循环中每天需要同时更新停留、挖矿、移动。这可以从搜索的角度理解，动态规划的更新过程并不是模拟一个玩家在进行游戏，而可以理解为模拟玩家所有可能到达状态及其之间转移方式可能性的过程。

5．伪代码中在村庄买物资更新一部分循环达到6层。在第i天第j个节点的情况下要对k, 1,k' ,U'四个变量循环遍历。这里复杂度似乎为O(n')。这里这样写是为了算法表达的简单明了，具体在程序实现时会做一定的优化，使复杂度变为O(n2)。优化思想简要介绍如下:

如果从(i,j,k,l)状态通过购买食物到达(i,j,k +e,l＋U')时剩下的钱少于第一关玩家在截止日前到达终点时的资金最高为10470元，用时24天。走法如图所示:初始买水178，食物333，1-8天去村庄，买水163到负重上限，9一10天去矿区,11-17天挖矿,18天停留，19天挖矿，20-21去村庄，买36水，16食物，后22一24天去终点，食物和水恰好清零。

具体的每天行动与资源情况如Result.xlsx表格中所示。

5.1.2策略变化分析

除了得到最终30天内到达终点的最高分外，我们还考虑了截止天数为1≤i≤30天玩家最高得分以及相应策略的变化情况，最高得分随截止日期变化如下:

截止日期13 2223 24

最高得分 0 9410950010430 10470表1最高得分随截止日期增加的上升情况

从表中可以看出，最快可以三天到达终点，最后最多剩余9410元，可以从地图中看出这是直接前往终点的策略。这在22天之前到达的方案之中都是最优的，即前去挖矿且22天内到达终点的方案不如直接前往终点。到第24天上升为10470元，且之后到30天不再更新，即我们得到的结果，这是最优的行走策略。

为了查看挖矿情况下截止日期与最高得分的关系，我们将3天前往终点的路线删去重新计算，得到的最高变化趋势如下:

截止天数 192021 222324最高资金0 8330 83958950 95001043010470

表2最高得分随截止日期增加的上升情况（除去3天到达的情况策略)

可以看出，删去3天速达路线后，仍然是9天直接到达终点不挖矿的结果维持到了截止日期少于20天。之后的变化与有完整路线的地图结果一致。

具体查看程序输出的路径信息,我们可以发现在截止天数较少时最优策略倾向于节约资源开支，直接到达终点。20天即之后到达的情况才会考虑挖矿并在村庄购买资源补充。具体是补充一次还是两次需要结合天气情况确定，没有明显的规律。

5.2第二关

经过动态规划算法求解,我们得到了第二关最佳结果行动方案。

图3最优路线图(第二关)

第二关玩家在截止日前到达终点时的资金最高为12730元，用时30天，走法如图所示:

初始买水130箱，食物405，1-10天经过30号矿山前往39号村庄且不在矿山处停留挖矿，到达村庄时水刚好耗尽，第11天遇上沙暴在村庄停留，买水172，食物58。第12天买水17，不买食物，离开前往30号矿山。第13天到第18天在矿山挖矿。第19天前往39号村庄。第20天购买196箱水，28箱食物，前往55号矿山，并于第21天抵达。第22天到第28天挖矿。第29-30天从矿山出发到达终点，食物和水恰好清零。

5.2.1策略变化分析

同样地，我们可以作截止时间和最高得分如下:

截止天数14 1516 19 20 21 22 23 24 29 30最高得分7390 8790 9485 95551028510760 11180115901202012355 12730

表3截止天数的最高资金

由于本关卡有两个村庄和矿山，所以决策会有更多的情况，所以最高得分表随截止时间增加的更新也比较频繁,可以看出第30天到达终点是最优解。

5.3一般情况下的最优策略

通过对结果分析，我们得到以下基本的策略设计原则。

(1）到达终点处时玩家的资源恰好耗尽。为了使到达终点时资金尽可能多，玩家没有理由买多于生存需求的水和食物。玩家在起点和村庄购买资源的价格都高于最后在终点返还的资金，因此在天气情况已知的情况下，玩家知道维持自己生存所需要的最少资源，所以有能力在到达终点时控制资源恰好耗尽。此策略仅适用于全局天气已知情况。.(2)起点处在保证生存的情况下多买食物。根据条件，村庄处的资源价格是起点处的资源价格的两倍，所以需要尽量多在起点买资源，而在村庄仅保证生存需要即可。根据计算，挖矿的收益大于沙暴天气挖矿的消耗，因此收益较大，玩家选择前去挖矿。为了保证挖矿的时间，需要装上尽量多的食物和水。根据食物和水的价格表，定义衡量资源携带效率为基准价格与每箱质量之比。

由于背包有负重上限，因此玩家倾向于在起点购买价格较贵且质量较小的资源，即资源携带效率n较大的资源。水和食物的比较见下表。

资源每箱质量(kg)(元/箱)携带效率(元/千克)

表4资源携带效率比较

由结果知，食物的携带效率远大于水，因此在确保生存的情况下尽量多买食物是更好的策略。

(3)玩家每次移动总会与目的地的最短距离缩小。根据分析可知，玩家在沙漠中的功能地只有三个:村庄、终点和矿山。当玩家选定目的地后，最佳移动策略为以最短路向目的地前进。动态规划的计算中我们分别以原始图和简化后的图作为输入运行算法，得到了完全相同的输出，再次验证了在开始做简化图模型时猜想的正确性。

对于更大规模的地图，或者没有条件使用计算机运行动态规划算法时，可以利用上述策略设计单人确定天气情况下穿越沙漠游戏策略。

通过比对简化地图与动态规划得到的最优解，我们发现最佳策略就是按照最短路前进的，这也进一步验证了该策略的正确性。

六、统计评价模型与第二问方案

第三、四关由于存在随机性，不能够给出一个确定性的最优策略，因此我们在设计方案之后需要建立方法对方案的评价进行评价。

在设计中，我们将方案分解为购买策略、路线策略、行走-停留决策三部分。在设计完成后利用随机模拟得到的期望收益和失败概率来对方案进行评价。

6.1基于完全统计的路线、行动选择、购买策略设计

第三关天气是随机的，但因为图比较小并且只有10天，所有天气一共210= 1024种情况，我们可以利用动态规划算法给出每一种情况的最优解，用统计方法观察规律。(输出1024种最优方案的程序见附录desert \_game\_dp(第三关-简化图-路径回溯-天气枚举).cpp。

6.1.1初步结论:确定路线

通过观察最优解策略，我们发现即使在全部晴天状态下仍然没有去挖矿。可以猜想这一关不能够挖矿。

事实上，由于第三关没有村庄，又因为高温天气消耗很大，且挖矿收益很小，即使在晴朗的天气挖矿，收益仅为200 - 165= 35，挖矿5天的收益175还不足以弥补由于绕路导致至少220的资源消耗。若有高温天挖矿损失只会更大。

因此玩家的决定只有一个一直接走向终点。从图中很容易得到从起点到终点的最短路，需要玩家行走三天。在路径完全确定的情况下，玩家需要决策的就是在起点购买资源的策略和移动策略。

6.1.2统计结论1:确定行走-停留方式

有了确定的路线，我们再对1024种天气情况下的到达终点天数进行统计为了理解这一数据的意义，我们对移动策略进行简单的分类讨论:

1晴朗天气移动:晴朗天的资源基础消耗最少，所以若遇到晴朗天气，玩家一定选择移动。

2高温天气停留:高温天气移动会消耗18箱水和18箱食物，折合金钱为270元，比两次晴朗天气的消耗量还多，因此高温天若不连续出现，在高温天停留可能比较明智。3高温天气移动:高温天移动的消耗很大,但若遇到连续的高温天而不移动，很容易会将携带的资源耗尽，又由于本关的路径很短，若在高温天移动而尽早到达终点，可以减少进一步由于高温消耗资源，即减少失败的概率。

可见最优解中过半选择3天不停留直接走向终点，而仅有约10%会等待两天或三天。根据上述分析可以得知，选择高温天行走是相对比较保守的方案，只要买足物资就不存在失败风险，而选择等待则以风险换取省物资的收益。

考虑到动态规划搜索到最优解的特点，搜索到的最优解一定是一个非常冒险的方案，这里面存在很严重的幸存者偏差。即使如此仍然有大概率选择3天到达,那么我们可以认为在决策过程中选择高温等待的概率应当很小。

6.1.3统计结论2:确定初始购买方案

设有n个最优解，第i个最优解的购买策略为买u箱水和f箱食物，则样本均值和标准差分别为

i=i,j= h

ou=n-i> (w - w;)" ,or-n二i>(f- fi)3

我们将[面一ou，w＋ou]作为水的优秀购买区间，将[f一o f, f+o,]作为食物的优秀购买区间。

经过动态规划我们可以计算得到上述统计量如下表优秀解的分布图如下

(1）购买方式分析:

两种资源的均值大致相等，这说明大部分的优秀策略都选择了购买尽量等量的水和食物。由第一问我们得到在起点处尽量多买食物，但在本关没有村庄，如何生存和省钱是主要目标，而晴朗和高温天气下水和食物的消耗箱数大致相等，因此为了更加省钱,玩家不能对于某一种资源有购买偏好而导致最终一种资源余量很大但另一种资源被较快耗尽的情况。

(2）购买量分析:考虑幸存者偏差，我们不应当取平均值或众数作为购买方案，而应该选择统计图中水、食物量最大的两个峰区作为第一天为晴天、高温两种情况下的购买策略。

因此我们得到的优秀购买方案参考值为晴天42水、44食物，高温54水，54食物。(对之前的两峰参考值进行调整使得食物和水配比平衡，恰好可以满足之后两天都是高温的行走需求)。

6.1.4方案搜索空间的确定

综合以上分析，我们的方案设计框架为:1路线:按最短路线3天到终点。

2行走:三种情况也可以统一理解为晴天行走，高温以p的概率移动(0≤p≤1)。倾向于p ~1的情况。

3购买;晴天42水、44食物，高温54水，54食物。在这一基础上进行调整。

有了以上方案设计指导，搜索空间已经很小,可以写程序进行搜索，接下来就是设计评价指标来筛选最优方案了。

6.1.5方案的评价模型

为了综合评价方案的好坏,我们认为要从最终收益的期望和存活概率两方面综合考量。

对于确定的策略参数，进行n轮随机模拟，其中成功通关n1次，第i次最终剩余钱mi。则有

LoseRate =

n-n1

n

AogIncome = 2Em

n1

LoseRate 为失败率，AvgIncome表示在成功过关情况下平均得分。

再定义完全平均意义下的收入Income，认为失败的收益为0，没有额外惩罚。

Income = >1"i

n

6.2第三关解答:随机模拟结果呈现与讨论

我们利用模拟程序（见附录和支撑材料simulation.py)，按照晴天-高温各50%的概率设定对方案中不同的行走概率p进行随机模拟，结果如下:

可以看到当高温天确定移动时模拟得到的期望收益为9351 (可以严格计算得期望是9350)，并且没有失败风险。可见该随机模拟计算期望的仿真度很高。同时可以明显发现随着高温天移动概率的下降，失败概率(蓝线)急剧上升而成功时平均收益(红线)变化不明显。

将两者平均得到总的预期收益(绿线)与高温天行动概率的关系。可以明显看出概率应当为1最好。

接下来简单讨论初始时带上当天和2个高温天行走所需水和食物的购买方案的优越性。在这一购买方案基础上进行微调，可以发现最终受益基本是一个单峰函数，这里仅给出多买5箱(9314)和少买5箱的结果(～7000)

图8多买5箱食物和水

图9少买5箱食物和水

根据得分来看，不管天气如何，三天直接走向终点得分最高，是最合理的策略。相应购买保证成功的最少食物。一点也不能少(上面少买5箱的结果可以看到失败率急剧上升，最终期望结果下降2000左右。

下面我们将在这些分析得到的结果基础上处理第四关的情况。

6.3第四关图的简化和分析

通过第三关的分析，在这一组食物、水消耗的数据下，当玩家不知道天气并且没有沙暴天，距离目的地较近时，购买充足的水和食物一直不停留地前进是最好的策略。

从本关的地图来看，除了功能点外，还有一个非常重要的点13，我们把它称为决策点。首先，决策点距离起点只有四天的路程，而且是玩家在沙漠中的必经点，这和第三关的情况非常相似。

同时由于决策点距离村庄和矿山都只有一天行程，在决策点的状态直接影响玩家的决策，因此是玩家做决策的关键点。

此外，最后走向终点的路同样和第三关类似，玩家最终要走向终点，而这一段路程的起点(最后一次决定目的地)的点必须为村庄或矿山，而这两个点距离终点的距离都

为三天路程，这和第三关的情况完全相同。

而一个比较大的问题在于沙暴天气的处理。综上所述，我们可以对问题进行简化:

·离开起点的路——从起点到决策点13的路采用第三关的结论。·走向终点的路——从村庄或矿山到终点的路采用第三关的结论。

6.4天气等效模型

虽然我们的移动策略得到简化，但我们难以在购买和路线方面给出较有说服力的方案。我们知道三种天气都有可能发生，天气的未知性是使得玩家失败率升高的根本原因，若我们能够将天气进行等效，以一定比例地把晴朗和沙暴天全部转化为高温天，那么购买策略就能大大简化，玩家按照等效高温天进行购买资源，可以有效地提高自己的存活率。因此我们充分考虑在三种天气下玩家的所有行为，并对他们的收益和消耗进行计算，从资源消耗和挖矿收益两方面来进行天气等效。

对于给定的天气i,i= 1,2,3(分别为晴朗、高温和沙暴)，设对应的水的基础消耗箱数为Cwi，基础价格为pu，食物的基础消耗箱数为cfi，基础价格为pj。根据第一关的数据,我们发现玩家在起点购买食物数与在村庄购买量之比近似为8∶2，购买水量之比约为7:3。但由于天气未知，根据之前分析，玩家更关注存活率，这和第一关购买水量的初衷一致，为方便计算，我们认为在本关玩家在起点购买的食物箱数和水箱数与在村庄购买数之比均为7:3。设 Bij,j=1,2,3分别为在i天气下停留、行走和挖矿的净收益，且综合净收益为B;，则得到如下方程组

B= —(0.7＋0.3× 2)(criPi+CuiPA)=—1.3(cfipi+ cwipi)B;z= 2B;

B:g= 1000+3B;1B;=>3Bij

设晴朗和沙暴天以a : y 的比例等效为高温天，则可以列得净收益等效方程

rBt+B3=(＋y)B2

经过计算可得，=0.214～。因此，从净收益的角度，晴朗与沙暴天以5:1等效为高温天，即每5天晴朗和1天沙暴与6天高温等效。

6.5第四关解答:基于动态规划策略的分析与调整

游戏设定中已知沙暴天气较少，我们取10%，我们将一定比例的晴天和沙暴天进行等效，增加了高温天且减少了一定晴天。

6.5第四关解答:基于动态规划策略的分析与调整

游戏设定中已知沙暴天气较少，我们取10%，我们将一定比例的晴天和沙暴天进行等效，增加了高温天且减少了一定晴天。

确定了天气我们就可以使用第一问中的动态规划模型进行求解。在天气等效后我们主要关注其购买策略，可以分析得出以下策略:

1在起点的购买策略和第一问的结果一致，是优先考虑购买食物，食物的量在300箱左右，水的量在150箱左右。

2第一次到决策点时，若水的量小于100箱就要去村庄补给，否则去挖矿。

3第一次到村庄补给时只尽量多地购买水而不购买食物，一般补充水至235箱左右，此时食物剩余约235箱左右。

我们发现这些策略和第一问的结论极其相似，这也符合我们的预期，因为我们将晴朗天和沙暴天等效为高温天，则天气的确定性降低，购买策略就相对固定了。这些策略和第三关有差别,可以认为是由于村庄可以补给以及可以挖矿赚钱这两个主要因素造成的。

等效天气的方法仍旧无法确定路线策略，但经过分析购买策略，可以推理出一些路径策略。由于在村庄补给食物与水至235箱左右，大约可以支持9天的挖矿并留足直接返回终点不停留的资源;或是挖矿12天左右后返回村庄补给并直接回到终点。

我们认为这两种策略都有可能是比较优秀的路线，因此我们随机生成了100种 30天的天气进行动态规划求解，筛选出前20的优秀解,统计它们在第一次补给后的策略,发现有93.41%的解选择了路径一，即第一次补给后挖矿，保留够直接返回终点的资源直接返回终点。

路径一的压倒性的优势是我们没有预料到的，但我们仔细分析，可以得到原因。首先，挖矿并留足能直接返回终点的策略和第三关的最优策略一致，玩家可以避免由于更多挖矿而资源耗尽，或是减少由于天气恶劣造成的损失。其次，由于从矿山到村庄需要走两天，而村庄和矿山距离终点都是四天行程，若多挖矿会多走至少两天的路程，更有可能遇到高温或沙暴，使资源大大减少，甚至增加失败的风险。因此，路径一是更合理的选择。

考虑沙暴概率10%的情况，对于几个关键点的简单的计算表明该策略失败概率控制在2.5%以内。

对于该策略进行与第三关类似的随机模拟(问题一中的python模拟程序)验证了以上结论，并计算得期望收益达到10500.

6.6总结:一般情况下玩家的最优策略

综合以上分析，我们可以归纳出当天气未知时玩家的宏观优秀策略。

6.6.1地图中没有村庄和矿山的情况

当玩家距离下一个目的地较近时，玩家不应该等待，应该尽快到达目的地。因为更长时间的停留会大大增加资源的消耗,甚至会有失败的风险。即使等待最终能到达终点,最后的资金与快速通过方案也相差无几，通过避开高温天行走而节省的金钱并不多，

在购买资源时按照最坏的情况购买，保证能够到达目的地。我们进行游戏的首要目的是通过，若不通过净收益为―10000元，而相对保守地购买可以在保证100%通过的前提下，最终的收益也较高,是在天气不确定时最好的策略。

6.6.2地图中有村庄和矿山的情况

当地图中有村庄和矿山时，村庄的合理购买可以保证存活，矿山挖矿可以增加最后的收益，因此最佳策略和上一种情况有所不同。

玩家的购买策略是在起点优先考虑携带效率高的资源，即价格贵且需求大的资源,另一种资源可以以最坏情况买到下一次补给之前。在村庄大量补充携带效率低的资源,尽量不补充携带效率高的资源。如此购买的原因在第一关和第四关都有详细的阐述。

玩家的行动策略为首先在接近村庄和矿山的点进行决策,若剩余资源较少则先去补充资源,若剩余资源较多就直接去挖矿。当挖矿到资源剩余按最坏打算仅够前往下一个功能点时，前往下一个功能点。一般地，玩家应该在向下一个功能点的同时，与终点的距离逐渐缩小，否则将显著提高失败的风险。

七、静态博弈模型:问题三策略分析与设计

由于在这一问中两关都具有不止一个玩家,并且玩家在游戏中的状态更新会受到对方情况的影响，因此每个玩家为了实现自己的游戏目标，必须考虑对方的行动策略。因此用博弈的模型来考虑。

第五关双方同时进行一次决策，为单阶段静态博弈。第六关双方进行多次决策，每次决策都是同时进行的，为多阶段静态博弈。

7.1两人单阶段博弈:第五关

7.1.1博弈设定与求解目标

有两位玩家A、B。我们假设两个玩家都是具有充分思维能力的理性人，能够充分考虑自己的策略和对方的选择。设计的目标是使A能够在B按照符合B利益前提下行动时让自己获得最大的期望收益。

因为A、B地位是平等的，即两个玩家的策略集是完全对称的，因此我们为A设定的策略对B也是同样适用的。

7.1.2思路分析

可行的方案大致有两类:第一类为纯策略[1]，两个玩家使用同一种固定策略，走同一条路线。第二类为混合策略,玩家以从一个策略组S={S1,S…Sg}中以(P,P…PR)的概率选择一种策略，给出的混合策略应当满足纳什均衡[3]，即玩家选择任何一种策

略最后的平均收益都是一样的。如果混合策略不满足纳什均衡，就存在好的策略和坏的策略，玩家出于利己的角度，会倾向性地采用混合策略中的好策略，那么之前找到的混合策略就不能稳定存在了。

7.1.3博弈收益表的计算

为了建立博弈收益表以对双方的策略进行分析，在接下来的部分中，我们把玩家从起点到终点消耗的水和食物的价格的相反数做为收益，并把失败失败的收益记为-10000(初始资金的相反数)。

下面计算一下会被纳入策略组中的几种策略的消耗量:

S:第一天从1到5，第二天停留，第三到第四天从5走到终点。消耗的食物和水价值465。

S:第一天到第三天沿1→5→6→13一直行走,第三天可到达终点，消耗的食物和水的价格是490。

S3:沿着1→4→7→12→13的路线行走，并且只在晴天行走，消耗的食物和水的价格是575。

S4∶按照S2的行走策略行走，但是假设对方采用S的行走策略，更改食物和水的购买方案。消耗的食物和水的价格是980。

S;:按照S2的行走策略行走，但是假设对方采用Si的行走策略，更改食物和水的购买方案。消耗的食物和水的价格是600。

Sg:按照S的行走策略行走，但是假设对方也采用该行走策略，更改食物和水的购买方案。消耗的食物和水的价格是795。

S7.按照Sg的行走策略行走，但是假设对方也这么走，更改食物和水的购买方案，消耗的价格是1015。

7.1 .4最优纯策略

首先寻找纯策略。最优的纯策略已经很明显了:由于失败的代价非常大，保证存活的方案中收益最大的方案就是最佳纯策略，即两玩家都采用S%。这样玩家到达终点时平均收益为-795，且保证存活。

7.1.5最优混合策略

接下来寻找混合策略。首先讨论只采用Sa和So的情况，两玩家采取策略的情况共有4种,对应的收益如表7所示:

设两位玩家采用S4,S6的概率分别为P,P，首先寻找纳什平衡点，让玩家采用Sa和Se的收益相等:

-980P-800P--685R -795P2

P士P=1

求解，可得P=—0.02,P= 1.02。这说明这种策略组合不存在纳什均衡点，两位玩家会严重倾向于使用S%策略。

同理，对组合Si和Sa的概率进行求解，然后算得玩家到达终点时平均收益为-5260.2。由于存在不小的失败率，即使是采用在单人模式下非常好的策略，在多人游戏中的平均收益也非常低。

我们又对Se,S┐等两个策略的组合，以及部分3个策略的组合进行了计算，发现在失败率等于0的情况下，不存在纳什均衡点。计算的结果告诉我们:玩家如果想保证存活，就应当采用采用纯策略而非混合策略。

7.1.6求解结果

通过比较，采用纯策略S6是两类方案中的最优方案。

7.1.7允许交流情况下的最优策略

如果两玩家之间可以交流的话，那么就一人采用S1，一人采用S3，具体谁采用最优路线可以通过掷骰子决定，确保对两位玩家都是公平的。这样平均消耗的钱为:

22-520。比不交流的情况更优。

7.2三人多阶段博弈:第六关

第五关是单阶段博弈，采用混合博弈的模型解决。第六关是多阶段博弈，玩家可以牺牲短期利益，换取长期利益。即使不能直接交流，也可以通过观察分析对方之前的行为，达成某种程度上的合作，实现共赢。

多阶段博弈的关键是寻找到纳什均衡点，因为纳什均衡点才能稳定存在，同时意味着每个玩家都有比较好的收益。

根据[2]中的命题10，我们可以取消各个阶段的联系，寻找每个阶段的纳什均衡点ol\*, o2\*. ..g"\*，那么存在一个多阶段博弈的子博弈完全均衡，该完全均衡的路径与\* , o 2\* ...g\*相同。这个命题告诉我们，在这种游戏场景之下，如果对每一天进行孤立，在不考虑过去与未来的情况下寻找单日的纳什平衡点，那么把找到的30天的方案连起来看的话，就能构成30天方案中的一种平衡方案。利用该命题，可以把每一天看做一个阶段，分情况讨论，从而简化运算。

7.2.1两玩家高温天抵达同一地点博弈

假设两个玩家在同一高温天抵达了同一个地点，下面为他们寻找纳什均衡点。基础消耗的价格是135，如果两玩家都行走，每位玩家到达下一个点的消耗是540;如果一人停留，一个人行走，那么停留的人到达下一个点的消耗是405,行走的人是270;如果两人都停留，那么消耗的期望必定大于405，因为最优情况下也只能做到做到一个人是405。表8展示出了以上分析结果，两人都停留的期望收益按照以下方式近似计算∶停留之后,每人选择走或继续停留的概率是1/2，这样计算出来的两人停留的消耗均为585。

可以发现，当玩家A行走的时候，玩家B的最佳策略是停留;当玩家B行走的时候，玩家A的最佳策略是行走，因此(玩家A行走，玩家B停留)是一个纳什均衡点,由对称性可知，(玩家A停留，玩家B行走)也是一个纳什均衡点。由于玩家知道对方的食物和水的剩余情况，因此从某种程度上可以进行合作，对双方都有利。在两者物资不等的情况下，物资多的玩家选择停留，物资少的玩家选择行走。当两者物资相等的时候，采用第五关中的混合博弈模型求解纳什均衡点，假设两位玩家选择停留和行走的概率分别为P,P，有下列方程:

—585P -405P=-270P-540P,

P＋P=1

解得P=0.3,P=0.7。于是得到在双方物资相同时走到同一地点的策略:每位玩家以0.7的概率选择行走，以0.3的概率选择停留。

7.2.2两玩家高温天抵达同一座矿山博弈

如果两个玩家同时在矿山区，并且食物和水充足，那么容易得到表9所示的结果,分析可知，无论玩家B采用什么策略，玩家A的最优策略都是挖矿，对玩家B也是如此。于是(玩家A挖矿，玩家B挖矿)构成纳什均衡点，这意味着在该情况下两玩家都应该挖矿。

7.2.3两玩家高温天抵达村主博弈

从前几关的分析可以发现，在未知天气的情况下，玩家会购买更多的水和食物提升存活率，因此在抵达村庄的时候往往还留有一些水和食物，因此这里对两个玩家同时抵达村庄，且资源还足以支撑他们存活几天的情况进行分析。假设两人都准备购买基础价格为650的物资，然后前往矿山挖矿。选取从两人抵达村庄到两人均抵达矿山这段时间进行分析。容易得到，两人均购买然后行走的收益为-3140;一人购买行走，一人停留的话，先离开村庄的人的收益为―650 × 2- 270+595 =-975，后离开的人的收益为-135-650×2-270=-1705。难点在于两人都停留的收益，这里近似认为如果都停留,那么之后两人都以50%的概率选择购买离开或者继续停留。设每人的收益为—135-:,那么有:

H(-135一z)+(-975)+(-1705)+(-3140)] =.—z

求得c = 1985，做出表10。

不存在纯策略纳什均衡，使用混合策略模型，求得停留与购买的概率分别为55.6%和44.4%。

7.2.4第六关小结

本文把30天的游戏当做多阶段博弈，运用多阶段博弈的性质对多阶段博弈进行拆分，并采用纯策略博弈纳什均衡、多阶段博弈纳什均衡等博弈论的方法给出了许多局部情况下玩家的行动策略，比如当两玩家在高温天同时到达一个地点（非村庄，非矿山)时，物资少的玩家继续行走，物资多的玩家停留，如果两玩家物资相当，那么都以70%的概率行走，以30%的概率停留。当两玩家在高温天同时抵达一座矿山的时候，两位玩家都会选择在第二天挖矿。当两玩家在高温天同时抵达村庄时，以55.6%的概率选择第二天在村庄停留，以44.4%的概率选择在第二天开始的时候买东西离开村庄。

7.3第三问一般策略

7.3.1天气已知且存在多个玩家的单阶段博弈

由于中途失败造成的损失巨大，玩家的首要目的是生存，因此要在起点处购买足够多的食物和水，然后猜测其他玩家可能会采取的行走路线，这些路线是天气已知的单玩家模式下的较优行走策略，运用博弈论的方法寻找纳什均衡点，均衡点给出的策略就是玩家的行动策略。

7.3.2天气未知且存在多个玩家的多阶段博弈

考虑到中途失败的损失巨大，玩家的首要目的依然是生存，因此要在起点处购买足够多的食物和水，按照天气未知单玩家场景下较优的行走路线行进，如果遇到与其他玩家在同一天到达了同一个地点的情况，就运用博弈论的方法寻找均衡点，以此与其他玩家进行某种程度上的合作实现共赢，比如物资少的玩家继续行走，物资多的玩家停留;一起到达村庄时，以较大的概率选择第二天在村庄停留，以较小的概率选择选择在第二天开始的时候补充物资离开村庄。

八、模型总结

8.1灵敏度分析

对于第一问我们采用的是确定性算法，不存在灵敏度问题。因为我们的动态规划模型只要在算力充足的情况下得到任何地图的全局最优解，并能够回溯出每一步购买和移动策略。

第二问我们通过统计分析和随机模拟，得到了特定地图特定条件的优秀解。在数据选择上有一定人工参与主观性，这些策略和第一问有相同之处，但又由于天气未知有很强的随机性。灵敏度相对另外两问模型较高。

同时有一些宏观的策略是适用于大多数情况的，但对于极端的条件我们的策略可能就不是最优的策略，只能在统计意义上保持优秀。

第三问的两人全局方案博弈和局部策略博弈都基于严格的博弈论基础,其结果对于各种情况也是普适的,不会因为输入的微小扰动而失效。

8.2优点分析

8.2.1整体模型充分地结合数学推导、算法实现、仿真模拟，对于问题给出了全面而深

人的分析

对于一个游戏策略问题，我们综合使用了图论、运筹学、统计学、博弈论等知识和工具进行分析，并熟练地编程实现。给出了对游戏“最优策略”的各种不同表述，如带有递推搜索思想的算法、统计的最优、决策的一般规则、博弈的平衡等，多角度地帮助玩家理解这个游戏并确定最优策略。

8.2.2动态规划的算法实现进行充分的时间、空间复杂度优化

第一问的动态规划不仅给出全局最优解，我们还在分析算法时间、空间复杂度的基础上进行了彻底优化，达到单问题的秒级求解，使得后续的大量样本统计成为可能。

8.2.3统计加随机模拟对于第三关随机天气下的策略设计给出了详细的论证

第三关的最终结果呈现后可能很容易猜到。但给出充分的思想来源和令人信服的论证并不容易。我们从统计结果抽取策略，并利用随机模拟较为完整地论证了该方案确实由于其他合理方案。

8.2.4第三问的二人博弈模型给出一系列有效的局部决策

由于多人游戏的复杂性使得一些经验性结论(即局部优化方案)比确定性的计算机算法更有意义。因此这一部分我们用数学推导给出的可靠局部决策结论能够更有效地帮助实际游戏。

8.3缺点分析

8.3.1利用确定天气情况下结果求解后两问时没有定量分析幸存者偏差

尽管我们可以通过动态规划回溯出优秀解，但在天气未知的情况下这些解有非常大的运气成分。最高收益和存活率二者是相互制衡的，而我们在分析一些优秀解的时候虽然也重点考虑了存活率，但无法显式地给出描述幸存者偏差的量并加以讨论。

8.3.2给出的策略需要一定的算力支撑

我们给出的有些策略难以通过直觉或人工计算快速得到验证，都需要一定的程序和算力进行实现，这些结果可能不易于被人从直观上理解。

8.3.3对于多人玩家的情况没有给出完全最优解

虽然我们给出了局部最优策略，但对于三人的多阶段静态博弈没有给出完全最优解。由于博弈的过程难以由程序体现，最后的博弈过程没有进行模拟和全局计算。

8.4总结与感想

本文我们对穿越沙漠游戏的策略进行了由浅入深的分析，对于越来越复杂的问题也有确定性策略求解转化为带有随机性，局部性优化，并利用各种评价方法进行讨论分析。

其实该问题本身的递进过程就是对一定的现实背景进行建模,我们在这二次建模的过程中也充分感受到数学各个分支的基本思想之间存在着广泛的联系，可能就会在某个有趣的问题上汇合。只有创造性的思维加上扎实的理论、计算基本功才能较好地处理一个实际问题。
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附录

A支撑材料列表

Result.xlsx:前两关的结果呈现

代码.rar:所有C++、python的程序源代码，具体有三类:

B动态规划C++代码

desert\_game\_dp(第一关-完整图-路径回溯).cpp

#include <iostream>

#include <cstdio>

#include <vector>

#include <stack>#include <map>

using namespace std;

const int INF=0x3f3f3f3f;

const int num\_of\_points=27;//11修改1，：点数

const int deadline=30; //期限

const int initial\_money=10000;//初始金钱

const int base\_income=1000;//基本收益

const int weight\_limit=1200;//负重上限

const int water\_weight=3,water\_price=5,food\_weight=2,food\_price=10;//价格与重量

bool mine\_list [num\_of\_points+1]={},village\_list [num\_of \_points+1]={};

int water\_consumption\_1ist[3]=5,8,10},food\_consumption\_1ist[3]={7,6,10};//消耗列表

int weather\_list[deadline]={1,1,0,2,0,1,2,0,1,1,2,1,0,1,1,1,2,2,1,1,0,0,1,0,2,1,0,0,1,1};

struct state

{

char i,j;

short k,1;

state(short ii=0,short jj=0,short kk=0,short 11=0):i(ii),j(jj),k(kk),1(11){}

bool operator!=(const state &st2){

return i!=st2.i || j!=st2.j II k!=st2.k || l!=st2.l;

}

};

vector<short>world\_map[num\_of\_points+1];short wmap[num\_of\_points+1][num\_of\_points+1]

(O,{2,25),f1,3),{2,25,4),(3,25,24,5),[4,24,6),(5,24,23,7),(6,8,22),i7,9,22),(8,22,21,17,16,15,10), f9 ,15,11//!!修改2:地图

map<short ,short> mapping ;

short \*dp [deadline+1][num\_of\_points+1][weight\_limit/water\_weight+1];

l/ap[1][]0][1]表示第i天结束时，j点有k水、1食物情况下的最多金钱

state \*dp\_state[deadline+1][num\_of \_points+1][weight\_limit/water\_weight+1] ;

/更新规则:采用“我为人人”型dp

/天数i从◎循环到29，编号j从1-10，k,1完全循环

更新停留、挖矿、走动

若(k,1减去行动代价后均为正,则与原有值取较大值)

注意:每天开始时对村庄点状态进行更新

(需要四重循环，对于每个k,l,向上k',1'进行计算更新，计算量600多亿，\*30天 )，但特别注意，向上更新时，一旦更新不动就可以break，比如对于某个k,l，

循环k",1'向上更新，一旦更新不动,直接对k"1'双循环break

共5种更新:起点买，村庄买，停留，挖矿，走动

\* /

void inline init\_space(

for(int i=0;i<=deadline;++i)

for(int j-0; j<-num\_of\_points;++j)

for(int k=o ;k<=weight\_limit/water\_weight ; ++就)

{

dp[i][j][k]=new short [(weight\_limit一k\*3)/2+1];/1加了之后堆不会损坏dp\_state[i][j]Dke]=new state[(weight\_limit一k\*3)/2+1];

void inline init

for(int i=1;i<=num\_of\_points;++i)f

mapping[i]=i;

for(int j=0; j<=num\_of\_points&业wmap[i][j3;\*+j)

world\_map[i]. push\_back(wmap[i]G]);

1/!修改3:映射,村庄、矿表

mine\_list[12]=1;village\_list[15]=1;

for(int i=0;i<=deadline;++i)

for(int j=0;j<=num\_of\_points;++j)

for(int k=O ;k<seight\_limit/water\_weight ;++就)

for (int 1 =O ;k\*3+l\*2<=weight\_limit;++1)[

dp[i][j][k][1]=-INF ;

dp[0][1][o][0]-initial\_money;

for(int k=O; k<=weight\_limit/water\_weight;++张){

int money\_left=dp[0] [1][0][o]-k\*water\_price,weight\_leftm weight\_limit-k\*water\_ueight;if(money\_left<O)

break ;

for Kint 1 =0;1<=weight\_limit/food\_weight ;++1){

int money\_left2=money\_left-l\*food\_price;

if (money\_left2<0 1l1\*food\_ueight>weight\_left)

break;

if(money \_left2>dp[o][1][k] [1])

dp[o][1][k][1]-money\_left2;

dp\_state[0][1]0k][1]-state(O,1,o,0) ;

/ /cout<<dp[0][1][k][1]<<'\n ';

inline void buy(int i ,int j,int k, int 1){

int max\_food=weight\_limit/food\_weight ;

for(int m=k;m<=weight\_limit/water\_weight;++=)i

for(int n=l;m\*3+机\*2<=weight\_limit && n<max\_food;++n){

if(m--k &&n--l)

continue ;

int money\_left= dp[i][j][k][1] - (m-k) \*ater\_price\*2 - (n-l)\*food\_price\*2;if(money\_left<=dp[i][j][m][n] ll money\_left<O )1 l

三角形区城的右上部分三角无需再搜索了，其他还是要更新的

max\_food=n;

break;

dp[i][j][m][n]=money\_left;

dp\_state[i][j][=][n]-state(i,j ,k ,3);

int main

freopen("1\_complete\_result.txt" , " " ,stdout);//!!修改4:输出文件名

init\_space(;initO;

int best\_ever=-INF;

for(int i=o;i<deadline;++i){

int ii=i+1;

l / cerr<<"i="<<i<<'\n ';

for(int j=1;j<=num\_of\_points;++j){

ir(village\_list[j]){ 1/每天开始更新下一天前，村庄先购物更新

for(int k=0 ;k<=weight\_limit/water\_weight ; ++k)

for (int 1 =0;k\*3+1\*2<=weight\_limit;++1)

if(dp[i][j][k][1]>=0){

buy(i,j,k,1);

l/cout<<"更新村庄! "<<endl;

}

}

//更新停留int

water\_consumption=water\_consumption\_list[weather\_list[i]],food\_consumption-food\_consumption\_listfor(int k=water\_consumption;k<=weight\_limit/water\_weight;++k){

for (int 1 =food\_consumption;k\*3+1\*2<=weight\_limit;++l){

int kk=k-water\_consumption,1l=1-food\_consumption;

if(dp[i][j][kg][1]>=0 && dpli][j][k][1]>dp[ii][j][kk][11]){

dp[ii][j][kk][11]=dp[i][j][k][1];

dp\_state[ii][j][kk][11]=state(i,j,k,1);

l/cout<<i<<' '<<j<<”"<<k<<" “<<l<<" "<<dp[i][j][k][1]<<'\n';}

})

1/更新挖矿

if (mine\_list[j]){

water\_consumption=water\_consumption\_list[weather\_list[i]]\*3,food\_consumption=food\_consumption\_listfor(int k=water\_consumption;k<=weight\_limit/water\_weight;++k){

for (int 1 =food\_consumption ; k\*3+l\*2<=weight\_limit;++1){

int kk=k-water \_consumption,1l=l-food\_consumption;

if(dp[i][j][k][1]>=0 && dpli][j][k][1]+base\_income>dp[ii][j][kk][11]){

dp[ii][j][kk][1l]=dp[i][j][k][1]+base\_income ;dp\_state[ii][j][kk][11]=state(i,j,k,1);

}

}

}

}

/ \*for(int k=0 ;k<=400 ; ++k)

for (int 1 =0 ;k\*3+1\*2<=1200;++l)

if(dp[i][j][k][1]>9900)

cout<<i<<' '<<j<<" "<<k<<" "<<l<<" "<<dp[i][j][k][1]<<'\n ';l/\*/

//非沙暴，更新走动

if (weather\_list[i]<2){

water\_consumption=water\_consumption\_list[weather\_list[i]]\*2,food\_consumption=food\_consumption\_list

for(vector<short>: :iterator

iter=world\_map[j].begin() ;iter!=world\_map[j].end() ; ++iter){for(int k=water\_consumption;k<=weight\_limit/water\_weight ;++k){

for (int 1 =food\_consumption;k\*3+1\*2<=weight\_limit;++1){

int kk=k-water\_consumption,1l=1-food\_consumption;

if(dp[i][j][k][1]>=0 && dp[i][j]lk][1]>dp[ii][\*iter] Dkk][11])

dp[ii][\*iter] [kk][11]=dp[i][j]0k][1];

dp\_state[ii][\*iter][kk][11]=state(i,j,k,1);

)

}

)

}

}

)

int target=num\_of \_points;int res=一INF ;

state last\_state;

for(int i=0;i<=deadline;++i){

for(int k=O ;k<=weight\_limit/water\_weight ;++k){

for (int 1 =O ;k\*3+1\*2<=weight\_limit ;++1){

if(dp[i][target][k][1]>res)

{

res=dp[i] [target]0k][1];

last\_state=state(i,target,k,1);

}

}

}

if (res>best\_ever){

cerr<<res<<" "<<best\_ever<<endl;best\_ever=res;