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# Project Overview

This project evaluates two modeling approaches, linear regression with an indicator matrix and logistic regression, to determine which more reliably classifies individuals as earning above or below $50,000 per year.

Using the UCI Adult Income dataset, the comparison focuses on career stage, marital status, working hours, education level, and investment activity as the explanatory variables.

I compare model performance using practical measures, including accuracy, sensitivity, specificity, and Area Under the ROC Curve (AUC).

My goal is to identify the method that not only provides stronger predictive capability but also offers clearer insight into how these three dimensions of socioeconomic behavior and opportunity contribute to income differences.

## Analysis Question

How do linear regression with an indicator matrix and logistic regression compare in their ability to classify individuals as earning above or below $50,000 per year, based on career stage, marital status, working hours, education level, and investment activity and other demographic and behavioral variables, in terms of accuracy, sensitivity, specificity, and AUC?

## Data Suitability

The UCI Adult Income dataset is well suited for this analysis based on the following characteristics:

**Binary Target Variable:** The income label is already dichotomized as <=50K and >50K, making it ideal for classification tasks.

**Relevant Predictors:** Career stage can be proxied through variables such as age, occupation, and years of work experience. Education level is directly available in multiple forms (years of education and categorical attainment). And investment activity can be approximated through features like capital gains and capital losses, which provide signals of financial activity beyond earned income. Marital status and hours worked provide a view into socioeconomic dynamics influencing income level.

**Mixed Data Types:** These predictors combine categorical (education level, marital status, occupation) and continuous (capital gains, capital losses, age) data, allowing a comparison of how well each modeling method handles different variable types.

**Real-World Relevance:** The selected variables represent core levers of socioeconomic advancement, human capital (education), labor market position (career stage), and financial behavior (investment activity). Evaluating their relationship to income provides insights into drivers of upward mobility.

## Candidate Models

### Linear Regression with an Indicator Matrix

Linear regression, when applied with a binary indicator response, can be used to estimate probabilities of class membership. Although not traditionally designed for classification, it provides a straightforward benchmark and can reveal how continuous predictors like age or hours worked relate linearly to income. However, it may yield predictions outside the 0–1 range and does not naturally account for the probabilistic nature of binary outcomes.

### Logistic Regression

Logistic regression is a standard method for binary classification, modeling the log-odds of the outcome as a linear combination of predictors. It constrains predicted values between 0 and 1 and provides interpretable coefficients in terms of odds ratios. It is particularly well-suited for this problem and serves as the conventional baseline for evaluating newer or more complex classifiers.

### Rationale

Placing these two approaches side by side highlights the importance of choosing models that align with the data structure and analysis question. By comparing their performance on accuracy, sensitivity, specificity, and AUC, this analysis will demonstrate the trade-offs between a general-purpose regression method and a model purpose-built for classification.

### Baseline Expectations

Before conducting the analysis, it is important to establish expectations about how the candidate models are likely to perform:

**Linear Regression Benchmark:** Linear regression with an indicator matrix may provide a useful baseline, but its predictions can extend outside the valid probability range and may not align as well with classification thresholds. Accuracy may be reasonable, but sensitivity and specificity are likely to suffer compared to logistic regression.

**Logistic Regression Advantage:** Because logistic regression is specifically designed for binary classification, it is expected to outperform linear regression in terms of calibration and overall predictive reliability. Its ability to constrain predictions between 0 and 1 aligns naturally with the problem structure.

**Comparative Outlook:** Logistic regression is anticipated to deliver higher AUC and more balanced classification metrics, while linear regression may illustrate the pitfalls of applying a general-purpose model to a classification task. This contrast should highlight the importance of model choice in predictive analytics.

## Github Repo and Source Data File

All project files are maintained in [this Github repository](https://github.com/dtminnick/income).

The UCI Adult Income dataset and related information are available for download from the [UCI archive site](https://archive.ics.uci.edu/dataset/2/adult).

## Code Libraries

My analysis leverages the following R packages: caret for model training and evaluation, dplyr and tidyr for data manipulation, ggplot2 for plots, knitr for table formatting, and pROC for ROC/AUC analysis.

Customized R functions enable comparison of model coefficients and residuals, evaluation of predictor associations and multicollinearity checks.

Code chunks are presented in this R markdown document alongside analysis to document implementation of analysis, model creation, and evaluation.

library("caret")

## Loading required package: ggplot2

## Loading required package: lattice

library("dplyr")

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library("ggplot2")  
library("knitr")  
library("pROC")

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

library("tidyr")  
  
source("../R/compare\_model\_coefficients.R")  
source("../R/compare\_model\_residuals.R")  
source("../R/check\_multicollinearity\_factors.R")  
source("../R/test\_predictor\_associations.R")

# Data Exploration, Cleaning and Transformation

Exploratory analysis focuses on understanding five variables in the source data that will be transformed for analysis purposes. Three of the variables have a categorical version and numerical version to aid exploratory analysis.

Load the income data and select in-scope variables. Create a numeric version of the response variable.

income <- readRDS("../data/income.rds") %>%  
 select(income,   
 age,  
 marital\_status,  
 hours\_per\_week,  
 education,   
 capital\_gain,   
 capital\_loss) %>%  
 mutate(income\_num = if\_else(income == "<=50K", 0, 1))

## Missing Values

Generate a report summarizing missing values in the dataset at both the column and row level. Compute the total number and percentage of rows containing any missing values. And combine summaries into a single table for easy inspection and reporting.

# Create column level summary.  
  
col\_missing <- income %>%  
 summarise(across(everything(), ~ sum(is.na(.)))) %>%  
 pivot\_longer(cols = everything(),  
 names\_to = "variable",  
 values\_to = "missing\_count") %>%  
 mutate(missing\_percent = round(missing\_count / nrow(income), 2))  
  
# Create row level summary.  
  
row\_missing <- tibble(variable = "rows\_with\_missing\_data",  
 missing\_count = sum(!complete.cases(income)),  
 missing\_percent = round(sum(!complete.cases(income)) / nrow(income), 2))  
  
# Combine summaries.  
  
missing\_report <- bind\_rows(col\_missing, row\_missing)  
  
# Generate formatted report.  
  
kable(missing\_report,  
 col.names = c("Variable", "Missing Count", "Missing Percent"),  
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r"))

| Variable | Missing Count | Missing Percent |
| --- | --- | --- |
| income | 0 | 0 |
| age | 0 | 0 |
| marital\_status | 0 | 0 |
| hours\_per\_week | 0 | 0 |
| education | 0 | 0 |
| capital\_gain | 0 | 0 |
| capital\_loss | 0 | 0 |
| income\_num | 0 | 0 |
| rows\_with\_missing\_data | 0 | 0 |

The table confirms there are no rows with missing data in the reported rows and columns. The source dataset contains 32,560 observations.

## Income (Response)

income is a binary categorical variable indicating whether an individual’s annual income exceeds $50,000. It has two levels: <=50K for those earning $50,000 or less, and >50K for those earning more than $50,000.

income\_num is a numeric variable that corresponds to income, i.e. 0 represents the <=50k category and 1 represents the >50k category.

# Generate a summary of the income variable.  
  
income\_summary <- income %>%  
 group\_by(income) %>%  
 summarise(entries = n()) %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot the distribution of values.  
  
ggplot(income\_summary, aes(x = income, y = entries)) +  
 geom\_col(fill = "steelblue", color = "white") +  
 geom\_text(aes(label = paste0(scales::comma(entries), "\n", round(percent \* 100, 0), "%")),  
 vjust = -0.3, size = 3.0) +  
 labs(title = "Distribution of Income",  
 x = "Income",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 0.5),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(income\_summary$entries) \* 1.2)
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This distribution is a classic case of class imbalance and it’s substantial: 76% of individuals fall into the <=50K category, while only 24% belong to the >50K category.

Given the potential baseline accuracy trap, i.e. because the <=50K class dominates the dataset at 76%, I can achieve high accuracy simply by predicting the majority class every time. But this doesn’t provide a meaningful model.

I need to also measure how well the models detect the minority class, ensure that I am not over-predicting the majority class, and generate models with overall discriminatory power. I will use weights as a means to balance the classes before training the models.

Encode factor levels for income, using <=50K as the reference level.

# Make response variable a factor.  
  
income <- income %>%  
 mutate(income = factor(income, levels = c("<=50K", ">50K")),  
 income\_num = factor(income\_num, levels = c(0, 1)))

## Age

age is a continuous numeric variable, ranging from 17 to 90. The following plot generates a summary of the age variable.

# Generate a summary of the age variable.  
  
age\_summary <- income %>%  
 group\_by(age) %>%  
 summarise(entries = n()) %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot the distribution of values.  
  
ggplot(age\_summary, aes(x = age, y = entries)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Distribution of Age",  
 x = "Age",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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This distribution reflects what we’d expect from a working-age population in the US: a peak around ages 20-30, reflecting a large cohort entering the workforce, a gradual decline beginning at age 37-38 through age 55, typical of aging out of peak earning years or shifting to preparation for retirement, and dropoff after ages 60-50, reflecting retirement and reduced representation.

Age is likely nonlinear in its relationship to income class. Use binning to confirm this dynamic.

# Create age bins.  
  
income\_age <- income %>%  
 mutate(age\_bin = cut(age, breaks = seq(15, 90, by = 5), include.lowest = TRUE))  
  
# Calculate proportions within each age bin and income group.  
  
age\_income\_prop <- income\_age %>%  
 group\_by(age\_bin, income) %>%  
 summarise(count = n(), .groups = "drop") %>%  
 group\_by(age\_bin) %>%  
 mutate(prop = count / sum(count))  
  
# Generate plot.  
  
ggplot(age\_income\_prop, aes(x = age\_bin, y = prop, fill = income)) +  
 geom\_bar(stat = "identity", position = "fill") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Proportion of Income Classes by Age Group",  
 x = "Age Group",  
 y = "Proportion",  
 fill = "Income Class") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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This plot shows that income probability doesn’t increase linearly with age; rather, it peaks mid-career and then drops. I’ll use a binning strategy to model this non-monotonic pattern in a career\_stage variable, i.e. instead of assuming that each year of age adds the same effect, binning allows me to treat age as a set of behavioral groups. To better capture this pattern, I will engineer a career stage feature.

### Career Stage

The career\_stage feature will contain four groups: 1) entry-level (ages 17-30), 2) growth phase (ages 31-45), 3) peak earning (ages 46-60), and 4) retirement transition (ages 61+). Encode factor levels for career stage, using Entry-level as the reference level.

# Create career\_stage variable.  
  
income <- income %>%  
 mutate(career\_stage = case\_when(  
 age < 31 ~ "Entry-level",  
 age >= 21 & age < 45 ~ "Growth-phase",  
 age >= 36 & age < 61 ~ "Peak-earning",  
 age >= 61~ "Retirement-transition"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(career\_stage = factor(career\_stage,   
 ordered = TRUE,  
 levels = c("Entry-level",   
 "Growth-phase",   
 "Peak-earning",   
 "Retirement-transition")))

Visually confirm the non-linear effects of career stage on income classification.

# Group by career stage.  
  
career\_stage\_prop <- income %>%  
 group\_by(career\_stage, income) %>%  
 summarise(count = n(), .groups = "drop") %>%  
 group\_by(career\_stage) %>%  
 mutate(prop = count / sum(count))  
  
# Generate plot.  
  
ggplot(career\_stage\_prop, aes(x = career\_stage, y = prop, fill = income)) +  
 geom\_bar(stat = "identity", position = "fill") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Proportion of Income Classes by Career Stage",  
 x = "Career Stage",  
 y = "Proportion",  
 fill = "Income Class") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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To capture this nonlinear effect, I will use a second-degree orthogonal polynomial transformation of the numeric career stage variable as poly(career\_stage\_num, 2). It will model both linear and quadratic trends while avoiding multicollinearity.

There is a single inflection point in this distribution. The chart shows a rise in >50K income class from Entry-level to Peak-earning, followed by a decline in Retirement-transition. That’s a classic parabolic shape with one turning point which a quadratic models naturally.

This should improve numerical stability and interpretability of regression coefficients, especially when modeling non-monotonic relationships (e.g., mid-career income peaks followed by retirement declines).

### Marital Status

The marital status variable captures an individual’s relationship status and is a categorical feature with the following levels:

* Married-civ-spouse: Legally married and living with spouse,
* Married-AF-spouse: Married to a spouse in the armed forces,
* Divorced: Legally separated after marriage,
* Separated: Still legally married but not living together,
* Widowed: Spouse has passed away, and
* Never-married.

Generate a summary of marital\_status.

# Generate summary.  
  
marital\_status\_summary <- income %>%  
 group\_by(marital\_status) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot distribution of values.  
  
ggplot(marital\_status\_summary, aes(x = forcats::fct\_reorder(marital\_status, entries, .desc = TRUE), y = entries)) +  
 geom\_col(fill = "steelblue", color = "white") +  
 geom\_text(aes(label = paste0(scales::comma(entries), "\n", round(percent \* 100, 0), "%")),  
 vjust = -0.3, size = 3.0) +  
 labs(title = "Distribution of Marital Status",  
 x = "Marital Status",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(marital\_status\_summary$entries) \* 1.2)
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Married-civ-spouse dominates at 46%. Never-married follows at 33%. The rest of the categories are smaller slices, but potentially behaviorally distinct.

Marital status could be a strong socioeconomic signal when predicting income, e.g. married individuals may benefit from dual incomes or household stability. Never-married or separated individuals might reflect different life stages or economic pressures.

These categories are not ordinal, e.g. widowed or married is not more or less than divorced.

Collapsing sparse categories may improve model stability and interpretability, e.g. married, non-traditional married, previously married, never married.

### Marital Status Group

Marital status group collapses sparse categories into broader groups for model stability and interpretability.

# Create marital status group variable  
  
income <- income %>%  
 mutate(marital\_status\_group = case\_when(  
 marital\_status %in% c("Married-civ-spouse",   
 "Married-AF-spouse") ~ "Married",  
 marital\_status %in% c("Divorced",   
 "Separated",   
 "Married-spouse-absent",   
 "Widowed") ~ "Previously-married",  
 marital\_status == "Never-married" ~ "Never-married"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(marital\_status\_group = factor(marital\_status\_group,   
 ordered = FALSE,  
 levels = c("Never-married",   
 "Previously-married",   
 "Married")))

Show distribution of income by marital status group.

# Group by marital group.  
  
marital\_status\_group\_prop <- income %>%  
 group\_by(marital\_status\_group, income) %>%  
 summarise(count = n(), .groups = "drop") %>%  
 group\_by(marital\_status\_group) %>%  
 mutate(prop = count / sum(count))  
  
# Generate plot.  
  
ggplot(marital\_status\_group\_prop, aes(x = marital\_status\_group, y = prop, fill = income)) +  
 geom\_bar(stat = "identity", position = "fill") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Proportion of Income Classes by Marital Status Group",  
 x = "Marital Status Group",  
 y = "Proportion",  
 fill = "Income Class") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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Married individuals show the highest proportion of income earners in the >50K category. This suggests that marriage may correlate with financial stability, dual-income households, or career maturity.

Previously-married and Never-married groups lean heavily toward the <=50K category, indicating lower income prevalence.

### Hours Per Week

Hours per week represents the number of hours an individual reports working per week in their primary job.

hours\_per\_week\_summary <- income %>%  
 group\_by(hours\_per\_week) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
ggplot(hours\_per\_week\_summary, aes(x = hours\_per\_week, y = entries)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Distribution of Hours Per Week",  
 x = "Hours Per Week",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(hours\_per\_week\_summary$entries) \* 1.2)
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There is a prominent spike at 40 hours, which can be considered a classic full-time benchmark in the US. It dominates the dataset, reflecting standard employment contracts. There are smaller peaks at 20, 30, 50 and 60 hours, suggesting common part-time and overtime thresholds. These are potentially tied to specific industries or roles. The jagged, irregular tails hint at self-reported data or job-specific norms, e.g. self-employment or gig work.

### Hours Group

The hours group variable is a derived categorical feature that segments individuals based on their reported weekly work hours:

* Underemployed: Works fewer than 30 hours per week,
* Full-time: Works between 30 and 45 hours per week, and
* Overtime: Works more than 45 hours per week.

# Create hours group variable.  
  
income <- income %>%  
 mutate(hours\_group = case\_when(  
 hours\_per\_week < 30 ~ "Underemployed",  
 hours\_per\_week >= 30 & hours\_per\_week <= 45 ~ "Full-time",  
 hours\_per\_week > 45 ~ "Overtime"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(hours\_group = factor(hours\_group,  
 ordered = TRUE,  
 levels = c("Underemployed",   
 "Full-time",   
 "Overtime")))

Show proportion of high earners by hours group.

hours\_group\_prop <- income %>%  
 group\_by(hours\_group, income) %>%  
 summarise(count = n(), .groups = "drop") %>%  
 group\_by(hours\_group) %>%  
 mutate(prop = count / sum(count))  
   
ggplot(hours\_group\_prop, aes(x = hours\_group, y = prop, fill = income)) +  
 geom\_bar(stat = "identity", position = "fill") +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 labs(  
 title = "Income Proportion by Hours Group",  
 x = "Hours Group",  
 y = "Proportion",  
 fill = "Income Level"  
 ) +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 0.5),  
 plot.title = element\_text(size = 14, face = "bold"))
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The underemployed group is overwhelmingly low income and likely includes part-time, seasonal or precarious workers. The full-time group is majority <=$50k but has a noticeable uptick in high earners. This suggests that full-time work alone isn’t a guarantee of higher income. The overtime group has the most balanced distribution; it probably includes a mix of skilled labor, self-employed individuals and salaried workers with performance incentives.

## Education

Education is a categorical variable with 16 levels, ranging from Preschool through advanced degrees like Doctorate` and Prof-school.

# Make variable a factor.  
  
income <- income %>%  
 mutate(education = factor(education,   
 levels = c("Preschool",   
 "1st-4th",   
 "5th-6th",   
 "7th-8th",   
 "9th",   
 "10th",   
 "11th",   
 "12th",  
 "HS-grad",   
 "Some-college",   
 "Assoc-voc",   
 "Assoc-acdm",  
 "Bachelors",  
 "Masters",  
 "Prof-school",   
 "Doctorate")))  
  
education\_summary <- income %>%  
 group\_by(education) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 group\_by(education) %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
ggplot(education\_summary, aes(x = education, y = entries)) +  
 geom\_col(fill = "steelblue", color = "white") +  
 geom\_text(aes(label = paste0(scales::comma(entries), "\n", round(percent \* 100, 0), "%")),  
 vjust = -0.3, size = 3.0) +  
 labs(title = "Distribution of Education",  
 x = "Education",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(education\_summary$entries) \* 1.2)

![](data:image/png;base64,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)

High school graduates dominate the sample at 32%; this aligns with national trends. Some-college and Bachelors categories together make up 40% of the sample, indicating strong representation. Advanced degrees are relatively rare; combined they account for ~7% of the sample, which could limit model ability to generalize to highly educated groups. Low education levels are sparse; these are likely to be older adults or immigrants with limited formal schooling.

Plot income proportions by education.

# Group by education.  
  
income\_education\_prop <- income %>%  
 group\_by(education, income) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 group\_by(education) %>%  
 mutate(prop = entries / sum(entries))  
  
# Plot summary.  
  
ggplot(income\_education\_prop,   
 aes(x = education,   
 y = prop,   
 fill = income)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Income Proportion by Education Level",  
 x = "Education Level",  
 y = "Proportion",  
 fill = "Income") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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There’s an unmistakable pattern evident in this chart: the gradient from low education levels to advanced degrees is a textbook example of socioeconomic stratification. Still its surprising to see how nonlinear the education payoff is in income potential.

The proportion of individuals earning >50K doesn’t increase at a constant rate across education levels. Instead, it jumps more sharply at certain thresholds, especially from HS-grad to Bachelors, and again from Masters to Doctorate.

High income really starts to dominate at the Bachelor level and is an inflection point for income potential. Advanced degrees show the highest income potential, but this comes with investment of time and potentially debt as well.

I’ll use ordinal coding to treat education as a ranked factor to capture the income gradient. I’ll create a separate education\_group variable for this as part of transformations.

### Education Group

Create a separate education\_group variable.

# Create education level variable.  
  
income <- income %>%  
 mutate(education\_group = case\_when(  
 education %in% c("Preschool", "1st-4th", "5th-6th", "7th-8th", "9th",   
 "10th", "11th", "12th") ~ "Non-HS",  
 education %in% c("HS-grad", "Some-college",   
 "Assoc-voc", "Assoc-acdm") ~ "HS-some-college",  
 education %in% c("Bachelors") ~ "Bachelors",  
 education %in% c("Masters") ~ "Masters",  
 education %in% c("Prof-school", "Doctorate") ~ "Prof-doctorate"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(education\_group = factor(education\_group,  
 ordered = TRUE,  
 levels = c("Non-HS",   
 "HS-some-college",   
 "Bachelors",  
 "Masters",  
 "Prof-doctorate")))

Plot proportion of income by education group.

# Group by education group.  
  
education\_group\_prop <- income %>%  
 group\_by(education\_group, income) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 group\_by(education\_group) %>%  
 mutate(prop = entries / sum(entries))  
  
# Plot summary.  
  
ggplot(education\_group\_prop,   
 aes(x = education\_group,   
 y = prop,   
 fill = income)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Income Proportion by Education Level",  
 x = "Education Level",  
 y = "Proportion",  
 fill = "Income") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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The income jump from Bachelors to Masters to Prof-doctorate is not linear. The gains accelerate, suggesting credential thresholds, e.g., graduate degrees unlocking higher-paying roles, and labor market segmentation, e.g., professional degrees tied to elite occupations.

I will use a natural cubic splines to model this non-linear relationship between your ordinal education variable and the outcome, i.e. ns(as.numeric(education\_group), df = 3).

## Capital Gain/Loss

In the UCI Adult Income dataset, the capital gain and capital loss variables don’t represent individual investment transactions like you’d see in a brokerage account. Instead, they are annual amounts reported on tax returns.

Here’s what they represent in practice:

**Capital Gain:** The total taxable profit someone reported in a year from selling assets (stocks, bonds, property, etc.) for more than they paid.

**Capital Loss:** The total deductible loss someone reported in a year from selling assets for less than they paid. Tax rules allow limited reporting of such losses.

In the dataset, most people have zeros for both variables, meaning they didn’t report any gains or losses that year. Nonzero values are relatively rare but signal engagement with investment activity beyond wages.

### Limitation of Capital Gain/Loss as a Predictors

While capital gain and capital loss provide useful signals of investment activity, they capture only realized transactions (profits or losses from assets actually sold). They do not account for asset ownership or wealth holdings that have not been sold. For example, someone may hold significant investments in real estate or retirement accounts but report zero gains or losses if they did not sell anything that year.

This means the variables reflect investment activity and non-wage income, not necessarily investment capacity or wealth accumulation.

### Capital Gain

Generate capital gain summary.

# Generate summary.  
  
capital\_gain\_summary <- income %>%  
 group\_by(capital\_gain) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot summary.  
  
ggplot(capital\_gain\_summary, aes(x = capital\_gain, y = entries)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Distribution of Capital Gain",  
 x = "Capital Gain (Dollars)",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(capital\_gain\_summary$entries) \* 1.2)
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Capital gains are heavily zero-inflated, and that skew makes it a prime candidate for binary transformation. Most individuals have zero capital gain, so the continuous values only apply to a small subset. Continuous skewed variables can distort coefficients or inflate variance in linear models. A binary flag captures the presence of investment activity, which may correlate with income or occupation.

Plot cumulative distribution of capital gains.

# Group by gain.  
  
capital\_gain\_prop <- capital\_gain\_summary %>%  
 arrange(capital\_gain) %>%  
 mutate(cumulative = cumsum(entries) / sum(entries))  
  
# Plot proportion.  
  
ggplot(capital\_gain\_prop, aes(x = capital\_gain, y = cumulative)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Cumulative Distribution of Capital Gain",  
 x = "Capital Gain (Dollars)",  
 y = "Proportion") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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The cumulative distribution shows that over 92% of individuals report zero or minimal capital gains, with only a small fraction earning substantial amounts (e.g., >10,000).

Capital gain is a strong signal of financial activity and wealth accumulation, but it’s concentrated among a small subset of the population.

### Capital Loss

Generate capital loss summary.

# Generate summary.  
  
capital\_loss\_summary <- income %>%  
 group\_by(capital\_loss) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot summary.  
  
ggplot(capital\_loss\_summary, aes(x = capital\_loss, y = entries)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Distribution of Capital Loss",  
 x = "Capital Loss (Dollars)",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(capital\_loss\_summary$entries) \* 1.2)
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Capital loss is also heavily zero-inflated.

Plot cumulative distribution of capital losses.

# Group by loss.  
  
capital\_loss\_prop <- capital\_loss\_summary %>%  
 arrange(capital\_loss\_summary) %>%  
 mutate(cumulative = cumsum(entries) / sum(entries))  
  
# Plot proportion.  
  
 ggplot(capital\_loss\_prop, aes(x = capital\_loss, y = cumulative)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Cumulative Distribution of Capital Loss",  
 x = "Capital Loss (Dollars)",  
 y = "Proportion") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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Over 96% of individuals report zero or minimal capital loss. A steep rise in the cumulative distribution between 1,000 and 2,000 suggests that most reported losses fall within this range. Very few individuals report losses above 2,000.

Combining capital gain and capital loss into a single binary variable reduces two sparse, skewed variables into one binary flag. It preserves the signal that captures whether the individual has any investment-related income or loss. It is also easier to explain and visualize in behavioral segmentation or fairness audits.

### Has Investment Activity

Create a single investment activity flag using capital gain and capital loss.

# Create investment activity variable.  
  
income <- income %>%  
 mutate(has\_investment\_activity = if\_else(capital\_gain > 0 | capital\_loss > 0, "Yes", "No"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(has\_investment\_activity = factor(has\_investment\_activity,  
 ordered = FALSE,  
 levels = c("No", "Yes")))

Check distribution of the variable.

# Group by activity.  
  
investment\_by\_income <- income %>%  
 group\_by(has\_investment\_activity, income) %>%  
 summarise(entries = n()) %>%  
 mutate(percent = round(entries / sum(entries), 2))

## `summarise()` has grouped output by 'has\_investment\_activity'. You can override  
## using the `.groups` argument.

# Plot distribution.  
  
ggplot(investment\_by\_income,   
 aes(x = has\_investment\_activity,   
 y = percent,   
 fill = income)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Income Proportion by Investment Activity",  
 x = "Investment Activity",  
 y = "Proportion",  
 fill = "Income") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 0.5),  
 plot.title = element\_text(size = 14, face = "bold"))
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Individuals who have not had capital gains or losses are predominantly in the <=50K income category.

Those who have reported capital gains or losses show a much higher proportion in the >50K category, suggesting that investment behavior correlates with higher earnings.

Investment activity may reflect financial literacy, risk tolerance, or access to disposable income.

It could also signal career stage or education level, since those with more resources and knowledge are more likely to invest.

The plot shows a strong separation in income proportions based on investment behavior. Binary encoding preserves that contrast cleanly.

Save data with features.

saveRDS(income, "../data/income\_final.rds")

# Correlations

Load transformed income data.

income <- readRDS("../data/income\_final.rds")

Check for correlations among predictors.

# Set vectors.  
  
predictors <- c("career\_stage", "marital\_status\_group", "hours\_group",  
 "education\_group", "has\_investment\_activity")  
  
ordinal\_vars <- c("career\_stage", "hours\_group", "education\_group")  
  
# Run the function to generate correlations summary.  
  
assoc\_summary <- test\_predictor\_associations(income, predictors, ordinal\_vars)

##   
## Attaching package: 'psych'

## The following objects are masked from 'package:ggplot2':  
##   
## %+%, alpha

## Loading required package: grid

## corrplot 0.95 loaded
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rownames(assoc\_summary) <- NULL

This correlation matrix confirms that the predictors are behaviorally distinct but lightly interrelated, which is ideal for modeling.

Print correlations in table form.

# Print numeric values.  
  
kable(assoc\_summary,   
 col.names = c("Pair", "Type", "Value"),  
 format.args = list(big.mark = ","),  
 align = c("l", "l", "r"))

| Pair | Type | Value |
| --- | --- | --- |
| career\_stage ~ marital\_status\_group | Cramér’s V | 0.406 |
| career\_stage ~ hours\_group | Spearman | 0.1 |
| career\_stage ~ education\_group | Spearman | 0.082 |
| career\_stage ~ has\_investment\_activity | Cramér’s V | 0.135 |
| marital\_status\_group ~ hours\_group | Cramér’s V | 0.165 |
| marital\_status\_group ~ education\_group | Cramér’s V | 0.098 |
| marital\_status\_group ~ has\_investment\_activity | Cramér’s V | 0.155 |
| hours\_group ~ education\_group | Spearman | 0.184 |
| hours\_group ~ has\_investment\_activity | Cramér’s V | 0.106 |
| education\_group ~ has\_investment\_activity | Cramér’s V | 0.169 |

career\_stage ~ marital\_status\_group, with a Cramér’s V = 0.406, is the strongest association. This suggests that career progression is meaningfully related to marital status, possibly due to age, stability, or life stage effects. This could also reflect behavioral segmentation: married individuals may cluster in mid-career or peak-earning stages.

Cramér’s V values above 0.3 suggest moderate association between categorical variables. Spearman correlations are also low, indicating weak monotonic relationships between ordinal variables.

# Multicollinearity

Use the custom function check\_multicollinearity\_factors on the income dataset, using the specified predictors. Calculate Variance Inflation Factors (VIFs) to see how much each predictor is correlated with the others.

predictors <- c("career\_stage", "marital\_status\_group", "hours\_group",  
 "education\_group", "has\_investment\_activity")  
  
vif\_summary <- check\_multicollinearity\_factors(income, predictors)  
  
rownames(vif\_summary) <- NULL  
  
kable(vif\_summary,   
 col.names = c("Variable", "VIF"),  
 format.args = list(big.mark = ","),  
 align = c("l", "r"))

| Variable | VIF |
| --- | --- |
| education\_group.C | 2.19 |
| marital\_status\_groupMarried | 1.88 |
| education\_group^4 | 1.74 |
| marital\_status\_groupPreviously-married | 1.72 |
| career\_stage.L | 1.68 |
| career\_stage.Q | 1.64 |
| education\_group.Q | 1.61 |
| education\_group.L | 1.41 |
| hours\_group.L | 1.21 |
| career\_stage.C | 1.16 |
| hours\_group.Q | 1.08 |
| has\_investment\_activityYes | 1.06 |

All VIFs are below 2.2, which is comfortably within the safe zone (common thresholds are 5 or 10). This means no predictor is linearly dependent on the others, and coefficient estimates should be stable.

This VIF profile confirms that the model should be statistically sound and behaviorally distinct.

## Class Balance

Class weighting in the training set will counteract the imbalance in the outcome classes (after splitting the income data).

This ensures performance metrics are meaningful for decision-making, while still allowing models to be tuned for sensitivity and accuracy where it matters most.

# Split Data

Split the dataset into 60% training, 20% validation, and 20% test. This allocation provides enough data to train stable models while dedicating a higher-than-usual share to validation and testing. With a large dataset, this approach strengthens model comparison, improves tuning, and ensures that final performance metrics are based on a robust and representative holdout set.

set.seed(123)  
  
# Initial train/test split.  
  
train\_idx <- createDataPartition(income$income, p = 0.6, list = FALSE)  
  
income\_train <- income[train\_idx, ]  
  
temp <- income[-train\_idx, ]  
  
# Split remaining into validation/test.  
  
valid\_idx <- createDataPartition(temp$income, p = 0.5, list = FALSE)  
  
income\_validate <- temp[valid\_idx, ]  
  
income\_test <- temp[-valid\_idx, ]

Check class balance in the train, validation and test sets.

# Check balance function.  
  
check\_balance <- function(df, name) {  
 df %>%  
 count(income) %>%  
 mutate(prop = round(n / sum(n), 2),  
 dataset = name) %>%  
 select(dataset,  
 income,   
 n,  
 prop)  
}  
  
#Generate data frame.  
  
check <- bind\_rows(check\_balance(income\_train, "Train"),  
 check\_balance(income\_validate, "Validation"),  
 check\_balance(income\_test, "Test"))  
  
# Produce table summary.  
  
kable(check,  
 col.names = c("Dataset", "Income Level", "Count", "Percent"),  
 caption = "Dataset Class Balance",  
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r"))

Dataset Class Balance

| Dataset | Income Level | Count | Percent |
| --- | --- | --- | --- |
| Train | <=50K | 14,832 | 0.76 |
| Train | >50K | 4,705 | 0.24 |
| Validation | <=50K | 4,944 | 0.76 |
| Validation | >50K | 1,568 | 0.24 |
| Test | <=50K | 4,943 | 0.76 |
| Test | >50K | 1,568 | 0.24 |

The table confirms the income class split across train, validation, and test sets.

# Apply Class Weights

Use class weighting in the training set to counteract the imbalance in the outcome classes.

# Calculate the proportion of each class in the training set.  
  
train\_props <- prop.table(table(income\_train$income\_num))  
  
# Assign invserse frequency weights.  
  
income\_train$weight <- ifelse(income\_train$income\_num == 1,  
 1 / train\_props["1"],  
 1 / train\_props["0"])  
  
# Normalize weights.  
  
income\_train$weight <- income\_train$weight / mean(income\_train$weight)

Each row in the training set gets a numeric value in the weight variable such that observations in the minority class (income\_num == 1, typically >50K)>50Kreceive higher weights, and observations in the majority class<=50K` receive lower weights.

The weights are normalized to have a mean of 1, so they don’t distort the overall scale of the model’s loss function.

# Train Models

## Linear Regression Indicator Matrix Model

Prepare the predictor matrix X, containing numeric representations of age, education, and marital status. The response variable, income, is coded as 0 <=$50K or 1 >$50K. It is converted to a one-hot (indicator) matrix Y for the multivariate linear regression.

A weight vector establishes class weights.

# Prepare the predictor matrix.  
  
X <- model.matrix(~ poly(career\_stage, 2) +  
 marital\_status\_group +  
 hours\_group +  
 splines::ns(as.numeric(education\_group), df = 3) +  
 has\_investment\_activity - 1, data = income\_train)  
  
# Create indicator matrix for binary response  
  
# Assumed to be 0/1  
  
G <- income\_train$income\_num   
  
# One-hot encoding  
  
Y <- model.matrix(~ factor(G) - 1)  
  
# Class proportions.  
  
class\_props <- prop.table(table(G))  
  
# Inverse frequency weights.  
  
weights\_vec <- ifelse(G == 1,  
 1 / class\_props["1"],  
 1 / class\_props["0"])  
  
# Normalize weights.  
  
weights\_vec <- weights\_vec / mean(weights\_vec)

A multivariate linear regression is fit with the one-hot encoded response matrix. This approach models the probability of each class as a linear combination of predictors.

# fit the linear regression model and produce summary.  
  
model\_linear\_matrix <- lm(Y ~ poly(career\_stage, 2) +  
 marital\_status\_group +  
 hours\_group +  
 splines::ns(as.numeric(education\_group), df = 3) +  
 has\_investment\_activity,   
 data = income\_train,  
 weights = weights\_vec)

We then produce model summaries.

summary(model\_linear\_matrix)

## Response factor(G)0 :  
##   
## Call:  
## lm(formula = `factor(G)0` ~ poly(career\_stage, 2) + marital\_status\_group +   
## hours\_group + splines::ns(as.numeric(education\_group), df = 3) +   
## has\_investment\_activity, data = income\_train, weights = weights\_vec)  
##   
## Weighted Residuals:  
## Min 1Q Median 3Q Max   
## -1.65479 -0.05071 0.14652 0.33954 0.95628   
##   
## Coefficients:  
## Estimate Std. Error t value  
## (Intercept) 1.0377440 0.0102827 100.921  
## poly(career\_stage, 2)1 -8.8055769 0.4584116 -19.209  
## poly(career\_stage, 2)2 6.6872739 0.4167996 16.044  
## marital\_status\_groupPreviously-married -0.0007361 0.0095525 -0.077  
## marital\_status\_groupMarried -0.3895442 0.0077786 -50.079  
## hours\_group.L -0.1277270 0.0077353 -16.512  
## hours\_group.Q 0.0008268 0.0050895 0.162  
## splines::ns(as.numeric(education\_group), df = 3)1 -0.3884377 0.0139744 -27.796  
## splines::ns(as.numeric(education\_group), df = 3)2 -0.5297584 0.0182500 -29.028  
## splines::ns(as.numeric(education\_group), df = 3)3 -0.4169780 0.0118755 -35.112  
## has\_investment\_activityYes -0.2182662 0.0070507 -30.957  
## Pr(>|t|)   
## (Intercept) <2e-16 \*\*\*  
## poly(career\_stage, 2)1 <2e-16 \*\*\*  
## poly(career\_stage, 2)2 <2e-16 \*\*\*  
## marital\_status\_groupPreviously-married 0.939   
## marital\_status\_groupMarried <2e-16 \*\*\*  
## hours\_group.L <2e-16 \*\*\*  
## hours\_group.Q 0.871   
## splines::ns(as.numeric(education\_group), df = 3)1 <2e-16 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)2 <2e-16 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)3 <2e-16 \*\*\*  
## has\_investment\_activityYes <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3759 on 19526 degrees of freedom  
## Multiple R-squared: 0.4352, Adjusted R-squared: 0.4349   
## F-statistic: 1504 on 10 and 19526 DF, p-value: < 2.2e-16  
##   
##   
## Response factor(G)1 :  
##   
## Call:  
## lm(formula = `factor(G)1` ~ poly(career\_stage, 2) + marital\_status\_group +   
## hours\_group + splines::ns(as.numeric(education\_group), df = 3) +   
## has\_investment\_activity, data = income\_train, weights = weights\_vec)  
##   
## Weighted Residuals:  
## Min 1Q Median 3Q Max   
## -0.95628 -0.33954 -0.14652 0.05071 1.65479   
##   
## Coefficients:  
## Estimate Std. Error t value  
## (Intercept) -0.0377440 0.0102827 -3.671  
## poly(career\_stage, 2)1 8.8055769 0.4584116 19.209  
## poly(career\_stage, 2)2 -6.6872739 0.4167996 -16.044  
## marital\_status\_groupPreviously-married 0.0007361 0.0095525 0.077  
## marital\_status\_groupMarried 0.3895442 0.0077786 50.079  
## hours\_group.L 0.1277270 0.0077353 16.512  
## hours\_group.Q -0.0008268 0.0050895 -0.162  
## splines::ns(as.numeric(education\_group), df = 3)1 0.3884377 0.0139744 27.796  
## splines::ns(as.numeric(education\_group), df = 3)2 0.5297584 0.0182500 29.028  
## splines::ns(as.numeric(education\_group), df = 3)3 0.4169780 0.0118755 35.112  
## has\_investment\_activityYes 0.2182662 0.0070507 30.957  
## Pr(>|t|)   
## (Intercept) 0.000243 \*\*\*  
## poly(career\_stage, 2)1 < 2e-16 \*\*\*  
## poly(career\_stage, 2)2 < 2e-16 \*\*\*  
## marital\_status\_groupPreviously-married 0.938579   
## marital\_status\_groupMarried < 2e-16 \*\*\*  
## hours\_group.L < 2e-16 \*\*\*  
## hours\_group.Q 0.870951   
## splines::ns(as.numeric(education\_group), df = 3)1 < 2e-16 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)2 < 2e-16 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)3 < 2e-16 \*\*\*  
## has\_investment\_activityYes < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3759 on 19526 degrees of freedom  
## Multiple R-squared: 0.4352, Adjusted R-squared: 0.4349   
## F-statistic: 1504 on 10 and 19526 DF, p-value: < 2.2e-16

The model estimates income classification separately for those below and above $50K, which results in coefficients that are equal in magnitude but opposite in sign.

Interpreting the effects shows that being married, working more hours, having higher levels of education, and engaging in investment activity all decrease the likelihood of being in the lower-income group and increase the likelihood of being in the higher-income group.

Nonlinear career stage terms further indicate that the relationship between career progression and income is curved rather than strictly linear.

Using the fitted model, predict scores for each class. These predicted scores may fall outside the 0–1 range, which highlights the limitation of using linear regression for classification.

# Predict class scores.  
  
train\_pred <- predict(model\_linear\_matrix, newdata = income\_train)

For each observation, assign the class with the highest predicted score. We then recode it back to match the original binary labels (0 or 1).

# Assign predicted class (1 or 2).  
  
train\_class\_pred <- max.col(train\_pred)  
  
# Recode predicted class to match binary response (0/1).  
  
train\_class\_pred\_binary <- ifelse(train\_class\_pred == 1, 0, 1)

Evaluate the predicted classes against the true labels using a confusion matrix.

# Evaluate classification performance.  
  
cm\_linear\_matrix\_train <- caret::confusionMatrix(factor(train\_class\_pred\_binary), factor(income\_train$income\_num))  
  
cm\_linear\_matrix\_train

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 11100 670  
## 1 3732 4035  
##   
## Accuracy : 0.7747   
## 95% CI : (0.7688, 0.7805)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : 1.714e-07   
##   
## Kappa : 0.4958   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7484   
## Specificity : 0.8576   
## Pos Pred Value : 0.9431   
## Neg Pred Value : 0.5195   
## Prevalence : 0.7592   
## Detection Rate : 0.5682   
## Detection Prevalence : 0.6024   
## Balanced Accuracy : 0.8030   
##   
## 'Positive' Class : 0   
##

The model achieves an overall accuracy of 77.5% (95% CI: 76.9–78.1%), which is statistically higher than the no-information baseline of 75.9% (p < 0.001). While this improvement is significant given the large sample size, the absolute gain in accuracy is modest.

Performance is stronger at identifying the majority group (class 0, < $50K), with sensitivity of 74.8% and a very high positive predictive value of 94.3%. Specificity is also strong at 85.8%, but the negative predictive value is lower (52.0%), meaning the model struggles more with correctly identifying higher-income cases. The balanced accuracy is 80.3%, and Cohen’s Kappa of 0.50 indicates moderate agreement beyond chance.

### Extreme Probabilities

Although we can produce predicted classes and metrics, the predicted probabilities from a linear model are not constrained to 0-1. This can result in nonsensical probabilities, motivating the use of logistic regression for binary outcomes.

The table below summarizes the number and percentage of predicted probabilities from the linear regression model that fall outside the valid 0–1 range for each class. As expected, linear regression applied to a binary outcome can produce estimates below 0 or above 1, highlighting a limitation of this approach for classification tasks.

First, we extract the predicted probabilities for each class from the linear regression model. These probabilities represent the model’s estimated likelihood that each individual falls into the ≤$50K or >$50K income category.

# Extract columns.  
  
prob\_under50k <- train\_pred[, "factor(G)0"]  
  
prob\_over50k <- train\_pred[, "factor(G)1"]

To assess the appropriateness of linear regression for a binary outcome, we identify predictions that fall outside the valid probability range of 0 to 1. The table below shows the number and percentage of such predictions for each class.

# Count out-of-bounds for each class.  
  
out\_under <- sum(prob\_under50k < 0 | prob\_under50k > 1)  
  
out\_over <- sum(prob\_over50k < 0 | prob\_over50k > 1)  
  
total <- nrow(train\_pred)  
  
# Summary table.  
  
check\_summary <- data.frame(Cclass = c("<=50K", ">50K"),  
 out\_of\_bounds = c(out\_under, out\_over),  
 total = total,  
 percent\_out\_of\_bounds = round(100 \* c(out\_under, out\_over) / total, 2))  
  
kable(check\_summary,  
 col.names = c("Class", "Out of Bounds", "Total", "Percent Out of Bounds"),  
 caption = "Out of Bounds Data for Each Class",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r"))

Out of Bounds Data for Each Class

| Class | Out of Bounds | Total | Percent Out of Bounds |
| --- | --- | --- | --- |
| <=50K | 2,248 | 19,537 | 11.51 |
| >50K | 2,248 | 19,537 | 11.51 |

The plot below illustrates the distribution of predicted probabilities for both income classes. The dashed red lines mark the valid 0–1 probability range. Any predictions beyond these boundaries are not interpretable as probabilities, demonstrating why logistic regression is generally preferred for binary classification problems.

# Convert to long format.  
  
df\_long <- as.data.frame(train\_pred) %>%  
 pivot\_longer(cols = everything(),   
 names\_to = "Class",   
 values\_to = "Probability") %>%  
 mutate(Class = if\_else(Class == "factor(G)0", "<=50K", ">50K"))  
  
# Plot.  
  
ggplot(df\_long, aes(x = Probability, fill = Class)) +  
 geom\_histogram(bins = 50, color = "white", position = "dodge") +  
 geom\_vline(xintercept = 0, linetype = "dashed", color = "red") +  
 geom\_vline(xintercept = 1, linetype = "dashed", color = "red") +  
 labs(  
 x = "Predicted Probability",  
 y = "Count",  
 title = "Distribution of Linear Regression Predicted Probabilities by Class"  
 ) +  
 scale\_fill\_manual(values = c("<=50K" = "steelblue", ">50K" = "lightsteelblue")) +  
 theme\_minimal()
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Together, these outputs provide a numeric indication and clear visual of the constraints of using linear regression for a categorical outcome, setting the stage for comparison with the logistic regression model.

Because linear regression is not bounded, the model produces predicted values below 0 and above 1, which are not valid probabilities. This creates problems for interpretation, since values like –0.2 or 1.3 cannot be meaningfully explained as likelihoods. It also complicates classification, as thresholding these outputs can distort decision rules, and the predictions themselves are not well calibrated to reflect true probabilities.

### Generate ROC Curve and AUC Metric

To evaluate the discriminatory power of the indicator regression model, extract the predicted probabilities for the positive class and used them as inputs to generate a Receiver Operating Characteristic (ROC) curve.

# Column 2 corresponds to class 1 (income\_num == 1).  
  
score\_class1 <- train\_pred[, 2]  
  
roc\_obj\_lm <- pROC::roc(response = income\_train$income\_num, predictor = score\_class1)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

# Plot ROC curve.  
  
plot(roc\_obj\_lm, col = "steelblue", lwd = 2, main = "ROC Curve for Indicator Regression")
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The blue line bows confidently toward the top-left corner, which indicates high sensitivity and specificity across thresholds. The shape suggests an AUC in the high 0.7s to low 0.8s.

The gray line represents random guessing. The model clearly outperforms this baseline, which confirms meaningful signal in the predictors.

# AUC value.  
  
pROC::auc(roc\_obj\_lm)

## Area under the curve: 0.884

This AUC score indicates that the model can distinguish between >50K and <=50K earners with 88.4% accuracy across all thresholds.

## Logistic Regression

Build a logistic regression model to estimate income likelihood, using career stage, marital status, hours worked, education, and investment activity as predictors, with adjustments for weighting.

# Produce logistic model.  
  
model\_logistic <- glm(income\_num ~   
 poly(career\_stage, 2) +  
 marital\_status\_group +  
 hours\_group +  
 splines::ns(as.numeric(education\_group), df = 3) +  
 has\_investment\_activity,  
 data = income\_train, weights = weight, family = "binomial")

## Warning in eval(family$initialize): non-integer #successes in a binomial glm!

Note on the non-integer warning message. This message is triggered when using non-integer weights in a binomial glm(). The binomial family expects counts of successes and failures, and when weights are fractional, it assumes we are modeling aggregated binomial outcomes, which is not the case for this model.

Based on my research, the warning is safe to ignore because I am using weights to adjust for class imbalance, not to model grouped binomial trials. The response variable is binary and the weights are just importance weights, not trial counts.

The model still fits correctly and returns valid coefficients, standard errors, and predictions.

### Generate Model Summary

Produce model summary.

summary(model\_logistic)

##   
## Call:  
## glm(formula = income\_num ~ poly(career\_stage, 2) + marital\_status\_group +   
## hours\_group + splines::ns(as.numeric(education\_group), df = 3) +   
## has\_investment\_activity, family = "binomial", data = income\_train,   
## weights = weight)  
##   
## Coefficients:  
## Estimate Std. Error z value  
## (Intercept) -4.11227 0.09860 -41.709  
## poly(career\_stage, 2)1 63.72174 3.25964 19.549  
## poly(career\_stage, 2)2 -43.34011 2.93013 -14.791  
## marital\_status\_groupPreviously-married 0.31068 0.07294 4.259  
## marital\_status\_groupMarried 2.48802 0.06026 41.289  
## hours\_group.L 1.20220 0.06525 18.424  
## hours\_group.Q -0.21767 0.04220 -5.157  
## splines::ns(as.numeric(education\_group), df = 3)1 2.60005 0.10918 23.815  
## splines::ns(as.numeric(education\_group), df = 3)2 4.23531 0.15625 27.106  
## splines::ns(as.numeric(education\_group), df = 3)3 3.24796 0.10754 30.204  
## has\_investment\_activityYes 1.61735 0.05711 28.321  
## Pr(>|z|)   
## (Intercept) < 2e-16 \*\*\*  
## poly(career\_stage, 2)1 < 2e-16 \*\*\*  
## poly(career\_stage, 2)2 < 2e-16 \*\*\*  
## marital\_status\_groupPreviously-married 2.05e-05 \*\*\*  
## marital\_status\_groupMarried < 2e-16 \*\*\*  
## hours\_group.L < 2e-16 \*\*\*  
## hours\_group.Q 2.50e-07 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)1 < 2e-16 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)2 < 2e-16 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)3 < 2e-16 \*\*\*  
## has\_investment\_activityYes < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 27084 on 19536 degrees of freedom  
## Residual deviance: 16370 on 19526 degrees of freedom  
## AIC: 20541  
##   
## Number of Fisher Scoring iterations: 5

The logistic regression model estimates the probability of higher income using the same predictors as the prior linear models: career stage, marital status, hours worked, education, and investment activity. Unlike the linear approach, which produced unbounded predictions outside the 0–1 range, the logistic specification constrains all fitted values between 0 and 1, allowing direct probability interpretation.

The coefficients here represent log-odds, showing strong positive associations between higher income and being married, working more hours, higher education, and investment activity, along with nonlinear effects for career stage and hours worked. This formulation provides a better-calibrated and more interpretable model for classification compared with the earlier linear regressions.

### Generate ROC Curve and AUC Metric

Extract the predicted probabilities for the positive class and used them as inputs to generate a Receiver Operating Characteristic (ROC) curve.

income\_train$predicted\_prob <- predict(model\_logistic, type = "response")  
  
roc\_obj\_log <- pROC::roc(income\_train$income\_num, income\_train$predicted\_prob)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

plot(roc\_obj\_log, col = "steelblue", main = "ROC Curve for Logistic Regression")

![](data:image/png;base64,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)

This blue line bows toward the top-left corner, which indicates high sensitivity and specificity across thresholds. The shape suggests an AUC in the high 0.7s to low 0.8s, which is similar to the linear indicator model.

The model clearly outperforms this baseline, which confirms meaningful signal in the predictors.

pROC::auc(roc\_obj\_log)

## Area under the curve: 0.8861

This AUC score indicates that the model can distinguish between >50K and <=50K earners with 88.6% accuracy across all thresholds, which is slightly better than the lineear indicator model.

### Generate Confusion Matrix

Evaluate the predicted classes against the true labels using a confusion matrix.

threshold <- 0.5  
  
income\_train$predicted\_class <- ifelse(income\_train$predicted\_prob > 0.5, 1, 0)  
  
cm\_logistic\_train <- caret::confusionMatrix(factor(income\_train$predicted\_class), factor(income\_train$income\_num))  
  
cm\_logistic\_train

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 11229 668  
## 1 3603 4037  
##   
## Accuracy : 0.7814   
## 95% CI : (0.7755, 0.7872)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : 1.136e-13   
##   
## Kappa : 0.5071   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7571   
## Specificity : 0.8580   
## Pos Pred Value : 0.9439   
## Neg Pred Value : 0.5284   
## Prevalence : 0.7592   
## Detection Rate : 0.5748   
## Detection Prevalence : 0.6089   
## Balanced Accuracy : 0.8076   
##   
## 'Positive' Class : 0   
##

# Compare Models

## Training Data

### Confusion Matrix Comparison

A side-by-side confusion matrices reveal how linear and logistic models differ in classification behavior.

# Extract confusion matrix tables.  
  
cm\_lm <- cm\_linear\_matrix\_train$table  
  
cm\_lg <- cm\_logistic\_train$table  
  
# Convert to data frames and add model labels.  
  
df\_linear <- as.data.frame(cm\_lm)  
  
df\_linear$model <- "Linear"  
  
df\_logistic <- as.data.frame(cm\_lg)  
  
df\_logistic$model <- "Logistic"  
  
# Combine both into one tidy data frame.  
  
df\_combined <- rbind(df\_linear, df\_logistic)  
  
# Rename columns for clarity.  
  
colnames(df\_combined) <- c("Predicted", "Actual", "Count", "Model")  
  
# Add TP/FP/TN/FN label.  
  
df\_combined$Label <- with(df\_combined, ifelse(  
   
 Predicted == 1 & Actual == 1, "TP",  
   
 ifelse(Predicted == 1 & Actual == 0, "FP",  
   
 ifelse(Predicted == 0 & Actual == 0, "TN",  
   
 "FN"))))  
  
# Reorder columns for clarity.  
  
df\_final <- df\_combined[, c("Model", "Predicted", "Actual", "Label", "Count")]  
  
# View result.  
  
kable(df\_final,  
 col.names = c("Model", "Predicted", "Actual", "Label", "Count"),  
 caption = "Confusion Matrix Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r", "r"))

Confusion Matrix Comparison

| Model | Predicted | Actual | Label | Count |
| --- | --- | --- | --- | --- |
| Linear | 0 | 0 | TN | 11,100 |
| Linear | 1 | 0 | FP | 3,732 |
| Linear | 0 | 1 | FN | 670 |
| Linear | 1 | 1 | TP | 4,035 |
| Logistic | 0 | 0 | TN | 11,229 |
| Logistic | 1 | 0 | FP | 3,603 |
| Logistic | 0 | 1 | FN | 668 |
| Logistic | 1 | 1 | TP | 4,037 |

Observations from this comparison:

* Both models correctly identified ~4,000 high-income cases,
* The logistic model made fewer incorrect high-income predictions,
* The linear model is slightly better at catching true high-income cases, and
* The logistic model is better at correctly identifying low-income cases.

So the linear model leans slightly towards sensitivity, which may be preferred in situations where missing a true positive has a higher cost, e.g. when determining eligibility for benefits or financial services.

The logistic model shows better specificity, reducing the risk of overextending resources or misclassifying ineligible individuals.

### Performance Metric Comparison

To assess model performance beyond raw classification counts, we compare key evaluation metrics from linear and logistic regression, including accuracy, sensitivity, specificity, and predictive values.

# Extract metrics from both slots.  
  
overall\_linear <- cm\_linear\_matrix\_train$overall  
  
byclass\_linear <- cm\_linear\_matrix\_train$byClass  
  
overall\_logistic <- cm\_logistic\_train$overall  
  
byclass\_logistic <- cm\_logistic\_train$byClass  
  
# Select key metrics.  
  
metrics\_overall <- c("Accuracy", "Kappa")  
  
metrics\_byclass <- c("Sensitivity", "Specificity", "Pos Pred Value", "Neg Pred Value", "Balanced Accuracy")  
  
# Build data frame.  
  
df\_metrics <- data.frame(metric = c(metrics\_overall,   
 metrics\_byclass),  
 linear\_train = round(c(overall\_linear[metrics\_overall],   
 byclass\_linear[metrics\_byclass]), 4),  
 logistic\_train = round(c(overall\_logistic[metrics\_overall],   
 byclass\_logistic[metrics\_byclass]), 4),  
 row.names = NULL)  
  
# View result.  
  
kable(df\_metrics,  
 col.names = c("Metric", "Linear", "Logistic"),  
 caption = "Model Metric Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r"))

Model Metric Comparison

| Metric | Linear | Logistic |
| --- | --- | --- |
| Accuracy | 0.7747 | 0.7814 |
| Kappa | 0.4958 | 0.5071 |
| Sensitivity | 0.7484 | 0.7571 |
| Specificity | 0.8576 | 0.8580 |
| Pos Pred Value | 0.9431 | 0.9439 |
| Neg Pred Value | 0.5195 | 0.5284 |
| Balanced Accuracy | 0.8030 | 0.8076 |

While both models perform similarly, the logistic regression model offers a slight edge in overall accuracy, sensitivity, and balanced performance. This makes it a more reliable choice when both false positives and false negatives carry meaningful consequences.

**Accuracy:** The logistic model shows slightly higher accuracy (0.7875 versus 0.7747).

**Kappa (Agreement Beyond Chance):** The logistic model shows better agreement beyond chance (0.5084 versus 0.4962), indicating modest overall improvement in classification consistency. Kappa in the range of 0.4-0.6 is considered moderate agreement beyond chance. While the models are better than chance based on this metric, they may not be capturing all the complexity in the data.

**Sensitivity (true positive rate):** Higher for logistic (0.7592), meaning it better identifies actual positives.

**Specificity (true negative rate):** Marginally higher for linear (0.8589), indicating slightly better performance in ruling out false positives.

**Positive Predictive Value:** Nearly identical (~0.943), showing both models are highly reliable when predicting the majority class.

**Negative Predictive Value:** Slightly better in the logistic model (0.5300 vs. 0.5195), suggesting improved confidence in minority class predictions.

**Balanced Accuracy:** Logistic edges out linear (0.8076 vs. 0.8034), reflecting a more equitable performance across both classes.

### AUC Comparison (Versus Accuracy and Kappa)

AUC measures how well a model ranks positives above negatives across all thresholds. It’s threshold-agnostic and robust to class imbalance. Accuracy is threshold-dependent and can be misleading if one class dominates. Kappa adjusts accuracy for chance agreement, but still depends on a fixed threshold.

AUC tells us how well the models discriminate, not just how often it’s “right” at a single cutoff. This is especially useful when comparing models with similar accuracy but different ranking behavior.

# Extract AUCs.  
  
auc\_lm <- pROC::auc(roc\_obj\_lm)  
  
auc\_log <- pROC::auc(roc\_obj\_log)  
  
# Create comparison data frame.  
  
auc\_comparison <- data.frame(Model = c("Linear", "Logistic"),  
 AUC = c(auc\_lm, auc\_log))  
  
# View result.  
  
kable(auc\_comparison,  
 col.names = c("Model", "AUC"),  
 caption = "AUC Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r"))

AUC Comparison

| Model | AUC |
| --- | --- |
| Linear | 0.8839626 |
| Logistic | 0.8861478 |

These are nearly identical, suggesting both models rank cases similarly, and the logistic model has a slightly higher value.

At 0.88, these models have very good discrimination, separating high-income from low-income individuals across thresholds.

## Validation Data

### Linear Regression with an Indicator Matrix

# Predict class scores.  
  
pred\_valid <- predict(model\_linear\_matrix, newdata = income\_validate, type = "response")

For each observation, assign the class with the highest predicted score. We then recode it back to match the original binary labels (0 or 1).

# Assign predicted class (1 or 2).  
  
class\_pred\_valid <- max.col(pred\_valid)  
  
# Recode predicted class to match binary response (0/1).  
  
class\_pred\_binary\_valid <- ifelse(class\_pred\_valid == 1, 0, 1)

Evaluate the predicted classes against the true labels using a confusion matrix.

# Evaluate classification performance.  
  
cm\_linear\_matrix\_validate <- caret::confusionMatrix(factor(class\_pred\_binary\_valid),  
 factor(income\_validate$income\_num))  
  
cm\_linear\_matrix\_validate

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 3751 221  
## 1 1193 1347  
##   
## Accuracy : 0.7829   
## 95% CI : (0.7726, 0.7928)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : 3.421e-06   
##   
## Kappa : 0.5098   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7587   
## Specificity : 0.8591   
## Pos Pred Value : 0.9444   
## Neg Pred Value : 0.5303   
## Prevalence : 0.7592   
## Detection Rate : 0.5760   
## Detection Prevalence : 0.6100   
## Balanced Accuracy : 0.8089   
##   
## 'Positive' Class : 0   
##

### Logistic Regression

Predict probabilities and class labels.

# Predict probabilities for class 1 (income >50K).  
  
pred\_probs\_logistic <- predict(model\_logistic, newdata = income\_validate, type = "response")  
  
# Convert to binary class predictions using threshold 0.5.  
  
class\_pred\_logistic <- ifelse(pred\_probs\_logistic >= 0.5, 1, 0)

Evaluate with confusion matrix.

cm\_logistic\_validate <- caret::confusionMatrix(factor(class\_pred\_logistic),  
 factor(income\_validate$income\_num))  
  
cm\_logistic\_validate

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 3766 227  
## 1 1178 1341  
##   
## Accuracy : 0.7842   
## 95% CI : (0.7741, 0.7942)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : 9.403e-07   
##   
## Kappa : 0.5111   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7617   
## Specificity : 0.8552   
## Pos Pred Value : 0.9432   
## Neg Pred Value : 0.5324   
## Prevalence : 0.7592   
## Detection Rate : 0.5783   
## Detection Prevalence : 0.6132   
## Balanced Accuracy : 0.8085   
##   
## 'Positive' Class : 0   
##

The logistic regression model demonstrates robust generalization to the validation set, with an overall accuracy exceeding 78% and balanced performance across income classes. It is particularly confident in identifying low-income individuals, with a precision exceeding 94%. While predictions for high-income individuals are less precise, the model still maintains strong specificity and balanced accuracy.

These results suggest that the model is well-calibrated for practical use, especially in contexts where identifying low-income individuals is a priority. However, further refinement may be warranted to improve precision and recall for the minority class.

Add metrics to metrics data frame.

# Extract metrics from both slots.  
  
overall\_linear <- cm\_linear\_matrix\_validate$overall  
  
byclass\_linear <- cm\_linear\_matrix\_validate$byClass  
  
overall\_logistic <- cm\_logistic\_validate$overall  
  
byclass\_logistic <- cm\_logistic\_validate$byClass  
  
# Select key metrics.  
  
metrics\_overall <- c("Accuracy", "Kappa")  
  
metrics\_byclass <- c("Sensitivity", "Specificity", "Pos Pred Value", "Neg Pred Value", "Balanced Accuracy")  
  
# Build data frame.  
  
df\_metrics\_valid <- data.frame(  
 linear\_valid = round(c(overall\_linear[metrics\_overall],   
 byclass\_linear[metrics\_byclass]), 4),  
 logistic\_valid = round(c(overall\_logistic[metrics\_overall],   
 byclass\_logistic[metrics\_byclass]), 4),  
 row.names = NULL)  
  
df\_metrics <- cbind(df\_metrics, df\_metrics\_valid) %>%  
 select(metric,  
 linear\_train,  
 logistic\_train,  
 linear\_valid,  
 logistic\_valid)  
  
# View result.  
  
kable(df\_metrics,  
 col.names = c("Metric", "Linear Train", "Logistic Train", "Linear Validate", "Logistic Validate"),  
 caption = "Model Metric Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r", "r"))

Model Metric Comparison

| Metric | Linear Train | Logistic Train | Linear Validate | Logistic Validate |
| --- | --- | --- | --- | --- |
| Accuracy | 0.7747 | 0.7814 | 0.7829 | 0.7842 |
| Kappa | 0.4958 | 0.5071 | 0.5098 | 0.5111 |
| Sensitivity | 0.7484 | 0.7571 | 0.7587 | 0.7617 |
| Specificity | 0.8576 | 0.8580 | 0.8591 | 0.8552 |
| Pos Pred Value | 0.9431 | 0.9439 | 0.9444 | 0.9432 |
| Neg Pred Value | 0.5195 | 0.5284 | 0.5303 | 0.5324 |
| Balanced Accuracy | 0.8030 | 0.8076 | 0.8089 | 0.8085 |

While linear regression edges out in specificity and positive predictive value, logistic regression leads in overall accuracy, sensitivity, kappa, and negative predictive value, all critical for balanced classification. The differences are small but consistent.

The logistic regression model offers slightly better generalization and class balance, with stronger recall for both income groups.

# Choose Final Model

After evaluating both linear and logistic regression models on training and validation sets, I selected logistic regression as the final model. This decision is based on its consistently stronger performance across key classification metrics, including:

* Higher accuracy (78.42% vs. 78.29%),
* Better sensitivity (76.17% vs. 75.87%), which is crucial for identifying the majority class,
* Slightly higher Kappa (0.5111 vs. 0.5098), indicating stronger agreement beyond chance, and
* Improved negative predictive value (53.24% vs. 53.03%), which is helpful for minority class reliability.

While linear regression showed marginally higher specificity and positive predictive value, logistic regression offers better overall balance and generalization, as reflected in its training and validation metrics.

In addition to slightly stronger validation metrics, logistic regression was selected for its bounded output and probabilistic interpretation. By choosing logistic regression, I ensure that predictions are interpretable as probabilities, bounded, and aligned with the classification task — reinforcing both theoretical soundness and practical reliability.

# Retrain Final Model

Retrain the final logistic regression model on the full training and validation data, then evaluate on the test set once. This gives the cleanest estimate of how the model will perform in deployment.

Combine train and validation sets.

income\_train <- income\_train %>%  
 select(-weight,  
 -predicted\_prob,  
 -predicted\_class)  
  
income\_full <- rbind(income\_train, income\_validate)

Calculate class weights for the final model.

# Calculate the proportion of each class in the training set.  
  
full\_props <- prop.table(table(income\_full$income\_num))  
  
# Assign invserse frequency weights.  
  
income\_full$weight <- ifelse(income\_full$income\_num == 1,  
 1 / full\_props["1"],  
 1 / full\_props["0"])  
  
# Normalize weights.  
  
income\_full$weight <- income\_full$weight / mean(income\_full$weight)

Produce the final model.

# Produce logistic model.  
  
model\_logistic\_final <- glm(income\_num ~   
 poly(career\_stage, 2) +  
 marital\_status\_group +  
 hours\_group +  
 splines::ns(as.numeric(education\_group), df = 3) +  
 has\_investment\_activity,  
 data = income\_full, weights = weight, family = "binomial")

## Warning in eval(family$initialize): non-integer #successes in a binomial glm!

summary(model\_logistic\_final)

##   
## Call:  
## glm(formula = income\_num ~ poly(career\_stage, 2) + marital\_status\_group +   
## hours\_group + splines::ns(as.numeric(education\_group), df = 3) +   
## has\_investment\_activity, family = "binomial", data = income\_full,   
## weights = weight)  
##   
## Coefficients:  
## Estimate Std. Error z value  
## (Intercept) -4.08264 0.08499 -48.037  
## poly(career\_stage, 2)1 73.48932 3.26604 22.501  
## poly(career\_stage, 2)2 -51.49965 2.92272 -17.620  
## marital\_status\_groupPreviously-married 0.33915 0.06333 5.356  
## marital\_status\_groupMarried 2.52300 0.05238 48.166  
## hours\_group.L 1.22173 0.05594 21.838  
## hours\_group.Q -0.19237 0.03623 -5.310  
## splines::ns(as.numeric(education\_group), df = 3)1 2.63137 0.09515 27.654  
## splines::ns(as.numeric(education\_group), df = 3)2 4.12605 0.13426 30.731  
## splines::ns(as.numeric(education\_group), df = 3)3 3.15505 0.09348 33.749  
## has\_investment\_activityYes 1.57697 0.04929 31.993  
## Pr(>|z|)   
## (Intercept) < 2e-16 \*\*\*  
## poly(career\_stage, 2)1 < 2e-16 \*\*\*  
## poly(career\_stage, 2)2 < 2e-16 \*\*\*  
## marital\_status\_groupPreviously-married 8.52e-08 \*\*\*  
## marital\_status\_groupMarried < 2e-16 \*\*\*  
## hours\_group.L < 2e-16 \*\*\*  
## hours\_group.Q 1.10e-07 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)1 < 2e-16 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)2 < 2e-16 \*\*\*  
## splines::ns(as.numeric(education\_group), df = 3)3 < 2e-16 \*\*\*  
## has\_investment\_activityYes < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 36112 on 26048 degrees of freedom  
## Residual deviance: 21764 on 26038 degrees of freedom  
## AIC: 27310  
##   
## Number of Fisher Scoring iterations: 5

There is an increase in deviance and AIC compared to the prior logistic model. This reflects the larger sample size, not a drop in model quality. The final model is trained on more data, which naturally increases total deviance but improves generalizability.

Coefficients remain stable across models, with minor shifts reflecting the added data. The career stage terms show stronger curvature, and the marital and hours effects slightly intensify, suggesting more robust estimates.

The final model preserves the structure and significance of the original while benefiting from a larger, more diverse training set. Coefficient magnitudes are consistent, and all predictors remain highly significant. The retrained model is better equipped to generalize, with more stable estimates and improved reliability for downstream evaluation.

# Evaluate Model

Run prediction using the final model with the test set.

# Predict probabilities for class 1 (income >50K).  
  
pred\_probs\_logistic\_final <- predict(model\_logistic\_final, newdata = income\_test, type = "response")  
  
# Convert to binary class predictions using threshold 0.5.  
  
class\_pred\_logistic\_final <- ifelse(pred\_probs\_logistic\_final >= 0.5, 1, 0)

Generate the confusion matrix for the final test set.

cm\_logistic\_test <- caret::confusionMatrix(factor(class\_pred\_logistic\_final),  
 factor(income\_test$income\_num))  
  
cm\_logistic\_test

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 3763 227  
## 1 1180 1341  
##   
## Accuracy : 0.7839   
## 95% CI : (0.7737, 0.7938)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : 1.26e-06   
##   
## Kappa : 0.5106   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.7613   
## Specificity : 0.8552   
## Pos Pred Value : 0.9431   
## Neg Pred Value : 0.5319   
## Prevalence : 0.7592   
## Detection Rate : 0.5779   
## Detection Prevalence : 0.6128   
## Balanced Accuracy : 0.8083   
##   
## 'Positive' Class : 0   
##

Add metrics to data frame.

# Extract metrics from both slots.  
  
overall\_logistic <- cm\_logistic\_test$overall  
  
byclass\_logistic <- cm\_logistic\_test$byClass  
  
# Select key metrics.  
  
metrics\_overall <- c("Accuracy", "Kappa")  
  
metrics\_byclass <- c("Sensitivity", "Specificity", "Pos Pred Value", "Neg Pred Value", "Balanced Accuracy")  
  
# Build data frame.  
  
df\_metrics\_test <- data.frame(  
 logistic\_test = round(c(overall\_logistic[metrics\_overall],   
 byclass\_logistic[metrics\_byclass]), 4),  
 row.names = NULL)  
  
df\_metrics <- cbind(df\_metrics, df\_metrics\_test) %>%  
 select(metric,  
 linear\_train,  
 logistic\_train,  
 linear\_valid,  
 logistic\_valid,  
 logistic\_test)  
  
# View result.  
  
kable(df\_metrics,  
 col.names = c("Metric",   
 "Linear Train",   
 "Logistic Train",   
 "Linear Validate",   
 "Logistic Validate",   
 "Logistic Test"),  
 caption = "Model Metric Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r", "r", "r"))

Model Metric Comparison

| Metric | Linear Train | Logistic Train | Linear Validate | Logistic Validate | Logistic Test |
| --- | --- | --- | --- | --- | --- |
| Accuracy | 0.7747 | 0.7814 | 0.7829 | 0.7842 | 0.7839 |
| Kappa | 0.4958 | 0.5071 | 0.5098 | 0.5111 | 0.5106 |
| Sensitivity | 0.7484 | 0.7571 | 0.7587 | 0.7617 | 0.7613 |
| Specificity | 0.8576 | 0.8580 | 0.8591 | 0.8552 | 0.8552 |
| Pos Pred Value | 0.9431 | 0.9439 | 0.9444 | 0.9432 | 0.9431 |
| Neg Pred Value | 0.5195 | 0.5284 | 0.5303 | 0.5324 | 0.5319 |
| Balanced Accuracy | 0.8030 | 0.8076 | 0.8089 | 0.8085 | 0.8083 |

The final logistic regression model, retrained on the full training and validation data, maintains the strongest performance across all evaluation sets. It offers:

* Highest overall accuracy (78.39%),
* Strong agreement beyond chance (Kappa = 0.5106),
* Balanced recall for both income classes (Sensitivity = 76.13%, Specificity = 85.52%),
* Stable precision for low-income predictions (PPV = 94.31%),
* Improved reliability for high-income predictions (NPV = 53.19%), and
* Consistent balanced accuracy (80.83%), confirming fair treatment of both classes

Compared to earlier models trained on subsets, the final logistic model shows no degradation in performance, confirming that retraining on more data yields more stable and generalizable estimates.

# Final Analysis

## Conclusions

This analysis compared linear regression with an indicator matrix and logistic regression for classifying individuals as earning above or below $50,000 per year, using key socioeconomic predictors from the UCI Adult Income dataset.

Across training, validation, and test sets, logistic regression consistently outperformed linear regression in terms of accuracy, sensitivity, kappa, and negative predictive value. While both models achieved high specificity and precision for the majority class, logistic regression offered better balance and generalization, particularly for identifying minority-class individuals.

Importantly, logistic regression’s bounded probability outputs and alignment with binary classification theory made it the more appropriate and interpretable choice. The linear model, while competitive in some metrics, suffered from unbounded predictions and thresholding limitations.

Based on these results, logistic regression was selected as the final model for its stronger predictive reliability, theoretical soundness, and clearer insight into how career stage, marital status, working hours, education, and investment activity relate to income classification.

## Challenges and Solutions

| Challenge | Solution |
| --- | --- |
| Linear regression produced unbounded predictions not interpretable as probabilities | Quantified the extent of unbounded outputs and explicitly acknowledged the theoretical misalignment with binary classification. Used this to illustrate the limitations of general-purpose models for classification tasks. |
| Class imbalance skewed sensitivity and specificity | Applied class weights during model fitting to counteract imbalance and improve recall for underrepresented income group. Supplemented with full confusion matrix metrics (e.g., kappa, balanced accuracy) to assess fairness and performance. |
| Ensuring consistent encoding across models | Applied indicator matrix encoding uniformly to preserve comparability and reproducibility. Verified factor alignment across splits. |
| Translating nuanced metric tradeoffs for stakeholders | Crafted concise narratives emphasizing practical relevance (e.g., “Logistic regression better identifies low-income individuals without sacrificing overall accuracy”). |
| Balancing interpretability with predictive performance | Selected logistic regression for its theoretical soundness, bounded outputs, and clearer coefficient-based insights into socioeconomic drivers of income. |