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# Project Overview

This project evaluates two modeling approaches, linear regression with an indicator matrix and logistic regression, to determine which more reliably classifies individuals as earning above or below $50,000 per year. Using the UCI Adult Income dataset, the comparison focuses on career stage, marital status, working hours, education level, and investment activity as explanatory variables.

I compare model performance using practical measures, including accuracy, sensitivity, specificity, and Area Under the ROC Curve (AUC).

My goal is to answer the question: how do linear regression with an indicator matrix and logistic regression compare in their ability to classify individuals as earning above or below $50,000 per year, based on career stage, marital status, working hours, education level, and investment activity and other demographic and behavioral variables, in terms of accuracy, sensitivity, specificity, and AUC?

## Data Suitability

The UCI Adult Income dataset is well-suited for classification, with a binary target (<=50K vs. >50K) and a rich mix of predictors:

**Career Stage & Education:** Age, occupation, work experience, and education (years and attainment) proxy human capital and labor market position.

**Financial Behavior:** Capital gains/losses signal investment activity beyond earned income.

**Socioeconomic Context:** Marital status and hours worked reflect broader income dynamics.

**Mixed Data Types:** Categorical and continuous features enable evaluation of model handling across variable types.

**Relevance:** These variables capture key drivers of upward mobility—education, career, and financial engagement.

## Candidate Models

### Linear Regression with an Indicator Matrix

Used here as a benchmark, linear regression estimates class probabilities from a binary indicator response. While it reveals linear relationships (e.g., age, hours worked), it can produce values outside the 0–1 range and lacks a probabilistic foundation.

### Logistic Regression

A standard for binary classification, logistic regression models log-odds as a linear function of predictors. It constrains outputs to 0-1 and yields interpretable odds ratios, making it well-suited for this task.

### Rationale

Comparing these models on accuracy, sensitivity, specificity, and AUC highlights trade-offs between a general-purpose regression and a classification-specific approach.

### Baseline Expectations

Before modeling, it’s useful to anticipate how each approach may perform:

* **Linear Regression:** As a benchmark, it may yield reasonable accuracy but often produces out-of-bound probabilities and weak sensitivity/specificity due to its misalignment with classification thresholds.
* **Logistic Regression:** Purpose-built for binary outcomes, it offers better calibration, constrained predictions, and interpretable odds ratios—making it more reliable for this task.
* **Comparative Outlook:** Logistic regression is expected to outperform on AUC and balanced metrics, while linear regression may expose the limitations of general-purpose models in classification contexts.

## Modeling Outcome Preview

This section summarizes the final model selection, key performance metrics, and major challenges addressed throughout the pipeline. See **Choose Final Model** and **Final Analysis** sections for details.

### Final Model Choice

Logistic regression was selected as the final model after benchmarking against a linear indicator approach. It consistently delivered stronger predictive balance, clearer interpretability, and bounded probability outputs. On the test set, it achieved a balanced accuracy of 0.73 and demonstrated reliable performance across income subgroups.

### Key Performance Metrics

* **Balanced Accuracy:** 0.73 on unseen test set
* **Sensitivity / Specificity:** High sensitivity with improved specificity for minority class
* **Residual Diagnostics:** Logistic regression showed no systematic bias or variance inflation. Linear regression, by contrast, exhibited heteroscedasticity and residual asymmetry, limiting reliability.

### Limitations of Linear Regression as a Classifier, Challenges and Solutions

Initial modeling with linear regression revealed critical limitations for binary classification: unbounded predictions, poor calibration, and violations of core assumptions. These issues undermined interpretability and reliability, especially in threshold-sensitive contexts.

To address these challenges, I transitioned to logistic regression, which offered bounded probability outputs, clearer coefficient interpretation, and stronger theoretical alignment. Throughout the modeling process, I quantified misfit, crafted stakeholder-ready narratives to explain metric tradeoffs, and prioritized interpretability without sacrificing predictive strength.

## Github Repo and Source Data File

All project files are maintained in [this Github repository](https://github.com/dtminnick/income).

The UCI Adult Income dataset and related information are available for download from the [UCI archive site](https://archive.ics.uci.edu/dataset/2/adult).

## Code Libraries

My analysis leverages the following R packages: caret for model training and evaluation, dplyr and tidyr for data manipulation, ggplot2 for plots, knitr for table formatting, and pROC for ROC/AUC analysis.

Two customized R functions enable evaluation of predictor associations and multicollinearity checks.

Code chunks are presented in this R markdown document alongside analysis to document implementation of analysis, model creation, and evaluation.

library("caret")

library("dplyr")

library("ggplot2")  
library("knitr")  
library("pROC")

library("tidyr")  
  
source("../R/check\_multicollinearity\_factors.R")  
source("../R/test\_predictor\_associations.R")

# Summary of Data Exploration, Cleaning and Transformation (See Appendix A)

The modeling pipeline began with a comprehensive audit of the UCI Adult Income dataset to ensure readiness for classification. Key steps included:

**Exploratory Analysis:** Assessed distributions and relationships between predictors and income. Visualized key variables such as age, education, hours worked, and capital gains/losses.

**Missingness Check:** No missing data was present in the dataset, allowing for a streamlined preprocessing workflow without imputation.

**Feature Engineering:** Created derived variables like career\_stage (age bins), consolidated education levels, and flagged investment activity using capital features.

**Data Cleaning:** Standardized categorical levels, pruned low-variance features, and ensured consistent formatting across factor variables to support design matrix alignment.

**Encoding Strategy:** Applied one-hot encoding to categorical variables, carefully managing reference levels to avoid multicollinearity and NA coefficients.

These steps established a clean, interpretable, and structurally sound dataset for model comparison and final evaluation.

# Correlations

Load transformed income data.

income <- readRDS("../data/income\_final.rds")

Check for correlations among predictors.

# Set vectors.  
  
predictors <- c("career\_stage", "marital\_status\_group", "hours\_group",  
 "education\_group", "has\_investment\_activity")  
  
ordinal\_vars <- c("career\_stage", "hours\_group", "education\_group")  
  
# Run the function to generate correlations summary.  
  
assoc\_summary <- test\_predictor\_associations(income, predictors, ordinal\_vars)
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rownames(assoc\_summary) <- NULL

This correlation matrix confirms that the predictors are behaviorally distinct but lightly interrelated, which is ideal for modeling.

Print correlations in table form.

# Print numeric values.  
  
kable(assoc\_summary,   
 col.names = c("Pair", "Type", "Value"),  
 format.args = list(big.mark = ","),  
 align = c("l", "l", "r"))

| Pair | Type | Value |
| --- | --- | --- |
| career\_stage ~ marital\_status\_group | Cramér’s V | 0.406 |
| career\_stage ~ hours\_group | Spearman | 0.1 |
| career\_stage ~ education\_group | Spearman | 0.082 |
| career\_stage ~ has\_investment\_activity | Cramér’s V | 0.135 |
| marital\_status\_group ~ hours\_group | Cramér’s V | 0.165 |
| marital\_status\_group ~ education\_group | Cramér’s V | 0.098 |
| marital\_status\_group ~ has\_investment\_activity | Cramér’s V | 0.155 |
| hours\_group ~ education\_group | Spearman | 0.184 |
| hours\_group ~ has\_investment\_activity | Cramér’s V | 0.106 |
| education\_group ~ has\_investment\_activity | Cramér’s V | 0.169 |

career\_stage ~ marital\_status\_group, with a Cramér’s V = 0.406, is the strongest association. This suggests that career progression is meaningfully related to marital status, possibly due to age, stability, or life stage effects. This could also reflect behavioral segmentation: married individuals may cluster in mid-career or peak-earning stages.

Cramér’s V values above 0.3 suggest moderate association between categorical variables. Spearman correlations are also low, indicating weak monotonic relationships between ordinal variables.

# Multicollinearity

Use the custom function check\_multicollinearity\_factors on the income dataset, using the specified predictors. Calculate Variance Inflation Factors (VIFs) to see how much each predictor is correlated with the others.

predictors <- c("career\_stage", "marital\_status\_group", "hours\_group",  
 "education\_group", "has\_investment\_activity")  
  
vif\_summary <- check\_multicollinearity\_factors(income, predictors)  
  
rownames(vif\_summary) <- NULL  
  
kable(vif\_summary,   
 col.names = c("Variable", "VIF"),  
 format.args = list(big.mark = ","),  
 align = c("l", "r"))

| Variable | VIF |
| --- | --- |
| education\_group.C | 2.19 |
| marital\_status\_groupMarried | 1.88 |
| education\_group^4 | 1.74 |
| marital\_status\_groupPreviously-married | 1.72 |
| career\_stage.L | 1.68 |
| career\_stage.Q | 1.64 |
| education\_group.Q | 1.61 |
| education\_group.L | 1.41 |
| hours\_group.L | 1.21 |
| career\_stage.C | 1.16 |
| hours\_group.Q | 1.08 |
| has\_investment\_activityYes | 1.06 |

All VIFs are below 2.2, which is comfortably within the safe zone (common thresholds are 5 or 10). This means no predictor is linearly dependent on the others, and coefficient estimates should be stable.

This VIF profile confirms that the model should be statistically sound and behaviorally distinct.

# Split Data

Split the dataset into 60% training, 20% validation, and 20% test. This allocation provides enough data to train stable models while dedicating a higher-than-usual share to validation and testing. With a large dataset, this approach strengthens model comparison, improves tuning, and ensures that final performance metrics are based on a robust and representative holdout set.

set.seed(123)  
  
# Initial train/test split.  
  
train\_idx <- createDataPartition(income$income, p = 0.6, list = FALSE)  
  
income\_train <- income[train\_idx, ]  
  
temp <- income[-train\_idx, ]  
  
# Split remaining into validation/test.  
  
valid\_idx <- createDataPartition(temp$income, p = 0.5, list = FALSE)  
  
income\_validate <- temp[valid\_idx, ]  
  
income\_test <- temp[-valid\_idx, ]

Check class balance in the train, validation and test sets.

# Check balance function.  
  
check\_balance <- function(df, name) {  
 df %>%  
 count(income) %>%  
 mutate(prop = round(n / sum(n), 2),  
 dataset = name) %>%  
 select(dataset,  
 income,   
 n,  
 prop)  
}  
  
# Generate data frame.  
  
check <- bind\_rows(check\_balance(income\_train, "Train"),  
 check\_balance(income\_validate, "Validation"),  
 check\_balance(income\_test, "Test"))  
  
# Produce table summary.  
  
kable(check,  
 col.names = c("Dataset", "Income Level", "Count", "Percent"),  
 caption = "Dataset Class Balance",  
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r"))

Dataset Class Balance

| Dataset | Income Level | Count | Percent |
| --- | --- | --- | --- |
| Train | <=50K | 14,832 | 0.76 |
| Train | >50K | 4,705 | 0.24 |
| Validation | <=50K | 4,944 | 0.76 |
| Validation | >50K | 1,568 | 0.24 |
| Test | <=50K | 4,943 | 0.76 |
| Test | >50K | 1,568 | 0.24 |

The table confirms the income class split across train, validation, and test sets.

I will maintain the natural 75/25 class split in the dataset so the models reflect the real-world distribution of outcomes.

# Train Models

## Linear Regression Indicator Matrix Model

### Prepare Indicator Matrices

Prepare the predictor matrix X, containing numeric representations of age, education, and marital status. The response variable, income, is coded as 0 <=$50K or 1 >$50K. It is converted to a one-hot (indicator) matrix Y for the multivariate linear regression.

# Create indicator matrix for binary response; assumed to be 0/1  
  
G <- income\_train$income\_num   
  
# One-hot encoding  
  
Y <- model.matrix(~ factor(G) - 1)

### Fit Linear Indicator Model

A multivariate linear regression is fit with the one-hot encoded response matrix. This approach models the probability of each class as a linear combination of predictors.

# Fit the linear regression model.  
  
model\_linear\_matrix <- lm(Y ~  
 poly(as.numeric(education\_group), 2) +  
 splines::ns(as.numeric(career\_stage), df = 3) +  
 marital\_status\_group +  
 has\_investment\_activity,  
 data = income\_train)

This model predicts income classification using a blend of nonlinear and categorical predictors. It captures quadratic effects of education level, flexible spline-based trends across career stages, and categorical shifts tied to marital status and investment activity.

By combining polynomial and spline transformations with group-level indicators, the model aims to uncover nuanced structural relationships while maintaining interpretability across key socioeconomic dimensions.

### Produce Linear Indicator Model Summary

Produce model summary.

summary(model\_linear\_matrix)

## Response factor(G)0 :  
##   
## Call:  
## lm(formula = `factor(G)0` ~ poly(as.numeric(education\_group),   
## 2) + splines::ns(as.numeric(career\_stage), df = 3) + marital\_status\_group +   
## has\_investment\_activity, data = income\_train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.15380 -0.15380 0.05249 0.26325 1.06305   
##   
## Coefficients:  
## Estimate Std. Error t value  
## (Intercept) 0.988545 0.004822 205.026  
## poly(as.numeric(education\_group), 2)1 -15.985273 0.356303 -44.864  
## poly(as.numeric(education\_group), 2)2 -0.014176 0.349017 -0.041  
## splines::ns(as.numeric(career\_stage), df = 3)1 -0.206840 0.013725 -15.071  
## splines::ns(as.numeric(career\_stage), df = 3)2 -0.142980 0.012942 -11.048  
## splines::ns(as.numeric(career\_stage), df = 3)3 -0.013001 0.009681 -1.343  
## marital\_status\_groupPreviously-married 0.016153 0.007930 2.037  
## marital\_status\_groupMarried -0.283326 0.006721 -42.156  
## has\_investment\_activityYes -0.256446 0.007597 -33.757  
## Pr(>|t|)   
## (Intercept) <2e-16 \*\*\*  
## poly(as.numeric(education\_group), 2)1 <2e-16 \*\*\*  
## poly(as.numeric(education\_group), 2)2 0.9676   
## splines::ns(as.numeric(career\_stage), df = 3)1 <2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)2 <2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)3 0.1793   
## marital\_status\_groupPreviously-married 0.0417 \*   
## marital\_status\_groupMarried <2e-16 \*\*\*  
## has\_investment\_activityYes <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3465 on 19528 degrees of freedom  
## Multiple R-squared: 0.3435, Adjusted R-squared: 0.3432   
## F-statistic: 1277 on 8 and 19528 DF, p-value: < 2.2e-16  
##   
##   
## Response factor(G)1 :  
##   
## Call:  
## lm(formula = `factor(G)1` ~ poly(as.numeric(education\_group),   
## 2) + splines::ns(as.numeric(career\_stage), df = 3) + marital\_status\_group +   
## has\_investment\_activity, data = income\_train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.06305 -0.26325 -0.05249 0.15380 1.15380   
##   
## Coefficients:  
## Estimate Std. Error t value  
## (Intercept) 0.011455 0.004822 2.376  
## poly(as.numeric(education\_group), 2)1 15.985273 0.356303 44.864  
## poly(as.numeric(education\_group), 2)2 0.014176 0.349017 0.041  
## splines::ns(as.numeric(career\_stage), df = 3)1 0.206840 0.013725 15.071  
## splines::ns(as.numeric(career\_stage), df = 3)2 0.142980 0.012942 11.048  
## splines::ns(as.numeric(career\_stage), df = 3)3 0.013001 0.009681 1.343  
## marital\_status\_groupPreviously-married -0.016153 0.007930 -2.037  
## marital\_status\_groupMarried 0.283326 0.006721 42.156  
## has\_investment\_activityYes 0.256446 0.007597 33.757  
## Pr(>|t|)   
## (Intercept) 0.0175 \*   
## poly(as.numeric(education\_group), 2)1 <2e-16 \*\*\*  
## poly(as.numeric(education\_group), 2)2 0.9676   
## splines::ns(as.numeric(career\_stage), df = 3)1 <2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)2 <2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)3 0.1793   
## marital\_status\_groupPreviously-married 0.0417 \*   
## marital\_status\_groupMarried <2e-16 \*\*\*  
## has\_investment\_activityYes <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3465 on 19528 degrees of freedom  
## Multiple R-squared: 0.3435, Adjusted R-squared: 0.3432   
## F-statistic: 1277 on 8 and 19528 DF, p-value: < 2.2e-16

For Class 0 (<=50k), the intercept is high (≈0.99), and education has a strong negative linear effect. Career stage splines show significant negative associations, while being married or having investment activity substantially lowers the predicted probability of income <=50k.

For Class 1 (>50K), the intercept is low (≈0.01), and the signs of all coefficients are reversed, as expected in a complementary indicator setup. Education, career stage, marital status, and investment activity all positively influence the likelihood of income >50K.

Both models show strong overall fit (adjusted R-squared of 0.343), highly significant predictors, and symmetric residual distributions, suggesting the indicator matrix is capturing meaningful structure. The second-order education term and third spline basis are not significant, suggesting possible overparameterization.

### Plot Raw Residuals

Raw residual plots display the individual prediction errors for each observation, plotted against their fitted values. This helps assess whether the model’s errors are randomly distributed or show patterns that suggest structural issues.

# Capture fitted values and residuals.  
  
income\_train$mlm\_resid\_0 <- residuals(model\_linear\_matrix)[,1]  
income\_train$mlm\_fitted\_0 <- fitted(model\_linear\_matrix)[,1]  
income\_train$mlm\_resid\_1 <- residuals(model\_linear\_matrix)[,2]  
income\_train$mlm\_fitted\_1 <- fitted(model\_linear\_matrix)[,2]  
  
# Convert to long form.  
  
income\_long <- income\_train %>%  
 select(mlm\_fitted\_0, mlm\_resid\_0, mlm\_fitted\_1, mlm\_resid\_1) %>%  
 pivot\_longer(  
 cols = everything(),  
 names\_to = c(".value", "class"),  
 names\_pattern = "(mlm\_fitted|mlm\_resid)\_(\\d)"  
 ) %>%  
 mutate(class = paste("Class", class),  
 sqrt\_abs\_resid = sqrt(abs(mlm\_resid)))  
  
# Plot residuals.  
  
ggplot(income\_long, aes(x = mlm\_fitted, y = mlm\_resid)) +  
 geom\_point(alpha = 0.4, color = "steelblue") +  
 geom\_smooth(method = "loess", se = FALSE) +  
 facet\_wrap(~ class) +  
 labs(title = "Residuals vs Fitted by Class", x = "Fitted", y = "Residuals") +  
 theme\_minimal() +   
 theme(axis.text.x = element\_text(angle = 0, hjust = 0.5),  
 plot.title = element\_text(size = 14, face = "bold"))

## `geom\_smooth()` using formula = 'y ~ x'
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In our case, the residuals form a funnel shape, indicating heteroscedasticity—where error variance increases with predicted probability. The smooth trend line also reveals nonlinearity, suggesting the model may be missing key interactions or transformations.

### Plot Binned Residuals

Binned residual plots aggregate residuals into intervals of fitted probabilities, averaging them to reduce noise and highlight systematic bias. This makes it easier to detect under- or over-prediction across the probability spectrum.

# Produced binned residuals.  
  
arm::binnedplot(x = fitted(model\_linear\_matrix),  
 y = residuals(model\_linear\_matrix, type = "response"),  
 xlab = "Fitted Probabilities",  
 ylab = "Average Residuals",  
 main = "Binned Residual Plot - Linear Indicator Model")

![](data:image/png;base64,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)

The binned residuals deviate from zero in a curved pattern, especially at the extremes, indicating that the model consistently mis-estimates probabilities in those regions. This reinforces the need for more flexible modeling to correct structural misfit and improve calibration.

Unbounded probabilities, i.e. the values predicted below 0 or above 1, are a clear sign of model misalignment when working with binary outcomes. In the context of a linear indicator model, this occurs because the model treats probabilities as continuous outputs without a constraining link function.

Despite its limitations, I will continue to use the linear indicator model for comparison purposes.

### Predict Class Scores

Predict class scores initially with training data.

# Predict class scores.  
  
train\_pred <- predict(model\_linear\_matrix, newdata = income\_train)

For each observation, assign the class with the highest predicted score. We then recode it back to match the original binary labels (0 or 1).

# Assign predicted class (1 or 2).  
  
train\_class\_pred <- max.col(train\_pred)  
  
# Recode predicted class to match binary response (0/1).  
  
train\_class\_pred\_binary <- ifelse(train\_class\_pred == 1, 0, 1)

### Generate Confusion Matrix

Evaluate the predicted classes against the true labels using a confusion matrix.

# Evaluate classification performance.  
  
cm\_linear\_matrix\_train <- caret::confusionMatrix(factor(train\_class\_pred\_binary), factor(income\_train$income\_num))  
  
cm\_linear\_matrix\_train

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 14056 2653  
## 1 776 2052  
##   
## Accuracy : 0.8245   
## 95% CI : (0.8191, 0.8298)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.4443   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.9477   
## Specificity : 0.4361   
## Pos Pred Value : 0.8412   
## Neg Pred Value : 0.7256   
## Prevalence : 0.7592   
## Detection Rate : 0.7195   
## Detection Prevalence : 0.8552   
## Balanced Accuracy : 0.6919   
##   
## 'Positive' Class : 0   
##

The linear indicator model achieves strong overall accuracy (82.5%) and high sensitivity (94.8%) for the majority class (Class 0), correctly identifying most true positives. However, its specificity is low (43.6%), indicating frequent misclassification of minority class cases.

The Kappa score (0.44) reflects moderate agreement beyond chance, and the significant McNemar’s test suggests asymmetry in classification errors. While the model performs well in detecting the dominant class, its limited balance and specificity highlight challenges in handling class imbalance and underscore the need for complementary diagnostics.

### Extreme Probabilities

Although we can produce predicted classes and metrics, the predicted probabilities from a linear model are not constrained to 0-1. This can result in nonsensical probabilities, motivating the use of logistic regression for binary outcomes.

The table below summarizes the number and percentage of predicted probabilities from the linear regression model that fall outside the valid 0–1 range for each class. As expected, linear regression applied to a binary outcome can produce estimates below 0 or above 1, highlighting a limitation of this approach for classification tasks.

First, we extract the predicted probabilities for each class from the linear regression model. These probabilities represent the model’s estimated likelihood that each individual falls into the ≤$50K or >$50K income category.

# Extract columns.  
  
prob\_under50k <- train\_pred[, "factor(G)0"]  
  
prob\_over50k <- train\_pred[, "factor(G)1"]

To assess the appropriateness of linear regression for a binary outcome, we identify predictions that fall outside the valid probability range of 0 to 1. The table below shows the number and percentage of such predictions for each class.

# Count out-of-bounds for each class.  
  
out\_under <- sum(prob\_under50k < 0 | prob\_under50k > 1)  
  
out\_over <- sum(prob\_over50k < 0 | prob\_over50k > 1)  
  
total <- nrow(train\_pred)  
  
# Summary table.  
  
check\_summary <- data.frame(Cclass = c("<=50K", ">50K"),  
 out\_of\_bounds = c(out\_under, out\_over),  
 total = total,  
 percent\_out\_of\_bounds = round(100 \* c(out\_under, out\_over) / total, 2))  
  
kable(check\_summary,  
 col.names = c("Class", "Out of Bounds", "Total", "Percent Out of Bounds"),  
 caption = "Out of Bounds Data for Each Class",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r"))

Out of Bounds Data for Each Class

| Class | Out of Bounds | Total | Percent Out of Bounds |
| --- | --- | --- | --- |
| <=50K | 4,909 | 19,537 | 25.13 |
| >50K | 4,909 | 19,537 | 25.13 |

The plot below illustrates the distribution of predicted probabilities for both income classes. The dashed red lines mark the valid 0–1 probability range. Any predictions beyond these boundaries are not interpretable as probabilities, demonstrating why logistic regression is generally preferred for binary classification problems.

# Convert to long format.  
  
df\_long <- as.data.frame(train\_pred) %>%  
 pivot\_longer(cols = everything(),   
 names\_to = "Class",   
 values\_to = "Probability") %>%  
 mutate(Class = if\_else(Class == "factor(G)0", "<=50K", ">50K"))  
  
# Plot.  
  
ggplot(df\_long, aes(x = Probability, fill = Class)) +  
 geom\_histogram(bins = 50, color = "white", position = "dodge") +  
 geom\_vline(xintercept = 0, linetype = "dashed", linewidth = 1, color = "red") +  
 geom\_vline(xintercept = 1, linetype = "dashed", linewidth = 1, color = "red") +  
 labs(  
 x = "Predicted Probability",  
 y = "Count",  
 title = "Distribution of Linear Regression Predicted Probabilities by Class"  
 ) +  
 scale\_fill\_manual(values = c("<=50K" = "steelblue", ">50K" = "lightsteelblue")) +  
 theme\_minimal() +   
 theme(axis.text.x = element\_text(angle = 0, hjust = 0.5),  
 plot.title = element\_text(size = 14, face = "bold"))
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Together, these outputs provide a numeric indication and clear visual of the constraints of using linear regression for a categorical outcome, setting the stage for comparison with the logistic regression model.

Because linear regression is not bounded, the model produces predicted values below 0 and above 1, which are not valid probabilities. This creates problems for interpretation, since values like –0.2 or 1.3 cannot be meaningfully explained as likelihoods. It also complicates classification, as thresholding these outputs can distort decision rules, and the predictions themselves are not well calibrated to reflect true probabilities.

### Generate ROC Curve and AUC Metric

To evaluate the discriminatory power of the indicator regression model, extract the predicted probabilities for the positive class and used them as inputs to generate a Receiver Operating Characteristic (ROC) curve.

# Column 2 corresponds to class 1 (income\_num == 1).  
  
score\_class1 <- train\_pred[, 2]  
  
roc\_obj\_lm <- pROC::roc(response = income\_train$income\_num, predictor = score\_class1)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

# Plot ROC curve.  
  
plot(roc\_obj\_lm, col = "steelblue", lwd = 2, main = "ROC Curve for Indicator Regression")
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The blue line bows confidently toward the top-left corner, which indicates high sensitivity and specificity across thresholds. The shape suggests an AUC in the high 0.7s to low 0.8s.

The gray line represents random guessing. The model clearly outperforms this baseline, which confirms meaningful signal in the predictors.

# AUC value.  
  
pROC::auc(roc\_obj\_lm)

## Area under the curve: 0.8773

This AUC score indicates that the model can distinguish between >50K and <=50K earners with 87.7% accuracy across all thresholds.

## Logistic Regression

### Fit Logistic Regression Model

Build a logistic regression model to estimate income likelihood, using career stage, marital status, hours worked, education, and investment activity as predictors, with adjustments for weighting.

# Produce logistic model.  
  
model\_logistic <- glm(income ~   
 poly(as.numeric(education\_group), 2) +  
 splines::ns(as.numeric(career\_stage), df = 3) +  
 marital\_status\_group +  
 has\_investment\_activity,  
 data = income\_train, family = "binomial")

This logistic regression model predicts income classification using the same set of predictors as the linear indicator model. However, by using a binomial link, the model ensures fitted probabilities remain bounded between 0 and 1, offering coherent and interpretable outputs.

### Produce Logistic Regression Model Summary

Produce model summary.

summary(model\_logistic)

##   
## Call:  
## glm(formula = income ~ poly(as.numeric(education\_group), 2) +   
## splines::ns(as.numeric(career\_stage), df = 3) + marital\_status\_group +   
## has\_investment\_activity, family = "binomial", data = income\_train)  
##   
## Coefficients:  
## Estimate Std. Error z value  
## (Intercept) -4.05108 0.07762 -52.192  
## poly(as.numeric(education\_group), 2)1 123.35518 3.27177 37.703  
## poly(as.numeric(education\_group), 2)2 -31.33095 3.48520 -8.990  
## splines::ns(as.numeric(career\_stage), df = 3)1 1.61269 0.10616 15.192  
## splines::ns(as.numeric(career\_stage), df = 3)2 1.76834 0.12739 13.881  
## splines::ns(as.numeric(career\_stage), df = 3)3 0.26857 0.08116 3.309  
## marital\_status\_groupPreviously-married 0.27507 0.08941 3.076  
## marital\_status\_groupMarried 2.45492 0.07197 34.109  
## has\_investment\_activityYes 1.56766 0.05678 27.608  
## Pr(>|z|)   
## (Intercept) < 2e-16 \*\*\*  
## poly(as.numeric(education\_group), 2)1 < 2e-16 \*\*\*  
## poly(as.numeric(education\_group), 2)2 < 2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)1 < 2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)2 < 2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)3 0.000937 \*\*\*  
## marital\_status\_groupPreviously-married 0.002095 \*\*   
## marital\_status\_groupMarried < 2e-16 \*\*\*  
## has\_investment\_activityYes < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 21570 on 19536 degrees of freedom  
## Residual deviance: 13953 on 19528 degrees of freedom  
## AIC: 13971  
##   
## Number of Fisher Scoring iterations: 6

All predictors are highly significant, with education showing strong curvature and marital status, especially being married, exerting a substantial positive effect on income probability.

The model achieves a notable reduction in deviance and a well-calibrated fit, with bounded, interpretable probabilities and a compact AIC of 13,971.

Its structure mirrors the linear indicator model but benefits from coherent probabilistic outputs and improved diagnostic behavior.

### Plot Raw Residuals

In the raw Pearson residual plot, residuals are more symmetrically distributed around zero, with less pronounced funneling, suggesting reduced heteroscedasticity and better variance stability across fitted values.

# Create a dataframe with fitted values and residuals.  
  
resid\_df <- data.frame(fitted = fitted(model\_logistic),  
 residuals = residuals(model\_logistic, type = "pearson"),  
 actual = income\_train$income)  
  
# Convert actual outcome to factor for faceting.  
  
resid\_df$class <- factor(resid\_df$actual, levels = c(0, 1), labels = c("Class 0", "Class 1"))  
  
# Plot residuals vs. fitted by class.  
  
ggplot(resid\_df, aes(x = fitted, y = residuals)) +  
 geom\_point(alpha = 0.3, color = "blue") +  
 geom\_smooth(method = "loess", se = TRUE, color = "blue", linewidth = 0.8) +  
 facet\_wrap(~ class) +  
 geom\_hline(yintercept = 0, linetype = "dashed") +  
 labs(title = "Residuals vs Fitted by Class",  
 x = "Fitted Values",  
 y = "Pearson Residuals") +  
 theme\_minimal()

## `geom\_smooth()` using formula = 'y ~ x'
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### Plot Binned Residuals

In the binned residual plot, residuals are more tightly clustered around the zero line (compared to the corresponding linear indicator plot), with minimal curvature and narrower confidence bands, indicating improved calibration and reduced bias.

arm::binnedplot(x = fitted(model\_logistic),  
 y = residuals(model\_logistic, type = "response"),  
 xlab = "Fitted Probabilities",  
 ylab = "Average Residuals",  
 main = "Binned Residual Plot")
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The logistic model’s bounded predictions and probabilistic framework yield cleaner diagnostics and more reliable interpretability across the probability spectrum.

### Predict Class Scores

Extract the predicted probabilities for the positive class.

income\_train$predicted\_prob <- predict(model\_logistic, type = "response")

### Generate Confusion Matrix

Evaluate the predicted classes against the true labels using a confusion matrix.

threshold <- 0.5  
  
income\_train$predicted\_class <- ifelse(income\_train$predicted\_prob > 0.5, 1, 0)  
  
cm\_logistic\_train <- caret::confusionMatrix(factor(income\_train$predicted\_class),  
 factor(income\_train$income\_num))  
  
cm\_logistic\_train

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 13926 2350  
## 1 906 2355  
##   
## Accuracy : 0.8333   
## 95% CI : (0.828, 0.8385)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.4909   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.9389   
## Specificity : 0.5005   
## Pos Pred Value : 0.8556   
## Neg Pred Value : 0.7222   
## Prevalence : 0.7592   
## Detection Rate : 0.7128   
## Detection Prevalence : 0.8331   
## Balanced Accuracy : 0.7197   
##   
## 'Positive' Class : 0   
##

The logistic model shows modest gains over the linear indicator model in classification performance. Accuracy improves slightly (83.3% vs. 82.5%), and balanced accuracy rises from 0.692 to 0.720, reflecting better handling of both classes. Sensitivity remains high for the majority class (Class 0), while specificity improves from 43.6% to 50.1%, indicating fewer false positives. The Kappa score also increases, suggesting stronger agreement beyond chance. Overall, the logistic model offers more coherent probability estimates and a better balance between detecting true positives and minimizing misclassification of the minority class.

### Generate ROC Curve and AUC Metric

Generate a Receiver Operating Characteristic (ROC) curve.

roc\_obj\_log <- pROC::roc(income\_train$income\_num, income\_train$predicted\_prob)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

plot(roc\_obj\_log, col = "steelblue", main = "ROC Curve for Logistic Regression")
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This blue line bows toward the top-left corner, which indicates high sensitivity and specificity across thresholds. The shape suggests an AUC in the high 0.7s to low 0.8s, which is similar to the linear indicator model.

The model clearly outperforms this baseline, which confirms meaningful signal in the predictors.

pROC::auc(roc\_obj\_log)

## Area under the curve: 0.8802

This AUC score indicates that the model can distinguish between >50K and <=50K earners with 88% accuracy across all thresholds, which is slightly better than the linear indicator model.

# Compare Models

## Training Data

### Confusion Matrix Comparison

A side-by-side confusion matrices reveal how linear and logistic models differ in classification behavior.

# Extract confusion matrix tables.  
  
cm\_lm <- cm\_linear\_matrix\_train$table  
  
cm\_lg <- cm\_logistic\_train$table  
  
# Convert to data frames and add model labels.  
  
df\_linear <- as.data.frame(cm\_lm)  
  
df\_linear$model <- "Linear"  
  
df\_logistic <- as.data.frame(cm\_lg)  
  
df\_logistic$model <- "Logistic"  
  
# Combine both into one tidy data frame.  
  
df\_combined <- rbind(df\_linear, df\_logistic)  
  
# Rename columns for clarity.  
  
colnames(df\_combined) <- c("Predicted", "Actual", "Count", "Model")  
  
# Add TP/FP/TN/FN label.  
  
df\_combined$Label <- with(df\_combined, ifelse(  
   
 Predicted == 1 & Actual == 1, "TP",  
   
 ifelse(Predicted == 1 & Actual == 0, "FP",  
   
 ifelse(Predicted == 0 & Actual == 0, "TN",  
   
 "FN"))))  
  
# Reorder columns for clarity.  
  
df\_final <- df\_combined[, c("Model", "Predicted", "Actual", "Label", "Count")]  
  
# View result.  
  
kable(df\_final,  
 col.names = c("Model", "Predicted", "Actual", "Label", "Count"),  
 caption = "Confusion Matrix Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r", "r"))

Confusion Matrix Comparison

| Model | Predicted | Actual | Label | Count |
| --- | --- | --- | --- | --- |
| Linear | 0 | 0 | TN | 14,056 |
| Linear | 1 | 0 | FP | 776 |
| Linear | 0 | 1 | FN | 2,653 |
| Linear | 1 | 1 | TP | 2,052 |
| Logistic | 0 | 0 | TN | 13,926 |
| Logistic | 1 | 0 | FP | 906 |
| Logistic | 0 | 1 | FN | 2,350 |
| Logistic | 1 | 1 | TP | 2,355 |

Compared to the linear indicator model, the logistic model shows a trade-off between false positives and true positives. While it slightly reduces true negatives (13,926 vs. 14,056), it captures more true positives (2,355 vs. 2,052) and fewer false negatives (2,350 vs. 2,653), indicating improved sensitivity. However, this comes with a modest increase in false positives (906 vs. 776). Overall, the logistic model offers better balance in classification, particularly in identifying the minority class more effectively.

### Performance Metric Comparison

To assess model performance beyond raw classification counts, we compare key evaluation metrics from linear and logistic regression, including accuracy, sensitivity, specificity, and predictive values.

# Extract metrics from both slots.  
  
overall\_linear <- cm\_linear\_matrix\_train$overall  
  
byclass\_linear <- cm\_linear\_matrix\_train$byClass  
  
overall\_logistic <- cm\_logistic\_train$overall  
  
byclass\_logistic <- cm\_logistic\_train$byClass  
  
# Select key metrics.  
  
metrics\_overall <- c("Accuracy", "Kappa")  
  
metrics\_byclass <- c("Sensitivity", "Specificity", "Pos Pred Value", "Neg Pred Value", "Balanced Accuracy")  
  
# Build data frame.  
  
df\_metrics <- data.frame(metric = c(metrics\_overall,   
 metrics\_byclass),  
 linear\_train = round(c(overall\_linear[metrics\_overall],   
 byclass\_linear[metrics\_byclass]), 4),  
 logistic\_train = round(c(overall\_logistic[metrics\_overall],   
 byclass\_logistic[metrics\_byclass]), 4),  
 row.names = NULL)  
  
# View result.  
  
kable(df\_metrics,  
 col.names = c("Metric", "Linear", "Logistic"),  
 caption = "Model Metric Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r"))

Model Metric Comparison

| Metric | Linear | Logistic |
| --- | --- | --- |
| Accuracy | 0.8245 | 0.8333 |
| Kappa | 0.4443 | 0.4909 |
| Sensitivity | 0.9477 | 0.9389 |
| Specificity | 0.4361 | 0.5005 |
| Pos Pred Value | 0.8412 | 0.8556 |
| Neg Pred Value | 0.7256 | 0.7222 |
| Balanced Accuracy | 0.6919 | 0.7197 |

The logistic model outperforms the linear indicator model across most classification metrics. It shows higher overall accuracy (83.3% vs. 82.5%), stronger agreement beyond chance (Kappa: 0.49 vs. 0.44), and notably better specificity (50.1% vs. 43.6%), indicating improved detection of the minority class. While sensitivity remains high for both models, the logistic approach offers a more balanced and reliable classification profile, with gains in positive predictive value and balanced accuracy that reflect better calibration and class discrimination.

### AUC Comparison (Versus Accuracy and Kappa)

AUC measures how well a model ranks positives above negatives across all thresholds. It’s threshold-agnostic and robust to class imbalance. Accuracy is threshold-dependent and can be misleading if one class dominates. Kappa adjusts accuracy for chance agreement, but still depends on a fixed threshold.

AUC tells us how well the models discriminate, not just how often it’s “right” at a single cutoff. This is especially useful when comparing models with similar accuracy but different ranking behavior.

# Extract AUCs.  
  
auc\_lm <- pROC::auc(roc\_obj\_lm)  
  
auc\_log <- pROC::auc(roc\_obj\_log)  
  
# Create comparison data frame.  
  
auc\_comparison <- data.frame(Model = c("Linear", "Logistic"),  
 AUC = c(auc\_lm, auc\_log))  
  
# View result.  
  
kable(auc\_comparison,  
 col.names = c("Model", "AUC"),  
 caption = "AUC Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r"))

AUC Comparison

| Model | AUC |
| --- | --- |
| Linear | 0.8772935 |
| Logistic | 0.8801876 |

The logistic model shows a slight edge in discriminative performance, with an AUC of 0.880 compared to 0.877 for the linear indicator model. While both models demonstrate strong ability to separate classes, the logistic approach offers marginally better ranking of predicted probabilities.

## Validation Data

### Linear Regression with an Indicator Matrix

#### Predict Class Scores

# Predict class scores.  
  
pred\_valid <- predict(model\_linear\_matrix, newdata = income\_validate, type = "response")

For each observation, assign the class with the highest predicted score. We then recode it back to match the original binary labels (0 or 1).

# Assign predicted class (1 or 2).  
  
class\_pred\_valid <- max.col(pred\_valid)  
  
# Recode predicted class to match binary response (0/1).  
  
class\_pred\_binary\_valid <- ifelse(class\_pred\_valid == 1, 0, 1)

#### Generate Confusion Matrix

Evaluate the predicted classes against the true labels using a confusion matrix.

# Evaluate classification performance.  
  
cm\_linear\_matrix\_validate <- caret::confusionMatrix(factor(class\_pred\_binary\_valid),  
 factor(income\_validate$income\_num))  
  
cm\_linear\_matrix\_validate

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 4692 894  
## 1 252 674  
##   
## Accuracy : 0.824   
## 95% CI : (0.8145, 0.8332)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.4404   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.9490   
## Specificity : 0.4298   
## Pos Pred Value : 0.8400   
## Neg Pred Value : 0.7279   
## Prevalence : 0.7592   
## Detection Rate : 0.7205   
## Detection Prevalence : 0.8578   
## Balanced Accuracy : 0.6894   
##   
## 'Positive' Class : 0   
##

On the validation set, the linear indicator model maintains strong overall accuracy (82.4%) and high sensitivity (94.9%) for the majority class, effectively identifying true positives. However, specificity remains low (43%), indicating frequent misclassification of minority class cases. The Kappa score (0.44) reflects moderate agreement beyond chance, and the balanced accuracy of 0.689 highlights the model’s limited ability to handle class imbalance. Overall, the model performs reliably for dominant class detection but struggles with minority class discrimination.

### Logistic Regression

#### Predict Class Scores

Predict probabilities and class labels.

# Predict probabilities for class 1 (income >50K).  
  
pred\_probs\_logistic <- predict(model\_logistic, newdata = income\_validate, type = "response")  
  
# Convert to binary class predictions using threshold 0.5.  
  
class\_pred\_logistic <- ifelse(pred\_probs\_logistic >= 0.5, 1, 0)

#### Generate Confusion Matrix

Evaluate with confusion matrix.

cm\_logistic\_validate <- caret::confusionMatrix(factor(class\_pred\_logistic),  
 factor(income\_validate$income\_num))  
  
cm\_logistic\_validate

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 4653 783  
## 1 291 785  
##   
## Accuracy : 0.8351   
## 95% CI : (0.8258, 0.844)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.4948   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.9411   
## Specificity : 0.5006   
## Pos Pred Value : 0.8560   
## Neg Pred Value : 0.7296   
## Prevalence : 0.7592   
## Detection Rate : 0.7145   
## Detection Prevalence : 0.8348   
## Balanced Accuracy : 0.7209   
##   
## 'Positive' Class : 0   
##

On the validation set, the logistic model delivers improved classification performance over its linear counterpart. It achieves higher accuracy (83.5%) and a stronger Kappa score (0.49), indicating better agreement beyond chance. Sensitivity remains high (94.1%) for the majority class, while specificity improves to 50.1%, reflecting more balanced detection of minority cases. The model also shows gains in positive predictive value and balanced accuracy (72.1%), reinforcing its strength in both calibration and class discrimination.

### Compare Metrics From Validation Data

Add metrics to metrics data frame.

# Extract metrics from both slots.  
  
overall\_linear <- cm\_linear\_matrix\_validate$overall  
  
byclass\_linear <- cm\_linear\_matrix\_validate$byClass  
  
overall\_logistic <- cm\_logistic\_validate$overall  
  
byclass\_logistic <- cm\_logistic\_validate$byClass  
  
# Select key metrics.  
  
metrics\_overall <- c("Accuracy", "Kappa")  
  
metrics\_byclass <- c("Sensitivity", "Specificity", "Pos Pred Value", "Neg Pred Value", "Balanced Accuracy")  
  
# Build data frame.  
  
df\_metrics\_valid <- data.frame(  
 linear\_valid = round(c(overall\_linear[metrics\_overall],   
 byclass\_linear[metrics\_byclass]), 4),  
 logistic\_valid = round(c(overall\_logistic[metrics\_overall],   
 byclass\_logistic[metrics\_byclass]), 4),  
 row.names = NULL)  
  
df\_metrics <- cbind(df\_metrics, df\_metrics\_valid) %>%  
 select(metric,  
 linear\_train,  
 logistic\_train,  
 linear\_valid,  
 logistic\_valid)  
  
# View result.  
  
kable(df\_metrics,  
 col.names = c("Metric", "Linear Train", "Logistic Train", "Linear Validate", "Logistic Validate"),  
 caption = "Model Metric Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r", "r"))

Model Metric Comparison

| Metric | Linear Train | Logistic Train | Linear Validate | Logistic Validate |
| --- | --- | --- | --- | --- |
| Accuracy | 0.8245 | 0.8333 | 0.8240 | 0.8351 |
| Kappa | 0.4443 | 0.4909 | 0.4404 | 0.4948 |
| Sensitivity | 0.9477 | 0.9389 | 0.9490 | 0.9411 |
| Specificity | 0.4361 | 0.5005 | 0.4298 | 0.5006 |
| Pos Pred Value | 0.8412 | 0.8556 | 0.8400 | 0.8560 |
| Neg Pred Value | 0.7256 | 0.7222 | 0.7279 | 0.7296 |
| Balanced Accuracy | 0.6919 | 0.7197 | 0.6894 | 0.7209 |

Across both training and validation sets, the logistic model consistently outperforms the linear indicator model in key classification metrics. It shows higher accuracy, stronger Kappa scores, and notably better specificity and balanced accuracy—indicating improved detection of the minority class without sacrificing performance on the majority class. While sensitivity remains high for both models, the logistic approach offers more reliable predictive balance and agreement, making it the more robust choice for calibrated classification.

# Choose Final Model

I chose the logistic model as the final model due to its consistently stronger performance across both training and validation sets. It offers higher accuracy, better class balance, and more reliable specificity, all while producing coherent, bounded probability estimates. These advantages make it a more interpretable and calibrated choice for classification, especially in the presence of class imbalance.

## Retrain Final Model

Retrain the final logistic regression model on the full training and validation data, then evaluate on the test set once. This gives the cleanest estimate of how the model will perform in deployment.

Combine train and validation sets.

income\_train <- income\_train %>%  
 select(-predicted\_prob,  
 -predicted\_class,  
 -mlm\_resid\_0,  
 -mlm\_resid\_1,  
 -mlm\_fitted\_0,  
 -mlm\_fitted\_1)  
  
income\_full <- rbind(income\_train, income\_validate)

Produce the final model.

model\_logistic\_final <- glm(income ~   
 poly(as.numeric(education\_group), 2) +  
 splines::ns(as.numeric(career\_stage), df = 3) +  
 marital\_status\_group +  
 has\_investment\_activity,  
 data = income\_full, family = "binomial")  
  
summary(model\_logistic\_final)

##   
## Call:  
## glm(formula = income ~ poly(as.numeric(education\_group), 2) +   
## splines::ns(as.numeric(career\_stage), df = 3) + marital\_status\_group +   
## has\_investment\_activity, family = "binomial", data = income\_full)  
##   
## Coefficients:  
## Estimate Std. Error z value  
## (Intercept) -4.06388 0.06746 -60.237  
## poly(as.numeric(education\_group), 2)1 140.66376 3.26100 43.135  
## poly(as.numeric(education\_group), 2)2 -37.16265 3.48861 -10.653  
## splines::ns(as.numeric(career\_stage), df = 3)1 1.66831 0.09213 18.108  
## splines::ns(as.numeric(career\_stage), df = 3)2 1.74923 0.11067 15.806  
## splines::ns(as.numeric(career\_stage), df = 3)3 0.23217 0.07043 3.297  
## marital\_status\_groupPreviously-married 0.30148 0.07777 3.877  
## marital\_status\_groupMarried 2.48003 0.06273 39.534  
## has\_investment\_activityYes 1.53180 0.04911 31.188  
## Pr(>|z|)   
## (Intercept) < 2e-16 \*\*\*  
## poly(as.numeric(education\_group), 2)1 < 2e-16 \*\*\*  
## poly(as.numeric(education\_group), 2)2 < 2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)1 < 2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)2 < 2e-16 \*\*\*  
## splines::ns(as.numeric(career\_stage), df = 3)3 0.000979 \*\*\*  
## marital\_status\_groupPreviously-married 0.000106 \*\*\*  
## marital\_status\_groupMarried < 2e-16 \*\*\*  
## has\_investment\_activityYes < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 28759 on 26048 degrees of freedom  
## Residual deviance: 18583 on 26040 degrees of freedom  
## AIC: 18601  
##   
## Number of Fisher Scoring iterations: 6

There is an increase in deviance and AIC compared to the prior logistic model. This reflects the larger sample size, not a drop in model quality. The final model is trained on more data, which naturally increases total deviance but improves generalizability.

Coefficients remain stable across models, with minor shifts reflecting the added data. The career stage terms show stronger curvature, and the marital and hours effects slightly intensify, suggesting more robust estimates.

The final model preserves the structure and significance of the original while benefiting from a larger, more diverse training set. Coefficient magnitudes are consistent, and all predictors remain highly significant. The retrained model is better equipped to generalize, with more stable estimates and improved reliability for downstream evaluation.

## Evaluate Model

Run prediction using the final model with the test set.

# Predict probabilities for class 1 (income >50K).  
  
pred\_probs\_logistic\_final <- predict(model\_logistic\_final, newdata = income\_test, type = "response")  
  
# Convert to binary class predictions using threshold 0.5.  
  
class\_pred\_logistic\_final <- ifelse(pred\_probs\_logistic\_final >= 0.5, 1, 0)

Generate the confusion matrix for the final test set.

cm\_logistic\_test <- caret::confusionMatrix(factor(class\_pred\_logistic\_final),  
 factor(income\_test$income\_num))  
  
cm\_logistic\_test

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 4641 763  
## 1 302 805  
##   
## Accuracy : 0.8364   
## 95% CI : (0.8272, 0.8453)  
## No Information Rate : 0.7592   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.5028   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.9389   
## Specificity : 0.5134   
## Pos Pred Value : 0.8588   
## Neg Pred Value : 0.7272   
## Prevalence : 0.7592   
## Detection Rate : 0.7128   
## Detection Prevalence : 0.8300   
## Balanced Accuracy : 0.7261   
##   
## 'Positive' Class : 0   
##

On the unseen test set, the logistic model maintains strong and balanced performance. It achieves 83.6% accuracy with a Kappa of 0.50, indicating solid agreement beyond chance. Sensitivity remains high (93.9%) for the majority class, while specificity improves to 51.3%, reflecting better minority class detection. Balanced accuracy reaches 72.6%, confirming the model’s reliability and generalizability across class boundaries.

Add metrics to data frame.

# Extract metrics from both slots.  
  
overall\_logistic <- cm\_logistic\_test$overall  
  
byclass\_logistic <- cm\_logistic\_test$byClass  
  
# Select key metrics.  
  
metrics\_overall <- c("Accuracy", "Kappa")  
  
metrics\_byclass <- c("Sensitivity", "Specificity", "Pos Pred Value", "Neg Pred Value", "Balanced Accuracy")  
  
# Build data frame.  
  
df\_metrics\_test <- data.frame(  
 logistic\_test = round(c(overall\_logistic[metrics\_overall],   
 byclass\_logistic[metrics\_byclass]), 4),  
 row.names = NULL)  
  
df\_metrics <- cbind(df\_metrics, df\_metrics\_test) %>%  
 select(metric,  
 linear\_train,  
 logistic\_train,  
 linear\_valid,  
 logistic\_valid,  
 logistic\_test)  
  
# View result.  
  
kable(df\_metrics,  
 col.names = c("Metric",   
 "Linear Train",   
 "Logistic Train",   
 "Linear Validate",   
 "Logistic Validate",   
 "Logistic Test"),  
 caption = "Model Metric Comparison",   
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r", "r", "r", "r"))

Model Metric Comparison

| Metric | Linear Train | Logistic Train | Linear Validate | Logistic Validate | Logistic Test |
| --- | --- | --- | --- | --- | --- |
| Accuracy | 0.8245 | 0.8333 | 0.8240 | 0.8351 | 0.8364 |
| Kappa | 0.4443 | 0.4909 | 0.4404 | 0.4948 | 0.5028 |
| Sensitivity | 0.9477 | 0.9389 | 0.9490 | 0.9411 | 0.9389 |
| Specificity | 0.4361 | 0.5005 | 0.4298 | 0.5006 | 0.5134 |
| Pos Pred Value | 0.8412 | 0.8556 | 0.8400 | 0.8560 | 0.8588 |
| Neg Pred Value | 0.7256 | 0.7222 | 0.7279 | 0.7296 | 0.7272 |
| Balanced Accuracy | 0.6919 | 0.7197 | 0.6894 | 0.7209 | 0.7261 |

The logistic model consistently outperforms the linear indicator model across all datasets. It delivers higher accuracy, stronger Kappa scores, and notably better specificity and balanced accuracy—indicating improved minority class detection without compromising sensitivity. These gains hold steady from training through validation to the unseen test set, confirming the logistic model’s robustness, calibration, and generalizability for final deployment.

# Final Analysis

## Conclusions

This analysis compared linear and logistic regression for classifying income using socioeconomic predictors from the UCI Adult dataset. Logistic regression consistently outperformed the linear model across training, validation, and test sets, showing stronger accuracy, balance, and agreement beyond chance.

Its bounded probabilities and alignment with binary classification theory made it more interpretable and reliable, especially for detecting minority-class cases. While the linear model was competitive, it suffered from unbounded outputs and thresholding limitations.

Logistic regression was selected as the final model for its predictive strength, theoretical coherence, and suitability for transparent reporting and fairness auditing.

## Limitations of Linear Regression as a Classifier

Linear regression can be adapted for binary classification via thresholding, but it presents several key limitations:

**Unbounded predictions:** Outputs are not restricted to the [0, 1] range, making probability interpretation invalid and thresholding arbitrary.

**Assumption violations:** Linear regression relies on homoscedasticity and normally distributed errors, conditions that rarely hold in classification settings, leading to biased estimates and unreliable inference.

**Poor calibration:** Predicted values do not correspond to true class probabilities, weakening decision-making in threshold-sensitive contexts.

**Lack of log-odds interpretation:** Coefficients lack the intuitive odds-based framing that logistic regression provides, complicating stakeholder communication.

These limitations motivated my transition to logistic regression, which offers bounded, interpretable outputs and better theoretical alignment with classification tasks.

## Challenges and Solutions

| Challenge | Solution |
| --- | --- |
| Unbounded predictions from linear regression | Quantified the extent of unbounded outputs and highlighted the model’s misalignment with binary classification, reinforcing the need for bounded alternatives. |
| Communicating metric tradeoffs to stakeholders | Developed concise, audience-aware narratives emphasizing practical impact (e.g., “Logistic regression better identifies low-income individuals without sacrificing accuracy”). |
| Balancing interpretability with predictive strength | Chose logistic regression for its bounded outputs, theoretical coherence, and transparent coefficient-based insights into income drivers. |

# Appendix A: Data Exploration, Cleaning and Transformation

Exploratory analysis focuses on understanding five variables in the source data that will be transformed for analysis purposes. Three of the variables have a categorical version and numerical version to aid exploratory analysis.

Load the income data and select in-scope variables. Create a numeric version of the response variable.

income <- readRDS("../data/income.rds") %>%  
 select(income,  
 age,  
 marital\_status,  
 hours\_per\_week,  
 education,   
 capital\_gain,   
 capital\_loss) %>%  
 mutate(income\_num = if\_else(income == "<=50K", 0, 1))

## Missing Values

Generate a report summarizing missing values in the dataset at both the column and row level. Compute the total number and percentage of rows containing any missing values. And combine summaries into a single table for easy inspection and reporting.

# Create column level summary.  
  
col\_missing <- income %>%  
 summarise(across(everything(), ~ sum(is.na(.)))) %>%  
 pivot\_longer(cols = everything(),  
 names\_to = "variable",  
 values\_to = "missing\_count") %>%  
 mutate(missing\_percent = round(missing\_count / nrow(income), 2))  
  
# Create row level summary.  
  
row\_missing <- tibble(variable = "rows\_with\_missing\_data",  
 missing\_count = sum(!complete.cases(income)),  
 missing\_percent = round(sum(!complete.cases(income)) / nrow(income), 2))  
  
# Combine summaries.  
  
missing\_report <- bind\_rows(col\_missing, row\_missing)  
  
# Generate formatted report.  
  
kable(missing\_report,  
 col.names = c("Variable", "Missing Count", "Missing Percent"),  
 format.args = list(big.mark = ","),  
 align = c("l", "r", "r"))

| Variable | Missing Count | Missing Percent |
| --- | --- | --- |
| income | 0 | 0 |
| age | 0 | 0 |
| marital\_status | 0 | 0 |
| hours\_per\_week | 0 | 0 |
| education | 0 | 0 |
| capital\_gain | 0 | 0 |
| capital\_loss | 0 | 0 |
| income\_num | 0 | 0 |
| rows\_with\_missing\_data | 0 | 0 |

The table confirms there are no rows with missing data in the reported rows and columns. The source dataset contains 32,560 observations.

## Income (Response)

income is a binary categorical variable indicating whether an individual’s annual income exceeds $50,000. It has two levels: <=50K for those earning $50,000 or less, and >50K for those earning more than $50,000.

income\_num is a numeric variable that corresponds to income, i.e. 0 represents the <=50k category and 1 represents the >50k category.

# Generate a summary of the income variable.  
  
income\_summary <- income %>%  
 group\_by(income) %>%  
 summarise(entries = n()) %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot the distribution of values.  
  
ggplot(income\_summary, aes(x = income, y = entries)) +  
 geom\_col(fill = "steelblue", color = "white") +  
 geom\_text(aes(label = paste0(scales::comma(entries), "\n", round(percent \* 100, 0), "%")),  
 vjust = -0.3, size = 3.0) +  
 labs(title = "Distribution of Income",  
 x = "Income",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 0.5),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(income\_summary$entries) \* 1.2)
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This distribution is a classic case of class imbalance and it’s substantial: 76% of individuals fall into the <=50K category, while only 24% belong to the >50K category.

Given the potential baseline accuracy trap, i.e. because the <=50K class dominates the dataset at 76%, I can achieve high accuracy simply by predicting the majority class every time. But this doesn’t provide a meaningful model.

I need to also measure how well the models detect the minority class, ensure that I am not over-predicting the majority class, and generate models with overall discriminatory power. I will use weights as a means to balance the classes before training the models.

Encode factor levels for income, using <=50K as the reference level.

# Make response variable a factor.  
  
income <- income %>%  
 mutate(income = factor(income, levels = c("<=50K", ">50K")),  
 income\_num = factor(income\_num, levels = c(0, 1)))

## Age

age is a continuous numeric variable, ranging from 17 to 90. The following plot generates a summary of the age variable.

# Generate a summary of the age variable.  
  
age\_summary <- income %>%  
 group\_by(age) %>%  
 summarise(entries = n()) %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot the distribution of values.  
  
ggplot(age\_summary, aes(x = age, y = entries)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Distribution of Age",  
 x = "Age",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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This distribution reflects what we’d expect from a working-age population in the US: a peak around ages 20-30, reflecting a large cohort entering the workforce, a gradual decline beginning at age 37-38 through age 55, typical of aging out of peak earning years or shifting to preparation for retirement, and dropoff after ages 60-50, reflecting retirement and reduced representation.

Age is likely nonlinear in its relationship to income class. Use binning to confirm this dynamic.

# Create age bins.  
  
income\_age <- income %>%  
 mutate(age\_bin = cut(age, breaks = seq(15, 90, by = 5), include.lowest = TRUE))  
  
# Calculate proportions within each age bin and income group.  
  
age\_income\_prop <- income\_age %>%  
 group\_by(age\_bin, income) %>%  
 summarise(count = n(), .groups = "drop") %>%  
 group\_by(age\_bin) %>%  
 mutate(prop = count / sum(count))  
  
# Generate plot.  
  
ggplot(age\_income\_prop, aes(x = age\_bin, y = prop, fill = income)) +  
 geom\_bar(stat = "identity", position = "fill") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Proportion of Income Classes by Age Group",  
 x = "Age Group",  
 y = "Proportion",  
 fill = "Income Class") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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This plot shows that income probability doesn’t increase linearly with age; rather, it peaks mid-career and then drops. I’ll use a binning strategy to model this non-monotonic pattern in a career\_stage variable, i.e. instead of assuming that each year of age adds the same effect, binning allows me to treat age as a set of behavioral groups. To better capture this pattern, I will engineer a career stage feature.

## Career Stage

The career\_stage feature will contain four groups: 1) entry-level (ages 17-30), 2) growth phase (ages 31-44), 3) peak earning (ages 45-60), and 4) retirement transition (ages 61+). Encode factor levels for career stage, using Entry-level as the reference level.

# Create career\_stage variable.  
  
income <- income %>%  
 mutate(career\_stage = case\_when(  
 age < 31 ~ "Entry-level",  
 age >= 31 & age < 45 ~ "Growth-phase",  
 age >= 45 & age < 61 ~ "Peak-earning",  
 age >= 61~ "Retirement-transition"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(career\_stage = factor(career\_stage,   
 ordered = TRUE,  
 levels = c("Entry-level",   
 "Growth-phase",   
 "Peak-earning",   
 "Retirement-transition")))

Visually confirm the non-linear effects of career stage on income classification.

# Group by career stage.  
  
career\_stage\_prop <- income %>%  
 group\_by(career\_stage, income) %>%  
 summarise(count = n(), .groups = "drop") %>%  
 group\_by(career\_stage) %>%  
 mutate(prop = count / sum(count))  
  
# Generate plot.  
  
ggplot(career\_stage\_prop, aes(x = career\_stage, y = prop, fill = income)) +  
 geom\_bar(stat = "identity", position = "fill") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Proportion of Income Classes by Career Stage",  
 x = "Career Stage",  
 y = "Proportion",  
 fill = "Income Class") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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To capture this nonlinear effect, I will test a second-degree orthogonal polynomial transformation of the numeric career stage variable as poly(career\_stage\_num, 2). It will model both linear and quadratic trends while avoiding multicollinearity.

There is a single inflection point in this distribution. The chart shows a rise in >50K income class from Entry-level to Peak-earning, followed by a decline in Retirement-transition. That’s a classic parabolic shape with one turning point which a quadratic models naturally.

This should improve numerical stability and interpretability of regression coefficients, especially when modeling non-monotonic relationships (e.g., mid-career income peaks followed by retirement declines).

## Marital Status

The marital status variable captures an individual’s relationship status and is a categorical feature with the following levels:

* Married-civ-spouse: Legally married and living with spouse,
* Married-AF-spouse: Married to a spouse in the armed forces,
* Divorced: Legally separated after marriage,
* Separated: Still legally married but not living together,
* Widowed: Spouse has passed away, and
* Never-married.

Generate a summary of marital\_status.

# Generate summary.  
  
marital\_status\_summary <- income %>%  
 group\_by(marital\_status) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot distribution of values.  
  
ggplot(marital\_status\_summary, aes(x = forcats::fct\_reorder(marital\_status, entries, .desc = TRUE), y = entries)) +  
 geom\_col(fill = "steelblue", color = "white") +  
 geom\_text(aes(label = paste0(scales::comma(entries), "\n", round(percent \* 100, 0), "%")),  
 vjust = -0.3, size = 3.0) +  
 labs(title = "Distribution of Marital Status",  
 x = "Marital Status",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(marital\_status\_summary$entries) \* 1.2)
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Married-civ-spouse dominates at 46%. Never-married follows at 33%. The rest of the categories are smaller slices, but potentially behaviorally distinct.

Marital status could be a strong socioeconomic signal when predicting income, e.g. married individuals may benefit from dual incomes or household stability. Never-married or separated individuals might reflect different life stages or economic pressures.

These categories are not ordinal, e.g. widowed or married is not more or less than divorced.

Collapsing sparse categories may improve model stability and interpretability, e.g. married, non-traditional married, previously married, never married.

## Marital Status Group

Marital status group collapses sparse categories into broader groups for model stability and interpretability.

# Create marital status group variable  
  
income <- income %>%  
 mutate(marital\_status\_group = case\_when(  
 marital\_status %in% c("Married-civ-spouse",   
 "Married-AF-spouse") ~ "Married",  
 marital\_status %in% c("Divorced",   
 "Separated",   
 "Married-spouse-absent",   
 "Widowed") ~ "Previously-married",  
 marital\_status == "Never-married" ~ "Never-married"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(marital\_status\_group = factor(marital\_status\_group,   
 ordered = FALSE,  
 levels = c("Never-married",   
 "Previously-married",   
 "Married")))

Show distribution of income by marital status group.

# Group by marital group.  
  
marital\_status\_group\_prop <- income %>%  
 group\_by(marital\_status\_group, income) %>%  
 summarise(count = n(), .groups = "drop") %>%  
 group\_by(marital\_status\_group) %>%  
 mutate(prop = count / sum(count))  
  
# Generate plot.  
  
ggplot(marital\_status\_group\_prop, aes(x = marital\_status\_group, y = prop, fill = income)) +  
 geom\_bar(stat = "identity", position = "fill") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Proportion of Income Classes by Marital Status Group",  
 x = "Marital Status Group",  
 y = "Proportion",  
 fill = "Income Class") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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Married individuals show the highest proportion of income earners in the >50K category. This suggests that marriage may correlate with financial stability, dual-income households, or career maturity.

Previously-married and Never-married groups lean heavily toward the <=50K category, indicating lower income prevalence.

## Hours Per Week

Hours per week represents the number of hours an individual reports working per week in their primary job.

hours\_per\_week\_summary <- income %>%  
 group\_by(hours\_per\_week) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
ggplot(hours\_per\_week\_summary, aes(x = hours\_per\_week, y = entries)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Distribution of Hours Per Week",  
 x = "Hours Per Week",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(hours\_per\_week\_summary$entries) \* 1.2)

![](data:image/png;base64,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)

There is a prominent spike at 40 hours, which can be considered a classic full-time benchmark in the US. It dominates the dataset, reflecting standard employment contracts. There are smaller peaks at 20, 30, 50 and 60 hours, suggesting common part-time and overtime thresholds. These are potentially tied to specific industries or roles. The jagged, irregular tails hint at self-reported data or job-specific norms, e.g. self-employment or gig work.

## Hours Group

The hours group variable is a derived categorical feature that segments individuals based on their reported weekly work hours:

* Underemployed: Works fewer than 30 hours per week,
* Full-time: Works between 30 and 45 hours per week, and
* Overtime: Works more than 45 hours per week.

# Create hours group variable.  
  
income <- income %>%  
 mutate(hours\_group = case\_when(  
 hours\_per\_week < 30 ~ "Underemployed",  
 hours\_per\_week >= 30 & hours\_per\_week <= 45 ~ "Full-time",  
 hours\_per\_week > 45 ~ "Overtime"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(hours\_group = factor(hours\_group,  
 ordered = TRUE,  
 levels = c("Underemployed",   
 "Full-time",   
 "Overtime")))

Show proportion of high earners by hours group.

hours\_group\_prop <- income %>%  
 group\_by(hours\_group, income) %>%  
 summarise(count = n(), .groups = "drop") %>%  
 group\_by(hours\_group) %>%  
 mutate(prop = count / sum(count))  
   
ggplot(hours\_group\_prop, aes(x = hours\_group, y = prop, fill = income)) +  
 geom\_bar(stat = "identity", position = "fill") +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 labs(  
 title = "Income Proportion by Hours Group",  
 x = "Hours Group",  
 y = "Proportion",  
 fill = "Income Level"  
 ) +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 0.5),  
 plot.title = element\_text(size = 14, face = "bold"))
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The underemployed group is overwhelmingly low income and likely includes part-time, seasonal or precarious workers. The full-time group is majority <=$50k but has a noticeable uptick in high earners. This suggests that full-time work alone isn’t a guarantee of higher income. The overtime group has the most balanced distribution; it probably includes a mix of skilled labor, self-employed individuals and salaried workers with performance incentives.

## Education

Education is a categorical variable with 16 levels, ranging from Preschool through advanced degrees like Doctorate` and Prof-school.

# Make variable a factor.  
  
income <- income %>%  
 mutate(education = factor(education,   
 levels = c("Preschool",   
 "1st-4th",   
 "5th-6th",   
 "7th-8th",   
 "9th",   
 "10th",   
 "11th",   
 "12th",  
 "HS-grad",   
 "Some-college",   
 "Assoc-voc",   
 "Assoc-acdm",  
 "Bachelors",  
 "Masters",  
 "Prof-school",   
 "Doctorate")))  
  
education\_summary <- income %>%  
 group\_by(education) %>%  
 summarise(entries = n()) %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
ggplot(education\_summary, aes(x = education, y = entries)) +  
 geom\_col(fill = "steelblue", color = "white") +  
 geom\_text(aes(label = paste0(scales::comma(entries), "\n", round(percent \* 100, 0), "%")),  
 vjust = -0.3, size = 3.0) +  
 labs(title = "Distribution of Education",  
 x = "Education",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(education\_summary$entries) \* 1.2)
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High school graduates dominate the sample at 32%; this aligns with national trends. Some-college and Bachelors categories together make up 40% of the sample, indicating strong representation. Advanced degrees are relatively rare; combined they account for ~7% of the sample, which could limit model ability to generalize to highly educated groups. Low education levels are sparse; these are likely to be older adults or immigrants with limited formal schooling.

Plot income proportions by education.

# Group by education.  
  
income\_education\_prop <- income %>%  
 group\_by(education, income) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 group\_by(education) %>%  
 mutate(prop = entries / sum(entries))  
  
# Plot summary.  
  
ggplot(income\_education\_prop,   
 aes(x = education,   
 y = prop,   
 fill = income)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Income Proportion by Education Level",  
 x = "Education Level",  
 y = "Proportion",  
 fill = "Income") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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There’s an unmistakable pattern evident in this chart: the gradient from low education levels to advanced degrees is a textbook example of socioeconomic stratification. Still its surprising to see how nonlinear the education payoff is in income potential.

The proportion of individuals earning >50K doesn’t increase at a constant rate across education levels. Instead, it jumps more sharply at certain thresholds, especially from HS-grad to Bachelors, and again from Masters to Doctorate.

High income really starts to dominate at the Bachelor level and is an inflection point for income potential. Advanced degrees show the highest income potential, but this comes with investment of time and potentially debt as well.

I’ll use ordinal coding to treat education as a ranked factor to capture the income gradient. I’ll create a separate education\_group variable for this as part of transformations.

## Education Group

Create a separate education\_group variable.

# Create education level variable.  
  
income <- income %>%  
 mutate(education\_group = case\_when(  
 education %in% c("Preschool", "1st-4th", "5th-6th", "7th-8th", "9th",   
 "10th", "11th", "12th") ~ "Non-HS",  
 education %in% c("HS-grad", "Some-college",   
 "Assoc-voc", "Assoc-acdm") ~ "HS-some-college",  
 education %in% c("Bachelors") ~ "Bachelors",  
 education %in% c("Masters") ~ "Masters",  
 education %in% c("Prof-school", "Doctorate") ~ "Prof-doctorate"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(education\_group = factor(education\_group,  
 ordered = TRUE,  
 levels = c("Non-HS",   
 "HS-some-college",   
 "Bachelors",  
 "Masters",  
 "Prof-doctorate")))

Plot proportion of income by education group.

# Group by education group.  
  
education\_group\_prop <- income %>%  
 group\_by(education\_group, income) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 group\_by(education\_group) %>%  
 mutate(prop = entries / sum(entries))  
  
# Plot summary.  
  
ggplot(education\_group\_prop,   
 aes(x = education\_group,   
 y = prop,   
 fill = income)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Income Proportion by Education Level",  
 x = "Education Level",  
 y = "Proportion",  
 fill = "Income") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 90, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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The income jump from Bachelors to Masters to Prof-doctorate is not linear. The gains accelerate, suggesting credential thresholds, e.g., graduate degrees unlocking higher-paying roles, and labor market segmentation, e.g., professional degrees tied to elite occupations.

I will test a natural cubic splines to model this non-linear relationship between your ordinal education variable and the outcome, i.e. ns(as.numeric(education\_group), df = 3).

## Capital Gain/Loss

In the UCI Adult Income dataset, the capital gain and capital loss variables don’t represent individual investment transactions like you’d see in a brokerage account. Instead, they are annual amounts reported on tax returns.

Here’s what they represent in practice:

**Capital Gain:** The total taxable profit someone reported in a year from selling assets (stocks, bonds, property, etc.) for more than they paid.

**Capital Loss:** The total deductible loss someone reported in a year from selling assets for less than they paid. Tax rules allow limited reporting of such losses.

In the dataset, most people have zeros for both variables, meaning they didn’t report any gains or losses that year. Nonzero values are relatively rare but signal engagement with investment activity beyond wages.

### Limitation of Capital Gain/Loss as a Predictors

While capital gain and capital loss provide useful signals of investment activity, they capture only realized transactions (profits or losses from assets actually sold). They do not account for asset ownership or wealth holdings that have not been sold. For example, someone may hold significant investments in real estate or retirement accounts but report zero gains or losses if they did not sell anything that year.

This means the variables reflect investment activity and non-wage income, not necessarily investment capacity or wealth accumulation.

### Capital Gain

Generate capital gain summary.

# Generate summary.  
  
capital\_gain\_summary <- income %>%  
 group\_by(capital\_gain) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot summary.  
  
ggplot(capital\_gain\_summary, aes(x = capital\_gain, y = entries)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Distribution of Capital Gain",  
 x = "Capital Gain (Dollars)",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(capital\_gain\_summary$entries) \* 1.2)
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Capital gains are heavily zero-inflated, and that skew makes it a prime candidate for binary transformation. Most individuals have zero capital gain, so the continuous values only apply to a small subset. Continuous skewed variables can distort coefficients or inflate variance in linear models. A binary flag captures the presence of investment activity, which may correlate with income or occupation.

Plot cumulative distribution of capital gains.

# Group by gain.  
  
capital\_gain\_prop <- capital\_gain\_summary %>%  
 arrange(capital\_gain) %>%  
 mutate(cumulative = cumsum(entries) / sum(entries))  
  
# Plot proportion.  
  
ggplot(capital\_gain\_prop, aes(x = capital\_gain, y = cumulative)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Cumulative Distribution of Capital Gain",  
 x = "Capital Gain (Dollars)",  
 y = "Proportion") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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The cumulative distribution shows that over 92% of individuals report zero or minimal capital gains, with only a small fraction earning substantial amounts (e.g., >10,000).

Capital gain is a strong signal of financial activity and wealth accumulation, but it’s concentrated among a small subset of the population.

### Capital Loss

Generate capital loss summary.

# Generate summary.  
  
capital\_loss\_summary <- income %>%  
 group\_by(capital\_loss) %>%  
 summarise(entries = n(), .groups = "drop") %>%  
 mutate(percent = round(entries / sum(entries), 2))  
  
# Plot summary.  
  
ggplot(capital\_loss\_summary, aes(x = capital\_loss, y = entries)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Distribution of Capital Loss",  
 x = "Capital Loss (Dollars)",  
 y = "Count") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold")) +  
 expand\_limits(y = max(capital\_loss\_summary$entries) \* 1.2)
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Capital loss is also heavily zero-inflated.

Plot cumulative distribution of capital losses.

# Group by loss.  
  
capital\_loss\_prop <- capital\_loss\_summary %>%  
 arrange(capital\_loss\_summary) %>%  
 mutate(cumulative = cumsum(entries) / sum(entries))  
  
# Plot proportion.  
  
 ggplot(capital\_loss\_prop, aes(x = capital\_loss, y = cumulative)) +  
 geom\_line(linewidth = 1, color = "steelblue") +  
 labs(title = "Cumulative Distribution of Capital Loss",  
 x = "Capital Loss (Dollars)",  
 y = "Proportion") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 1),  
 plot.title = element\_text(size = 14, face = "bold"))
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Over 96% of individuals report zero or minimal capital loss. A steep rise in the cumulative distribution between 1,000 and 2,000 suggests that most reported losses fall within this range. Very few individuals report losses above 2,000.

Combining capital gain and capital loss into a single binary variable reduces two sparse, skewed variables into one binary flag. It preserves the signal that captures whether the individual has any investment-related income or loss. It is also easier to explain and visualize in behavioral segmentation or fairness audits.

## Has Investment Activity

Create a single investment activity flag using capital gain and capital loss.

# Create investment activity variable.  
  
income <- income %>%  
 mutate(has\_investment\_activity = if\_else(capital\_gain > 0 | capital\_loss > 0, "Yes", "No"))  
  
# Make variable a factor.  
  
income <- income %>%  
 mutate(has\_investment\_activity = factor(has\_investment\_activity,  
 ordered = FALSE,  
 levels = c("No", "Yes")))

Check distribution of the variable.

# Group by activity.  
  
investment\_by\_income <- income %>%  
 group\_by(has\_investment\_activity, income) %>%  
 summarise(entries = n()) %>%  
 mutate(percent = round(entries / sum(entries), 2))

## `summarise()` has grouped output by 'has\_investment\_activity'. You can override  
## using the `.groups` argument.

# Plot distribution.  
  
ggplot(investment\_by\_income,   
 aes(x = has\_investment\_activity,   
 y = percent,   
 fill = income)) +  
 geom\_bar(stat = "identity", position = "stack") +  
 scale\_fill\_manual(values = c("<=50K" = "lightsteelblue", ">50K" = "steelblue")) +  
 scale\_y\_continuous(labels = scales::percent\_format()) +  
 labs(title = "Income Proportion by Investment Activity",  
 x = "Has Investment Activity",  
 y = "Proportion",  
 fill = "Income") +  
 theme\_minimal() +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 0.5),  
 plot.title = element\_text(size = 14, face = "bold"))
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Individuals who have not had capital gains or losses are predominantly in the <=50K income category.

Those who have reported capital gains or losses show a much higher proportion in the >50K category, suggesting that investment behavior correlates with higher earnings.

Investment activity may reflect financial literacy, risk tolerance, or access to disposable income.

It could also signal career stage or education level, since those with more resources and knowledge are more likely to invest.

The plot shows a strong separation in income proportions based on investment behavior. Binary encoding preserves that contrast cleanly.

Save data with features.

saveRDS(income, "../data/income\_final.rds")