![](data:image/jpeg;base64,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)

[www.it-ebooks.info](http://www.it-ebooks.info/)

### Clean Code

**Robert C. Martin Series**

The mission of this series is to improve the state of the art of software craftsmanship. The books in this series are technical, pragmatic, and substantial. The authors are highly experienced craftsmen and professionals dedicated to writing about what actually works in practice, as opposed to what might work in theory. You will read about what the author has done, not what he thinks you should do. If the book is about programming, there will be lots of code. If the book is about managing, there will be lots of case studies from real projects.

These are the books that all serious practitioners will have on their bookshelves. These are the books that will be remembered for making a difference and for guiding professionals to become true craftsman.

*Managing Agile Projects*

Sanjiv Augustine

*Agile Estimating and Planning*

Mike Cohn

*Working Effectively with Legacy Code*

Michael C. Feathers

*Agile Java™: Crafting Code with Test-Driven Development*

Jeff Langr

*Agile Principles, Patterns, and Practices in C#*

Robert C. Martin and Micah Martin

*Agile Software Development: Principles, Patterns, and Practices*

Robert C. Martin

*Clean Code: A Handbook of Agile Software Craftsmanship*

Robert C. Martin

*UML For Java™ Programmers*

Robert C. Martin

*Fit for Developing Software: Framework for Integrated Tests*

Rick Mugridge and Ward Cunningham

*Agile Software Development with SCRUM*

Ken Schwaber and Mike Beedle

*Extreme Software Engineering: A Hands on Approach*

Daniel H. Steinberg and Daniel W. Palmer

**For more information, visit informit.com/martinseries**

## Clean Code

***A Handbook of Agile Software Craftsmanship***

The Object Mentors:

Robert C. Martin

Michael C. Feathers Timothy R. Ottinger Jeffrey J. Langr Brett L. Schuchert James W. Grenning Kevin Dean Wampler Object Mentor Inc.

*Writing clean code is what you must do in order to call yourself a professional. There is no reasonable excuse for doing anything less than your best.*
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## [Foreword](#_bookmark0)

One of our favorite candies here in Denmark is Ga-Jol, whose strong licorice vapors are a perfect complement to our damp and often chilly weather. Part of the charm of Ga-Jol to us Danes is the wise or witty sayings printed on the ﬂap of every box top. I bought a two- pack of the delicacy this morning and found that it bore this old Danish saw:

*Ærlighed i små ting er ikke nogen lille ting*.

“Honesty in small things is not a small thing.” It was a good omen consistent with what I already wanted to say here. Small things matter. This is a book about humble concerns whose value is nonetheless far from small.

*God is in the details*, said the architect Ludwig mies van der Rohe. This quote recalls contemporary arguments about the role of architecture in software development, and par- ticularly in the Agile world. Bob and I occasionally ﬁnd ourselves passionately engaged in this dialogue. And yes, mies van der Rohe was attentive to utility and to the timeless forms of building that underlie great architecture. On the other hand, he also personally selected every doorknob for every house he designed. Why? Because small things matter.

In our ongoing “debate” on TDD, Bob and I have discovered that we agree that soft- ware architecture has an important place in development, though we likely have different visions of exactly what that means. Such quibbles are relatively unimportant, however, because we can accept for granted that responsible professionals give *some* time to think- ing and planning at the outset of a project. The late-1990s notions of design driven *only* by the tests and the code are long gone. Yet attentiveness to detail is an even more critical foundation of professionalism than is any grand vision. First, it is through practice in the small that professionals gain proﬁciency and trust for practice in the large. Second, the smallest bit of sloppy construction, of the door that does not close tightly or the slightly crooked tile on the ﬂoor, or even the messy desk, completely dispels the charm of the larger whole. That is what clean code is about.

Still, architecture is just one metaphor for software development, and in particular for that part of software that delivers the initial *product* in the same sense that an architect delivers a pristine building. In these days of Scrum and Agile, the focus is on quickly bringing *product* to market. We want the factory running at top speed to produce software. These are human factories: thinking, feeling coders who are working from a product back- log or user story to create *product*. The manufacturing metaphor looms ever strong in such thinking. The production aspects of Japanese auto manufacturing, of an assembly-line world, inspire much of Scrum.
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Yet even in the auto industry, the bulk of the work lies not in manufacturing but in maintenance—or its avoidance. In software, 80% or more of what we do is quaintly called “maintenance”: the act of repair. Rather than embracing the typical Western focus on *pro- ducing* good software, we should be thinking more like home repairmen in the building industry, or auto mechanics in the automotive ﬁeld. What does Japanese management have to say about *that*?

In about 1951, a quality approach called Total Productive Maintenance (TPM) came on the Japanese scene. Its focus is on maintenance rather than on production. One of the major pillars of TPM is the set of so-called 5S principles. 5S is a set of disciplines—and here I use the term “discipline” instructively. These 5S principles are in fact at the founda- tions of Lean—another buzzword on the Western scene, and an increasingly prominent buzzword in software circles. These principles are not an option. As Uncle Bob relates in his front matter, good software practice requires such discipline: focus, presence of mind, and thinking. It is not always just about doing, about pushing the factory equipment to pro- duce at the optimal velocity. The 5S philosophy comprises these concepts:

* *Seiri*, or organization (think “sort” in English). Knowing where things are—using approaches such as suitable naming—is crucial. You think naming identiﬁers isn’t important? Read on in the following chapters.
* *Seiton*, or tidiness (think “systematize” in English). There is an old American saying: *A place for everything, and everything in its place*. A piece of code should be where you expect to ﬁnd it—and, if not, you should re-factor to get it there.
* *Seiso*, or cleaning (think “shine” in English): Keep the workplace free of hanging wires, grease, scraps, and waste. What do the authors here say about littering your code with comments and commented-out code lines that capture history or wishes for the future? Get rid of them.
* *Seiketsu*, or standardization: The group agrees about how to keep the workplace clean. Do you think this book says anything about having a consistent coding style and set of practices within the group? Where do those standards come from? Read on.
* *Shutsuke*, or discipline (*self*-discipline). This means having the discipline to follow the practices and to frequently reﬂect on one’s work and be willing to change.

If you take up the challenge—yes, the challenge—of reading and applying this book, you’ll come to understand and appreciate the last point. Here, we are ﬁnally driving to the roots of responsible professionalism in a profession that should be concerned with the life cycle of a product. As we maintain automobiles and other machines under TPM, break- down maintenance—waiting for bugs to surface—is the exception. Instead, we go up a level: inspect the machines every day and ﬁx wearing parts before they break, or do the equivalent of the proverbial 10,000-mile oil change to forestall wear and tear. In code, refactor mercilessly. You can improve yet one level further, as the TPM movement inno- vated over 50 years ago: build machines that are more maintainable in the ﬁrst place. Mak- ing your code readable is as important as making it executable. The ultimate practice, introduced in TPM circles around 1960, is to focus on introducing entire new machines or
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replacing old ones. As Fred Brooks admonishes us, we should probably re-do major soft- ware chunks from scratch every seven years or so to sweep away creeping cruft. Perhaps we should update Brooks’ time constant to an order of weeks, days or hours instead of years. That’s where detail lies.

There is great power in detail, yet there is something humble and profound about this approach to life, as we might stereotypically expect from any approach that claims Japa- nese roots. But this is not only an Eastern outlook on life; English and American folk wis- dom are full of such admonishments. The Seiton quote from above ﬂowed from the pen of an Ohio minister who literally viewed neatness “as a remedy for every degree of evil.” How about Seiso? *Cleanliness is next to godliness*. As beautiful as a house is, a messy desk robs it of its splendor. How about Shutsuke in these small matters? *He who is faithful in little is faithful in much*. How about being eager to re-factor at the responsible time, strengthening one’s position for subsequent “big” decisions, rather than putting it off? *A stitch in time saves nine*. *The early bird catches the worm. Don’t put off until tomorrow what you can do today.* (Such was the original sense of the phrase “the last responsible moment” in Lean until it fell into the hands of software consultants*.*) How about calibrat- ing the place of small, individual efforts in a grand whole? *Mighty oaks from little acorns grow.* Or how about integrating simple preventive work into everyday life? *An ounce of prevention is worth a pound of cure. An apple a day keeps the doctor away.* Clean code honors the deep roots of wisdom beneath our broader culture, or our culture as it once was, or should be, and *can* be with attentiveness to detail.

Even in the grand architectural literature we ﬁnd saws that hark back to these sup- posed details. Think of mies van der Rohe’s doorknobs. That’s *seiri*. That’s being attentive to every variable name. You should name a variable using the same care with which you name a ﬁrst-born child.

As every homeowner knows, such care and ongoing reﬁnement never come to an end. The architect Christopher Alexander—father of patterns and pattern languages—views every act of design itself as a small, local act of repair. And he views the craftsmanship of ﬁne structure to be the sole purview of the architect; the larger forms can be left to patterns and their application by the inhabitants. Design is ever ongoing not only as we add a new room to a house, but as we are attentive to repainting, replacing worn carpets, or upgrad- ing the kitchen sink. Most arts echo analogous sentiments. In our search for others who ascribe God’s home as being in the details, we ﬁnd ourselves in the good company of the 19th century French author Gustav Flaubert. The French poet Paul Valery advises us that a poem is never done and bears continual rework, and to stop working on it is abandonment. Such preoccupation with detail is common to all endeavors of excellence. So maybe there is little new here, but in reading this book you will be challenged to take up good disci- plines that you long ago surrendered to apathy or a desire for spontaneity and just “responding to change.”

Unfortunately, we usually don’t view such concerns as key cornerstones of the art of programming. We abandon our code early, not because it is done, but because our value system focuses more on outward appearance than on the substance of what we deliver.
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This inattentiveness costs us in the end: *A bad penny always shows up*. Research, neither in industry nor in academia, humbles itself to the lowly station of keeping code clean. Back in my days working in the Bell Labs Software Production Research organization (*Produc- tion*, indeed!) we had some back-of-the-envelope ﬁndings that suggested that consistent indentation style was one of the most statistically signiﬁcant indicators of low bug density. We want it to be that architecture or programming language or some other high notion should be the cause of quality; as people whose supposed professionalism owes to the mastery of tools and lofty design methods, we feel insulted by the value that those factory- ﬂoor machines, the coders, add through the simple consistent application of an indentation style. To quote my own book of 17 years ago, such style distinguishes excellence from mere competence. The Japanese worldview understands the crucial value of the everyday worker and, more so, of the systems of development that owe to the simple, everyday actions of those workers. Quality is the result of a million selﬂess acts of care—not just of any great method that descends from the heavens. That these acts are simple doesn’t mean that they are simplistic, and it hardly means that they are easy. They are nonetheless the fabric of greatness and, more so, of beauty, in any human endeavor. To ignore them is not yet to be fully human.

Of course, I am still an advocate of thinking at broader scope, and particularly of the value of architectural approaches rooted in deep domain knowledge and software usability. The book isn’t about that—or, at least, it isn’t obviously about that. This book has a subtler message whose profoundness should not be underappreciated. It ﬁts with the current saw of the really code-based people like Peter Sommerlad, Kevlin Henney and Giovanni Asproni. “The code is the design” and “Simple code” are their mantras. While we must take care to remember that the interface is the program, and that its structures have much to say about our program structure, it is crucial to continuously adopt the humble stance that the design lives in the code. And while rework in the manufacturing metaphor leads to cost, rework in design leads to value. We should view our code as the beautiful articulation of noble efforts of design—design as a process, not a static endpoint. It’s in the code that the architectural metrics of coupling and cohesion play out. If you listen to Larry Constan- tine describe coupling and cohesion, he speaks in terms of code—not lofty abstract con- cepts that one might ﬁnd in UML. Richard Gabriel advises us in his essay, “Abstraction Descant” that abstraction is evil. Code is anti-evil, and clean code is perhaps divine.

Going back to my little box of Ga-Jol, I think it’s important to note that the Danish wisdom advises us not just to pay attention to small things, but also to be *honest* in small things. This means being honest to the code, honest to our colleagues about the state of our code and, most of all, being honest with ourselves about our code. Did we Do our Best to “leave the campground cleaner than we found it”? Did we re-factor our code before check- ing in? These are not peripheral concerns but concerns that lie squarely in the center of Agile values. It is a recommended practice in Scrum that re-factoring be part of the con- cept of “Done.” Neither architecture nor clean code insist on perfection, only on honesty and doing the best we can. *To err is human; to forgive, divine.* In Scrum, we make every- thing visible. We air our dirty laundry. We are honest about the state of our code because
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code is never perfect. We become more fully human, more worthy of the divine, and closer to that greatness in the details.

In our profession, we desperately need all the help we can get. If a clean shop ﬂoor reduces accidents, and well-organized shop tools increase productivity, then I’m all for them. As for this book, it is the best pragmatic application of Lean principles to software I have ever seen in print. I expected no less from this practical little group of thinking indi- viduals that has been striving together for years not only to become better, but also to gift their knowledge to the industry in works such as you now ﬁnd in your hands. It leaves the world a little better than I found it before Uncle Bob sent me the manuscript.

Having completed this exercise in lofty insights, I am off to clean my desk.

James O. Coplien

Mørdrup, Denmark
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(c) 2008 Focus Shift

Which door represents your code? Which door represents your team or your company? Why are we in that room? Is this just a normal code review or have we found a stream of horrible problems shortly after going live? Are we debugging in a panic, poring over code that we thought worked? Are customers leaving in droves and managers breathing down
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our necks? How can we make sure we wind up behind the *right* door when the going gets tough? The answer is: *craftsmanship*.

There are two parts to learning craftsmanship: knowledge and work. You must gain the knowledge of principles, patterns, practices, and heuristics that a craftsman knows, and you must also grind that knowledge into your ﬁngers, eyes, and gut by working hard and practicing.

I can teach you the physics of riding a bicycle. Indeed, the classical mathematics is relatively straightforward. Gravity, friction, angular momentum, center of mass, and so forth, can be demonstrated with less than a page full of equations. Given those formulae I could prove to you that bicycle riding is practical and give you all the knowledge you needed to make it work. And you’d still fall down the ﬁrst time you climbed on that bike.

Coding is no different. We could write down all the “feel good” principles of clean code and then trust you to do the work (in other words, let you fall down when you get on the bike), but then what kind of teachers would that make us, and what kind of student would that make you?

No. That’s not the way this book is going to work.

Learning to write clean code is *hard work*. It requires more than just the knowledge of principles and patterns. You must *sweat* over it. You must practice it yourself, and watch yourself fail. You must watch others practice it and fail. You must see them stumble and retrace their steps. You must see them agonize over decisions and see the price they pay for making those decisions the wrong way.

Be prepared to work hard while reading this book. This is not a “feel good” book that you can read on an airplane and ﬁnish before you land. This book will make you work, *and work hard*. What kind of work will you be doing? You’ll be reading code—lots of code. And you will be challenged to think about what’s right about that code and what’s wrong with it. You’ll be asked to follow along as we take modules apart and put them back together again. This will take time and effort; but we think it will be worth it.

We have divided this book into three parts. The ﬁrst several chapters describe the prin- ciples, patterns, and practices of writing clean code. There is quite a bit of code in these chapters, and they will be challenging to read. They’ll prepare you for the second section to come. If you put the book down after reading the ﬁrst section, good luck to you!

The second part of the book is the harder work. It consists of several case studies of ever-increasing complexity. Each case study is an exercise in cleaning up some code—of transforming code that has some problems into code that has fewer problems. The detail in this section is *intense*. You will have to ﬂip back and forth between the narrative and the code listings. You will have to analyze and understand the code we are working with and walk through our reasoning for making each change we make. Set aside some time because *this should take you days*.

The third part of this book is the payoff. It is a single chapter containing a list of heu- ristics and smells gathered while creating the case studies. As we walked through and cleaned up the code in the case studies, we documented every reason for our actions as a
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heuristic or smell. We tried to understand our own reactions to the code we were reading and changing, and worked hard to capture why we felt what we felt and did what we did. The result is a knowledge base that desribes the way we think when we write, read, and clean code.

This knowledge base is of limited value if you don’t do the work of carefully reading through the case studies in the second part of this book. In those case studies we have care- fully annotated each change we made with forward references to the heuristics. These for- ward references appear in square brackets like this: [H22]. This lets you see the *context* in which those heuristics were applied and written! It is not the heuristics themselves that are so valuable, it is the *relationship between those heuristics and the discrete decisions we made while cleaning up the code in the case studies*.

To further help you with those relationships, we have placed a cross-reference at the end of the book that shows the page number for every forward reference. You can use it to look up each place where a certain heuristic was applied.

If you read the ﬁrst and third sections and skip over the case studies, then you will have read yet another “feel good” book about writing good software. But if you take the time to work through the case studies, following every tiny step, every minute decision—if you put yourself in our place, and force yourself to think along the same paths that we thought, then you will gain a much richer understanding of those principles, patterns, prac- tices, and heuristics. They won’t be “feel good” knowledge any more. They’ll have been ground into your gut, ﬁngers, and heart. They’ll have become part of you in the same way that a bicycle becomes an extension of your will when you have mastered how to ride it.
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## [On the Cover](#_bookmark0)

The image on the cover is M104: The Sombrero Galaxy. M104 is located in Virgo and is just under 30 million light-years from us. At it’s core is a supermassive black hole weigh- ing in at about a billion solar masses.

Does the image remind you of the explosion of the Klingon power moon *Praxis*? I vividly remember the scene in *Star Trek VI* that showed an equatorial ring of debris ﬂying away from that explosion. Since that scene, the equatorial ring has been a common artifact in sci-ﬁ movie explosions. It was even added to the explosion of Alderaan in later editions of the ﬁrst *Star Wars* movie.

What caused this ring to form around M104? Why does it have such a huge central bulge and such a bright and tiny nucleus? It looks to me as though the central black hole lost its cool and blew a 30,000 light-year hole in the middle of the galaxy. Woe befell any civilizations that might have been in the path of that cosmic disruption.

Supermassive black holes swallow whole stars for lunch, converting a sizeable frac- tion of their mass to energy. *E = MC*2 is leverage enough, but when *M* is a stellar mass: Look out! How many stars fell headlong into that maw before the monster was satiated? Could the size of the central void be a hint?
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But in the infrared, the hot particles in the ring shine through the central bulge. The two images combined give us a view we’ve not seen before and imply that long ago it was a raging inferno of activity.

Cover image: © Spitzer Space Telescope
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You are reading this book for two reasons. First, you are a programmer. Second, you want to be a better programmer. Good. We need better programmers.
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2 Chapter 1: Clean Code

This is a book about good programming. It is ﬁlled with code. We are going to look at code from every different direction. We’ll look down at it from the top, up at it from the bottom, and through it from the inside out. By the time we are done, we’re going to know a lot about code. What’s more, we’ll be able to tell the difference between good code and bad code. We’ll know how to write good code. And we’ll know how to transform bad code into good code.

##### [There Will Be Code](#_bookmark0)

One might argue that a book about code is somehow behind the times—that code is no longer the issue; that we should be concerned about models and requirements instead. Indeed some have suggested that we are close to the end of code. That soon all code will be generated instead of written. That programmers simply won’t be needed because busi- ness people will generate programs from speciﬁcations.

Nonsense! We will never be rid of code, because code represents the details of the requirements. At some level those details cannot be ignored or abstracted; they have to be speciﬁed. And specifying requirements in such detail that a machine can execute them *is programming*. Such a speciﬁcation *is code*.

I expect that the level of abstraction of our languages will continue to increase. I also expect that the number of domain-speciﬁc languages will continue to grow. This will be a good thing. But it will not eliminate code. Indeed, all the speciﬁcations written in these higher level and domain-speciﬁc language will *be* code! It will still need to be rigorous, accurate, and so formal and detailed that a machine can understand and execute it.

The folks who think that code will one day disappear are like mathematicians who hope one day to discover a mathematics that does not have to be formal. They are hoping that one day we will discover a way to create machines that can do what we want rather than what we say. These machines will have to be able to understand us so well that they can translate vaguely speciﬁed needs into perfectly executing programs that precisely meet those needs.

This will never happen. Not even humans, with all their intuition and creativity, have been able to create successful systems from the vague feelings of their customers. Indeed, if the discipline of requirements speciﬁcation has taught us anything, it is that well-speciﬁed requirements are as formal as code and can act as executable tests of that code!

Remember that code is really the language in which we ultimately express the require- ments. We may create languages that are closer to the requirements. We may create tools that help us parse and assemble those requirements into formal structures. But we will never eliminate necessary precision—so there will always be code.
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agree! I think that premise is one of the most robust, supported, and overloaded of all the pre- mises in our craft (and I think Kent knows it). We know good code matters because we’ve had to deal for so long with its lack.

I know of one company that, in the late 80s, wrote a *killer* app. It was very popular, and lots of professionals bought and used it. But then the release cycles began to stretch. Bugs were not repaired from one release to the next. Load times grew and crashes increased. I remember the day I shut the product down in frustration and never used it again. The company went out of business a short time after that.

Two decades later I met one of the early employees of that company and asked him what had happened. The answer conﬁrmed my fears. They had rushed the product to market and had made a huge mess in the code. As they added more and more features, the code got worse and worse until they simply could not manage it any longer. *It was the bad code that brought the company down.*

Have *you* ever been signiﬁcantly impeded by bad code? If you are a programmer of any experience then you’ve felt this impediment many times. Indeed, we have a name for it. We call it *wading*. We wade through bad code. We slog through a morass of tangled brambles and hidden pitfalls. We struggle to ﬁnd our way, hoping for some hint, some clue, of what is going on; but all we see is more and more senseless code.

Of course you have been impeded by bad code. So then—why did you write it?

Were you trying to go fast? Were you in a rush? Probably so. Perhaps you felt that you didn’t have time to do a good job; that your boss would be angry with you if you took the time to clean up your code. Perhaps you were just tired of working on this program and wanted it to be over. Or maybe you looked at the backlog of other stuff that you had prom- ised to get done and realized that you needed to slam this module together so you could move on to the next. We’ve all done it.

We’ve all looked at the mess we’ve just made and then have chosen to leave it for another day. We’ve all felt the relief of seeing our messy program work and deciding that a

1. [Beck07].

4 Chapter 1: Clean Code

working mess is better than nothing. We’ve all said we’d go back and clean it up later. Of course, in those days we didn’t know LeBlanc’s law: *Later equals never*.

##### [The Total Cost of Owning a Mess](#_bookmark0)

If you have been a programmer for more than two or three years, you have probably been signiﬁcantly slowed down by someone else’s messy code. If you have been a programmer for longer than two or three years, you have probably been slowed down by messy code. The degree of the slowdown can be signiﬁcant. Over the span of a year or two, teams that were moving very fast at the beginning of a project can ﬁnd themselves moving at a snail’s pace. Every change they make to the code breaks two or three other parts of the code. No change is trivial. Every addition or modiﬁcation to the system requires that the tangles, twists, and knots be “understood” so that more tangles, twists, and knots can be added. Over time the mess becomes so big and so deep and so tall, they can not clean it up. There is no way at all.

As the mess builds, the productivity of the team continues to decrease, asymptotically approaching zero. As productivity decreases, management does the only thing they can; they add more staff to the project in hopes of increasing productivity. But that new staff is not versed in the design of the system. They don’t know the difference between a change that matches the design intent and a change that thwarts the design intent. Furthermore, they, and everyone else on the team, are under horriﬁc pressure to increase productivity. So they all make more and more messes, driving the productivity ever further toward zero. (See Figure 1-1.)
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###### [The Grand Redesign in the Sky](#_bookmark0)

Eventually the team rebels. They inform management that they cannot continue to develop in this odious code base. They demand a redesign. Management does not want to expend the resources on a whole new redesign of the project, but they cannot deny that productiv- ity is terrible. Eventually they bend to the demands of the developers and authorize the grand redesign in the sky.

A new tiger team is selected. Everyone wants to be on this team because it’s a green- ﬁeld project. They get to start over and create something truly beautiful. But only the best and brightest are chosen for the tiger team. Everyone else must continue to maintain the current system.

Now the two teams are in a race. The tiger team must build a new system that does everything that the old system does. Not only that, they have to keep up with the changes that are continuously being made to the old system. Management will not replace the old system until the new system can do everything that the old system does.

This race can go on for a very long time. I’ve seen it take 10 years. And by the time it’s done, the original members of the tiger team are long gone, and the current members are demanding that the new system be redesigned because it’s such a mess.

If you have experienced even one small part of the story I just told, then you already know that spending time keeping your code clean is not just cost effective; it’s a matter of professional survival.

###### [Attitude](#_bookmark0)

Have you ever waded through a mess so grave that it took weeks to do what should have taken hours? Have you seen what should have been a one-line change, made instead in hundreds of different modules? These symptoms are all too common.

Why does this happen to code? Why does good code rot so quickly into bad code? We have lots of explanations for it. We complain that the requirements changed in ways that thwart the original design. We bemoan the schedules that were too tight to do things right. We blather about stupid managers and intolerant customers and useless marketing types and telephone sanitizers. But the fault, dear Dilbert, is not in our stars, but in ourselves. We are unprofessional.

This may be a bitter pill to swallow. How could this mess be *our* fault? What about the requirements? What about the schedule? What about the stupid managers and the useless marketing types? Don’t they bear some of the blame?

No. The managers and marketers look to *us* for the information they need to make promises and commitments; and even when they don’t look to us, we should not be shy about telling them what we think. The users look to us to validate the way the requirements will ﬁt into the system. The project managers look to us to help work out the schedule. We

6 Chapter 1: Clean Code

are deeply complicit in the planning of the project and share a great deal of the responsi- bility for any failures; especially if those failures have to do with bad code!

“But wait!” you say. “If I don’t do what my manager says, I’ll be ﬁred.” Probably not. Most managers want the truth, even when they don’t act like it. Most managers want good code, even when they are obsessing about the schedule. They may defend the schedule and requirements with passion; but that’s their job. It’s *your* job to defend the code with equal passion.

To drive this point home, what if you were a doctor and had a patient who demanded that you stop all the silly hand-washing in preparation for surgery because it was taking too much time?2 Clearly the patient is the boss; and yet the doctor should absolutely refuse to comply. Why? Because the doctor knows more than the patient about the risks of dis- ease and infection. It would be unprofessional (never mind criminal) for the doctor to comply with the patient.

So too it is unprofessional for programmers to bend to the will of managers who don’t understand the risks of making messes.

###### [The Primal Conundrum](#_bookmark0)

Programmers face a conundrum of basic values. All developers with more than a few years experience know that previous messes slow them down. And yet all developers feel the pressure to make messes in order to meet deadlines. In short, they don’t take the time to go fast!

True professionals know that the second part of the conundrum is wrong. You will *not* make the deadline by making the mess. Indeed, the mess will slow you down instantly, and will force you to miss the deadline. The *only* way to make the deadline—the only way to go fast—is to keep the code as clean as possible at all times.

###### [The Art of Clean Code?](#_bookmark0)

Let’s say you believe that messy code is a signiﬁcant impediment. Let’s say that you accept that the only way to go fast is to keep your code clean. Then you must ask yourself: “How do I write clean code?” It’s no good trying to write clean code if you don’t know what it means for code to be clean!

The bad news is that writing clean code is a lot like painting a picture. Most of us know when a picture is painted well or badly. But being able to recognize good art from bad does not mean that we know how to paint. So too being able to recognize clean code from dirty code does not mean that we know how to write clean code!

1. When hand-washing was ﬁrst recommended to physicians by Ignaz Semmelweis in 1847, it was rejected on the basis that doctors were too busy and wouldn’t have time to wash their hands between patient visits.
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Writing clean code requires the disciplined use of a myriad little techniques applied through a painstakingly acquired sense of “cleanliness.” This “code-sense” is the key. Some of us are born with it. Some of us have to ﬁght to acquire it. Not only does it let us see whether code is good or bad, but it also shows us the strategy for applying our disci- pline to transform bad code into clean code.

A programmer without “code-sense” can look at a messy module and recognize the mess but will have no idea what to do about it. A programmer *with* “code-sense” will look at a messy module and see options and variations. The “code-sense” will help that pro- grammer choose the best variation and guide him or her to plot a sequence of behavior preserving transformations to get from here to there.

In short, a programmer who writes clean code is an artist who can take a blank screen through a series of transformations until it is an elegantly coded system.

###### [What Is Clean Code?](#_bookmark0)

There are probably as many deﬁnitions as there are programmers. So I asked some very well-known and deeply experienced programmers what they thought.
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*I like my code to be elegant and efﬁcient. The logic should be straightforward to make it hard for bugs to hide, the dependencies minimal to ease maintenance, error handling complete according to an articulated strategy, and per- formance close to optimal so as not to tempt people to make the code messy with unprinci- pled optimizations. Clean code does one thing well.*

Bjarne uses the word “elegant.” That’s quite a word! The dictionary in my MacBook® provides the following deﬁnitions: *pleasingly*

*graceful and stylish in appearance or manner; pleasingly ingenious and simple.* Notice the emphasis on the word “pleasing.” Apparently Bjarne thinks that clean code is *pleasing* to read. Reading it should make you smile the way a well-crafted music box or well-designed car would.

Bjarne also mentions efﬁciency—*twice*. Perhaps this should not surprise us coming from the inventor of C++; but I think there’s more to it than the sheer desire for speed. Wasted cycles are inelegant, they are not pleasing. And now note the word that Bjarne uses
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to describe the consequence of that inelegance. He uses the word “tempt.” There is a deep truth here. Bad code *tempts* the mess to grow! When others change bad code, they tend to make it worse.

Pragmatic Dave Thomas and Andy Hunt said this a different way. They used the meta- phor of broken windows.3 A building with broken windows looks like nobody cares about it. So other people stop caring. They allow more windows to become broken. Eventually they actively break them. They despoil the facade with grafﬁti and allow garbage to col- lect. One broken window starts the process toward decay.

Bjarne also mentions that error handing should be complete. This goes to the disci- pline of paying attention to details. Abbreviated error handling is just one way that pro- grammers gloss over details. Memory leaks are another, race conditions still another. Inconsistent naming yet another. The upshot is that clean code exhibits close attention to detail.

Bjarne closes with the assertion that clean code does one thing well. It is no accident that there are so many principles of software design that can be boiled down to this simple admonition. Writer after writer has tried to communicate this thought. Bad code tries to do too much, it has muddled intent and ambiguity of purpose. Clean code is *focused*. Each function, each class, each module exposes a single-minded attitude that remains entirely undistracted, and unpolluted, by the surrounding details.
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*Clean code is simple and direct. Clean code reads like well-written prose. Clean code never obscures the designer’s intent but rather is full of crisp abstractions and straightforward lines of control.*

Grady makes some of the same points as Bjarne, but he takes a *readability* perspective. I especially like his view that clean code should read like well-written prose. Think back on a

really good book that you’ve read. Remember how the words disappeared to be replaced by images! It was like watching a movie, wasn’t it? Better! You saw the characters, you heard the sounds, you experienced the pathos and the humor.

Reading clean code will never be quite like reading *Lord of the Rings*. Still, the liter- ary metaphor is not a bad one. Like a good novel, clean code should clearly expose the ten- sions in the problem to be solved. It should build those tensions to a climax and then give

1. <http://www.pragmaticprogrammer.com/booksellers/2004-12.html>
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the reader that “Aha! Of course!” as the issues and tensions are resolved in the revelation of an obvious solution.

I ﬁnd Grady’s use of the phrase “crisp abstraction” to be a fascinating oxymoron! After all the word “crisp” is nearly a synonym for “concrete.” My MacBook’s dictionary holds the following deﬁnition of “crisp”: *briskly decisive and matter-of-fact, without hesi- tation or unnecessary detail.* Despite this seeming juxtaposition of meaning, the words carry a powerful message. Our code should be matter-of-fact as opposed to speculative. It should contain only what is necessary. Our readers should perceive us to have been decisive.
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*Clean code can be read, and enhanced by a developer other than its original author. It has unit and acceptance tests. It has meaningful names. It provides one way rather than many ways for doing one thing. It has minimal depen- dencies, which are explicitly deﬁned, and pro- vides a clear and minimal API. Code should be literate since depending on the language, not all necessary information can be expressed clearly in code alone.*

Big Dave shares Grady’s desire for readabil- ity, but with an important twist. Dave asserts that

clean code makes it easy for *other* people to enhance it. This may seem obvious, but it can- not be overemphasized. There is, after all, a difference between code that is easy to read and code that is easy to change.

Dave ties cleanliness to tests! Ten years ago this would have raised a lot of eyebrows. But the discipline of Test Driven Development has made a profound impact upon our industry and has become one of our most fundamental disciplines. Dave is right. Code, without tests, is not clean. No matter how elegant it is, no matter how readable and acces- sible, if it hath not tests, it be unclean.

Dave uses the word *minimal* twice. Apparently he values code that is small, rather than code that is large. Indeed, this has been a common refrain throughout software litera- ture since its inception. Smaller is better.

Dave also says that code should be *literate*. This is a soft reference to Knuth’s *literate programming.*4 The upshot is that the code should be composed in such a form as to make it readable by humans.

1. [Knuth92].
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*I could list all of the qualities that I notice in clean code, but there is one overarching quality that leads to all of them. Clean code always looks like it was written by someone who cares. There is nothing obvious that you can do to make it better. All of those things were thought about by the code’s author, and if you try to imagine improvements, you’re led back to where you are, sitting in appreciation of the code someone left for you—code left by some- one who cares deeply about the craft.*

One word: care. That’s really the topic of this book. Perhaps an appropriate subtitle would be *How to Care for Code*.

Michael hit it on the head. Clean code is

code that has been taken care of. Someone has taken the time to keep it simple and orderly. They have paid appropriate attention to details. They have cared.
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Ron began his career programming in Fortran at the Strategic Air Command and has written code in almost every language and on almost every machine. It pays to consider his words carefully.

*In recent years I begin, and nearly end, with Beck’s rules of simple code. In priority order, simple code:*

* *Runs all the tests;*
* *Contains no duplication;*
* *Expresses all the design ideas that are in the system;*
* *Minimizes the number of entities such as classes, methods, functions, and the like.*

*Of these, I focus mostly on duplication. When the same thing is done over and over, it’s a sign that there is an idea in our mind that is not well represented in the code. I try to ﬁgure out what it is. Then I try to express that idea more clearly.*

*Expressiveness to me includes meaningful names, and I am likely to change the names of things several times before I settle in. With modern coding tools such as Eclipse, renaming is quite inexpensive, so it doesn’t trouble me to change. Expressiveness goes*
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*beyond names, however. I also look at whether an object or method is doing more than one thing. If it’s an object, it probably needs to be broken into two or more objects. If it’s a method, I will always use the Extract Method refactoring on it, resulting in one method that says more clearly what it does, and some submethods saying how it is done.*

*Duplication and expressiveness take me a very long way into what I consider clean code, and improving dirty code with just these two things in mind can make a huge differ- ence. There is, however, one other thing that I’m aware of doing, which is a bit harder to explain.*

*After years of doing this work, it seems to me that all programs are made up of very similar elements. One example is “ﬁnd things in a collection.” Whether we have a data- base of employee records, or a hash map of keys and values, or an array of items of some kind, we often ﬁnd ourselves wanting a particular item from that collection. When I ﬁnd that happening, I will often wrap the particular implementation in a more abstract method or class. That gives me a couple of interesting advantages.*

*I can implement the functionality now with something simple, say a hash map, but since now all the references to that search are covered by my little abstraction, I can change the implementation any time I want. I can go forward quickly while preserving my ability to change later.*

*In addition, the collection abstraction often calls my attention to what’s “really” going on, and keeps me from running down the path of implementing arbitrary collection behavior when all I really need is a few fairly simple ways of ﬁnding what I want.*

*Reduced duplication, high expressiveness, and early building of simple abstractions.*

*That’s what makes clean code for me.*

Here, in a few short paragraphs, Ron has summarized the contents of this book. No duplication, one thing, expressiveness, tiny abstractions. Everything is there.
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*You know you are working on clean code when each routine you read turns out to be pretty much what you expected. You can call it beautiful code when the code also makes it look like the language was made for the problem.*

Statements like this are characteristic of Ward.

You read it, nod your head, and then go on to the

next topic. It sounds so reasonable, so obvious, that it barely registers as something profound. You might think it was pretty much what you expected. But let’s take a closer look.

12 Chapter 1: Clean Code

“. . . pretty much what you expected.” When was the last time you saw a module that was pretty much what you expected? Isn’t it more likely that the modules you look at will be puzzling, complicated, tangled? Isn’t misdirection the rule? Aren’t you used to ﬂailing about trying to grab and hold the threads of reasoning that spew forth from the whole sys- tem and weave their way through the module you are reading? When was the last time you read through some code and nodded your head the way you might have nodded your head at Ward’s statement?

Ward expects that when you read clean code you won’t be surprised at all. Indeed, you won’t even expend much effort. You will read it, and it will be pretty much what you expected. It will be obvious, simple, and compelling. Each module will set the stage for the next. Each tells you how the next will be written. Programs that are *that* clean are so profoundly well written that you don’t even notice it. The designer makes it look ridicu- lously simple like all exceptional designs.

And what about Ward’s notion of beauty? We’ve all railed against the fact that our lan- guages weren’t designed for our problems. But Ward’s statement puts the onus back on us. He says that beautiful code *makes the language look like it was made for the problem*! So it’s *our* responsibility to make the language look simple! Language bigots everywhere, beware! It is not the language that makes programs appear simple. It is the programmer that make the language appear simple!

##### [Schools of Thought](#_bookmark0)
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Martial artists do not all agree about the best martial art, or the best technique within a martial art. Often master martial artists will form their own schools of thought and gather students to learn from them. So we see *Gracie Jiu Jistu*,

founded and taught by the Gracie family in Brazil. We see *Hakkoryu Jiu Jistu*, founded and taught by Okuyama Ryuho in Tokyo. We see *Jeet Kune Do*, founded and taught by Bruce Lee in the United States.
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Students of these approaches immerse themselves in the teachings of the founder. They dedicate themselves to learn what that particular master teaches, often to the exclu- sion of any other master’s teaching. Later, as the students grow in their art, they may become the student of a different master so they can broaden their knowledge and practice. Some eventually go on to reﬁne their skills, discovering new techniques and founding their own schools.

None of these different schools is absolutely *right*. Yet within a particular school we *act* as though the teachings and techniques *are* right. After all, there is a right way to prac- tice Hakkoryu Jiu Jitsu, or Jeet Kune Do. But this rightness within a school does not inval- idate the teachings of a different school.

Consider this book a description of the *Object Mentor School of Clean Code*. The techniques and teachings within are the way that *we* practice *our* art. We are willing to claim that if you follow these teachings, you will enjoy the beneﬁts that we have enjoyed, and you will learn to write code that is clean and professional. But don’t make the mistake of thinking that we are somehow “right” in any absolute sense. There are other schools and other masters that have just as much claim to professionalism as we. It would behoove you to learn from them as well.

Indeed, many of the recommendations in this book are controversial. You will proba- bly not agree with all of them. You might violently disagree with some of them. That’s ﬁne. We can’t claim ﬁnal authority. On the other hand, the recommendations in this book are things that we have thought long and hard about. We have learned them through decades of experience and repeated trial and error. So whether you agree or disagree, it would be a shame if you did not see, and respect, our point of view.

##### [We Are Authors](#_bookmark0)

The @author ﬁeld of a Javadoc tells us who we are. We are authors. And one thing about authors is that they have readers. Indeed, authors are *responsible* for communicating well with their readers. The next time you write a line of code, remember you are an author, writing for readers who will judge your effort.

You might ask: How much is code really read? Doesn’t most of the effort go into writing it?

Have you ever played back an edit session? In the 80s and 90s we had editors like Emacs that kept track of every keystroke. You could work for an hour and then play back your whole edit session like a high-speed movie. When I did this, the results were fascinating.

The vast majority of the playback was scrolling and navigating to other modules!

*Bob enters the module.*

*He scrolls down to the function needing change. He pauses, considering his options.*

*Oh, he’s scrolling up to the top of the module to check the initialization of a variable. Now he scrolls back down and begins to type.*
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*Ooops, he’s erasing what he typed! He types it again.*

*He erases it again!*

*He types half of something else but then erases that!*

*He scrolls down to another function that calls the function he’s changing to see how it is called.*

*He scrolls back up and types the same code he just erased. He pauses.*

*He erases that code again!*

*He pops up another window and looks at a subclass. Is that function overridden?*

. . .

You get the drift. Indeed, the ratio of time spent reading vs. writing is well over 10:1.

We are *constantly* reading old code as part of the effort to write new code.

Because this ratio is so high, we want the reading of code to be easy, even if it makes the writing harder. Of course there’s no way to write code without reading it, so *making it easy to read actually makes it easier to write*.

There is no escape from this logic. You cannot write code if you cannot read the sur- rounding code. The code you are trying to write today will be hard or easy to write depending on how hard or easy the surrounding code is to read. So if you want to go fast, if you want to get done quickly, if you want your code to be easy to write, make it easy to read.

##### [The Boy Scout Rule](#_bookmark0)

It’s not enough to write the code well. The code has to be *kept clean* over time. We’ve all seen code rot and degrade as time passes. So we must take an active role in preventing this degradation.

The Boy Scouts of America have a simple rule that we can apply to our profession.

*Leave the campground cleaner than you found it.5*

If we all checked-in our code a little cleaner than when we checked it out, the code simply could not rot. The cleanup doesn’t have to be something big. Change one variable name for the better, break up one function that’s a little too large, eliminate one small bit of duplication, clean up one composite if statement.

Can you imagine working on a project where the code *simply got better* as time passed? Do you believe that any other option is professional? Indeed, isn’t continuous improvement an intrinsic part of professionalism?

1. This was adapted from Robert Stephenson Smyth Baden-Powell’s farewell message to the Scouts: “Try and leave this world a little better than you found it . . .”
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##### [Prequel and Principles](#_bookmark0)

In many ways this book is a “prequel” to a book I wrote in 2002 entitled *Agile Software Development: Principles, Patterns, and Practices* (PPP). The PPP book concerns itself with the principles of object-oriented design, and many of the practices used by profes- sional developers. If you have not read PPP, then you may ﬁnd that it continues the story told by this book. If you have already read it, then you’ll ﬁnd many of the sentiments of that book echoed in this one at the level of code.

In this book you will ﬁnd sporadic references to various principles of design. These include the Single Responsibility Principle (SRP), the Open Closed Principle (OCP), and the Dependency Inversion Principle (DIP) among others. These principles are described in depth in PPP.

##### [Conclusion](#_bookmark0)

Books on art don’t promise to make you an artist. All they can do is give you some of the tools, techniques, and thought processes that other artists have used. So too this book can- not promise to make you a good programmer. It cannot promise to give you “code-sense.” All it can do is show you the thought processes of good programmers and the tricks, tech- niques, and tools that they use.

Just like a book on art, this book will be full of details. There will be lots of code. You’ll see good code and you’ll see bad code. You’ll see bad code transformed into good code. You’ll see lists of heuristics, disciplines, and techniques. You’ll see example after example. After that, it’s up to you.

Remember the old joke about the concert violinist who got lost on his way to a perfor- mance? He stopped an old man on the corner and asked him how to get to Carnegie Hall. The old man looked at the violinist and the violin tucked under his arm, and said: “Prac- tice, son. Practice!”
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##### [Introduction](#_bookmark0)

Names are everywhere in software. We name our variables, our functions, our arguments, classes, and packages. We name our source ﬁles and the directories that contain them. We name our jar ﬁles and war ﬁles and ear ﬁles. We name and name and name. Because we do
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so much of it, we’d better do it well. What follows are some simple rules for creating good names.

##### [Use Intention-Revealing Names](#_bookmark0)

It is easy to say that names should reveal intent. What we want to impress upon you is that we are *serious* about this. Choosing good names takes time but saves more than it takes. So take care with your names and change them when you ﬁnd better ones. Everyone who reads your code (including you) will be happier if you do.

The name of a variable, function, or class, should answer all the big questions. It should tell you why it exists, what it does, and how it is used. If a name requires a com- ment, then the name does not reveal its intent.

int d; // elapsed time in days

The name d reveals nothing. It does not evoke a sense of elapsed time, nor of days. We should choose a name that speciﬁes what is being measured and the unit of that measure- ment:

int elapsedTimeInDays; int daysSinceCreation;

int daysSinceModification; int fileAgeInDays;

Choosing names that reveal intent can make it much easier to understand and change code. What is the purpose of this code?

public List<int[]> getThem() {

List<int[]> list1 = new ArrayList<int[]>(); for (int[] x : theList)

if (x[0] == 4)

list1.add(x); return list1;

}

Why is it hard to tell what this code is doing? There are no complex expressions. Spacing and indentation are reasonable. There are only three variables and two constants mentioned. There aren’t even any fancy classes or polymorphic methods, just a list of arrays (or so it seems).

The problem isn’t the simplicity of the code but the *implicity* of the code (to coin a phrase): the degree to which the context is not explicit in the code itself. The code implic- itly requires that we know the answers to questions such as:

1. What kinds of things are in theList?
2. What is the signiﬁcance of the zeroth subscript of an item in theList?
3. What is the signiﬁcance of the value 4?
4. How would I use the list being returned?
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The answers to these questions are not present in the code sample, *but they could have been*. Say that we’re working in a mine sweeper game. We ﬁnd that the board is a list of cells called theList. Let’s rename that to gameBoard.

Each cell on the board is represented by a simple array. We further ﬁnd that the zeroth subscript is the location of a status value and that a status value of 4 means “ﬂagged.” Just by giving these concepts names we can improve the code considerably:

public List<int[]> getFlaggedCells() {

List<int[]> flaggedCells = new ArrayList<int[]>(); for (int[] cell : gameBoard)

if (cell[STATUS\_VALUE] == FLAGGED)

flaggedCells.add(cell); return flaggedCells;

}

Notice that the simplicity of the code has not changed. It still has exactly the same number of operators and constants, with exactly the same number of nesting levels. But the code has become much more explicit.

We can go further and write a simple class for cells instead of using an array of ints. It can include an intention-revealing function (call it isFlagged) to hide the magic num- bers. It results in a new version of the function:

public List<Cell> getFlaggedCells() {

List<Cell> flaggedCells = new ArrayList<Cell>(); for (Cell cell : gameBoard)

if (cell.isFlagged()) flaggedCells.add(cell);

return flaggedCells;

}

With these simple name changes, it’s not difﬁcult to understand what’s going on. This is the power of choosing good names.

##### [Avoid Disinformation](#_bookmark0)

Programmers must avoid leaving false clues that obscure the meaning of code. We should avoid words whose entrenched meanings vary from our intended meaning. For example, hp, aix, and sco would be poor variable names because they are the names of Unix plat- forms or variants. Even if you are coding a hypotenuse and hp looks like a good abbrevia- tion, it could be disinformative.

Do not refer to a grouping of accounts as an accountList unless it’s actually a List. The word list means something speciﬁc to programmers. If the container holding the accounts is not actually a List, it may lead to false conclusions.1 So accountGroup or bunchOfAccounts or just plain accounts would be better.

1. As we’ll see later on, even if the container *is* a List, it’s probably better not to encode the container type into the name.
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Beware of using names which vary in small ways. How long does it take to spot the subtle difference between a XYZControllerForEfficientHandlingOfStrings in one module and, somewhere a little more distant, XYZControllerForEfficientStorageOfStrings? The words have frightfully similar shapes.

Spelling similar concepts similarly is *information*. Using inconsistent spellings is *dis- information*. With modern Java environments we enjoy automatic code completion. We write a few characters of a name and press some hotkey combination (if that) and are rewarded with a list of possible completions for that name. It is very helpful if names for very similar things sort together alphabetically and if the differences are very obvious, because the developer is likely to pick an object by name without seeing your copious comments or even the list of methods supplied by that class.

A truly awful example of disinformative names would be the use of lower-case L or uppercase O as variable names, especially in combination. The problem, of course, is that they look almost entirely like the constants one and zero, respectively.

int a = l;

if ( O == l ) a = O1;

else

l = 01;

The reader may think this a contrivance, but we have examined code where such things were abundant. In one case the author of the code suggested using a different font so that the differences were more obvious, a solution that would have to be passed down to all future developers as oral tradition or in a written document. The problem is conquered with ﬁnality and without creating new work products by a simple renaming.

##### [Make Meaningful Distinctions](#_bookmark0)

Programmers create problems for them- selves when they write code solely to sat- isfy a compiler or interpreter. For example, because you can’t use the same name to refer to two different things in the same scope, you might be tempted to change one name

in an arbitrary way. Sometimes this is done by misspelling one, leading to the surprising situation where correcting spelling errors leads to an inability to compile.2

It is not sufﬁcient to add number series or noise words, even though the compiler is satisﬁed. If names must be different, then they should also mean something different.

1. Consider, for example, the truly hideous practice of creating a variable named klass just because the name class was used for something else.
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Number-series naming (a1, a2, .. aN) is the opposite of intentional naming. Such names are not disinformative—they are noninformative; they provide no clue to the author’s intention. Consider:

public static void copyChars(char a1[], char a2[]) { for (int i = 0; i < a1.length; i++) {

a2[i] = a1[i];

}

}

This function reads much better when source and destination are used for the argument names.

Noise words are another meaningless distinction. Imagine that you have a Product class. If you have another called ProductInfo or ProductData, you have made the names dif- ferent without making them mean anything different. Info and Data are indistinct noise words like a, an, and the.

Note that there is nothing wrong with using preﬁx conventions like a and the so long as they make a meaningful distinction. For example you might use a for all local variables and the for all function arguments.3 The problem comes in when you decide to call a vari- able theZork because you already have another variable named zork.

Noise words are redundant. The word variable should never appear in a variable name. The word table should never appear in a table name. How is NameString better than Name? Would a Name ever be a ﬂoating point number? If so, it breaks an earlier rule about disinformation. Imagine ﬁnding one class named Customer and another named CustomerObject. What should you understand as the distinction? Which one will represent the best path to a customer’s payment history?

There is an application we know of where this is illustrated. we’ve changed the names to protect the guilty, but here’s the exact form of the error:

getActiveAccount(); getActiveAccounts(); getActiveAccountInfo();

How are the programmers in this project supposed to know which of these functions to call?

In the absence of speciﬁc conventions, the variable moneyAmount is indistinguishable from money, customerInfo is indistinguishable from customer, accountData is indistinguish- able from account, and theMessage is indistinguishable from message. Distinguish names in such a way that the reader knows what the differences offer.

##### [Use Pronounceable Names](#_bookmark0)

Humans are good at words. A signiﬁcant part of our brains is dedicated to the concept of words. And words are, by deﬁnition, pronounceable. It would be a shame not to take

1. Uncle Bob used to do this in C++ but has given up the practice because modern IDEs make it unnecessary.
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advantage of that huge portion of our brains that has evolved to deal with spoken lan- guage. So make your names pronounceable.

If you can’t pronounce it, you can’t discuss it without sounding like an idiot. “Well, over here on the bee cee arr three cee enn tee we have a pee ess zee kyew int, see?” This matters because programming is a social activity.

A company I know has genymdhms (generation date, year, month, day, hour, minute, and second) so they walked around saying “gen why emm dee aich emm ess”. I have an annoying habit of pronouncing everything as written, so I started saying “gen-yah-mudda- hims.” It later was being called this by a host of designers and analysts, and we still sounded silly. But we were in on the joke, so it was fun. Fun or not, we were tolerating poor naming. New developers had to have the variables explained to them, and then they spoke about it in silly made-up words instead of using proper English terms. Compare

class DtaRcrd102 { private Date genymdhms; private Date modymdhms;

private final String pszqint = "102";

/\* ... \*/

};

to

class Customer {

private Date generationTimestamp; private Date modificationTimestamp;; private final String recordId = "102";

/\* ... \*/

};

Intelligent conversation is now possible: “Hey, Mikey, take a look at this record! The gen- eration timestamp is set to tomorrow’s date! How can that be?”

##### [Use Searchable Names](#_bookmark0)

Single-letter names and numeric constants have a particular problem in that they are not easy to locate across a body of text.

One might easily grep for MAX\_CLASSES\_PER\_STUDENT, but the number 7 could be more troublesome. Searches may turn up the digit as part of ﬁle names, other constant deﬁni- tions, and in various expressions where the value is used with different intent. It is even worse when a constant is a long number and someone might have transposed digits, thereby creating a bug while simultaneously evading the programmer’s search.

Likewise, the name e is a poor choice for any variable for which a programmer might need to search. It is the most common letter in the English language and likely to show up in every passage of text in every program. In this regard, longer names trump shorter names, and any searchable name trumps a constant in code.

My personal preference is that single-letter names can ONLY be used as local vari- ables inside short methods. *The length of a name should correspond to the size of its scope*
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[N5]. If a variable or constant might be seen or used in multiple places in a body of code, it is imperative to give it a search-friendly name. Once again compare

for (int j=0; j<34; j++) { s += (t[j]\*4)/5;

}

to

int realDaysPerIdealDay = 4; const int WORK\_DAYS\_PER\_WEEK = 5; int sum = 0;

for (int j=0; j < NUMBER\_OF\_TASKS; j++) {

int realTaskDays = taskEstimate[j] \* realDaysPerIdealDay; int realTaskWeeks = (realdays / WORK\_DAYS\_PER\_WEEK);

sum += realTaskWeeks;

}

Note that sum, above, is not a particularly useful name but at least is searchable. The intentionally named code makes for a longer function, but consider how much easier it will be to ﬁnd WORK\_DAYS\_PER\_WEEK than to ﬁnd all the places where 5 was used and ﬁlter the list down to just the instances with the intended meaning.

##### [Avoid Encodings](#_bookmark1)

We have enough encodings to deal with without adding more to our burden. Encoding type or scope information into names simply adds an extra burden of deciphering. It hardly seems reasonable to require each new employee to learn yet another encoding “lan- guage” in addition to learning the (usually considerable) body of code that they’ll be work- ing in. It is an unnecessary mental burden when trying to solve a problem. Encoded names are seldom pronounceable and are easy to mis-type.

###### [Hungarian Notation](#_bookmark1)

In days of old, when we worked in name-length-challenged languages, we violated this rule out of necessity, and with regret. Fortran forced encodings by making the ﬁrst letter a code for the type. Early versions of BASIC allowed only a letter plus one digit. Hungarian Notation (HN) took this to a whole new level.

HN was considered to be pretty important back in the Windows C API, when every- thing was an integer handle or a long pointer or a void pointer, or one of several implemen- tations of “string” (with different uses and attributes). The compiler did not check types in those days, so the programmers needed a crutch to help them remember the types.

In modern languages we have much richer type systems, and the compilers remember and enforce the types. What’s more, there is a trend toward smaller classes and shorter functions so that people can usually see the point of declaration of each variable they’re using.
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Java programmers don’t need type encoding. Objects are strongly typed, and editing environments have advanced such that they detect a type error long before you can run a compile! So nowadays HN and other forms of type encoding are simply impediments. They make it harder to change the name or type of a variable, function, or class. They make it harder to read the code. And they create the possibility that the encoding system will mislead the reader.

PhoneNumber phoneString;

// name not changed when type changed!

###### [Member Preﬁxes](#_bookmark1)

You also don’t need to preﬁx member variables with m\_ anymore. Your classes and func- tions should be small enough that you don’t need them. And you should be using an edit- ing environment that highlights or colorizes members to make them distinct.

public class Part {

private String m\_dsc; // The textual description void setName(String name) {

m\_dsc = name;

}

}

public class Part { String description;

void setDescription(String description) { this.description = description;

}

}

Besides, people quickly learn to ignore the preﬁx (or sufﬁx) to see the meaningful part of the name. The more we read the code, the less we see the preﬁxes. Eventually the preﬁxes become unseen clutter and a marker of older code.

###### [Interfaces and Implementations](#_bookmark1)

These are sometimes a special case for encodings. For example, say you are building an ABSTRACT FACTORY for the creation of shapes. This factory will be an interface and will be implemented by a concrete class. What should you name them? IShapeFactory and ShapeFactory? I prefer to leave interfaces unadorned. The preceding I, so common in today’s legacy wads, is a distraction at best and too much information at worst. I don’t want my users knowing that I’m handing them an interface. I just want them to know that it’s a ShapeFactory. So if I must encode either the interface or the implementation, I choose the implementation. Calling it ShapeFactoryImp, or even the hideous CShapeFactory, is pref- erable to encoding the interface.
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##### [Avoid Mental Mapping](#_bookmark1)

Readers shouldn’t have to mentally translate your names into other names they already know. This problem generally arises from a choice to use neither problem domain terms nor solution domain terms.

This is a problem with single-letter variable names. Certainly a loop counter may be named i or j or k (though never l!) if its scope is very small and no other names can con- ﬂict with it. This is because those single-letter names for loop counters are traditional. However, in most other contexts a single-letter name is a poor choice; it’s just a place holder that the reader must mentally map to the actual concept. There can be no worse rea- son for using the name c than because a and b were already taken.

In general programmers are pretty smart people. Smart people sometimes like to show off their smarts by demonstrating their mental juggling abilities. After all, if you can reli- ably remember that r is the lower-cased version of the url with the host and scheme removed, then you must clearly be very smart.

One difference between a smart programmer and a professional programmer is that the professional understands that *clarity is king*. Professionals use their powers for good and write code that others can understand.

##### [Class Names](#_bookmark1)

Classes and objects should have noun or noun phrase names like Customer, WikiPage, Account, and AddressParser. Avoid words like Manager, Processor, Data, or Info in the name of a class. A class name should not be a verb.

##### [Method Names](#_bookmark1)

Methods should have verb or verb phrase names like postPayment, deletePage, or save. Accessors, mutators, and predicates should be named for their value and preﬁxed with get, set, and is according to the javabean standard.4

string name = employee.getName(); customer.setName("mike");

if (paycheck.isPosted())...

When constructors are overloaded, use static factory methods with names that describe the arguments. For example,

Complex fulcrumPoint = Complex.FromRealNumber(23.0);

is generally better than

Complex fulcrumPoint = new Complex(23.0);

Consider enforcing their use by making the corresponding constructors private.

1. <http://java.sun.com/products/javabeans/docs/spec.html>
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##### [Don’t Be Cute](#_bookmark1)

If names are too clever, they will be memorable only to people who share the author’s sense of humor, and only as long as these people remember the joke. Will they know what the function named HolyHandGrenade is supposed to do? Sure, it’s cute, but maybe in this case DeleteItems might be a better name. Choose clarity over entertainment value.

Cuteness in code often appears in the form of colloquialisms or slang. For example, don’t use the name whack() to mean kill(). Don’t tell little culture-dependent jokes like eatMyShorts() to mean abort().

Say what you mean. Mean what you say.

##### [Pick One Word per Concept](#_bookmark1)

Pick one word for one abstract concept and stick with it. For instance, it’s confusing to have fetch, retrieve, and get as equivalent methods of different classes. How do you remember which method name goes with which class? Sadly, you often have to remember which company, group, or individual wrote the library or class in order to remember which term was used. Otherwise, you spend an awful lot of time browsing through headers and previous code samples.

Modern editing environments like Eclipse and IntelliJ-provide context-sensitive clues, such as the list of methods you can call on a given object. But note that the list doesn’t usu- ally give you the comments you wrote around your function names and parameter lists. You are lucky if it gives the parameter *names* from function declarations. The function names have to stand alone, and they have to be consistent in order for you to pick the cor- rect method without any additional exploration.

Likewise, it’s confusing to have a controller and a manager and a driver in the same code base. What is the essential difference between a DeviceManager and a Protocol- Controller? Why are both not controllers or both not managers? Are they both Drivers really? The name leads you to expect two objects that have very different type as well as having different classes.

A consistent lexicon is a great boon to the programmers who must use your code.

##### [Don’t Pun](#_bookmark1)

Avoid using the same word for two purposes. Using the same term for two different ideas is essentially a pun.
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If you follow the “one word per concept” rule, you could end up with many classes that have, for example, an add method. As long as the parameter lists and return values of the various add methods are semantically equivalent, all is well.

However one might decide to use the word add for “consistency” when he or she is not in fact adding in the same sense. Let’s say we have many classes where add will create a new value by adding or concatenating two existing values. Now let’s say we are writing a new class that has a method that puts its single parameter into a collection. Should we call this method add? It might seem consistent because we have so many other add methods, but in this case, the semantics are different, so we should use a name like insert or append instead. To call the new method add would be a pun.

Our goal, as authors, is to make our code as easy as possible to understand. We want our code to be a quick skim, not an intense study. We want to use the popular paperback model whereby the author is responsible for making himself clear and not the academic model where it is the scholar’s job to dig the meaning out of the paper.

##### [Use Solution Domain Names](#_bookmark1)

Remember that the people who read your code will be programmers. So go ahead and use computer science (CS) terms, algorithm names, pattern names, math terms, and so forth. It is not wise to draw every name from the problem domain because we don’t want our coworkers to have to run back and forth to the customer asking what every name means when they already know the concept by a different name.

The name AccountVisitor means a great deal to a programmer who is familiar with the VISITOR pattern. What programmer would not know what a JobQueue was? There are lots of very technical things that programmers have to do. Choosing technical names for those things is usually the most appropriate course.

##### [Use Problem Domain Names](#_bookmark1)

When there is no “programmer-eese” for what you’re doing, use the name from the prob- lem domain. At least the programmer who maintains your code can ask a domain expert what it means.

Separating solution and problem domain concepts is part of the job of a good pro- grammer and designer. The code that has more to do with problem domain concepts should have names drawn from the problem domain.

##### [Add Meaningful Context](#_bookmark1)

There are a few names which are meaningful in and of themselves—most are not. Instead, you need to place names in context for your reader by enclosing them in well-named classes, functions, or namespaces. When all else fails, then preﬁxing the name may be nec- essary as a last resort.
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Imagine that you have variables named firstName, lastName, street, houseNumber, city, state, and zipcode. Taken together it’s pretty clear that they form an address. But what if you just saw the state variable being used alone in a method? Would you automatically infer that it was part of an address?

You can add context by using preﬁxes: addrFirstName, addrLastName, addrState, and so on. At least readers will understand that these variables are part of a larger structure. Of course, a better solution is to create a class named Address. Then, even the compiler knows that the variables belong to a bigger concept.

Consider the method in Listing 2-1. Do the variables need a more meaningful con- text? The function name provides only part of the context; the algorithm provides the rest. Once you read through the function, you see that the three variables, number, verb, and pluralModifier, are part of the “guess statistics” message. Unfortunately, the context must be inferred. When you ﬁrst look at the method, the meanings of the variables are opaque.

private void printGuessStatistics(char candidate, int count) { String number;

String verb;

String pluralModifier; if (count == 0) {

number = "no"; verb = "are";

pluralModifier = "s";

} else if (count == 1) { number = "1";

verb = "is"; pluralModifier = "";

} else {

number = Integer.toString(count); verb = "are";

pluralModifier = "s";

}

String guessMessage = String.format(

"There %s %s %s%s", verb, number, candidate, pluralModifier

);

print(guessMessage);

}

**Listing 2-1**

**Variables with unclear context.**

The function is a bit too long and the variables are used throughout. To split the func- tion into smaller pieces we need to create a GuessStatisticsMessage class and make the three variables ﬁelds of this class. This provides a clear context for the three variables. They are *deﬁnitively* part of the GuessStatisticsMessage. The improvement of context also allows the algorithm to be made much cleaner by breaking it into many smaller functions. (See Listing 2-2.)
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public class GuessStatisticsMessage { private String number;

private String verb;

private String pluralModifier;

public String make(char candidate, int count) { createPluralDependentMessageParts(count); return String.format(

"There %s %s %s%s",

verb, number, candidate, pluralModifier );

}

private void createPluralDependentMessageParts(int count) { if (count == 0) {

thereAreNoLetters();

} else if (count == 1) { thereIsOneLetter();

} else { thereAreManyLetters(count);

}

}

private void thereAreManyLetters(int count) { number = Integer.toString(count);

verb = "are"; pluralModifier = "s";

}

private void thereIsOneLetter() { number = "1";

verb = "is"; pluralModifier = "";

}

private void thereAreNoLetters() { number = "no";

verb = "are"; pluralModifier = "s";

}

}

**Listing 2-2**

**Variables have a context.**

##### [Don’t Add Gratuitous Context](#_bookmark1)

In an imaginary application called “Gas Station Deluxe,” it is a bad idea to preﬁx every class with GSD. Frankly, you are working against your tools. You type G and press the com- pletion key and are rewarded with a mile-long list of every class in the system. Is that wise? Why make it hard for the IDE to help you?

Likewise, say you invented a MailingAddress class in GSD’s accounting module, and you named it GSDAccountAddress. Later, you need a mailing address for your customer con- tact application. Do you use GSDAccountAddress? Does it sound like the right name? Ten of 17 characters are redundant or irrelevant.
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Shorter names are generally better than longer ones, so long as they are clear. Add no more context to a name than is necessary.

The names accountAddress and customerAddress are ﬁne names for instances of the class Address but could be poor names for classes. Address is a ﬁne name for a class. If I need to differentiate between MAC addresses, port addresses, and Web addresses, I might consider PostalAddress, MAC, and URI. The resulting names are more precise, which is the point of all naming.

##### [Final Words](#_bookmark1)

The hardest thing about choosing good names is that it requires good descriptive skills and a shared cultural background. This is a teaching issue rather than a technical, business, or management issue. As a result many people in this ﬁeld don’t learn to do it very well.

People are also afraid of renaming things for fear that some other developers will object. We do not share that fear and ﬁnd that we are actually grateful when names change (for the better). Most of the time we don’t really memorize the names of classes and meth- ods. We use the modern tools to deal with details like that so we can focus on whether the code reads like paragraphs and sentences, or at least like tables and data structure (a sen- tence isn’t always the best way to display data). You will probably end up surprising some- one when you rename, just like you might with any other code improvement. Don’t let it stop you in your tracks.

Follow some of these rules and see whether you don’t improve the readability of your code. If you are maintaining someone else’s code, use refactoring tools to help resolve these problems. It will pay off in the short term and continue to pay in the long run.

# [3](#_bookmark1)

### [Functions](#_bookmark1)
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In the early days of programming we composed our systems of routines and subroutines. Then, in the era of Fortran and PL/1 we composed our systems of programs, subprograms, and functions. Nowadays only the function survives from those early days. Functions are the ﬁrst line of organization in any program. Writing them well is the topic of this chapter.
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Consider the code in Listing 3-1. It’s hard to ﬁnd a long function in FitNesse,1 but after a bit of searching I came across this one. Not only is it long, but it’s got duplicated code, lots of odd strings, and many strange and inobvious data types and APIs. See how much sense you can make of it in the next three minutes.

Listing 3-1

**HtmlUtil.java (FitNesse 20070619)**

public static String testableHtml( PageData pageData,

boolean includeSuiteSetup

) throws Exception {

WikiPage wikiPage = pageData.getWikiPage(); StringBuffer buffer = new StringBuffer(); if (pageData.hasAttribute("Test")) {

if (includeSuiteSetup) { WikiPage suiteSetup =

PageCrawlerImpl.getInheritedPage( SuiteResponder.SUITE\_SETUP\_NAME, wikiPage

);

if (suiteSetup != null) { WikiPagePath pagePath =

suiteSetup.getPageCrawler().getFullPath(suiteSetup); String pagePathName = PathParser.render(pagePath); buffer.append("!include -setup .")

.append(pagePathName)

.append("\n");

}

}

WikiPage setup = PageCrawlerImpl.getInheritedPage("SetUp", wikiPage);

if (setup != null) { WikiPagePath setupPath =

wikiPage.getPageCrawler().getFullPath(setup); String setupPathName = PathParser.render(setupPath); buffer.append("!include -setup .")

.append(setupPathName)

.append("\n");

}

}

buffer.append(pageData.getContent()); if (pageData.hasAttribute("Test")) {

WikiPage teardown = PageCrawlerImpl.getInheritedPage("TearDown", wikiPage);

if (teardown != null) { WikiPagePath tearDownPath =

wikiPage.getPageCrawler().getFullPath(teardown);

String tearDownPathName = PathParser.render(tearDownPath); buffer.append("\n")

.append("!include -teardown .")

.append(tearDownPathName)

.append("\n");

}

1. An open-source testing tool. [www.ﬁtnese.org](http://www.fitnese.org/)
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}

if (includeSuiteSetup) { WikiPage suiteTeardown =

PageCrawlerImpl.getInheritedPage( SuiteResponder.SUITE\_TEARDOWN\_NAME, wikiPage

);

if (suiteTeardown != null) { WikiPagePath pagePath =

suiteTeardown.getPageCrawler().getFullPath (suiteTeardown); String pagePathName = PathParser.render(pagePath); buffer.append("!include -teardown .")

.append(pagePathName)

.append("\n");

}

}

}

pageData.setContent(buffer.toString()); return pageData.getHtml();

**Listing 3-1 (continued)**

**HtmlUtil.java (FitNesse 20070619)**

Do you understand the function after three minutes of study? Probably not. There’s too much going on in there at too many different levels of abstraction. There are strange strings and odd function calls mixed in with doubly nested if statements controlled by ﬂags.

However, with just a few simple method extractions, some renaming, and a little restructuring, I was able to capture the intent of the function in the nine lines of Listing 3-2. See whether you can understand *that* in the next 3 minutes.

public static String renderPageWithSetupsAndTeardowns( PageData pageData, boolean isSuite

) throws Exception {

boolean isTestPage = pageData.hasAttribute("Test"); if (isTestPage) {

WikiPage testPage = pageData.getWikiPage(); StringBuffer newPageContent = new StringBuffer(); includeSetupPages(testPage, newPageContent, isSuite); newPageContent.append(pageData.getContent());

includeTeardownPages(testPage, newPageContent, isSuite); pageData.setContent(newPageContent.toString());

}

return pageData.getHtml();

}

**Listing 3-2**

**HtmlUtil.java (refactored)**
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Unless you are a student of FitNesse, you probably don’t understand all the details. Still, you probably understand that this function performs the inclusion of some setup and teardown pages into a test page and then renders that page into HTML. If you are familiar with JUnit,2 you probably realize that this function belongs to some kind of Web-based testing framework. And, of course, that is correct. Divining that information from Listing 3-2 is pretty easy, but it’s pretty well obscured by Listing 3-1.

So what is it that makes a function like Listing 3-2 easy to read and understand? How can we make a function communicate its intent? What attributes can we give our functions that will allow a casual reader to intuit the kind of program they live inside?

##### [Small!](#_bookmark1)

The ﬁrst rule of functions is that they should be small. The second rule of functions is that *they should be smaller than that*. This is not an assertion that I can justify. I can’t provide any references to research that shows that very small functions are better. What I can tell you is that for nearly four decades I have written functions of all different sizes. I’ve writ- ten several nasty 3,000-line abominations. I’ve written scads of functions in the 100 to 300 line range. And I’ve written functions that were 20 to 30 lines long. What this experience has taught me, through long trial and error, is that functions should be very small.

In the eighties we used to say that a function should be no bigger than a screen-full. Of course we said that at a time when VT100 screens were 24 lines by 80 columns, and our editors used 4 lines for administrative purposes. Nowadays with a cranked-down font and a nice big monitor, you can ﬁt 150 characters on a line and a 100 lines or more on a screen. Lines should not be 150 characters long. Functions should not be 100 lines long. Functions should hardly ever be 20 lines long.

How short should a function be? In 1999 I went to visit Kent Beck at his home in Ore- gon. We sat down and did some programming together. At one point he showed me a cute little Java/Swing program that he called *Sparkle*. It produced a visual effect on the screen very similar to the magic wand of the fairy godmother in the movie Cinderella. As you moved the mouse, the sparkles would drip from the cursor with a satisfying scintillation, falling to the bottom of the window through a simulated gravitational ﬁeld. When Kent showed me the code, I was struck by how small all the functions were. I was used to func- tions in Swing programs that took up miles of vertical space. Every function in *this* pro- gram was just two, or three, or four lines long. Each was transparently obvious. Each told a story. And each led you to the next in a compelling order. *That’s* how short your functions should be!3

1. An open-source unit-testing tool for Java. [www.junit.org](http://www.junit.org/)
2. I asked Kent whether he still had a copy, but he was unable to ﬁnd one. I searched all my old computers too, but to no avail. All that is left now is my memory of that program.
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How short should your functions be? They should usually be shorter than Listing 3-2!

Indeed, Listing 3-2 should really be shortened to Listing 3-3.

public static String renderPageWithSetupsAndTeardowns( PageData pageData, boolean isSuite) throws Exception { if (isTestPage(pageData))

includeSetupAndTeardownPages(pageData, isSuite); return pageData.getHtml();

}

**Listing 3-3**

**HtmlUtil.java (re-refactored)**

###### [Blocks and Indenting](#_bookmark1)

This implies that the blocks within if statements, else statements, while statements, and so on should be one line long. Probably that line should be a function call. Not only does this keep the enclosing function small, but it also adds documentary value because the function called within the block can have a nicely descriptive name.

This also implies that functions should not be large enough to hold nested structures. Therefore, the indent level of a function should not be greater than one or two. This, of course, makes the functions easier to read and understand.

##### [Do One Thing](#_bookmark1)

It should be very clear that Listing 3-1 is doing lots more than one thing. It’s creating buffers, fetching pages, searching for inherited pages, rendering paths, appending arcane strings, and generating HTML, among other things. Listing 3-1 is very busy doing lots of different things. On the other hand, Listing 3-3 is doing one simple thing. It’s including setups and teardowns into test pages.

The following advice has appeared in one form or another for 30 years or more.

***Functions should do one thing. They should do it well. They should do it only.***

The problem with this statement is that it is hard to know what “one thing” is. Does Listing 3-3 do one thing? It’s easy to make the case that it’s doing three things:

* 1. Determining whether the page is a test page.
  2. If so, including setups and teardowns.
  3. Rendering the page in HTML.
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So which is it? Is the function doing one thing or three things? Notice that the three steps of the function are one level of abstraction below the stated name of the function. We can describe the function by describing it as a brief *TO*4 paragraph:

*TO RenderPageWithSetupsAndTeardowns, we check to see whether the page is a test page and if so, we include the setups and teardowns. In either case we render the page in HTML.*

If a function does only those steps that are one level below the stated name of the function, then the function is doing one thing. After all, the reason we write functions is to decompose a larger concept (in other words, the name of the function) into a set of steps at the next level of abstraction.

It should be very clear that Listing 3-1 contains steps at many different levels of abstraction. So it is clearly doing more than one thing. Even Listing 3-2 has two levels of abstraction, as proved by our ability to shrink it down. But it would be very hard to mean- ingfully shrink Listing 3-3. We could extract the if statement into a function named includeSetupsAndTeardownsIfTestPage, but that simply restates the code without changing the level of abstraction.

So, another way to know that a function is doing more than “one thing” is if you can extract another function from it with a name that is not merely a restatement of its imple- mentation [G34].

###### [Sections within Functions](#_bookmark1)

Look at Listing 4-7 on page 71. Notice that the generatePrimes function is divided into sections such as *declarations*, *initializations*, and *sieve*. This is an obvious symptom of doing more than one thing. Functions that do one thing cannot be reasonably divided into sections.

##### [One Level of Abstraction per Function](#_bookmark1)

In order to make sure our functions are doing “one thing,” we need to make sure that the statements within our function are all at the same level of abstraction. It is easy to see how Listing 3-1 violates this rule. There are concepts in there that are at a very high level of abstraction, such as getHtml(); others that are at an intermediate level of abstraction, such as: String pagePathName = PathParser.render(pagePath); and still others that are remark- ably low level, such as: .append("\n").

Mixing levels of abstraction within a function is always confusing. Readers may not be able to tell whether a particular expression is an essential concept or a detail. Worse,

1. The LOGO language used the keyword “TO” in the same way that Ruby and Python use “def.” So every function began with the word “TO.” This had an interesting effect on the way functions were designed.
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like broken windows, once details are mixed with essential concepts, more and more details tend to accrete within the function.

[**Reading Code from Top to Bottom: *The Stepdown Rule***](#_bookmark1)

We want the code to read like a top-down narrative.5 We want every function to be fol- lowed by those at the next level of abstraction so that we can read the program, descending one level of abstraction at a time as we read down the list of functions. I call this *The Step- down Rule*.

To say this differently, we want to be able to read the program as though it were a set of *TO* paragraphs, each of which is describing the current level of abstraction and refer- encing subsequent *TO* paragraphs at the next level down.

*To include the setups and teardowns, we include setups, then we include the test page con- tent, and then we include the teardowns.*

*To include the setups, we include the suite setup if this is a suite, then we include the regular setup.*

*To include the suite setup, we search the parent hierarchy for the “SuiteSetUp” page and add an include statement with the path of that page.*

*To search the parent. . .*

It turns out to be very difﬁcult for programmers to learn to follow this rule and write functions that stay at a single level of abstraction. But learning this trick is also very important. It is the key to keeping functions short and making sure they do “one thing.” Making the code read like a top-down set of *TO* paragraphs is an effective technique for keeping the abstraction level consistent.

Take a look at Listing 3-7 at the end of this chapter. It shows the whole testableHtml function refactored according to the principles described here. Notice how each function introduces the next, and each function remains at a consistent level of abstraction.

##### [Switch Statements](#_bookmark1)

It’s hard to make a small switch statement.6 Even a switch statement with only two cases is larger than I’d like a single block or function to be. It’s also hard to make a switch state- ment that does one thing. By their nature, switch statements always do *N* things. Unfortu- nately we can’t always avoid switch statements, but we *can* make sure that each switch statement is buried in a low-level class and is never repeated. We do this, of course, with polymorphism.

1. [KP78], p. 37.
2. And, of course, I include if/else chains in this.
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Consider Listing 3-4. It shows just one of the operations that might depend on the type of employee.

public Money calculatePay(Employee e) throws InvalidEmployeeType {

switch (e.type) { case COMMISSIONED:

return calculateCommissionedPay(e); case HOURLY:

return calculateHourlyPay(e); case SALARIED:

return calculateSalariedPay(e); default:

throw new InvalidEmployeeType(e.type);

}

}

**Listing 3-4**

**Payroll.java**

There are several problems with this function. First, it’s large, and when new employee types are added, it will grow. Second, it very clearly does more than one thing. Third, it violates the Single Responsibility Principle7 (SRP) because there is more than one reason for it to change. Fourth, it violates the Open Closed Principle8 (OCP) because it must change whenever new types are added. But possibly the worst problem with this function is that there are an unlimited number of other functions that will have the same structure. For example we could have

isPayday(Employee e, Date date),

or

deliverPay(Employee e, Money pay),

or a host of others. All of which would have the same deleterious structure.

The solution to this problem (see Listing 3-5) is to bury the switch statement in the basement of an ABSTRACT FACTORY,9 and never let anyone see it. The factory will use the switch statement to create appropriate instances of the derivatives of Employee, and the var- ious functions, such as calculatePay, isPayday, and deliverPay, will be dispatched poly- morphically through the Employee interface.

My general rule for switch statements is that they can be tolerated if they appear only once, are used to create polymorphic objects, and are hidden behind an inheritance

1. a. <http://en.wikipedia.org/wiki/Single_responsibility_principle>

b. <http://www.objectmentor.com/resources/articles/srp.pdf>

1. a. <http://en.wikipedia.org/wiki/Open/closed_principle>

b. <http://www.objectmentor.com/resources/articles/ocp.pdf>

1. [GOF].
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public abstract class Employee { public abstract boolean isPayday();

public abstract Money calculatePay(); public abstract void deliverPay(Money pay);

}

public interface EmployeeFactory {

public Employee makeEmployee(EmployeeRecord r) throws InvalidEmployeeType;

}

public class EmployeeFactoryImpl implements EmployeeFactory {

public Employee makeEmployee(EmployeeRecord r) throws InvalidEmployeeType { switch (r.type) {

case COMMISSIONED:

return new CommissionedEmployee(r) ; case HOURLY:

return new HourlyEmployee(r); case SALARIED:

return new SalariedEmploye(r); default:

throw new InvalidEmployeeType(r.type);

}

}

}

**Listing 3-5**

**Employee and Factory**

relationship so that the rest of the system can’t see them [G23]. Of course every circum- stance is unique, and there are times when I violate one or more parts of that rule.

##### [Use Descriptive Names](#_bookmark1)

In Listing 3-7 I changed the name of our example function from testableHtml to SetupTeardownIncluder.render. This is a far better name because it better describes what the function does. I also gave each of the private methods an equally descriptive name such as isTestable or includeSetupAndTeardownPages. It is hard to overestimate the value of good names. Remember Ward’s principle: “*You know you are working on clean code when each routine turns out to be pretty much what you expected.*” Half the battle to achieving that principle is choosing good names for small functions that do one thing. The smaller and more focused a function is, the easier it is to choose a descriptive name.

Don’t be afraid to make a name long. A long descriptive name is better than a short enigmatic name. A long descriptive name is better than a long descriptive comment. Use a naming convention that allows multiple words to be easily read in the function names, and then make use of those multiple words to give the function a name that says what it does.
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Don’t be afraid to spend time choosing a name. Indeed, you should try several differ- ent names and read the code with each in place. Modern IDEs like Eclipse or IntelliJ make it trivial to change names. Use one of those IDEs and experiment with different names until you ﬁnd one that is as descriptive as you can make it.

Choosing descriptive names will clarify the design of the module in your mind and help you to improve it. It is not at all uncommon that hunting for a good name results in a favorable restructuring of the code.

Be consistent in your names. Use the same phrases, nouns, and verbs in the function names you choose for your modules. Consider, for example, the names includeSetup- AndTeardownPages, includeSetupPages, includeSuiteSetupPage, and includeSetupPage. The similar phraseology in those names allows the sequence to tell a story. Indeed, if I showed you just the sequence above, you’d ask yourself: “What happened to includeTeardownPages, includeSuiteTeardownPage, and includeTeardownPage?” How’s that for being “. . . *pretty much what you expected*.”

##### [Function Arguments](#_bookmark1)

The ideal number of arguments for a function is zero (niladic). Next comes one (monadic), followed closely by two (dyadic). Three arguments (triadic) should be avoided where possible. More than three (polyadic) requires very special justiﬁcation—and then shouldn’t be used anyway.

Arguments are hard. They take a lot of con- ceptual power. That’s why I got rid of almost all of them from the example. Consider, for instance, the StringBuffer in the example. We could have passed it around as an argument rather than mak- ing it an instance variable, but then our readers would have had to interpret it each time they saw it. When you are reading the story told by the

module, includeSetupPage() is easier to understand than includeSetupPageInto(newPage- Content). The argument is at a different level of abstraction than the function name and forces you to know a detail (in other words, StringBuffer) that isn’t particularly important at that point.

Arguments are even harder from a testing point of view. Imagine the difﬁculty of writing all the test cases to ensure that all the various combinations of arguments work properly. If there are no arguments, this is trivial. If there’s one argument, it’s not too hard. With two arguments the problem gets a bit more challenging. With more than two argu- ments, testing every combination of appropriate values can be daunting.
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Output arguments are harder to understand than input arguments. When we read a function, we are used to the idea of information going *in* to the function through arguments and *out* through the return value. We don’t usually expect information to be going out through the arguments. So output arguments often cause us to do a double-take.

One input argument is the next best thing to no arguments. SetupTeardown- Includer.render(pageData) is pretty easy to understand. Clearly we are going to *render* the data in the pageData object.

###### [Common Monadic Forms](#_bookmark1)

There are two very common reasons to pass a single argument into a function. You may be asking a question about that argument, as in boolean fileExists(“MyFile”). Or you may be operating on that argument, transforming it into something else and *returning it*. For example, InputStream fileOpen(“MyFile”) transforms a ﬁle name String into an InputStream return value. These two uses are what readers expect when they see a func- tion. You should choose names that make the distinction clear, and always use the two forms in a consistent context. (See Command Query Separation below.)

A somewhat less common, but still very useful form for a single argument function, is an *event*. In this form there is an input argument but no output argument. The overall program is meant to interpret the function call as an event and use the argument to alter the state of the system, for example, void passwordAttemptFailedNtimes(int attempts). Use this form with care. It should be very clear to the reader that this is an event. Choose names and contexts carefully.

Try to avoid any monadic functions that don’t follow these forms, for example, void includeSetupPageInto(StringBuffer pageText). Using an output argument instead of a return value for a transformation is confusing. If a function is going to transform its input argument, the transformation should appear as the return value. Indeed, StringBuffer transform(StringBuffer in) is better than void transform-(StringBuffer out), even if the implementation in the ﬁrst case simply returns the input argument. At least it still follows the form of a transformation.

###### [Flag Arguments](#_bookmark1)

Flag arguments are ugly. Passing a boolean into a function is a truly terrible practice. It immediately complicates the signature of the method, loudly proclaiming that this function does more than one thing. It does one thing if the ﬂag is true and another if the ﬂag is false!

In Listing 3-7 we had no choice because the callers were already passing that ﬂag in, and I wanted to limit the scope of refactoring to the function and below. Still, the method call render(true) is just plain confusing to a poor reader. Mousing over the call and seeing render(boolean isSuite) helps a little, but not that much. We should have split the function into two: renderForSuite() and renderForSingleTest().
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###### [Dyadic Functions](#_bookmark1)

A function with two arguments is harder to understand than a monadic function. For exam- ple, writeField(name) is easier to understand than writeField(output-Stream, name).10 Though the meaning of both is clear, the ﬁrst glides past the eye, easily depositing its meaning. The second requires a short pause until we learn to ignore the ﬁrst parameter. And *that*, of course, eventually results in problems because we should never ignore any part of code. The parts we ignore are where the bugs will hide.

There are times, of course, where two arguments are appropriate. For example, Point p = new Point(0,0); is perfectly reasonable. Cartesian points naturally take two arguments. Indeed, we’d be very surprised to see new Point(0). However, the two argu- ments in this case *are ordered components of a single value!* Whereas output-Stream and name have neither a natural cohesion, nor a natural ordering.

Even obvious dyadic functions like assertEquals(expected, actual) are problematic. How many times have you put the actual where the expected should be? The two argu- ments have no natural ordering. The expected, actual ordering is a convention that requires practice to learn.

Dyads aren’t evil, and you will certainly have to write them. However, you should be aware that they come at a cost and should take advantage of what mechanims may be available to you to convert them into monads. For example, you might make the writeField method a member of outputStream so that you can say outputStream. writeField(name). Or you might make the outputStream a member variable of the current class so that you don’t have to pass it. Or you might extract a new class like FieldWriter that takes the outputStream in its constructor and has a write method.

###### [Triads](#_bookmark1)

Functions that take three arguments are signiﬁcantly harder to understand than dyads. The issues of ordering, pausing, and ignoring are more than doubled. I suggest you think very carefully before creating a triad.

For example, consider the common overload of assertEquals that takes three argu- ments: assertEquals(message, expected, actual). How many times have you read the message and thought it was the expected? I have stumbled and paused over that particular triad many times. In fact, *every time I see it,* I do a double-take and then learn to ignore the message.

On the other hand, here is a triad that is not quite so insidious: assertEquals(1.0, amount, .001). Although this still requires a double-take, it’s one that’s worth taking. It’s always good to be reminded that equality of ﬂoating point values is a relative thing.

1. I just ﬁnished refactoring a module that used the dyadic form. I was able to make the outputStream a ﬁeld of the class and convert all the writeField calls to the monadic form. The result was much cleaner.
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###### [Argument Objects](#_bookmark1)

When a function seems to need more than two or three arguments, it is likely that some of those arguments ought to be wrapped into a class of their own. Consider, for example, the difference between the two following declarations:

Circle makeCircle(double x, double y, double radius); Circle makeCircle(Point center, double radius);

Reducing the number of arguments by creating objects out of them may seem like cheating, but it’s not. When groups of variables are passed together, the way x and y are in the example above, they are likely part of a concept that deserves a name of its own.

###### [Argument Lists](#_bookmark1)

Sometimes we want to pass a variable number of arguments into a function. Consider, for example, the String.format method:

String.format("%s worked %.2f hours.", name, hours);

If the variable arguments are all treated identically, as they are in the example above, then they are equivalent to a single argument of type List. By that reasoning, String.format is actually dyadic. Indeed, the declaration of String.format as shown below is clearly dyadic.

public String format(String format, Object... args)

So all the same rules apply. Functions that take variable arguments can be monads, dyads, or even triads. But it would be a mistake to give them more arguments than that.

void monad(Integer... args);

void dyad(String name, Integer... args);

void triad(String name, int count, Integer... args);

###### [Verbs and Keywords](#_bookmark1)

Choosing good names for a function can go a long way toward explaining the intent of the function and the order and intent of the arguments. In the case of a monad, the function and argument should form a very nice verb/noun pair. For example, write(name) is very evocative. Whatever this “name” thing is, it is being “written.” An even better name might be writeField(name), which tells us that the “name” thing is a “ﬁeld.”

This last is an example of the *keyword* form of a function name. Using this form we encode the names of the arguments into the function name. For example, assertEquals might be better written as assertExpectedEqualsActual(expected, actual). This strongly mitigates the problem of having to remember the ordering of the arguments.
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##### [Have No Side Effects](#_bookmark1)

Side effects are lies. Your function promises to do one thing, but it also does other *hidden* things. Sometimes it will make unexpected changes to the variables of its own class. Sometimes it will make them to the parameters passed into the function or to system glo- bals. In either case they are devious and damaging mistruths that often result in strange temporal couplings and order dependencies.

Consider, for example, the seemingly innocuous function in Listing 3-6. This function uses a standard algorithm to match a userName to a password. It returns true if they match and false if anything goes wrong. But it also has a side effect. Can you spot it?

public class UserValidator {

private Cryptographer cryptographer;

public boolean checkPassword(String userName, String password) { User user = UserGateway.findByName(userName);

if (user != User.NULL) {

String codedPhrase = user.getPhraseEncodedByPassword(); String phrase = cryptographer.decrypt(codedPhrase, password); if ("Valid Password".equals(phrase)) {

Session.initialize(); return true;

}

}

return false;

}

}

**Listing 3-6**

**UserValidator.java**

The side effect is the call to Session.initialize(), of course. The checkPassword func- tion, by its name, says that it checks the password. The name does not imply that it initial- izes the session. So a caller who believes what the name of the function says runs the risk of erasing the existing session data when he or she decides to check the validity of the user.

This side effect creates a temporal coupling. That is, checkPassword can only be called at certain times (in other words, when it is safe to initialize the session). If it is called out of order, session data may be inadvertently lost. Temporal couplings are con- fusing, especially when hidden as a side effect. If you must have a temporal coupling, you should make it clear in the name of the function. In this case we might rename the function checkPasswordAndInitializeSession, though that certainly violates “Do one thing.”
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###### [Output Arguments](#_bookmark1)

Arguments are most naturally interpreted as *inputs* to a function. If you have been pro- gramming for more than a few years, I’m sure you’ve done a double-take on an argument that was actually an *output* rather than an input. For example:

appendFooter(s);

Does this function append s as the footer to something? Or does it append some footer to s? Is s an input or an output? It doesn’t take long to look at the function signature and see:

public void appendFooter(StringBuffer report)

This clariﬁes the issue, but only at the expense of checking the declaration of the function. Anything that forces you to check the function signature is equivalent to a double-take. It’s a cognitive break and should be avoided.

In the days before object oriented programming it was sometimes necessary to have output arguments. However, much of the need for output arguments disappears in OO lan- guages because this is *intended* to act as an output argument. In other words, it would be better for appendFooter to be invoked as

report.appendFooter();

In general output arguments should be avoided. If your function must change the state of something, have it change the state of its owning object.

##### [Command Query Separation](#_bookmark1)

Functions should either do something or answer something, but not both. Either your function should change the state of an object, or it should return some information about that object. Doing both often leads to confusion. Consider, for example, the following function:

public boolean set(String attribute, String value);

This function sets the value of a named attribute and returns true if it is successful and

false if no such attribute exists. This leads to odd statements like this:

if (set("username", "unclebob"))...

Imagine this from the point of view of the reader. What does it mean? Is it asking whether the “username” attribute was previously set to “unclebob”? Or is it asking whether the “username” attribute was successfully set to “unclebob”? It’s hard to infer the meaning from the call because it’s not clear whether the word “set” is a verb or an adjective.

The author intended set to be a verb, but in the context of the if statement it *feels* like an adjective. So the statement reads as “If the username attribute was previously set to unclebob” and not “set the username attribute to unclebob and if that worked then. ” We
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could try to resolve this by renaming the set function to setAndCheckIfExists, but that doesn’t much help the readability of the if statement. The real solution is to separate the command from the query so that the ambiguity cannot occur.

if (attributeExists("username")) { setAttribute("username", "unclebob");

...

}

##### [Prefer Exceptions to Returning Error Codes](#_bookmark2)

Returning error codes from command functions is a subtle violation of command query separation. It promotes commands being used as expressions in the predicates of if state- ments.

if (deletePage(page) == E\_OK)

This does not suffer from verb/adjective confusion but does lead to deeply nested struc- tures. When you return an error code, you create the problem that the caller must deal with the error immediately.

if (deletePage(page) == E\_OK) {

if (registry.deleteReference(page.name) == E\_OK) {

if (configKeys.deleteKey(page.name.makeKey()) == E\_OK){ logger.log("page deleted");

} else {

logger.log("configKey not deleted");

}

} else {

logger.log("deleteReference from registry failed");

}

} else {

logger.log("delete failed"); return E\_ERROR;

}

On the other hand, if you use exceptions instead of returned error codes, then the error processing code can be separated from the happy path code and can be simpliﬁed:

try {

deletePage(page); registry.deleteReference(page.name); configKeys.deleteKey(page.name.makeKey());

}

catch (Exception e) { logger.log(e.getMessage());

}

###### [Extract Try/Catch Blocks](#_bookmark2)

Try/catch blocks are ugly in their own right. They confuse the structure of the code and mix error processing with normal processing. So it is better to extract the bodies of the try and catch blocks out into functions of their own.
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public void delete(Page page) { try {

deletePageAndAllReferences(page);

}

catch (Exception e) { logError(e);

}

}

private void deletePageAndAllReferences(Page page) throws Exception { deletePage(page);

registry.deleteReference(page.name); configKeys.deleteKey(page.name.makeKey());

}

private void logError(Exception e) { logger.log(e.getMessage());

}

In the above, the delete function is all about error processing. It is easy to understand and then ignore. The deletePageAndAllReferences function is all about the processes of fully deleting a page. Error handling can be ignored. This provides a nice separation that makes the code easier to understand and modify.

###### [Error Handling Is One Thing](#_bookmark2)

Functions should do one thing. Error handing is one thing. Thus, a function that handles errors should do nothing else. This implies (as in the example above) that if the keyword try exists in a function, it should be the very ﬁrst word in the function and that there should be nothing after the catch/finally blocks.

###### [The Error.java Dependency Magnet](#_bookmark2)

Returning error codes usually implies that there is some class or enum in which all the error codes are deﬁned.

public enum Error { OK,

INVALID, NO\_SUCH, LOCKED,

OUT\_OF\_RESOURCES, WAITING\_FOR\_EVENT;

}

Classes like this are a *dependency magnet;* many other classes must import and use them. Thus, when the Error enum changes, all those other classes need to be recompiled and redeployed.11 This puts a negative pressure on the Error class. Programmers don’t want

1. Those who felt that they could get away without recompiling and redeploying have been found—and dealt with.
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to add new errors because then they have to rebuild and redeploy everything. So they reuse old error codes instead of adding new ones.

When you use exceptions rather than error codes, then new exceptions are *derivatives* of the exception class. They can be added without forcing any recompilation or redeployment.12

##### [Don’t Repeat Yourself13](#_bookmark2)

Look back at Listing 3-1 carefully and you will notice that there is an algorithm that gets repeated four times, once for each of the SetUp, SuiteSetUp, TearDown, and SuiteTearDown cases. It’s not easy to spot this duplication because the four instances are intermixed with other code and aren’t uniformly duplicated. Still, the duplication is a problem because it bloats the code and

will require four-fold modiﬁcation should the algorithm ever have to change. It is also a four-fold opportunity for an error of omission.

This duplication was remedied by the include method in Listing 3-7. Read through that code again and notice how the readability of the whole module is enhanced by the reduction of that duplication.

Duplication may be the root of all evil in software. Many principles and practices have been created for the purpose of controlling or eliminating it. Consider, for example, that all of Codd’s database normal forms serve to eliminate duplication in data. Consider also how object-oriented programming serves to concentrate code into base classes that would otherwise be redundant. Structured programming, Aspect Oriented Programming, Compo- nent Oriented Programming, are all, in part, strategies for eliminating duplication. It would appear that since the invention of the subroutine, innovations in software develop- ment have been an ongoing attempt to eliminate duplication from our source code.

##### [Structured Programming](#_bookmark2)

Some programmers follow Edsger Dijkstra’s rules of structured programming.14 Dijkstra said that every function, and every block within a function, should have one entry and one exit. Following these rules means that there should only be one return statement in a func- tion, no break or continue statements in a loop, and never, *ever,* any goto statements.

1. This is an example of the Open Closed Principle (OCP) [PPP02].
2. The DRY principle. [PRAG].
3. [SP72].
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While we are sympathetic to the goals and disciplines of structured programming, those rules serve little beneﬁt when functions are very small. It is only in larger functions that such rules provide signiﬁcant beneﬁt.

So if you keep your functions small, then the occasional multiple return, break, or continue statement does no harm and can sometimes even be more expressive than the sin- gle-entry, single-exit rule. On the other hand, goto only makes sense in large functions, so it should be avoided.

##### [How Do You Write Functions Like This?](#_bookmark2)

Writing software is like any other kind of writing. When you write a paper or an article, you get your thoughts down ﬁrst, then you massage it until it reads well. The ﬁrst draft might be clumsy and disorganized, so you wordsmith it and restructure it and reﬁne it until it reads the way you want it to read.

When I write functions, they come out long and complicated. They have lots of indenting and nested loops. They have long argument lists. The names are arbitrary, and there is duplicated code. But I also have a suite of unit tests that cover every one of those clumsy lines of code.

So then I massage and reﬁne that code, splitting out functions, changing names, elim- inating duplication. I shrink the methods and reorder them. Sometimes I break out whole classes, all the while keeping the tests passing.

In the end, I wind up with functions that follow the rules I’ve laid down in this chapter.

I don’t write them that way to start. I don’t think anyone could.

##### [Conclusion](#_bookmark2)

Every system is built from a domain-speciﬁc language designed by the programmers to describe that system. Functions are the verbs of that language, and classes are the nouns. This is not some throwback to the hideous old notion that the nouns and verbs in a require- ments document are the ﬁrst guess of the classes and functions of a system. Rather, this is a much older truth. The art of programming is, and has always been, the art of language design.

Master programmers think of systems as stories to be told rather than programs to be written. They use the facilities of their chosen programming language to construct a much richer and more expressive language that can be used to tell that story. Part of that domain-speciﬁc language is the hierarchy of functions that describe all the actions that take place within that system. In an artful act of recursion those actions are written to use the very domain-speciﬁc language they deﬁne to tell their own small part of the story.

This chapter has been about the mechanics of writing functions well. If you follow the rules herein, your functions will be short, well named, and nicely organized. But
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never forget that your real goal is to tell the story of the system, and that the functions you write need to ﬁt cleanly together into a clear and precise language to help you with that telling.

##### [SetupTeardownIncluder](#_bookmark2)

**Listing 3-7 SetupTeardownIncluder.java** package fitnesse.html;

import fitnesse.responders.run.SuiteResponder; import fitnesse.wiki.\*;

public class SetupTeardownIncluder { private PageData pageData;

private boolean isSuite; private WikiPage testPage;

private StringBuffer newPageContent; private PageCrawler pageCrawler;

public static String render(PageData pageData) throws Exception { return render(pageData, false);

}

public static String render(PageData pageData, boolean isSuite) throws Exception {

return new SetupTeardownIncluder(pageData).render(isSuite);

}

private SetupTeardownIncluder(PageData pageData) { this.pageData = pageData;

testPage = pageData.getWikiPage(); pageCrawler = testPage.getPageCrawler(); newPageContent = new StringBuffer();

}

private String render(boolean isSuite) throws Exception { this.isSuite = isSuite;

if (isTestPage()) includeSetupAndTeardownPages();

return pageData.getHtml();

}

private boolean isTestPage() throws Exception { return pageData.hasAttribute("Test");

}

private void includeSetupAndTeardownPages() throws Exception { includeSetupPages();

includePageContent(); includeTeardownPages(); updatePageContent();

}
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**Listing 3-7 (continued)**

**SetupTeardownIncluder.java**

private void includeSetupPages() throws Exception { if (isSuite)

includeSuiteSetupPage(); includeSetupPage();

}

private void includeSuiteSetupPage() throws Exception { include(SuiteResponder.SUITE\_SETUP\_NAME, "-setup");

}

private void includeSetupPage() throws Exception { include("SetUp", "-setup");

}

private void includePageContent() throws Exception { newPageContent.append(pageData.getContent());

}

private void includeTeardownPages() throws Exception { includeTeardownPage();

if (isSuite) includeSuiteTeardownPage();

}

private void includeTeardownPage() throws Exception { include("TearDown", "-teardown");

}

private void includeSuiteTeardownPage() throws Exception { include(SuiteResponder.SUITE\_TEARDOWN\_NAME, "-teardown");

}

private void updatePageContent() throws Exception { pageData.setContent(newPageContent.toString());

}

private void include(String pageName, String arg) throws Exception { WikiPage inheritedPage = findInheritedPage(pageName);

if (inheritedPage != null) {

String pagePathName = getPathNameForPage(inheritedPage); buildIncludeDirective(pagePathName, arg);

}

}

private WikiPage findInheritedPage(String pageName) throws Exception { return PageCrawlerImpl.getInheritedPage(pageName, testPage);

}

private String getPathNameForPage(WikiPage page) throws Exception { WikiPagePath pagePath = pageCrawler.getFullPath(page);

return PathParser.render(pagePath);

}

private void buildIncludeDirective(String pagePathName, String arg) { newPageContent

.append("\n!include ")
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}

}

.append(arg)

.append(" .")

.append(pagePathName)

.append("\n");

**Listing 3-7 (continued)**

**SetupTeardownIncluder.java**
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*“Don’t comment bad code—rewrite it.”*

—Brian W. Kernighan and P. J. Plaugher1

Nothing can be quite so helpful as a well-placed comment. Nothing can clutter up a mod- ule more than frivolous dogmatic comments. Nothing can be quite so damaging as an old crufty comment that propagates lies and misinformation.

Comments are not like Schindler’s List. They are not “pure good.” Indeed, comments are, at best, a necessary evil. If our programming languages were expressive enough, or if

1. [KP78], p. 144.
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we had the talent to subtly wield those languages to express our intent, we would not need comments very much—perhaps not at all.

The proper use of comments is to compensate for our failure to express ourself in code. Note that I used the word *failure*. I meant it. Comments are always failures. We must have them because we cannot always ﬁgure out how to express ourselves without them, but their use is not a cause for celebration.

So when you ﬁnd yourself in a position where you need to write a comment, think it through and see whether there isn’t some way to turn the tables and express yourself in code. Every time you express yourself in code, you should pat yourself on the back. Every time you write a comment, you should grimace and feel the failure of your ability of expression.

Why am I so down on comments? Because they lie. Not always, and not intentionally, but too often. The older a comment is, and the farther away it is from the code it describes, the more likely it is to be just plain wrong. The reason is simple. Programmers can’t realis- tically maintain them.

Code changes and evolves. Chunks of it move from here to there. Those chunks bifur- cate and reproduce and come together again to form chimeras. Unfortunately the com- ments don’t always follow them—*can’t* always follow them. And all too often the comments get separated from the code they describe and become orphaned blurbs of ever- decreasing accuracy. For example, look what has happened to this comment and the line it was intended to describe:

MockRequest request;

private final String HTTP\_DATE\_REGEXP =

"[SMTWF][a-z]{2}\\,\\s[0-9]{2}\\s[JFMASOND][a-z]{2}\\s"+

"[0-9]{4}\\s[0-9]{2}\\:[0-9]{2}\\:[0-9]{2}\\sGMT";

private Response response; private FitNesseContext context; private FileResponder responder; private Locale saveLocale;

**// Example: "Tue, 02 Apr 2003 22:18:49 GMT"**

Other instance variables that were probably added later were interposed between the

HTTP\_DATE\_REGEXP constant and it’s explanatory comment.

It is possible to make the point that programmers should be disciplined enough to keep the comments in a high state of repair, relevance, and accuracy. I agree, they should. But I would rather that energy go toward making the code so clear and expressive that it does not need the comments in the ﬁrst place.

Inaccurate comments are far worse than no comments at all. They delude and mislead. They set expectations that will never be fulﬁlled. They lay down old rules that need not, or should not, be followed any longer.

Truth can only be found in one place: the code. Only the code can truly tell you what it does. It is the only source of truly accurate information. Therefore, though comments are sometimes necessary, we will expend signiﬁcant energy to minimize them.
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##### [Comments Do Not Make Up for Bad Code](#_bookmark2)

One of the more common motivations for writing comments is bad code. We write a mod- ule and we know it is confusing and disorganized. We know it’s a mess. So we say to our- selves, “Ooh, I’d better comment that!” No! You’d better clean it!

Clear and expressive code with few comments is far superior to cluttered and complex code with lots of comments. Rather than spend your time writing the comments that explain the mess you’ve made, spend it cleaning that mess.

##### [Explain Yourself in Code](#_bookmark2)

There are certainly times when code makes a poor vehicle for explanation. Unfortunately, many programmers have taken this to mean that code is seldom, if ever, a good means for explanation. This is patently false. Which would you rather see? This:

// Check to see if the employee is eligible for full benefits if ((employee.flags & HOURLY\_FLAG) &&

(employee.age > 65))

Or this?

if (employee.isEligibleForFullBenefits())

It takes only a few seconds of thought to explain most of your intent in code. In many cases it’s simply a matter of creating a function that says the same thing as the comment you want to write.

##### [Good Comments](#_bookmark2)

Some comments are necessary or beneﬁcial. We’ll look at a few that I consider worthy of the bits they consume. Keep in mind, however, that the only truly good comment is the comment you found a way not to write.

###### [Legal Comments](#_bookmark2)

Sometimes our corporate coding standards force us to write certain comments for legal reasons. For example, copyright and authorship statements are necessary and reasonable things to put into a comment at the start of each source ﬁle.

Here, for example, is the standard comment header that we put at the beginning of every source ﬁle in FitNesse. I am happy to say that our IDE hides this comment from act- ing as clutter by automatically collapsing it.

// Copyright (C) 2003,2004,2005 by Object Mentor, Inc. All rights reserved.

// Released under the terms of the GNU General Public License version 2 or later.
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Comments like this should not be contracts or legal tomes. Where possible, refer to a stan- dard license or other external document rather than putting all the terms and conditions into the comment.

###### [Informative Comments](#_bookmark2)

It is sometimes useful to provide basic information with a comment. For example, con- sider this comment that explains the return value of an abstract method:

**// Returns an instance of the Responder being tested.**

protected abstract Responder responderInstance();

A comment like this can sometimes be useful, but it is better to use the name of the func- tion to convey the information where possible. For example, in this case the comment could be made redundant by renaming the function: responderBeingTested.

Here’s a case that’s a bit better:

// format matched kk:mm:ss EEE, MMM dd, yyyy Pattern timeMatcher = Pattern.compile(

"\\d\*:\\d\*:\\d\* \\w\*, \\w\* \\d\*, \\d\*");

In this case the comment lets us know that the regular expression is intended to match a time and date that were formatted with the SimpleDateFormat.format function using the speciﬁed format string. Still, it might have been better, and clearer, if this code had been moved to a special class that converted the formats of dates and times. Then the comment would likely have been superﬂuous.

###### [Explanation of Intent](#_bookmark2)

Sometimes a comment goes beyond just useful information about the implementation and provides the intent behind a decision. In the following case we see an interesting decision documented by a comment. When comparing two objects, the author decided that he wanted to sort objects of his class higher than objects of any other.

public int compareTo(Object o)

{

if(o instanceof WikiPagePath)

{

WikiPagePath p = (WikiPagePath) o;

String compressedName = StringUtil.join(names, ""); String compressedArgumentName = StringUtil.join(p.names, ""); return compressedName.compareTo(compressedArgumentName);

}

return 1; **// we are greater because we are the right type.**

}

Here’s an even better example. You might not agree with the programmer’s solution to the problem, but at least you know what he was trying to do.

public void testConcurrentAddWidgets() throws Exception { WidgetBuilder widgetBuilder =

new WidgetBuilder(new Class[]{BoldWidget.class});
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String text = "'''bold text'''"; ParentWidget parent =

new BoldWidget(new MockWidgetRoot(), "'''bold text'''"); AtomicBoolean failFlag = new AtomicBoolean(); failFlag.set(false);

**//This is our best attempt to get a race condition**

**//by creating large number of threads.**

for (int i = 0; i < 25000; i++) { WidgetBuilderThread widgetBuilderThread =

new WidgetBuilderThread(widgetBuilder, text, parent, failFlag); Thread thread = new Thread(widgetBuilderThread);

thread.start();

}

assertEquals(false, failFlag.get());

}

###### [Clariﬁcation](#_bookmark2)

Sometimes it is just helpful to translate the meaning of some obscure argument or return value into something that’s readable. In general it is better to ﬁnd a way to make that argu- ment or return value clear in its own right; but when its part of the standard library, or in code that you cannot alter, then a helpful clarifying comment can be useful.

public void testCompareTo() throws Exception

{

WikiPagePath a = PathParser.parse("PageA"); WikiPagePath ab = PathParser.parse("PageA.PageB"); WikiPagePath b = PathParser.parse("PageB"); WikiPagePath aa = PathParser.parse("PageA.PageA"); WikiPagePath bb = PathParser.parse("PageB.PageB"); WikiPagePath ba = PathParser.parse("PageB.PageA");

assertTrue(a.compareTo(a) == 0); // a == a assertTrue(a.compareTo(b) != 0); // a != b assertTrue(ab.compareTo(ab) == 0); // ab == ab assertTrue(a.compareTo(b) == -1); // a < b assertTrue(aa.compareTo(ab) == -1); // aa < ab assertTrue(ba.compareTo(bb) == -1); // ba < bb assertTrue(b.compareTo(a) == 1); // b > a assertTrue(ab.compareTo(aa) == 1); // ab > aa assertTrue(bb.compareTo(ba) == 1); // bb > ba

}

There is a substantial risk, of course, that a clarifying comment is incorrect. Go through the previous example and see how difﬁcult it is to verify that they are correct. This explains both why the clariﬁcation is necessary and why it’s risky. So before writing com- ments like this, take care that there is no better way, and then take even more care that they are accurate.
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###### [Warning of Consequences](#_bookmark2)

Sometimes it is useful to warn other pro- grammers about certain consequences. For example, here is a comment that explains why a particular test case is turned off:

**// Don't run unless you**

**// have some time to kill.**

public void \_testWithReallyBigFile()

{

writeLinesToFile(10000000);

response.setBody(testFile); response.readyToSend(this);

String responseString = output.toString(); assertSubString("Content-Length: 1000000000", responseString);

assertTrue(bytesSent > 1000000000);

}

Nowadays, of course, we’d turn off the test case by using the @Ignore attribute with an appropriate explanatory string. @Ignore("Takes too long to run"). But back in the days before JUnit 4, putting an underscore in front of the method name was a common conven- tion. The comment, while ﬂippant, makes the point pretty well.

Here’s another, more poignant example:

public static SimpleDateFormat makeStandardHttpDateFormat()

{

**//SimpleDateFormat is not thread safe,**

**//so we need to create each instance independently.**

SimpleDateFormat df = new SimpleDateFormat("EEE, dd MMM yyyy HH:mm:ss z"); df.setTimeZone(TimeZone.getTimeZone("GMT"));

return df;

}

You might complain that there are better ways to solve this problem. I might agree with you. But the comment, as given here, is perfectly reasonable. It will prevent some overly eager programmer from using a static initializer in the name of efﬁciency.

###### [TODO Comments](#_bookmark2)

It is sometimes reasonable to leave “To do” notes in the form of //TODO comments. In the following case, the TODO comment explains why the function has a degenerate implementa- tion and what that function’s future should be.

**//TODO-MdM these are not needed**

**// We expect this to go away when we do the checkout model**

protected VersionInfo makeVersion() throws Exception

{

return null;

}
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TODOs are jobs that the programmer thinks should be done, but for some reason can’t do at the moment. It might be a reminder to delete a deprecated feature or a plea for someone else to look at a problem. It might be a request for someone else to think of a better name or a reminder to make a change that is dependent on a planned event. Whatever else a TODO might be, it is *not* an excuse to leave bad code in the system.

Nowadays, most good IDEs provide special gestures and features to locate all the TODO comments, so it’s not likely that they will get lost. Still, you don’t want your code to be littered with TODOs. So scan through them regularly and eliminate the ones you can.

###### [Ampliﬁcation](#_bookmark2)

A comment may be used to amplify the importance of something that may otherwise seem inconsequential.

String listItemContent = match.group(3).trim();

**// the trim is real important. It removes the starting**

**// spaces that could cause the item to be recognized**

**// as another list.**

new ListItemWidget(this, listItemContent, this.level + 1); return buildList(text.substring(match.end()));

###### [Javadocs in Public APIs](#_bookmark2)

There is nothing quite so helpful and satisfying as a well-described public API. The java- docs for the standard Java library are a case in point. It would be difﬁcult, at best, to write Java programs without them.

If you are writing a public API, then you should certainly write good javadocs for it. But keep in mind the rest of the advice in this chapter. Javadocs can be just as misleading, nonlocal, and dishonest as any other kind of comment.

##### [Bad Comments](#_bookmark2)

Most comments fall into this category. Usually they are crutches or excuses for poor code or justiﬁcations for insufﬁcient decisions, amounting to little more than the programmer talking to himself.

###### [Mumbling](#_bookmark2)

Plopping in a comment just because you feel you should or because the process requires it, is a hack. If you decide to write a comment, then spend the time necessary to make sure it is the best comment you can write.
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Here, for example, is a case I found in FitNesse, where a comment might indeed have been useful. But the author was in a hurry or just not paying much attention. His mum- bling left behind an enigma:

public void loadProperties()

{

try

{

String propertiesPath = propertiesLocation + "/" + PROPERTIES\_FILE; FileInputStream propertiesStream = new FileInputStream(propertiesPath); loadedProperties.load(propertiesStream);

}

catch(IOException e)

{

**// No properties files means all defaults are loaded**

}

}

What does that comment in the catch block mean? Clearly it meant something to the author, but the meaning does not come through all that well. Apparently, if we get an IOException, it means that there was no properties ﬁle; and in that case all the defaults are loaded. But who loads all the defaults? Were they loaded before the call to loadProperties.load? Or did loadProperties.load catch the exception, load the defaults, and then pass the exception on for us to ignore? Or did loadProperties.load load all the defaults before attempting to load the ﬁle? Was the author trying to comfort himself about the fact that he was leaving the catch block empty? Or—and this is the scary possibility— was the author trying to tell himself to come back here later and write the code that would load the defaults?

Our only recourse is to examine the code in other parts of the system to ﬁnd out what’s going on. Any comment that forces you to look in another module for the meaning of that comment has failed to communicate to you and is not worth the bits it consumes.

###### [Redundant Comments](#_bookmark2)

Listing 4-1 shows a simple function with a header comment that is completely redundant. The comment probably takes longer to read than the code itself.

**// Utility method that returns when this.closed is true. Throws an exception**

**// if the timeout is reached.**

public synchronized void waitForClose(final long timeoutMillis) throws Exception

{

if(!closed)

{

wait(timeoutMillis);

if(!closed)

throw new Exception("MockResponseSender could not be closed");

}

}

**Listing 4-1**

**waitForClose**

Bad Comments 61

What purpose does this comment serve? It’s certainly not more informative than the code. It does not justify the code, or provide intent or rationale. It is not easier to read than the code. Indeed, it is less precise than the code and entices the reader to accept that lack of precision in lieu of true understanding. It is rather like a gladhanding used-car salesman assuring you that you don’t need to look under the hood.

Now consider the legion of useless and redundant javadocs in Listing 4-2 taken from Tomcat. These comments serve only to clutter and obscure the code. They serve no docu- mentary purpose at all. To make matters worse, I only showed you the ﬁrst few. There are many more in this module.

public abstract class ContainerBase implements Container, Lifecycle, Pipeline, MBeanRegistration, Serializable {

**Listing 4-2**

**ContainerBase.java (Tomcat)**

/\*\*

\* The processor delay for this component.

\*/

protected int backgroundProcessorDelay = -1;

/\*\*

\* The lifecycle event support for this component.

\*/

protected LifecycleSupport lifecycle = new LifecycleSupport(this);

/\*\*

\* The container event listeners for this Container.

\*/

protected ArrayList listeners = new ArrayList();

/\*\*

* The Loader implementation with which this Container is
* associated.

\*/

protected Loader loader = null;

/\*\*

* The Logger implementation with which this Container is
* associated.

\*/

protected Log logger = null;

/\*\*

* Associated logger name.

\*/

protected String logName = null;
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**Listing 4-2 (continued)**

**ContainerBase.java (Tomcat)**

/\*\*

* The Manager implementation with which this Container is
* associated.

\*/

protected Manager manager = null;

/\*\*

* The cluster with which this Container is associated.

\*/

protected Cluster cluster = null;

/\*\*

* The human-readable name of this Container.

\*/

protected String name = null;

/\*\*

* The parent Container to which this Container is a child.

\*/

protected Container parent = null;

/\*\*

* The parent class loader to be configured when we install a
* Loader.

\*/

protected ClassLoader parentClassLoader = null;

/\*\*

* The Pipeline object with which this Container is
* associated.

\*/

protected Pipeline pipeline = new StandardPipeline(this);

/\*\*

* The Realm with which this Container is associated.

\*/

protected Realm realm = null;

/\*\*

* The resources DirContext object with which this Container
* is associated.

\*/

protected DirContext resources = null;
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###### [Misleading Comments](#_bookmark2)

Sometimes, with all the best intentions, a programmer makes a statement in his comments that isn’t precise enough to be accurate. Consider for another moment the badly redundant but also subtly misleading comment we saw in Listing 4-1.

Did you discover how the comment was misleading? The method does not return *when* this.closed becomes true. It returns *if* this.closed is true; otherwise, it waits for a blind time-out and then throws an exception *if* this.closed is still not true.

This subtle bit of misinformation, couched in a comment that is harder to read than the body of the code, could cause another programmer to blithely call this function in the expectation that it will return as soon as this.closed becomes true. That poor programmer would then ﬁnd himself in a debugging session trying to ﬁgure out why his code executed so slowly.

###### [Mandated Comments](#_bookmark2)

It is just plain silly to have a rule that says that every function must have a javadoc, or every variable must have a comment. Comments like this just clutter up the code, propa- gate lies, and lend to general confusion and disorganization.

For example, required javadocs for every function lead to abominations such as List- ing 4-3. This clutter adds nothing and serves only to obfuscate the code and create the potential for lies and misdirection.

/\*\*

\*

* @param title The title of the CD
* @param author The author of the CD
* @param tracks The number of tracks on the CD
* @param durationInMinutes The duration of the CD in minutes

\*/

public void addCD(String title, String author,

int tracks, int durationInMinutes) { CD cd = new CD();

cd.title = title; cd.author = author; cd.tracks = tracks; cd.duration = duration; cdList.add(cd);

}

**Listing 4-3**

###### [Journal Comments](#_bookmark2)

Sometimes people add a comment to the start of a module every time they edit it. These comments accumulate as a kind of journal, or log, of every change that has ever been made. I have seen some modules with dozens of pages of these run-on journal entries.
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* Changes (from 11-Oct-2001)

\*

* 11-Oct-2001 : Re-organised the class and moved it to new package
* com.jrefinery.date (DG);
* 05-Nov-2001 : Added a getDescription() method, and eliminated NotableDate
* class (DG);
* 12-Nov-2001 : IBD requires setDescription() method, now that NotableDate
* class is gone (DG); Changed getPreviousDayOfWeek(),
* getFollowingDayOfWeek() and getNearestDayOfWeek() to correct
* bugs (DG);
* 05-Dec-2001 : Fixed bug in SpreadsheetDate class (DG);
* 29-May-2002 : Moved the month constants into a separate interface
* (MonthConstants) (DG);
* 27-Aug-2002 : Fixed bug in addMonths() method, thanks to N???levka Petr (DG);
* 03-Oct-2002 : Fixed errors reported by Checkstyle (DG);
* 13-Mar-2003 : Implemented Serializable (DG);
* 29-May-2003 : Fixed bug in addMonths method (DG);
* 04-Sep-2003 : Implemented Comparable. Updated the isInRange javadocs (DG);
* 05-Jan-2005 : Fixed bug in addYears() method (1096282) (DG);

Long ago there was a good reason to create and maintain these log entries at the start of every module. We didn’t have source code control systems that did it for us. Nowadays, however, these long journals are just more clutter to obfuscate the module. They should be completely removed.

###### [Noise Comments](#_bookmark2)

Sometimes you see comments that are nothing but noise. They restate the obvious and provide no new information.

/\*\*

\* Default constructor.

\*/

protected AnnualDateRule() {

}

No, *really?* Or how about this:

/\*\* The day of the month. \*/ private int dayOfMonth;

And then there’s this paragon of redundancy:

/\*\*

* Returns the day of the month.

\*

* @return the day of the month.

\*/

public int getDayOfMonth() { return dayOfMonth;

}
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These comments are so noisy that we learn to ignore them. As we read through code, our eyes simply skip over them. Eventually the comments begin to lie as the code around them changes.

The ﬁrst comment in Listing 4-4 seems appropriate.2 It explains why the catch block is being ignored. But the second comment is pure noise. Apparently the programmer was just so frustrated with writing try/catch blocks in this function that he needed to vent.

private void startSending()

{

try

{

doSending();

}

catch(SocketException e)

{

**// normal. someone stopped the request.**

}

catch(Exception e)

{

try

{

response.add(ErrorResponder.makeExceptionString(e)); response.closeAll();

}

catch(Exception e1)

{

**//Give me a break!**

}

}

}

**Listing 4-4**

**startSending**

Rather than venting in a worthless and noisy comment, the programmer should have recognized that his frustration could be resolved by improving the structure of his code. He should have redirected his energy to extracting that last try/catch block into a separate function, as shown in Listing 4-5.

private void startSending()

**Listing 4-5**

**startSending (refactored)**

{

try

{

doSending();

}

1. The current trend for IDEs to check spelling in comments will be a balm for those of us who read a lot of code.
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catch(SocketException e)

{

// normal. someone stopped the request.

}

catch(Exception e)

{

addExceptionAndCloseResponse(e);

}

}

private void addExceptionAndCloseResponse(Exception e)

{

try

{

response.add(ErrorResponder.makeExceptionString(e)); response.closeAll();

}

catch(Exception e1)

{

}

}

**Listing 4-5 (continued)**

**startSending (refactored)**

Replace the temptation to create noise with the determination to clean your code. You’ll ﬁnd it makes you a better and happier programmer.

###### [Scary Noise](#_bookmark2)

Javadocs can also be noisy. What purpose do the following Javadocs (from a well-known open-source library) serve? Answer: nothing. They are just redundant noisy comments written out of some misplaced desire to provide documentation.

/\*\* The name. \*/ private String name;

/\*\* The version. \*/ private String version;

/\*\* The licenceName. \*/ private String licenceName;

/\*\* The version. \*/ private String info;

Read these comments again more carefully. Do you see the cut-paste error? If authors aren’t paying attention when comments are written (or pasted), why should readers be expected to proﬁt from them?
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###### [Don’t Use a Comment When You Can Use a Function or a Variable](#_bookmark2)

Consider the following stretch of code:

// does the module from the global list <mod> depend on the

// subsystem we are part of?

if (smodule.getDependSubsystems().contains(subSysMod.getSubSystem()))

This could be rephrased without the comment as

ArrayList moduleDependees = smodule.getDependSubsystems(); String ourSubSystem = subSysMod.getSubSystem();

if (moduleDependees.contains(ourSubSystem))

The author of the original code may have written the comment ﬁrst (unlikely) and then written the code to fulﬁll the comment. However, the author should then have refactored the code, as I did, so that the comment could be removed.

###### [Position Markers](#_bookmark2)

Sometimes programmers like to mark a particular position in a source ﬁle. For example, I recently found this in a program I was looking through:

// Actions //////////////////////////////////

There are rare times when it makes sense to gather certain functions together beneath a banner like this. But in general they are clutter that should be eliminated—especially the noisy train of slashes at the end.

Think of it this way. A banner is startling and obvious if you don’t see banners very often. So use them very sparingly, and only when the beneﬁt is signiﬁcant. If you overuse banners, they’ll fall into the background noise and be ignored.

###### [Closing Brace Comments](#_bookmark2)

Sometimes programmers will put special comments on closing braces, as in Listing 4-6. Although this might make sense for long functions with deeply nested structures, it serves only to clutter the kind of small and encapsulated functions that we prefer. So if you ﬁnd yourself wanting to mark your closing braces, try to shorten your functions instead.

public class wc {

**Listing 4-6**

**wc.java**

public static void main(String[] args) {

BufferedReader in = new BufferedReader(new InputStreamReader(System.in)); String line;

int lineCount = 0; int charCount = 0; int wordCount = 0; try {
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}

while ((line = in.readLine()) != null) { lineCount++;

charCount += line.length();

String words[] = line.split("\\W"); wordCount += words.length;

**} //while**

System.out.println("wordCount = " + wordCount); System.out.println("lineCount = " + lineCount); System.out.println("charCount = " + charCount);

**} // try**

catch (IOException e) { System.err.println("Error:" + e.getMessage());

**} //catch**

} //main

**Listing 4-6 (continued)**

**wc.java**

###### [Attributions and Bylines](#_bookmark2)

/\* Added by Rick \*/

Source code control systems are very good at remembering who added what, when. There is no need to pollute the code with little bylines. You might think that such com- ments would be useful in order to help others know who to talk to about the code. But the reality is that they tend to stay around for years and years, getting less and less accurate and relevant.

Again, the source code control system is a better place for this kind of information.

###### [Commented-Out Code](#_bookmark3)

Few practices are as odious as commenting-out code. Don’t do this!

InputStreamResponse response = new InputStreamResponse(); response.setBody(formatter.getResultStream(), formatter.getByteCount());

**// InputStream resultsStream = formatter.getResultStream();**

**// StreamReader reader = new StreamReader(resultsStream);**

**// response.setContent(reader.read(formatter.getByteCount()));**

Others who see that commented-out code won’t have the courage to delete it. They’ll think it is there for a reason and is too important to delete. So commented-out code gathers like dregs at the bottom of a bad bottle of wine.

Consider this from apache commons:

this.bytePos = writeBytes(pngIdBytes, 0);

**//hdrPos = bytePos;** writeHeader(); writeResolution();

**//dataPos = bytePos;**

if (writeImageData()) { writeEnd();

this.pngBytes = resizeByteArray(this.pngBytes, this.maxPos);

}
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else {

this.pngBytes = null;

}

return this.pngBytes;

Why are those two lines of code commented? Are they important? Were they left as reminders for some imminent change? Or are they just cruft that someone commented-out years ago and has simply not bothered to clean up.

There was a time, back in the sixties, when commenting-out code might have been useful. But we’ve had good source code control systems for a very long time now. Those systems will remember the code for us. We don’t have to comment it out any more. Just delete the code. We won’t lose it. Promise.

###### [HTML Comments](#_bookmark3)

HTML in source code comments is an abomination, as you can tell by reading the code below. It makes the comments hard to read in the one place where they should be easy to read—the editor/IDE. If comments are going to be extracted by some tool (like Javadoc) to appear in a Web page, then it should be the responsibility of that tool, and not the program- mer, to adorn the comments with appropriate HTML.

/\*\*

* Task to run fit tests.
* This task runs fitnesse tests and publishes the results.
* <p/>
* <pre>
* Usage:
* &lt;taskdef name=&quot;execute-fitnesse-tests&quot;
* classname=&quot;fitnesse.ant.ExecuteFitnesseTestsTask&quot;
* classpathref=&quot;classpath&quot; /&gt;
* OR
* &lt;taskdef classpathref=&quot;classpath&quot;
* resource=&quot;tasks.properties&quot; /&gt;

\* <p/>

* &lt;execute-fitnesse-tests
* suitepage=&quot;FitNesse.SuiteAcceptanceTests&quot;
* fitnesseport=&quot;8082&quot;
* resultsdir=&quot;${results.dir}&quot;
* resultshtmlpage=&quot;fit-results.html&quot;
* classpathref=&quot;classpath&quot; /&gt;
* </pre>

\*/

###### [Nonlocal Information](#_bookmark3)

If you must write a comment, then make sure it describes the code it appears near. Don’t offer systemwide information in the context of a local comment. Consider, for example, the javadoc comment below. Aside from the fact that it is horribly redundant, it also offers information about the default port. And yet the function has absolutely no control over what that default is. The comment is not describing the function, but some other, far dis- tant part of the system. Of course there is no guarantee that this comment will be changed when the code containing the default is changed.

70 Chapter 4: Comments

/\*\*

* Port on which fitnesse would run. Defaults to <b>8082</b>.

\*

* @param fitnessePort

\*/

public void setFitnessePort(int fitnessePort)

{

this.fitnessePort = fitnessePort;

}

###### [Too Much Information](#_bookmark3)

Don’t put interesting historical discussions or irrelevant descriptions of details into your comments. The comment below was extracted from a module designed to test that a func- tion could encode and decode base64. Other than the RFC number, someone reading this code has no need for the arcane information contained in the comment.

/\*

RFC 2045 - Multipurpose Internet Mail Extensions (MIME)

Part One: Format of Internet Message Bodies section 6.8. Base64 Content-Transfer-Encoding

The encoding process represents 24-bit groups of input bits as output strings of 4 encoded characters. Proceeding from left to right, a

24-bit input group is formed by concatenating 3 8-bit input groups. These 24 bits are then treated as 4 concatenated 6-bit groups, each of which is translated into a single digit in the base64 alphabet. When encoding a bit stream via the base64 encoding, the bit stream must be presumed to be ordered with the most-significant-bit first. That is, the first bit in the stream will be the high-order bit in the first 8-bit byte, and the eighth bit will be the low-order bit in the first 8-bit byte, and so on.

\*/

###### [Inobvious Connection](#_bookmark3)

The connection between a comment and the code it describes should be obvious. If you are going to the trouble to write a comment, then at least you’d like the reader to be able to look at the comment and the code and understand what the comment is talking about.

Consider, for example, this comment drawn from apache commons:

/\*

* start with an array that is big enough to hold all the pixels
* (plus filter bytes), and an extra 200 bytes for header info

\*/

this.pngBytes = new byte[((this.width + 1) \* this.height \* 3) + 200];

What is a ﬁlter byte? Does it relate to the +1? Or to the \*3? Both? Is a pixel a byte? Why 200? The purpose of a comment is to explain code that does not explain itself. It is a pity when a comment needs its own explanation.

###### [Function Headers](#_bookmark3)

Short functions don’t need much description. A well-chosen name for a small function that does one thing is usually better than a comment header.
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###### [Javadocs in Nonpublic Code](#_bookmark3)

As useful as javadocs are for public APIs, they are anathema to code that is not intended for public consumption. Generating javadoc pages for the classes and functions inside a system is not generally useful, and the extra formality of the javadoc comments amounts to little more than cruft and distraction.

###### [Example](#_bookmark3)

I wrote the module in Listing 4-7 for the ﬁrst *XP Immersion*. It was intended to be an example of bad coding and commenting style. Kent Beck then refactored this code into a much more pleasant form in front of several dozen enthusiastic students. Later I adapted the example for my book *Agile Software Development, Principles, Patterns, and Practices* and the ﬁrst of my *Craftsman* articles published in *Software Development* magazine.

What I ﬁnd fascinating about this module is that there was a time when many of us would have considered it “well documented.” Now we see it as a small mess. See how many different comment problems you can ﬁnd.

Listing 4-7

**GeneratePrimes.java**

/\*\*

* This class Generates prime numbers up to a user specified
* maximum. The algorithm used is the Sieve of Eratosthenes.
* <p>
* Eratosthenes of Cyrene, b. c. 276 BC, Cyrene, Libya --
* d. c. 194, Alexandria. The first man to calculate the
* circumference of the Earth. Also known for working on
* calendars with leap years and ran the library at Alexandria.
* <p>
* The algorithm is quite simple. Given an array of integers
* starting at 2. Cross out all multiples of 2. Find the next
* uncrossed integer, and cross out all of its multiples.
* Repeat untilyou have passed the square root of the maximum
* value.
* @author Alphonse
* @version 13 Feb 2002 atp

\*/

import java.util.\*;

public class GeneratePrimes

{

/\*\*

\* @param maxValue is the generation limit.

\*/

public static int[] generatePrimes(int maxValue)

{

if (maxValue >= 2) // the only valid case

{

// declarations

int s = maxValue + 1; // size of array boolean[] f = new boolean[s];

int i;
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|  |
| --- |
| **Listing 4-7 (continued)**  **GeneratePrimes.java** |
| // initialize array to true. |
| for (i = 0; i < s; i++) |
| f[i] = true; |
| // get rid of known non-primes |
| f[0] = f[1] = false; |
| // sieve |
| int j; |
| for (i = 2; i < Math.sqrt(s) + 1; i++) |
| { |
| if (f[i]) // if i is uncrossed, cross its multiples. |
| { |
| for (j = 2 \* i; j < s; j += i) |
| f[j] = false; // multiple is not prime |
| } |
| } |
| // how many primes are there? |
| int count = 0; |
| for (i = 0; i < s; i++) |
| { |
| if (f[i]) |
| count++; // bump count. |
| } |
| int[] primes = new int[count]; |
| // move the primes into the result |
| for (i = 0, j = 0; i < s; i++) |
| { |
| if (f[i]) // if prime |
| primes[j++] = i; |
| } |
| return primes; // return the primes |
| } |
| else // maxValue < 2 |
| return new int[0]; // return null array if bad input. |
| } |
| } |

In Listing 4-8 you can see a refactored version of the same module. Note that the use of comments is signiﬁcantly restrained. There are just two comments in the whole module. Both comments are explanatory in nature.

/\*\*

**Listing 4-8**

**PrimeGenerator.java (refactored)**

* This class Generates prime numbers up to a user specified
* maximum. The algorithm used is the Sieve of Eratosthenes.
* Given an array of integers starting at 2:
* Find the first uncrossed integer, and cross out all its
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**Listing 4-8 (continued)**

**PrimeGenerator.java (refactored)**

* multiples. Repeat until there are no more multiples
* in the array.

\*/

public class PrimeGenerator

{

private static boolean[] crossedOut; private static int[] result;

public static int[] generatePrimes(int maxValue)

{

if (maxValue < 2) return new int[0];

else

{

uncrossIntegersUpTo(maxValue); crossOutMultiples(); putUncrossedIntegersIntoResult(); return result;

}

}

private static void uncrossIntegersUpTo(int maxValue)

{

crossedOut = new boolean[maxValue + 1];

for (int i = 2; i < crossedOut.length; i++) crossedOut[i] = false;

}

private static void crossOutMultiples()

{

int limit = determineIterationLimit(); for (int i = 2; i <= limit; i++)

if (notCrossed(i)) crossOutMultiplesOf(i);

}

private static int determineIterationLimit()

{

// Every multiple in the array has a prime factor that

// is less than or equal to the root of the array size,

// so we don't have to cross out multiples of numbers

// larger than that root.

double iterationLimit = Math.sqrt(crossedOut.length); return (int) iterationLimit;

}

private static void crossOutMultiplesOf(int i)

{

for (int multiple = 2\*i;

multiple < crossedOut.length; multiple += i)

crossedOut[multiple] = true;

}
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|  |
| --- |
| **Listing 4-8 (continued)**  **PrimeGenerator.java (refactored)** |
| private static boolean notCrossed(int i) |
| { |
| return crossedOut[i] == false; |
| } |
| private static void putUncrossedIntegersIntoResult() |
| { |
| result = new int[numberOfUncrossedIntegers()]; |
| for (int j = 0, i = 2; i < crossedOut.length; i++) |
| if (notCrossed(i)) |
| result[j++] = i; |
| } |
| private static int numberOfUncrossedIntegers() |
| { |
| int count = 0; |
| for (int i = 2; i < crossedOut.length; i++) |
| if (notCrossed(i)) |
| count++; |
| return count; |
| } |
| } |

It is easy to argue that the ﬁrst comment is redundant because it reads very much like the generatePrimes function itself. Still, I think the comment serves to ease the reader into the algorithm, so I’m inclined to leave it.

The second argument is almost certainly necessary. It explains the rationale behind the use of the square root as the loop limit. I could ﬁnd no simple variable name, nor any different coding structure that made this point clear. On the other hand, the use of the square root might be a conceit. Am I really saving that much time by limiting the iteration to the square root? Could the calculation of the square root take more time than I’m saving?

It’s worth thinking about. Using the square root as the iteration limit satisﬁes the old C and assembly language hacker in me, but I’m not convinced it’s worth the time and effort that everyone else will expend to understand it.

##### [Bibliography](#_bookmark3)
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### [Formatting](#_bookmark3)
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When people look under the hood, we want them to be impressed with the neatness, con- sistency, and attention to detail that they perceive. We want them to be struck by the orderliness. We want their eyebrows to rise as they scroll through the modules. We want them to perceive that professionals have been at work. If instead they see a scrambled mass of code that looks like it was written by a bevy of drunken sailors, then they are likely to conclude that the same inattention to detail pervades every other aspect of the project.
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You should take care that your code is nicely formatted. You should choose a set of simple rules that govern the format of your code, and then you should consistently apply those rules. If you are working on a team, then the team should agree to a single set of formatting rules and all members should comply. It helps to have an automated tool that can apply those formatting rules for you.

##### [The Purpose of Formatting](#_bookmark3)

First of all, let’s be clear. Code formatting is *important*. It is too important to ignore and it is too important to treat religiously. Code formatting is about communication, and communication is the professional developer’s ﬁrst order of business.

Perhaps you thought that “getting it working” was the ﬁrst order of business for a professional developer. I hope by now, however, that this book has disabused you of that idea. The functionality that you create today has a good chance of changing in the next release, but the readability of your code will have a profound effect on all the changes that will ever be made. The coding style and readability set precedents that continue to affect maintainability and extensibility long after the original code has been changed beyond recognition. Your style and discipline survives, even though your code does not.

So what are the formatting issues that help us to communicate best?

##### [Vertical Formatting](#_bookmark3)

Let’s start with vertical size. How big should a source ﬁle be? In Java, ﬁle size is closely related to class size. We’ll talk about class size when we talk about classes. For the moment let’s just consider ﬁle size.

How big are most Java source ﬁles? It turns out that there is a huge range of sizes and some remarkable differences in style. Figure 5-1 shows some of those differences.

Seven different projects are depicted. Junit, FitNesse, testNG, Time and Money, JDepend, Ant, and Tomcat. The lines through the boxes show the minimum and maxi- mum ﬁle lengths in each project. The box shows approximately one-third (one standard deviation1) of the ﬁles. The middle of the box is the mean. So the average ﬁle size in the FitNesse project is about 65 lines, and about one-third of the ﬁles are between 40 and 100+ lines. The largest ﬁle in FitNesse is about 400 lines and the smallest is 6 lines. Note that this is a log scale, so the small difference in vertical position implies a very large difference in absolute size.

1. The box shows sigma/2 above and below the mean. Yes, I know that the ﬁle length distribution is not normal, and so the stan- dard deviation is not mathematically precise. But we’re not trying for precision here. We’re just trying to get a feel.
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**Figure 5-1**

File length distributions LOG scale (box height = sigma)

Junit, FitNesse, and Time and Money are composed of relatively small ﬁles. None are over 500 lines and most of those ﬁles are less than 200 lines. Tomcat and Ant, on the other hand, have some ﬁles that are several thousand lines long and close to half are over 200 lines.

What does that mean to us? It appears to be possible to build signiﬁcant systems (FitNesse is close to 50,000 lines) out of ﬁles that are typically 200 lines long, with an upper limit of 500. Although this should not be a hard and fast rule, it should be considered very desirable. Small ﬁles are usually easier to understand than large ﬁles are.

###### [The Newspaper Metaphor](#_bookmark3)

Think of a well-written newspaper article. You read it vertically. At the top you expect a headline that will tell you what the story is about and allows you to decide whether it is something you want to read. The ﬁrst paragraph gives you a synopsis of the whole story, hiding all the details while giving you the broad-brush concepts. As you continue down- ward, the details increase until you have all the dates, names, quotes, claims, and other minutia.

We would like a source ﬁle to be like a newspaper article. The name should be simple but explanatory. The name, by itself, should be sufﬁcient to tell us whether we are in the right module or not. The topmost parts of the source ﬁle should provide the high-level
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concepts and algorithms. Detail should increase as we move downward, until at the end we ﬁnd the lowest level functions and details in the source ﬁle.

A newspaper is composed of many articles; most are very small. Some are a bit larger. Very few contain as much text as a page can hold. This makes the newspaper *usable*. If the newspaper were just one long story containing a disorganized agglomeration of facts, dates, and names, then we simply would not read it.

###### [Vertical Openness Between Concepts](#_bookmark3)

Nearly all code is read left to right and top to bottom. Each line represents an expression or a clause, and each group of lines represents a complete thought. Those thoughts should be separated from each other with blank lines.

Consider, for example, Listing 5-1. There are blank lines that separate the package declaration, the import(s), and each of the functions. This extremely simple rule has a pro- found effect on the visual layout of the code. Each blank line is a visual cue that identiﬁes a new and separate concept. As you scan down the listing, your eye is drawn to the ﬁrst line that follows a blank line.

package fitnesse.wikitext.widgets; import java.util.regex.\*;

public class BoldWidget extends ParentWidget { public static final String REGEXP = "'''.+?'''";

private static final Pattern pattern = Pattern.compile("'''(.+?)'''", Pattern.MULTILINE + Pattern.DOTALL

);

public BoldWidget(ParentWidget parent, String text) throws Exception { super(parent);

Matcher match = pattern.matcher(text); match.find(); addChildWidgets(match.group(1));

}

public String render() throws Exception { StringBuffer html = new StringBuffer("<b>"); html.append(childHtml()).append("</b>"); return html.toString();

}

}

**Listing 5-1**

**BoldWidget.java**

Taking those blank lines out, as in Listing 5-2, has a remarkably obscuring effect on the readability of the code.
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package fitnesse.wikitext.widgets; import java.util.regex.\*;

public class BoldWidget extends ParentWidget { public static final String REGEXP = "'''.+?'''";

private static final Pattern pattern = Pattern.compile("'''(.+?)'''", Pattern.MULTILINE + Pattern.DOTALL);

public BoldWidget(ParentWidget parent, String text) throws Exception { super(parent);

Matcher match = pattern.matcher(text); match.find(); addChildWidgets(match.group(1));}

public String render() throws Exception { StringBuffer html = new StringBuffer("<b>"); html.append(childHtml()).append("</b>"); return html.toString();

}

}

**Listing 5-2**

**BoldWidget.java**

This effect is even more pronounced when you unfocus your eyes. In the ﬁrst example the different groupings of lines pop out at you, whereas the second example looks like a muddle. The difference between these two listings is a bit of vertical openness.

###### [Vertical Density](#_bookmark3)

If openness separates concepts, then vertical density implies close association. So lines of code that are tightly related should appear vertically dense. Notice how the useless comments in Listing 5-3 break the close association of the two instance variables.

public class ReporterConfig {

/\*\*

* The class name of the reporter listener

\*/

private String m\_className;

/\*\*

* The properties of the reporter listener

\*/

private List<Property> m\_properties = new ArrayList<Property>();

public void addProperty(Property property) { m\_properties.add(property);

}

**Listing 5-3**

Listing 5-4 is much easier to read. It ﬁts in an “eye-full,” or at least it does for me. I can look at it and see that this is a class with two variables and a method, without having to move my head or eyes much. The previous listing forces me to use much more eye and head motion to achieve the same level of comprehension.
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public class ReporterConfig { private String m\_className;

private List<Property> m\_properties = new ArrayList<Property>();

public void addProperty(Property property) { m\_properties.add(property);

}

**Listing 5-4**

###### [Vertical Distance](#_bookmark3)

Have you ever chased your tail through a class, hopping from one function to the next, scrolling up and down the source ﬁle, trying to divine how the functions relate and operate, only to get lost in a rat’s nest of confusion? Have you ever hunted up the chain of inheritance for the deﬁnition of a variable or function? This is frustrating because you are trying to understand *what* the system does, but you are spending your time and mental energy on trying to locate and remember *where* the pieces are.

Concepts that are closely related should be kept vertically close to each other [G10]. Clearly this rule doesn’t work for concepts that belong in separate ﬁles. But then closely related concepts should not be separated into different ﬁles unless you have a very good reason. Indeed, this is one of the reasons that protected variables should be avoided.

For those concepts that are so closely related that they belong in the same source ﬁle, their vertical separation should be a measure of how important each is to the understand- ability of the other. We want to avoid forcing our readers to hop around through our source ﬁles and classes.

**Variable Declarations.** Variables should be declared as close to their usage as possi- ble. Because our functions are very short, local variables should appear a the top of each function, as in this longish function from Junit4.3.1.

private static void readPreferences() {

**InputStream is= null;**

try {

is= new FileInputStream(getPreferencesFile()); setPreferences(new Properties(getPreferences())); getPreferences().load(is);

} catch (IOException e) { try {

if (is != null) is.close();

} catch (IOException e1) {

}

}

}

Control variables for loops should usually be declared within the loop statement, as in this cute little function from the same source.
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public int countTestCases() { int count= 0;

for (**Test each** : tests)

count += each.countTestCases(); return count;

}

In rare cases a variable might be declared at the top of a block or just before a loop in a long-ish function. You can see such a variable in this snippet from the midst of a very long function in TestNG.

...

for (XmlTest test : m\_suite.getTests()) {

**TestRunner tr = m\_runnerFactory.newTestRunner(this, test);**

tr.addListener(m\_textReporter); m\_testRunners.add(tr);

invoker = tr.getInvoker();

for (ITestNGMethod m : tr.getBeforeSuiteMethods()) { beforeSuiteMethods.put(m.getMethod(), m);

}

for (ITestNGMethod m : tr.getAfterSuiteMethods()) { afterSuiteMethods.put(m.getMethod(), m);

}

}

...

**Instance variables,** on the other hand, should be declared at the top of the class. This should not increase the vertical distance of these variables, because in a well-designed class, they are used by many, if not all, of the methods of the class.

There have been many debates over where instance variables should go. In C++ we commonly practiced the so-called *scissors rule*, which put all the instance variables at the bottom. The common convention in Java, however, is to put them all at the top of the class. I see no reason to follow any other convention. The important thing is for the instance vari- ables to be declared in one well-known place. Everybody should know where to go to see the declarations.

Consider, for example, the strange case of the TestSuite class in JUnit 4.3.1. I have greatly attenuated this class to make the point. If you look about halfway down the listing, you will see two instance variables declared there. It would be hard to hide them in a better place. Someone reading this code would have to stumble across the declarations by acci- dent (as I did).

public class TestSuite implements Test {

static public Test createTest(Class<? extends TestCase> theClass,

String name) {

...

}
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public static Constructor<? extends TestCase> getTestConstructor(Class<? extends TestCase> theClass) throws NoSuchMethodException {

...

}

public static Test warning(final String message) {

...

}

private static String exceptionToString(Throwable t) {

...

}

**private String fName;**

**private Vector<Test> fTests= new Vector<Test>(10);**

public TestSuite() {

}

public TestSuite(final Class<? extends TestCase> theClass) {

...

}

public TestSuite(Class<? extends TestCase> theClass, String name) {

...

}

... ... ... ... ...

}

**Dependent Functions.** If one function calls another, they should be vertically close, and the caller should be above the callee, if at all possible. This gives the program a natural ﬂow. If the convention is followed reliably, readers will be able to trust that function deﬁni- tions will follow shortly after their use. Consider, for example, the snippet from FitNesse in Listing 5-5. Notice how the topmost function calls those below it and how they in turn call those below them. This makes it easy to ﬁnd the called functions and greatly enhances the readability of the whole module.

public class WikiPageResponder implements SecureResponder { protected WikiPage page;

**Listing 5-5**

**WikiPageResponder.java**

protected PageData pageData; protected String pageTitle; protected Request request; protected PageCrawler crawler;

public Response makeResponse(FitNesseContext context, Request request) throws Exception {

String pageName = getPageNameOrDefault(request, "FrontPage");
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**Listing 5-5 (continued)**

**WikiPageResponder.java**

loadPage(pageName, context); if (page == null)

return notFoundResponse(context, request); else

return makePageResponse(context);

}

private String getPageNameOrDefault(Request request, String defaultPageName)

{

String pageName = request.getResource(); if (StringUtil.isBlank(pageName))

pageName = defaultPageName;

return pageName;

}

protected void loadPage(String resource, FitNesseContext context) throws Exception {

WikiPagePath path = PathParser.parse(resource); crawler = context.root.getPageCrawler();

crawler.setDeadEndStrategy(new VirtualEnabledPageCrawler()); page = crawler.getPage(context.root, path);

if (page != null)

pageData = page.getData();

}

private Response notFoundResponse(FitNesseContext context, Request request) throws Exception {

return new NotFoundResponder().makeResponse(context, request);

}

private SimpleResponse makePageResponse(FitNesseContext context) throws Exception {

pageTitle = PathParser.render(crawler.getFullPath(page)); String html = makeHtml(context);

SimpleResponse response = new SimpleResponse(); response.setMaxAge(0); response.setContent(html);

return response;

}

...

As an aside, this snippet provides a nice example of keeping constants at the appropri- ate level [G35]. The "FrontPage" constant could have been buried in the getPageNameOrDefault function, but that would have hidden a well-known and expected constant in an inappropriately low-level function. It was better to pass that constant down from the place where it makes sense to know it to the place that actually uses it.
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As we have seen, this afﬁnity might be based on a direct dependence, such as one function call- ing another, or a function using a variable. But there are other possible causes of afﬁnity. Afﬁnity might be caused because a group of functions per- form a similar operation. Consider this snippet of code from Junit 4.3.1:

public class Assert {

static public void assertTrue(String message, boolean condition) { if (!condition)

fail(message);

}

static public void assertTrue(boolean condition) { assertTrue(null, condition);

}

static public void assertFalse(String message, boolean condition) { assertTrue(message, !condition);

}

static public void assertFalse(boolean condition) { assertFalse(null, condition);

}

...

These functions have a strong conceptual afﬁnity because they share a common naming scheme and perform variations of the same basic task. The fact that they call each other is secondary. Even if they didn’t, they would still want to be close together.

###### [Vertical Ordering](#_bookmark3)

In general we want function call dependencies to point in the downward direction. That is, a function that is called should be below a function that does the calling.2 This creates a nice ﬂow down the source code module from high level to low level.

As in newspaper articles, we expect the most important concepts to come ﬁrst, and we expect them to be expressed with the least amount of polluting detail. We expect the low-level details to come last. This allows us to skim source ﬁles, getting the gist from the

1. This is the exact opposite of languages like Pascal, C, and C++ that enforce functions to be deﬁned, or at least declared,

*before* they are used.
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ﬁrst few functions, without having to immerse ourselves in the details. Listing 5-5 is organized this way. Perhaps even better examples are Listing 15-5 on page 263, and List- ing 3-7 on page 50.

##### [Horizontal Formatting](#_bookmark3)

How wide should a line be? To answer that, let’s look at how wide lines are in typical pro- grams. Again, we examine the seven different projects. Figure 5-2 shows the distribution of line lengths of all seven projects. The regularity is impressive, especially right around 45 characters. Indeed, every size from 20 to 60 represents about 1 percent of the total number of lines. That’s 40 percent! Perhaps another 30 percent are less than 10 characters wide. Remember this is a log scale, so the linear appearance of the drop-off above 80 char- acters is really very signiﬁcant. Programmers clearly prefer short lines.
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Figure 5-2

Java line width distribution

This suggests that we should strive to keep our lines short. The old Hollerith limit of 80 is a bit arbitrary, and I’m not opposed to lines edging out to 100 or even 120. But beyond that is probably just careless.

I used to follow the rule that you should never have to scroll to the right. But monitors are too wide for that nowadays, and younger programmers can shrink the font so small
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that they can get 200 characters across the screen. Don’t do that. I personally set my limit at 120.

###### [Horizontal Openness and Density](#_bookmark3)

We use horizontal white space to associate things that are strongly related and disassociate things that are more weakly related. Consider the following function:

private void measureLine(String line) { lineCount++;

int lineSize = line.length(); totalChars += lineSize;

lineWidthHistogram.addLine(lineSize, lineCount); recordWidestLine(lineSize);

}

I surrounded the assignment operators with white space to accentuate them. Assignment statements have two distinct and major elements: the left side and the right side. The spaces make that separation obvious.

On the other hand, I didn’t put spaces between the function names and the opening parenthesis. This is because the function and its arguments are closely related. Separat- ing them makes them appear disjoined instead of conjoined. I separate arguments within the function call parenthesis to accentuate the comma and show that the arguments are separate.

Another use for white space is to accentuate the precedence of operators.

public class Quadratic {

public static double root1(double a, double b, double c) { double determinant = determinant(a, b, c);

return (-b + Math.sqrt(determinant)) / (2\*a);

}

public static double root2(int a, int b, int c) { double determinant = determinant(a, b, c); return (-b - Math.sqrt(determinant)) / (2\*a);

}

private static double determinant(double a, double b, double c) { return b\*b - 4\*a\*c;

}

}

Notice how nicely the equations read. The factors have no white space between them because they are high precedence. The terms are separated by white space because addi- tion and subtraction are lower precedence.

Unfortunately, most tools for reformatting code are blind to the precedence of operators and impose the same spacing throughout. So subtle spacings like those shown above tend to get lost after you reformat the code.
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###### [Horizontal Alignment](#_bookmark3)

When I was an assembly language programmer,3 I used horizontal alignment to accentuate certain structures. When I started coding in C, C++, and eventually Java, I continued to try to line up all the variable names in a set of declarations, or all the rvalues in a set of assign- ment statements. My code might have looked like this:

public class FitNesseExpediter implements ResponseSender

{

private Socket socket; private InputStream input; private OutputStream output; private Request request;

private Response response; private FitNesseContext context;

protected long requestParsingTimeLimit;

private long requestProgress;

private long requestParsingDeadline;

private boolean hasError;

public FitNesseExpediter(Socket s,

FitNesseContext context) throws Exception

{

this.context = context;

socket = s;

input = s.getInputStream();

output = s.getOutputStream(); requestParsingTimeLimit = 10000;

}

I have found, however, that this kind of alignment is not useful. The alignment seems to emphasize the wrong things and leads my eye away from the true intent. For example, in the list of declarations above you are tempted to read down the list of variable names with- out looking at their types. Likewise, in the list of assignment statements you are tempted to look down the list of rvalues without ever seeing the assignment operator. To make matters worse, automatic reformatting tools usually eliminate this kind of alignment.

So, in the end, I don’t do this kind of thing anymore. Nowadays I prefer unaligned declarations and assignments, as shown below, because they point out an important deﬁ- ciency. If I have long lists that need to be aligned, *the problem is the length of the lists*, not the lack of alignment. The length of the list of declarations in FitNesseExpediter below suggests that this class should be split up.

public class FitNesseExpediter implements ResponseSender

{

private Socket socket; private InputStream input; private OutputStream output; private Request request;

1. Who am I kidding? I still am an assembly language programmer. You can take the boy away from the metal, but you can’t take the metal out of the boy!
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private Response response; private FitNesseContext context;

protected long requestParsingTimeLimit; private long requestProgress;

private long requestParsingDeadline; private boolean hasError;

public FitNesseExpediter(Socket s, FitNesseContext context) throws Exception

{

this.context = context; socket = s;

input = s.getInputStream(); output = s.getOutputStream(); requestParsingTimeLimit = 10000;

}

###### [Indentation](#_bookmark3)

A source ﬁle is a hierarchy rather like an outline. There is information that pertains to the ﬁle as a whole, to the individual classes within the ﬁle, to the methods within the classes, to the blocks within the methods, and recursively to the blocks within the blocks. Each level of this hierarchy is a scope into which names can be declared and in which declara- tions and executable statements are interpreted.

To make this hierarchy of scopes visible, we indent the lines of source code in pro- portion to their position in the hiearchy. Statements at the level of the ﬁle, such as most class declarations, are not indented at all. Methods within a class are indented one level to the right of the class. Implementations of those methods are implemented one level to the right of the method declaration. Block implementations are implemented one level to the right of their containing block, and so on.

Programmers rely heavily on this indentation scheme. They visually line up lines on the left to see what scope they appear in. This allows them to quickly hop over scopes, such as implementations of if or while statements, that are not relevant to their current situation. They scan the left for new method declarations, new variables, and even new classes. Without indentation, programs would be virtually unreadable by humans.

Consider the following programs that are syntactically and semantically identical:

public class FitNesseServer implements SocketServer { private FitNesseContext context; public FitNesseServer(FitNesseContext context) { this.context = context; } public void serve(Socket s) { serve(s, 10000); } public void serve(Socket s, long requestTimeout) { try { FitNesseExpediter sender = new FitNesseExpediter(s, context); sender.setRequestParsingTimeLimit(requestTimeout); sender.start(); } catch(Exception e) { e.printStackTrace(); } } }

public class FitNesseServer implements SocketServer { private FitNesseContext context;
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public FitNesseServer(FitNesseContext context) { this.context = context;

}

public void serve(Socket s) { serve(s, 10000);

}

public void serve(Socket s, long requestTimeout) { try {

FitNesseExpediter sender = new FitNesseExpediter(s, context); sender.setRequestParsingTimeLimit(requestTimeout); sender.start();

}

catch (Exception e) { e.printStackTrace();

}

}

}

Your eye can rapidly discern the structure of the indented ﬁle. You can almost instantly spot the variables, constructors, accessors, and methods. It takes just a few seconds to real- ize that this is some kind of simple front end to a socket, with a time-out. The unindented version, however, is virtually impenetrable without intense study.

**Breaking Indentation.** It is sometimes tempting to break the indentation rule for short if statements, short while loops, or short functions. Whenever I have succumbed to this temptation, I have almost always gone back and put the indentation back in. So I avoid col- lapsing scopes down to one line like this:

public class CommentWidget extends TextWidget

{

public static final String REGEXP = "^#[^\r\n]\*(?:(?:\r\n)|\n|\r)?";

public CommentWidget(ParentWidget parent, String text){super(parent, text);} public String render() throws Exception {return ""; }

}

I prefer to expand and indent the scopes instead, like this:

public class CommentWidget extends TextWidget {

public static final String REGEXP = "^#[^\r\n]\*(?:(?:\r\n)|\n|\r)?";

public CommentWidget(ParentWidget parent, String text) { super(parent, text);

}

public String render() throws Exception { return "";

}

}
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###### [Dummy Scopes](#_bookmark3)

Sometimes the body of a while or for statement is a dummy, as shown below. I don’t like these kinds of structures and try to avoid them. When I can’t avoid them, I make sure that the dummy body is properly indented and surrounded by braces. I can’t tell you how many times I’ve been fooled by a semicolon silently sitting at the end of a while loop on the same line. Unless you make that semicolon *visible* by indenting it on it’s own line, it’s just too hard to see.

while (dis.read(buf, 0, readBufferSize) != -1)

;

##### [Team Rules](#_bookmark3)

The title of this section is a play on words. Every programmer has his own favorite formatting rules, but if he works in a team, then the team rules.

A team of developers should agree upon a single formatting style, and then every member of that team should use that style. We want the software to have a

consistent style. We don’t want it to appear to have been written by a bunch of disagreeing individuals.

When I started the FitNesse project back in 2002, I sat down with the team to work out a coding style. This took about 10 minutes. We decided where we’d put our braces, what our indent size would be, how we would name classes, variables, and methods, and so forth. Then we encoded those rules into the code formatter of our IDE and have stuck with them ever since. These were not the rules that I prefer; they were rules decided by the team. As a member of that team I followed them when writing code in the FitNesse project.

Remember, a good software system is composed of a set of documents that read nicely. They need to have a consistent and smooth style. The reader needs to be able to trust that the formatting gestures he or she has seen in one source ﬁle will mean the same thing in others. The last thing we want to do is add more complexity to the source code by writing it in a jumble of different individual styles.

##### [Uncle Bob’s Formatting Rules](#_bookmark3)

The rules I use personally are very simple and are illustrated by the code in Listing 5-6. Consider this an example of how code makes the best coding standard document.
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**Listing 5-6**

**CodeAnalyzer.java**

public class CodeAnalyzer implements JavaFileAnalysis { private int lineCount;

private int maxLineWidth; private int widestLineNumber;

private LineWidthHistogram lineWidthHistogram; private int totalChars;

public CodeAnalyzer() {

lineWidthHistogram = new LineWidthHistogram();

}

public static List<File> findJavaFiles(File parentDirectory) { List<File> files = new ArrayList<File>(); findJavaFiles(parentDirectory, files);

return files;

}

private static void findJavaFiles(File parentDirectory, List<File> files) { for (File file : parentDirectory.listFiles()) {

if (file.getName().endsWith(".java")) files.add(file);

else if (file.isDirectory()) findJavaFiles(file, files);

}

}

public void analyzeFile(File javaFile) throws Exception { BufferedReader br = new BufferedReader(new FileReader(javaFile)); String line;

while ((line = br.readLine()) != null) measureLine(line);

}

private void measureLine(String line) { lineCount++;

int lineSize = line.length(); totalChars += lineSize;

lineWidthHistogram.addLine(lineSize, lineCount); recordWidestLine(lineSize);

}

private void recordWidestLine(int lineSize) { if (lineSize > maxLineWidth) {

maxLineWidth = lineSize; widestLineNumber = lineCount;

}

}

public int getLineCount() { return lineCount;

}

public int getMaxLineWidth() { return maxLineWidth;

}
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**Listing 5-6 (continued)**

**CodeAnalyzer.java**

public int getWidestLineNumber() { return widestLineNumber;

}

public LineWidthHistogram getLineWidthHistogram() { return lineWidthHistogram;

}

public double getMeanLineWidth() { return (double)totalChars/lineCount;

}

public int getMedianLineWidth() {

Integer[] sortedWidths = getSortedWidths(); int cumulativeLineCount = 0;

for (int width : sortedWidths) { cumulativeLineCount += lineCountForWidth(width); if (cumulativeLineCount > lineCount/2)

return width;

}

throw new Error("Cannot get here");

}

private int lineCountForWidth(int width) {

return lineWidthHistogram.getLinesforWidth(width).size();

}

private Integer[] getSortedWidths() {

Set<Integer> widths = lineWidthHistogram.getWidths(); Integer[] sortedWidths = (widths.toArray(new Integer[0])); Arrays.sort(sortedWidths);

return sortedWidths;

}

}
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There is a reason that we keep our variables private. We don’t want anyone else to depend on them. We want to keep the freedom to change their type or implementation on a whim or an impulse. Why, then, do so many programmers automatically add getters and setters to their objects, exposing their private variables as if they were public?

##### [Data Abstraction](#_bookmark3)

Consider the difference between Listing 6-1 and Listing 6-2. Both represent the data of a point on the Cartesian plane. And yet one exposes its implementation and the other com- pletely hides it.
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public class Point { public double x; public double y;

}

**Listing 6-1**

**Concrete Point**

public interface Point { double getX();

double getY();

void setCartesian(double x, double y); double getR();

double getTheta();

void setPolar(double r, double theta);

}

**Listing 6-2**

**Abstract Point**

The beautiful thing about Listing 6-2 is that there is no way you can tell whether the implementation is in rectangular or polar coordinates. It might be neither! And yet the interface still unmistakably represents a data structure.

But it represents more than just a data structure. The methods enforce an access policy. You can read the individual coordinates independently, but you must set the coordi- nates together as an atomic operation.

Listing 6-1, on the other hand, is very clearly implemented in rectangular coordinates, and it forces us to manipulate those coordinates independently. This exposes implementa- tion. Indeed, it would expose implementation even if the variables were private and we were using single variable getters and setters.

Hiding implementation is not just a matter of putting a layer of functions between the variables. Hiding implementation is about abstractions! A class does not simply push its variables out through getters and setters. Rather it exposes abstract interfaces that allow its users to manipulate the *essence* of the data, without having to know its implementation.

Consider Listing 6-3 and Listing 6-4. The ﬁrst uses concrete terms to communicate the fuel level of a vehicle, whereas the second does so with the abstraction of percentage. In the concrete case you can be pretty sure that these are just accessors of variables. In the abstract case you have no clue at all about the form of the data.

public interface Vehicle {

double getFuelTankCapacityInGallons(); double getGallonsOfGasoline();

}

**Listing 6-3**

**Concrete Vehicle**
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public interface Vehicle {

double getPercentFuelRemaining();

}

**Listing 6-4**

**Abstract Vehicle**

In both of the above cases the second option is preferable. We do not want to expose the details of our data. Rather we want to express our data in abstract terms. This is not merely accomplished by using interfaces and/or getters and setters. Serious thought needs to be put into the best way to represent the data that an object contains. The worst option is to blithely add getters and setters.

##### [Data/Object Anti-Symmetry](#_bookmark3)

These two examples show the difference between objects and data structures. Objects hide their data behind abstractions and expose functions that operate on that data. Data struc- ture expose their data and have no meaningful functions. Go back and read that again. Notice the complimentary nature of the two deﬁnitions. They are virtual opposites. This difference may seem trivial, but it has far-reaching implications.

Consider, for example, the procedural shape example in Listing 6-5. The Geometry class operates on the three shape classes. The shape classes are simple data structures without any behavior. All the behavior is in the Geometry class.

public class Square { public Point topLeft; public double side;

**Listing 6-5**

**Procedural Shape**

}

public class Rectangle { public Point topLeft; public double height; public double width;

}

public class Circle { public Point center; public double radius;

}

public class Geometry {

public final double PI = 3.141592653589793;

public double area(Object shape) throws NoSuchShapeException

{

if (shape instanceof Square) { Square s = (Square)shape; return s.side \* s.side;

}
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}

}

else if (shape instanceof Rectangle) { Rectangle r = (Rectangle)shape; return r.height \* r.width;

}

else if (shape instanceof Circle) { Circle c = (Circle)shape;

return PI \* c.radius \* c.radius;

}

throw new NoSuchShapeException();

**Listing 6-5 (continued)**

**Procedural Shape**

Object-oriented programmers might wrinkle their noses at this and complain that it is procedural—and they’d be right. But the sneer may not be warranted. Consider what would happen if a perimeter() function were added to Geometry. The shape classes would be unaffected! Any other classes that depended upon the shapes would also be unaffected! On the other hand, if I add a new shape, I must change all the functions in Geometry to deal with it. Again, read that over. Notice that the two conditions are diametrically opposed.

Now consider the object-oriented solution in Listing 6-6. Here the area() method is polymorphic. No Geometry class is necessary. So if I add a new shape, none of the existing *functions* are affected, but if I add a new function all of the *shapes* must be changed!1

public class Square implements Shape { private Point topLeft;

**Listing 6-6**

**Polymorphic Shapes**

private double side;

public double area() { return side\*side;

}

}

public class Rectangle implements Shape { private Point topLeft;

private double height; private double width;

public double area() { return height \* width;

}

}

1. There are ways around this that are well known to experienced object-oriented designers: VISITOR, or dual-dispatch, for example. But these techniques carry costs of their own and generally return the structure to that of a procedural program.
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public class Circle implements Shape {

private Point center;

private double radius;

public final double PI = 3.141592653589793;

public double area() {

return PI \* radius \* radius;

}

}

**Listing 6-6 (continued)**

**Polymorphic Shapes**

Again, we see the complimentary nature of these two deﬁnitions; they are virtual opposites! This exposes the fundamental dichotomy between objects and data structures:

*Procedural code (code using data structures) makes it easy to add new functions without changing the existing data structures. OO code, on the other hand, makes it easy to add new classes without changing existing functions.*

The complement is also true:

*Procedural code makes it hard to add new data structures because all the functions must change. OO code makes it hard to add new functions because all the classes must change.*

So, the things that are hard for OO are easy for procedures, and the things that are hard for procedures are easy for OO!

In any complex system there are going to be times when we want to add new data types rather than new functions. For these cases objects and OO are most appropriate. On the other hand, there will also be times when we’ll want to add new functions as opposed to data types. In that case procedural code and data structures will be more appropriate.

Mature programmers know that the idea that everything is an object *is a myth*. Some- times you really *do* want simple data structures with procedures operating on them.

##### [The Law of Demeter](#_bookmark3)

There is a well-known heuristic called the *Law of Demeter*2 that says a module should not know about the innards of the *objects* it manipulates. As we saw in the last section, objects hide their data and expose operations. This means that an object should not expose its internal structure through accessors because to do so is to expose, rather than to hide, its internal structure.

More precisely, the Law of Demeter says that a method *f* of a class *C* should only call the methods of these:

* *C*
* An object created by *f*

1. <http://en.wikipedia.org/wiki/Law_of_Demeter>
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* An object passed as an argument to *f*
* An object held in an instance variable of *C*

The method should *not* invoke methods on objects that are returned by any of the allowed functions. In other words, talk to friends, not to strangers.

The following code3 appears to violate the Law of Demeter (among other things) because it calls the getScratchDir() function on the return value of getOptions() and then calls getAbsolutePath() on the return value of getScratchDir().

final String outputDir = ctxt.getOptions().getScratchDir().getAbsolutePath();

###### [Train Wrecks](#_bookmark3)

This kind of code is often called a *train wreck* because it look like a bunch of coupled train cars. Chains of calls like this are generally considered to be sloppy style and should be avoided [G36]. It is usually best to split them up as follows:

Options opts = ctxt.getOptions();

File scratchDir = opts.getScratchDir();

final String outputDir = scratchDir.getAbsolutePath();
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Whether this is a violation of Demeter depends on whether or not ctxt, Options, and ScratchDir are objects or data structures. If they are objects, then their internal structure should be hidden rather than exposed, and so knowledge of their innards is a clear viola- tion of the Law of Demeter. On the other hand, if ctxt, Options, and ScratchDir are just data structures with no behavior, then they naturally expose their internal structure, and so Demeter does not apply.

The use of accessor functions confuses the issue. If the code had been written as fol- lows, then we probably wouldn’t be asking about Demeter violations.

final String outputDir = ctxt.options.scratchDir.absolutePath;

This issue would be a lot less confusing if data structures simply had public variables and no functions, whereas objects had private variables and public functions. However,

1. Found somewhere in the apache framework.
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there are frameworks and standards (e.g., “beans”) that demand that even simple data structures have accessors and mutators.

###### [Hybrids](#_bookmark3)

This confusion sometimes leads to unfortunate hybrid structures that are half object and half data structure. They have functions that do signiﬁcant things, and they also have either public variables or public accessors and mutators that, for all intents and purposes, make the private variables public, tempting other external functions to use those variables the way a procedural program would use a data structure.4

Such hybrids make it hard to add new functions but also make it hard to add new data structures. They are the worst of both worlds. Avoid creating them. They are indicative of a muddled design whose authors are unsure of—or worse, ignorant of—whether they need protection from functions or types.

###### [Hiding Structure](#_bookmark3)

What if ctxt, options, and scratchDir are objects with real behavior? Then, because objects are supposed to hide their internal structure, we should not be able to navigate through them. How then would we get the absolute path of the scratch directory?

ctxt.getAbsolutePathOfScratchDirectoryOption();

or

ctx.getScratchDirectoryOption().getAbsolutePath()

The ﬁrst option could lead to an explosion of methods in the ctxt object. The second pre- sumes that getScratchDirectoryOption() returns a data structure, not an object. Neither option feels good.

If ctxt is an object, we should be telling it to *do something;* we should not be asking it about its internals. So why did we want the absolute path of the scratch directory? What were we going to do with it? Consider this code from (many lines farther down in) the same module:

String outFile = outputDir + "/" + className.replace('.', '/') + ".class"; FileOutputStream fout = new FileOutputStream(outFile); BufferedOutputStream bos = new BufferedOutputStream(fout);

The admixture of different levels of detail [G34][G6] is a bit troubling. Dots, slashes, ﬁle extensions, and File objects should not be so carelessly mixed together, and mixed with the enclosing code. Ignoring that, however, we see that the intent of getting the abso- lute path of the scratch directory was to create a scratch ﬁle of a given name.

1. This is sometimes called Feature Envy from [Refactoring].
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So, what if we told the ctxt object to do this?

BufferedOutputStream bos = ctxt.createScratchFileStream(classFileName);

That seems like a reasonable thing for an object to do! This allows ctxt to hide its internals and prevents the current function from having to violate the Law of Demeter by navigating through objects it shouldn’t know about.

##### [Data Transfer Objects](#_bookmark3)

The quintessential form of a data structure is a class with public variables and no func- tions. This is sometimes called a data transfer object, or DTO. DTOs are very useful struc- tures, especially when communicating with databases or parsing messages from sockets, and so on. They often become the ﬁrst in a series of translation stages that convert raw data in a database into objects in the application code.

Somewhat more common is the “bean” form shown in Listing 6-7. Beans have private variables manipulated by getters and setters. The quasi-encapsulation of beans seems to make some OO purists feel better but usually provides no other beneﬁt.

public class Address { private String street; private String streetExtra; private String city; private String state; private String zip;

**Listing 6-7**

**address.java**

public Address(String street, String streetExtra,

String city, String state, String zip) { this.street = street;

this.streetExtra = streetExtra; this.city = city;

this.state = state; this.zip = zip;

}

public String getStreet() { return street;

}

public String getStreetExtra() { return streetExtra;

}

public String getCity() { return city;

}
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|  |
| --- |
| **Listing 6-7 (continued)**  **address.java** |
| public String getState() { |
| return state; |
| } |
| public String getZip() { |
| return zip; |
| } |
| } |

###### [Active Record](#_bookmark3)

Active Records are special forms of DTOs. They are data structures with public (or bean- accessed) variables; but they typically have navigational methods like save and find. Typi- cally these Active Records are direct translations from database tables, or other data sources.

Unfortunately we often ﬁnd that developers try to treat these data structures as though they were objects by putting business rule methods in them. This is awkward because it creates a hybrid between a data structure and an object.

The solution, of course, is to treat the Active Record as a data structure and to create separate objects that contain the business rules and that hide their internal data (which are probably just instances of the Active Record).

##### [Conclusion](#_bookmark3)

Objects expose behavior and hide data. This makes it easy to add new kinds of objects without changing existing behaviors. It also makes it hard to add new behaviors to existing objects. Data structures expose data and have no signiﬁcant behavior. This makes it easy to add new behaviors to existing data structures but makes it hard to add new data structures to existing functions.

In any given system we will sometimes want the ﬂexibility to add new data types, and so we prefer objects for that part of the system. Other times we will want the ﬂexibility to add new behaviors, and so in that part of the system we prefer data types and procedures. Good software developers understand these issues without prejudice and choose the approach that is best for the job at hand.

##### [Bibliography](#_bookmark3)

**[Refactoring]:** *Refactoring: Improving the Design of Existing Code*, Martin Fowler et al., Addison-Wesley, 1999.

*This page intentionally left blank*

# [7](#_bookmark4)

### [Error Handling](#_bookmark4)

by Michael Feathers

![](data:image/png;base64,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)

It might seem odd to have a section about error handling in a book about clean code. Error handling is just one of those things that we all have to do when we program. Input can be abnormal and devices can fail. In short, things can go wrong, and when they do, we as pro- grammers are responsible for making sure that our code does what it needs to do.

The connection to clean code, however, should be clear. Many code bases are com- pletely dominated by error handling. When I say dominated, I don’t mean that error han- dling is all that they do. I mean that it is nearly impossible to see what the code does because of all of the scattered error handling. Error handling is important, *but if it obscures logic, it’s wrong*.

In this chapter I’ll outline a number of techniques and considerations that you can use to write code that is both clean and robust—code that handles errors with grace and style.
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##### [Use Exceptions Rather Than Return Codes](#_bookmark4)

Back in the distant past there were many languages that didn’t have exceptions. In those languages the techniques for handling and reporting errors were limited. You either set an error ﬂag or returned an error code that the caller could check. The code in Listing 7-1 illustrates these approaches.

public class DeviceController {

...

public void sendShutDown() { DeviceHandle handle = getHandle(DEV1);

// Check the state of the device

if (handle != DeviceHandle.INVALID) {

// Save the device status to the record field retrieveDeviceRecord(handle);

// If not suspended, shut down

if (record.getStatus() != DEVICE\_SUSPENDED) { pauseDevice(handle); clearDeviceWorkQueue(handle); closeDevice(handle);

} else {

logger.log("Device suspended. Unable to shut down");

}

} else {

logger.log("Invalid handle for: " + DEV1.toString());

}

}

...

}

**Listing 7-1**

**DeviceController.java**

The problem with these approaches is that they clutter the caller. The caller must check for errors immediately after the call. Unfortunately, it’s easy to forget. For this rea- son it is better to throw an exception when you encounter an error. The calling code is cleaner. Its logic is not obscured by error handling.

Listing 7-2 shows the code after we’ve chosen to throw exceptions in methods that can detect errors.

public class DeviceController {

**Listing 7-2**

**DeviceController.java (with exceptions)**

...

public void sendShutDown() { try {

tryToShutDown();

} catch (DeviceShutDownError e) { logger.log(e);

}

}
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}

private void tryToShutDown() throws DeviceShutDownError { DeviceHandle handle = getHandle(DEV1);

DeviceRecord record = retrieveDeviceRecord(handle);

pauseDevice(handle); clearDeviceWorkQueue(handle); closeDevice(handle);

}

private DeviceHandle getHandle(DeviceID id) {

...

throw new DeviceShutDownError("Invalid handle for: " + id.toString());

...

}

...

**Listing 7-2 (continued)**

**DeviceController.java (with exceptions)**

Notice how much cleaner it is. This isn’t just a matter of aesthetics. The code is better because two concerns that were tangled, the algorithm for device shutdown and error han- dling, are now separated. You can look at each of those concerns and understand them independently.

##### [Write Your Try-Catch-Finally Statement First](#_bookmark4)

One of the most interesting things about exceptions is that they *deﬁne a scope* within your program. When you execute code in the try portion of a try-catch-finally statement, you are stating that execution can abort at any point and then resume at the catch.

In a way, try blocks are like transactions. Your catch has to leave your program in a consistent state, no matter what happens in the try. For this reason it is good practice to start with a try-catch-finally statement when you are writing code that could throw exceptions. This helps you deﬁne what the user of that code should expect, no matter what goes wrong with the code that is executed in the try.

Let’s look at an example. We need to write some code that accesses a ﬁle and reads some serialized objects.

We start with a unit test that shows that we’ll get an exception when the ﬁle doesn’t exist:

@Test(expected = StorageException.class)

public void retrieveSectionShouldThrowOnInvalidFileName() { sectionStore.retrieveSection("invalid - file");

}

The test drives us to create this stub:

public List<RecordedGrip> retrieveSection(String sectionName) {

// dummy return until we have a real implementation return new ArrayList<RecordedGrip>();

}
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Our test fails because it doesn’t throw an exception. Next, we change our implementa- tion so that it attempts to access an invalid ﬁle. This operation throws an exception:

public List<RecordedGrip> retrieveSection(String sectionName) { try {

FileInputStream stream = new FileInputStream(sectionName)

} catch (Exception e) {

throw new StorageException("retrieval error", e);

}

return new ArrayList<RecordedGrip>();

}

Our test passes now because we’ve caught the exception. At this point, we can refac- tor. We can narrow the type of the exception we catch to match the type that is actually thrown from the FileInputStream constructor: FileNotFoundException:

public List<RecordedGrip> retrieveSection(String sectionName) { try {

FileInputStream stream = new FileInputStream(sectionName); stream.close();

} catch (FileNotFoundException e) {

throw new StorageException("retrieval error”, e);

}

return new ArrayList<RecordedGrip>();

}

Now that we’ve deﬁned the scope with a try-catch structure, we can use TDD to build up the rest of the logic that we need. That logic will be added between the creation of the FileInputStream and the close, and can pretend that nothing goes wrong.

Try to write tests that force exceptions, and then add behavior to your handler to sat- isfy your tests. This will cause you to build the transaction scope of the try block ﬁrst and will help you maintain the transaction nature of that scope.

##### [Use Unchecked Exceptions](#_bookmark4)

The debate is over. For years Java programmers have debated over the beneﬁts and liabili- ties of checked exceptions. When checked exceptions were introduced in the ﬁrst version of Java, they seemed like a great idea. The signature of every method would list all of the exceptions that it could pass to its caller. Moreover, these exceptions were part of the type of the method. Your code literally wouldn’t compile if the signature didn’t match what your code could do.

At the time, we thought that checked exceptions were a great idea; and yes, they can yield *some* beneﬁt. However, it is clear now that they aren’t necessary for the production of robust software. C# doesn’t have checked exceptions, and despite valiant attempts, C++ doesn’t either. Neither do Python or Ruby. Yet it is possible to write robust software in all of these languages. Because that is the case, we have to decide—really—whether checked exceptions are worth their price.
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What price? The price of checked exceptions is an Open/Closed Principle1 violation. If you throw a checked exception from a method in your code and the catch is three levels above, *you must declare that exception in the signature of each method between you and the catch*. This means that a change at a low level of the software can force signature changes on many higher levels. The changed modules must be rebuilt and redeployed, even though nothing they care about changed.

Consider the calling hierarchy of a large system. Functions at the top call functions below them, which call more functions below them, ad inﬁnitum. Now let’s say one of the lowest level functions is modiﬁed in such a way that it must throw an exception. If that exception is checked, then the function signature must add a throws clause. But this means that every function that calls our modiﬁed function must also be modiﬁed either to catch the new exception or to append the appropriate throws clause to its signature. Ad inﬁnitum. The net result is a cascade of changes that work their way from the lowest levels of the software to the highest! Encapsulation is broken because all functions in the path of a throw must know about details of that low-level exception. Given that the purpose of exceptions is to allow you to handle errors at a distance, it is a shame that checked excep- tions break encapsulation in this way.

Checked exceptions can sometimes be useful if you are writing a critical library: You must catch them. But in general application development the dependency costs outweigh the beneﬁts.

##### [Provide Context with Exceptions](#_bookmark4)

Each exception that you throw should provide enough context to determine the source and location of an error. In Java, you can get a stack trace from any exception; however, a stack trace can’t tell you the intent of the operation that failed.

Create informative error messages and pass them along with your exceptions. Men- tion the operation that failed and the type of failure. If you are logging in your application, pass along enough information to be able to log the error in your catch.

##### [Deﬁne Exception Classes in Terms of a Caller’s Needs](#_bookmark4)

There are many ways to classify errors. We can classify them by their source: Did they come from one component or another? Or their type: Are they device failures, network failures, or programming errors? However, when we deﬁne exception classes in an appli- cation, our most important concern should be *how they are caught*.

1. [Martin].
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Let’s look at an example of poor exception classiﬁcation. Here is a try-catch-finally statement for a third-party library call. It covers all of the exceptions that the calls can throw:

ACMEPort port = new ACMEPort(12); try {

port.open();

} catch (DeviceResponseException e) { reportPortError(e);

logger.log("Device response exception", e);

} catch (ATM1212UnlockedException e) { reportPortError(e); logger.log("Unlock exception", e);

} catch (GMXError e) { reportPortError(e);

logger.log("Device response exception");

} finally {

…

}

That statement contains a lot of duplication, and we shouldn’t be surprised. In most exception handling situations, the work that we do is relatively standard regardless of the actual cause. We have to record an error and make sure that we can proceed.

In this case, because we know that the work that we are doing is roughly the same regardless of the exception, we can simplify our code considerably by wrapping the API that we are calling and making sure that it returns a common exception type:

LocalPort port = new LocalPort(12); try {

port.open();

} catch (PortDeviceFailure e) { reportError(e); logger.log(e.getMessage(), e);

} finally {

…

}

Our LocalPort class is just a simple wrapper that catches and translates exceptions thrown by the ACMEPort class:

public class LocalPort { private ACMEPort innerPort;

public LocalPort(int portNumber) { innerPort = new ACMEPort(portNumber);

}

public void open() { try {

innerPort.open();

} catch (DeviceResponseException e) { throw new PortDeviceFailure(e);

} catch (ATM1212UnlockedException e) { throw new PortDeviceFailure(e);

} catch (GMXError e) {

Deﬁne the Normal Flow 109

throw new PortDeviceFailure(e);

}

}

…

}

Wrappers like the one we deﬁned for ACMEPort can be very useful. In fact, wrapping third-party APIs is a best practice. When you wrap a third-party API, you minimize your dependencies upon it: You can choose to move to a different library in the future without much penalty. Wrapping also makes it easier to mock out third-party calls when you are testing your own code.

One ﬁnal advantage of wrapping is that you aren’t tied to a particular vendor’s API design choices. You can deﬁne an API that you feel comfortable with. In the preceding example, we deﬁned a single exception type for port device failure and found that we could write much cleaner code.

Often a single exception class is ﬁne for a particular area of code. The information sent with the exception can distinguish the errors. Use different classes only if there are times when you want to catch one exception and allow the other one to pass through.

##### [Deﬁne the Normal Flow](#_bookmark4)

If you follow the advice in the preceding sections, you’ll end up with a good amount of separation between your business logic and your error handling. The bulk of your code will start to look like a clean unadorned algorithm. However, the pro- cess of doing this pushes error detection to the edges of your program. You wrap external APIs so that you can throw your

own exceptions, and you deﬁne a handler above your code so that you can deal with any aborted computation. Most of the time this is a great approach, but there are some times when you may not want to abort.

Let’s take a look at an example. Here is some awkward code that sums expenses in a billing application:

try {

MealExpenses expenses = expenseReportDAO.getMeals(employee.getID()); m\_total += expenses.getTotal();

} catch(MealExpensesNotFound e) { m\_total += getMealPerDiem();

}

In this business, if meals are expensed, they become part of the total. If they aren’t, the employee gets a meal *per diem* amount for that day. The exception clutters the logic. Wouldn’t it be better if we didn’t have to deal with the special case? If we didn’t, our code would look much simpler. It would look like this:

MealExpenses expenses = expenseReportDAO.getMeals(employee.getID()); m\_total += expenses.getTotal();
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Can we make the code that simple? It turns out that we can. We can change the ExpenseReportDAO so that it always returns a MealExpense object. If there are no meal expenses, it returns a MealExpense object that returns the *per diem* as its total:

public class PerDiemMealExpenses implements MealExpenses { public int getTotal() {

// return the per diem default

}

}

This is called the SPECIAL CASE PATTERN [Fowler]. You create a class or conﬁgure an object so that it handles a special case for you. When you do, the client code doesn’t have to deal with exceptional behavior. That behavior is encapsulated in the special case object.

##### [Don’t Return Null](#_bookmark4)

I think that any discussion about error handling should include mention of the things we do that invite errors. The ﬁrst on the list is returning null. I can’t begin to count the number of applications I’ve seen in which nearly every other line was a check for null. Here is some example code:

public void registerItem(Item item) { if (item != null) {

ItemRegistry registry = peristentStore.getItemRegistry(); if (registry != null) {

Item existing = registry.getItem(item.getID());

if (existing.getBillingPeriod().hasRetailOwner()) { existing.register(item);

}

}

}

}

If you work in a code base with code like this, it might not look all that bad to you, but it is bad! When we return null, we are essentially creating work for ourselves and foisting problems upon our callers. All it takes is one missing null check to send an application spinning out of control.

Did you notice the fact that there wasn’t a null check in the second line of that nested if statement? What would have happened at runtime if persistentStore were null? We would have had a NullPointerException at runtime, and either someone is catching NullPointerException at the top level or they are not. Either way it’s *bad*. What exactly should you do in response to a NullPointerException thrown from the depths of your appli- cation?

It’s easy to say that the problem with the code above is that it is missing a null check, but in actuality, the problem is that it has *too many*. If you are tempted to return null from a method, consider throwing an exception or returning a SPECIAL CASE object instead. If you are calling a null-returning method from a third-party API, consider wrapping that method with a method that either throws an exception or returns a special case object.
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In many cases, special case objects are an easy remedy. Imagine that you have code like this:

List<Employee> employees = getEmployees(); if (employees != null) {

for(Employee e : employees) { totalPay += e.getPay();

}

}

Right now, getEmployees can return null, but does it have to? If we change getEmployee so that it returns an empty list, we can clean up the code:

List<Employee> employees = getEmployees(); for(Employee e : employees) {

totalPay += e.getPay();

}

Fortunately, Java has Collections.emptyList(), and it returns a predeﬁned immutable list that we can use for this purpose:

public List<Employee> getEmployees() { if( .. there are no employees .. ) return Collections.emptyList();

}

If you code this way, you will minimize the chance of NullPointerExceptions and your code will be cleaner.

##### [Don’t Pass Null](#_bookmark4)

Returning null from methods is bad, but passing null into methods is worse. Unless you are working with an API which expects you to pass null, you should avoid passing null in your code whenever possible.

Let’s look at an example to see why. Here is a simple method which calculates a met- ric for two points:

public class MetricsCalculator

{

public double xProjection(Point p1, Point p2) { return (p2.x – p1.x) \* 1.5;

}

…

}

What happens when someone passes null as an argument?

calculator.xProjection(null, new Point(12, 13));

We’ll get a NullPointerException, of course.

How can we ﬁx it? We could create a new exception type and throw it:

public class MetricsCalculator

{

112 Chapter 7: Error Handling

public double xProjection(Point p1, Point p2) { if (p1 == null || p2 == null) {

throw InvalidArgumentException(

"Invalid argument for MetricsCalculator.xProjection");

}

return (p2.x – p1.x) \* 1.5;

}

}

Is this better? It might be a little better than a null pointer exception, but remember, we have to deﬁne a handler for InvalidArgumentException. What should the handler do? Is there any good course of action?

There is another alternative. We could use a set of assertions:

public class MetricsCalculator

{

public double xProjection(Point p1, Point p2) { assert p1 != null : "p1 should not be null"; assert p2 != null : "p2 should not be null"; return (p2.x – p1.x) \* 1.5;

}

}

It’s good documentation, but it doesn’t solve the problem. If someone passes null, we’ll still have a runtime error.

In most programming languages there is no good way to deal with a null that is passed by a caller accidentally. Because this is the case, the rational approach is to forbid passing null by default. When you do, you can code with the knowledge that a null in an argument list is an indication of a problem, and end up with far fewer careless mistakes.

##### [Conclusion](#_bookmark4)

Clean code is readable, but it must also be robust. These are not conﬂicting goals. We can write robust clean code if we see error handling as a separate concern, something that is viewable independently of our main logic. To the degree that we are able to do that, we can reason about it independently, and we can make great strides in the maintainability of our code.
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We seldom control all the software in our systems. Sometimes we buy third-party pack- ages or use open source. Other times we depend on teams in our own company to produce components or subsystems for us. Somehow we must cleanly integrate this foreign code
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with our own. In this chapter we look at practices and techniques to keep the boundaries of our software clean.

##### [Using Third-Party Code](#_bookmark4)

There is a natural tension between the provider of an interface and the user of an interface. Providers of third-party packages and frameworks strive for broad applicability so they can work in many environments and appeal to a wide audience. Users, on the other hand, want an interface that is focused on their particular needs. This tension can cause problems at the boundaries of our systems.

Let’s look at java.util.Map as an example. As you can see by examining Figure 8-1, Maps have a very broad interface with plenty of capabilities. Certainly this power and ﬂexi- bility is useful, but it can also be a liability. For instance, our application might build up a Map and pass it around. Our intention might be that none of the recipients of our Map delete anything in the map. But right there at the top of the list is the clear() method. Any user of the Map has the power to clear it. Or maybe our design convention is that only particular types of objects can be stored in the Map, but Maps do not reliably constrain the types of objects placed within them. Any determined user can add items of any type to any Map.

* clear() void – Map
* containsKey(Object key) boolean – Map
* containsValue(Object value) boolean – Map
* entrySet() Set – Map
* equals(Object o) boolean – Map
* get(Object key) Object – Map
* getClass() Class<? extends Object> – Object
* hashCode() int – Map
* isEmpty() boolean – Map
* keySet() Set – Map
* notify() void – Object
* notifyAll() void – Object
* put(Object key, Object value) Object – Map
* putAll(Map t) void – Map
* remove(Object key) Object – Map
* size() int – Map
* toString() String – Object
* values() Collection – Map
* wait() void – Object
* wait(long timeout) void – Object
* wait(long timeout, int nanos) void – Object

Figure 8-1

The methods of Map

If our application needs a Map of Sensors, you might ﬁnd the sensors set up like this:

Map sensors = new HashMap();
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Then, when some other part of the code needs to access the sensor, you see this code:

Sensor s = (Sensor)sensors.get(sensorId );

We don’t just see it once, but over and over again throughout the code. The client of this code carries the responsibility of getting an Object from the Map and casting it to the right type. This works, but it’s not clean code. Also, this code does not tell its story as well as it could. The readability of this code can be greatly improved by using generics, as shown below:

...

Map<Sensor> sensors = new HashMap<Sensor>(); Sensor s = sensors.get(sensorId );

However, this doesn’t solve the problem that Map<Sensor> provides more capability than we need or want.

Passing an instance of Map<Sensor> liberally around the system means that there will be a lot of places to ﬁx if the interface to Map ever changes. You might think such a change to be unlikely, but remember that it changed when generics support was added in Java 5. Indeed, we’ve seen systems that are inhibited from using generics because of the sheer magnitude of changes needed to make up for the liberal use of Maps.

A cleaner way to use Map might look like the following. No user of Sensors would care one bit if generics were used or not. That choice has become (and always should be) an implementation detail.

public class Sensors {

private Map sensors = new HashMap();

public Sensor getById(String id) { return (Sensor) sensors.get(id);

}

//snip

}

The interface at the boundary (Map) is hidden. It is able to evolve with very little impact on the rest of the application. The use of generics is no longer a big issue because the casting and type management is handled inside the Sensors class.

This interface is also tailored and constrained to meet the needs of the application. It results in code that is easier to understand and harder to misuse. The Sensors class can enforce design and business rules.

We are not suggesting that every use of Map be encapsulated in this form. Rather, we are advising you not to pass Maps (or any other interface at a boundary) around your system. If you use a boundary interface like Map, keep it inside the class, or close family of classes, where it is used. Avoid returning it from, or accepting it as an argument to, public APIs.
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##### [Exploring and Learning Boundaries](#_bookmark4)

Third-party code helps us get more functionality delivered in less time. Where do we start when we want to utilize some third-party package? It’s not our job to test the third-party code, but it may be in our best interest to write tests for the third-party code we use.

Suppose it is not clear how to use our third-party library. We might spend a day or two (or more) reading the documentation and deciding how we are going to use it. Then we might write our code to use the third-party code and see whether it does what we think. We would not be surprised to ﬁnd ourselves bogged down in long debugging sessions trying to ﬁgure out whether the bugs we are experiencing are in our code or theirs.

Learning the third-party code is hard. Integrating the third-party code is hard too. Doing both at the same time is doubly hard. What if we took a different approach? Instead of experimenting and trying out the new stuff in our production code, we could write some tests to explore our understanding of the third-party code. Jim Newkirk calls such tests *learning tests.*1

In learning tests we call the third-party API, as we expect to use it in our application. We’re essentially doing controlled experiments that check our understanding of that API. The tests focus on what we want out of the API.

##### [Learning log4j](#_bookmark4)

Let’s say we want to use the apache log4j package rather than our own custom-built log- ger. We download it and open the introductory documentation page. Without too much reading we write our ﬁrst test case, expecting it to write “hello” to the console.

@Test

public void testLogCreate() {

Logger logger = Logger.getLogger("MyLogger"); logger.info("hello");

}

When we run it, the logger produces an error that tells us we need something called an Appender. After a little more reading we ﬁnd that there is a ConsoleAppender. So we create a ConsoleAppender and see whether we have unlocked the secrets of logging to the console.

@Test

public void testLogAddAppender() {

Logger logger = Logger.getLogger("MyLogger"); ConsoleAppender appender = new ConsoleAppender(); logger.addAppender(appender); logger.info("hello");

}

1. [BeckTDD], pp. 136–137.
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This time we ﬁnd that the Appender has no output stream. Odd—it seems logical that it’d have one. After a little help from Google, we try the following:

@Test

public void testLogAddAppender() {

Logger logger = Logger.getLogger("MyLogger"); logger.removeAllAppenders(); logger.addAppender(new ConsoleAppender(

new PatternLayout("%p %t %m%n"), ConsoleAppender.SYSTEM\_OUT));

logger.info("hello");

}

That worked; a log message that includes “hello” came out on the console! It seems odd that we have to tell the ConsoleAppender that it writes to the console.

Interestingly enough, when we remove the ConsoleAppender.SystemOut argument, we see that “hello” is still printed. But when we take out the PatternLayout, it once again com- plains about the lack of an output stream. This is very strange behavior.

Looking a little more carefully at the documentation, we see that the default ConsoleAppender constructor is “unconﬁgured,” which does not seem too obvious or useful. This feels like a bug, or at least an inconsistency, in log4j.

A bit more googling, reading, and testing, and we eventually wind up with Listing 8-1. We’ve discovered a great deal about the way that log4j works, and we’ve encoded that knowledge into a set of simple unit tests.

public class LogTest { private Logger logger;

**Listing 8-1**

**LogTest.java**

@Before

public void initialize() {

logger = Logger.getLogger("logger"); logger.removeAllAppenders(); Logger.getRootLogger().removeAllAppenders();

}

@Test

public void basicLogger() { BasicConfigurator.configure(); logger.info("basicLogger");

}

@Test

public void addAppenderWithStream() { logger.addAppender(new ConsoleAppender(

new PatternLayout("%p %t %m%n"), ConsoleAppender.SYSTEM\_OUT));

logger.info("addAppenderWithStream");

}

118 Chapter 8: Boundaries

}

@Test

public void addAppenderWithoutStream() { logger.addAppender(new ConsoleAppender(

new PatternLayout("%p %t %m%n"))); logger.info("addAppenderWithoutStream");

}

**Listing 8-1 (continued)**

**LogTest.java**

Now we know how to get a simple console logger initialized, and we can encapsulate that knowledge into our own logger class so that the rest of our application is isolated from the log4j boundary interface.

##### [Learning Tests Are Better Than Free](#_bookmark4)

The learning tests end up costing nothing. We had to learn the API anyway, and writing those tests was an easy and isolated way to get that knowledge. The learning tests were precise experiments that helped increase our understanding.

Not only are learning tests free, they have a positive return on investment. When there are new releases of the third-party package, we run the learning tests to see whether there are behavioral differences.

Learning tests verify that the third-party packages we are using work the way we expect them to. Once integrated, there are no guarantees that the third-party code will stay compatible with our needs. The original authors will have pressures to change their code to meet new needs of their own. They will ﬁx bugs and add new capabilities. With each release comes new risk. If the third-party package changes in some way incompatible with our tests, we will ﬁnd out right away.

Whether you need the learning provided by the learning tests or not, a clean boundary should be supported by a set of outbound tests that exercise the interface the same way the production code does. Without these *boundary tests* to ease the migration, we might be tempted to stay with the old version longer than we should.

##### [Using Code That Does Not Yet Exist](#_bookmark4)

There is another kind of boundary, one that separates the known from the unknown. There are often places in the code where our knowledge seems to drop off the edge. Sometimes what is on the other side of the boundary is unknowable (at least right now). Sometimes we choose to look no farther than the boundary.

A number of years back I was part of a team developing software for a radio com- munications system. There was a subsystem, the “Transmitter,” that we knew little about, and the people responsible for the subsystem had not gotten to the point of deﬁning their interface. We did not want to be blocked, so we started our work far away from the unknown part of the code.
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We had a pretty good idea of where our world ended and the new world began. As we worked, we sometimes bumped up against this boundary. Though mists and clouds of ignorance obscured our view beyond the boundary, our work made us aware of what we *wanted* the boundary interface to be. We wanted to tell the transmitter something like this:

*Key the transmitter on the provided frequency and emit an analog representation of the data coming from this stream.*

We had no idea how that would be done because the API had not been designed yet.

So we decided to work out the details later.

To keep from being blocked, we deﬁned our own interface. We called it something catchy, like Transmitter. We gave it a method called transmit that took a frequency and a data stream. This was the interface we *wished* we had.

One good thing about writing the interface we wish we had is that it’s under our control. This helps keep client code more readable and focused on what it is trying to accomplish.

In Figure 8-2, you can see that we insulated the CommunicationsController classes from the transmitter API (which was out of our control and undeﬁned). By using our own application speciﬁc interface, we kept our CommunicationsController code clean and expressive. Once the transmitter API was deﬁned, we wrote the TransmitterAdapter to bridge the gap. The ADAPTER2 encapsulated the interaction with the API and provides a single place to change when the API evolves.
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Figure 8-2

Predicting the transmitter

This design also gives us a very convenient seam3 in the code for testing. Using a suitable FakeTransmitter, we can test the CommunicationsController classes. We can also create boundary tests once we have the TransmitterAPI that make sure we are using the API correctly.

1. See the Adapter pattern in [GOF].
2. See more about seams in [WELC].

120 **Chapter 8: Boundaries**

##### [Clean Boundaries](#_bookmark4)

Interesting things happen at boundaries. Change is one of those things. Good software designs accommodate change without huge investments and rework. When we use code that is out of our control, special care must be taken to protect our investment and make sure future change is not too costly.

Code at the boundaries needs clear separation and tests that deﬁne expectations. We should avoid letting too much of our code know about the third-party particulars. It’s better to depend on something *you* control than on something you don’t control, lest it end up controlling you.

We manage third-party boundaries by having very few places in the code that refer to them. We may wrap them as we did with Map, or we may use an ADAPTER to convert from our perfect interface to the provided interface. Either way our code speaks to us better, promotes internally consistent usage across the boundary, and has fewer maintenance points when the third-party code changes.
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### [Unit Tests](#_bookmark4)
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Our profession has come a long way in the last ten years. In 1997 no one had heard of Test Driven Development. For the vast majority of us, unit tests were short bits of throw- away code that we wrote to make sure our programs “worked.” We would painstakingly write our classes and methods, and then we would concoct some ad hoc code to test them. Typically this would involve some kind of simple driver program that would allow us to manually interact with the program we had written.

I remember writing a C++ program for an embedded real-time system back in the mid-90s. The program was a simple timer with the following signature:

void Timer::ScheduleCommand(Command\* theCommand, int milliseconds)

The idea was simple; the execute method of the Command would be executed in a new thread after the speciﬁed number of milliseconds. The problem was, how to test it.
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I cobbled together a simple driver program that listened to the keyboard. Every time a character was typed, it would schedule a command that would type the same character ﬁve seconds later. Then I tapped out a rhythmic melody on the keyboard and waited for that melody to replay on the screen ﬁve seconds later.

“I . . . want-a-girl . . . just . . . like-the-girl-who-marr . . . ied . . . dear . . . old . . . dad.”

I actually sang that melody while typing the “.” key, and then I sang it again as the dots appeared on the screen.

That was my test! Once I saw it work and demonstrated it to my colleagues, I threw the test code away.

As I said, our profession has come a long way. Nowadays I would write a test that made sure that every nook and cranny of that code worked as I expected it to. I would isolate my code from the operating system rather than just calling the standard timing functions. I would mock out those timing functions so that I had absolute control over the time. I would schedule commands that set boolean ﬂags, and then I would step the time forward, watching those ﬂags and ensuring that they went from false to true just as I changed the time to the right value.

Once I got a suite of tests to pass, I would make sure that those tests were convenient to run for anyone else who needed to work with the code. I would ensure that the tests and the code were checked in together into the same source package.

Yes, we’ve come a long way; but we have farther to go. The Agile and TDD move- ments have encouraged many programmers to write automated unit tests, and more are joining their ranks every day. But in the mad rush to add testing to our discipline, many programmers have missed some of the more subtle, and important, points of writing good tests.

##### [The Three Laws of TDD](#_bookmark4)

By now everyone knows that TDD asks us to write unit tests ﬁrst, before we write produc- tion code. But that rule is just the tip of the iceberg. Consider the following three laws:1

**First Law** You may not write production code until you have written a failing unit test.

**Second Law** You may not write more of a unit test than is sufﬁcient to fail, and not com- piling is failing.

**Third Law** You may not write more production code than is sufﬁcient to pass the cur- rently failing test.

1. *Professionalism and Test-Driven Development*, Robert C. Martin, Object Mentor, IEEE Software, May/June 2007 (Vol. 24,

No. 3) pp. 32–36

<http://doi.ieeecomputersociety.org/10.1109/MS.2007.85>
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These three laws lock you into a cycle that is perhaps thirty seconds long. The tests and the production code are written *together,* with the tests just a few seconds ahead of the production code.

If we work this way, we will write dozens of tests every day, hundreds of tests every month, and thousands of tests every year. If we work this way, those tests will cover virtu- ally all of our production code. The sheer bulk of those tests, which can rival the size of the production code itself, can present a daunting management problem.

##### [Keeping Tests Clean](#_bookmark4)

Some years back I was asked to coach a team who had explicitly decided that their test code *should not* be maintained to the same standards of quality as their production code. They gave each other license to break the rules in their unit tests. “Quick and dirty” was the watchword. Their variables did not have to be well named, their test functions did not need to be short and descriptive. Their test code did not need to be well designed and thoughtfully partitioned. So long as the test code worked, and so long as it covered the pro- duction code, it was good enough.

Some of you reading this might sympathize with that decision. Perhaps, long in the past, you wrote tests of the kind that I wrote for that Timer class. It’s a huge step from writing that kind of throw-away test, to writing a suite of automated unit tests. So, like the team I was coaching, you might decide that having dirty tests is better than having no tests.

What this team did not realize was that having dirty tests is equivalent to, if not worse than, having no tests. The problem is that tests must change as the production code evolves. The dirtier the tests, the harder they are to change. The more tangled the test code, the more likely it is that you will spend more time cramming new tests into the suite than it takes to write the new production code. As you modify the production code, old tests start to fail, and the mess in the test code makes it hard to get those tests to pass again. So the tests become viewed as an ever-increasing liability.

From release to release the cost of maintaining my team’s test suite rose. Eventually it became the single biggest complaint among the developers. When managers asked why their estimates were getting so large, the developers blamed the tests. In the end they were forced to discard the test suite entirely.

But, without a test suite they lost the ability to make sure that changes to their code base worked as expected. Without a test suite they could not ensure that changes to one part of their system did not break other parts of their system. So their defect rate began to rise. As the number of unintended defects rose, they started to fear making changes. They stopped cleaning their production code because they feared the changes would do more harm than good. Their production code began to rot. In the end they were left with no tests, tangled and bug-riddled production code, frustrated customers, and the feeling that their testing effort had failed them.
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In a way they were right. Their testing effort *had* failed them. But it was their decision to allow the tests to be messy that was the seed of that failure. Had they kept their tests clean, their testing effort would not have failed. I can say this with some certainty because I have participated in, and coached, many teams who have been successful with *clean* unit tests.

The moral of the story is simple: *Test code is just as important as production code.* It is not a second-class citizen. It requires thought, design, and care. It must be kept as clean as production code.

###### [Tests Enable the -ilities](#_bookmark4)

If you don’t keep your tests clean, you will lose them. And without them, you lose the very thing that keeps your production code ﬂexible. Yes, you read that correctly. It is *unit tests* that keep our code ﬂexible, maintainable, and reusable. The reason is simple. If you have tests, you do not fear making changes to the code! Without tests every change is a possible bug. No matter how ﬂexible your architecture is, no matter how nicely partitioned your design, without tests you will be reluctant to make changes because of the fear that you will introduce undetected bugs.

But *with* tests that fear virtually disappears. The higher your test coverage, the less your fear. You can make changes with near impunity to code that has a less than stellar architecture and a tangled and opaque design. Indeed, you can *improve* that architecture and design without fear!

So having an automated suite of unit tests that cover the production code is the key to keeping your design and architecture as clean as possible. Tests enable all the -ilities, because tests enable *change*.

So if your tests are dirty, then your ability to change your code is hampered, and you begin to lose the ability to improve the structure of that code. The dirtier your tests, the dirtier your code becomes. Eventually you lose the tests, and your code rots.

##### [Clean Tests](#_bookmark4)

What makes a clean test? Three things. Readability, readability, and readability. Read- ability is perhaps even more important in unit tests than it is in production code. What makes tests readable? The same thing that makes all code readable: clarity, simplicity, and density of expression. In a test you want to say a lot with as few expressions as possible.

Consider the code from FitNesse in Listing 9-1. These three tests are difﬁcult to understand and can certainly be improved. First, there is a terrible amount of duplicate code [G5] in the repeated calls to addPage and assertSubString. More importantly, this code is just loaded with details that interfere with the expressiveness of the test.

**Clean Tests** 125

**Listing 9-1**

**SerializedPageResponderTest.java**

public void testGetPageHieratchyAsXml() throws Exception

{

crawler.addPage(root, PathParser.parse("PageOne")); crawler.addPage(root, PathParser.parse("PageOne.ChildOne")); crawler.addPage(root, PathParser.parse("PageTwo"));

request.setResource("root"); request.addInput("type", "pages");

Responder responder = new SerializedPageResponder(); SimpleResponse response =

(SimpleResponse) responder.makeResponse( new FitNesseContext(root), request);

String xml = response.getContent();

assertEquals("text/xml", response.getContentType()); assertSubString("<name>PageOne</name>", xml); assertSubString("<name>PageTwo</name>", xml); assertSubString("<name>ChildOne</name>", xml);

}

public void testGetPageHieratchyAsXmlDoesntContainSymbolicLinks() throws Exception

{

WikiPage pageOne = crawler.addPage(root, PathParser.parse("PageOne")); crawler.addPage(root, PathParser.parse("PageOne.ChildOne")); crawler.addPage(root, PathParser.parse("PageTwo"));

PageData data = pageOne.getData();

WikiPageProperties properties = data.getProperties();

WikiPageProperty symLinks = properties.set(SymbolicPage.PROPERTY\_NAME); symLinks.set("SymPage", "PageTwo");

pageOne.commit(data);

request.setResource("root"); request.addInput("type", "pages");

Responder responder = new SerializedPageResponder(); SimpleResponse response =

(SimpleResponse) responder.makeResponse( new FitNesseContext(root), request);

String xml = response.getContent();

assertEquals("text/xml", response.getContentType()); assertSubString("<name>PageOne</name>", xml); assertSubString("<name>PageTwo</name>", xml); assertSubString("<name>ChildOne</name>", xml); assertNotSubString("SymPage", xml);

}

public void testGetDataAsHtml() throws Exception

{

crawler.addPage(root, PathParser.parse("TestPageOne"), "test page");

request.setResource("TestPageOne"); request.addInput("type", "data");
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}

Responder responder = new SerializedPageResponder(); SimpleResponse response =

(SimpleResponse) responder.makeResponse( new FitNesseContext(root), request);

String xml = response.getContent();

assertEquals("text/xml", response.getContentType()); assertSubString("test page", xml); assertSubString("<Test", xml);

**Listing 9-1 (continued)**

**SerializedPageResponderTest.java**

For example, look at the PathParser calls. They transform strings into PagePath instances used by the crawlers. This transformation is completely irrelevant to the test at hand and serves only to obfuscate the intent. The details surrounding the creation of the responder and the gathering and casting of the response are also just noise. Then there’s the ham-handed way that the request URL is built from a resource and an argument. (I helped write this code, so I feel free to roundly criticize it.)

In the end, this code was not designed to be read. The poor reader is inundated with a swarm of details that must be understood before the tests make any real sense.

Now consider the improved tests in Listing 9-2. These tests do the exact same thing, but they have been refactored into a much cleaner and more explanatory form.

public void testGetPageHierarchyAsXml() throws Exception { makePages("PageOne", "PageOne.ChildOne", "PageTwo");

**Listing 9-2**

**SerializedPageResponderTest.java (refactored)**

submitRequest("root", "type:pages");

assertResponseIsXML(); assertResponseContains(

"<name>PageOne</name>", "<name>PageTwo</name>", "<name>ChildOne</name>"

);

}

public void testSymbolicLinksAreNotInXmlPageHierarchy() throws Exception { WikiPage page = makePage("PageOne");

makePages("PageOne.ChildOne", "PageTwo");

addLinkTo(page, "PageTwo", "SymPage"); submitRequest("root", "type:pages");

assertResponseIsXML(); assertResponseContains(

"<name>PageOne</name>", "<name>PageTwo</name>", "<name>ChildOne</name>"

);

assertResponseDoesNotContain("SymPage");

}
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public void testGetDataAsXml() throws Exception { makePageWithContent("TestPageOne", "test page");

submitRequest("TestPageOne", "type:data");

assertResponseIsXML(); assertResponseContains("test page", "<Test");

}

**Listing 9-2 (continued)**

**SerializedPageResponderTest.java (refactored)**

The BUILD-OPERATE-CHECK2 pattern is made obvious by the structure of these tests. Each of the tests is clearly split into three parts. The ﬁrst part builds up the test data, the second part operates on that test data, and the third part checks that the operation yielded the expected results.

Notice that the vast majority of annoying detail has been eliminated. The tests get right to the point and use only the data types and functions that they truly need. Anyone who reads these tests should be able to work out what they do very quickly, without being misled or overwhelmed by details.

###### [Domain-Speciﬁc Testing Language](#_bookmark4)

The tests in Listing 9-2 demonstrate the technique of building a domain-speciﬁc language for your tests. Rather than using the APIs that programmers use to manipulate the sys- tem, we build up a set of functions and utilities that make use of those APIs and that make the tests more convenient to write and easier to read. These functions and utilities become a specialized API used by the tests. They are a testing *language* that program- mers use to help themselves to write their tests and to help those who must read those tests later on.

This testing API is not designed up front; rather it evolves from the continued refac- toring of test code that has gotten too tainted by obfuscating detail. Just as you saw me refactor Listing 9-1 into Listing 9-2, so too will disciplined developers refactor their test code into more succinct and expressive forms.

###### [A Dual Standard](#_bookmark4)

In one sense the team I mentioned at the beginning of this chapter had things right. The code within the testing API *does* have a different set of engineering standards than produc- tion code. It must still be simple, succinct, and expressive, but it need not be as efﬁcient as production code. After all, it runs in a test environment, not a production environment, and those two environment have very different needs.

1. [http://ﬁtnesse.org/FitNesse.AcceptanceTestPatterns](http://fitnesse.org/FitNesse.AcceptanceTestPatterns)
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Consider the test in Listing 9-3. I wrote this test as part of an environment control sys- tem I was prototyping. Without going into the details you can tell that this test checks that the low temperature alarm, the heater, and the blower are all turned on when the tempera- ture is “way too cold.”

@Test

public void turnOnLoTempAlarmAtThreashold() throws Exception { hw.setTemp(WAY\_TOO\_COLD);

controller.tic(); assertTrue(hw.heaterState()); assertTrue(hw.blowerState()); assertFalse(hw.coolerState()); assertFalse(hw.hiTempAlarm()); assertTrue(hw.loTempAlarm());

}

**Listing 9-3**

**EnvironmentControllerTest.java**

There are, of course, lots of details here. For example, what is that tic function all about? In fact, I’d rather you not worry about that while reading this test. I’d rather you just worry about whether you agree that the end state of the system is consistent with the tem- perature being “way too cold.”

Notice, as you read the test, that your eye needs to bounce back and forth between the name of the state being checked, and the *sense* of the state being checked. You see heaterState, and then your eyes glissade left to assertTrue. You see coolerState and your eyes must track left to assertFalse. This is tedious and unreliable. It makes the test hard to read.

I improved the reading of this test greatly by transforming it into Listing 9-4.

@Test

public void turnOnLoTempAlarmAtThreshold() throws Exception {

wayTooCold();

assertEquals("HBchL", hw.getState());

}

**Listing 9-4**

**EnvironmentControllerTest.java (refactored)**

Of course I hid the detail of the tic function by creating a wayTooCold function. But the thing to note is the strange string in the assertEquals. Upper case means “on,” lower case means “off,” and the letters are always in the following order: {heater, blower, cooler, hi-temp-alarm, lo-temp-alarm}.

Even though this is close to a violation of the rule about mental mapping,3 it seems appropriate in this case. Notice, once you know the meaning, your eyes glide across

1. “Avoid Mental Mapping” on page 25.
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that string and you can quickly interpret the results. Reading the test becomes almost a pleasure. Just take a look at Listing 9-5 and see how easy it is to understand these tests.

@Test

public void turnOnCoolerAndBlowerIfTooHot() throws Exception { tooHot();

assertEquals("hBChl", hw.getState());

}

@Test

public void turnOnHeaterAndBlowerIfTooCold() throws Exception { tooCold();

assertEquals("HBchl", hw.getState());

}

@Test

public void turnOnHiTempAlarmAtThreshold() throws Exception { wayTooHot();

assertEquals("hBCHl", hw.getState());

}

@Test

public void turnOnLoTempAlarmAtThreshold() throws Exception { wayTooCold();

assertEquals("HBchL", hw.getState());

}

**Listing 9-5**

**EnvironmentControllerTest.java (bigger selection)**

The getState function is shown in Listing 9-6. Notice that this is not very efﬁcient code. To make it efﬁcient, I probably should have used a StringBuffer.

public String getState() { String state = "";

state += heater ? "H" : "h";

state += blower ? "B" : "b";

state += cooler ? "C" : "c"; state += hiTempAlarm ? "H" : "h"; state += loTempAlarm ? "L" : "l"; return state;

}

**Listing 9-6**

**MockControlHardware.java**

StringBuffers are a bit ugly. Even in production code I will avoid them if the cost is small; and you could argue that the cost of the code in Listing 9-6 is very small. However, this application is clearly an embedded real-time system, and it is likely that computer and memory resources are very constrained. The *test* environment, however, is not likely to be constrained at all.
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That is the nature of the dual standard. There are things that you might never do in a production environment that are perfectly ﬁne in a test environment. Usually they involve issues of memory or CPU efﬁciency. But they *never* involve issues of cleanliness.

##### [One Assert per Test](#_bookmark4)

There is a school of thought4 that says that every test function in a JUnit test should have one and only one assert statement. This rule may seem draconian, but the advantage can be seen in Listing 9-5. Those tests come to a single conclusion that is quick and easy to understand.

But what about Listing 9-2? It seems unreasonable that we could somehow easily merge the assertion that the output is XML and that it contains certain substrings. How- ever, we can break the test into two separate tests, each with its own particular assertion, as shown in Listing 9-7.

public void testGetPageHierarchyAsXml() throws Exception { givenPages("PageOne", "PageOne.ChildOne", "PageTwo");

whenRequestIsIssued("root", "type:pages"); thenResponseShouldBeXML();

}

public void testGetPageHierarchyHasRightTags() throws Exception { givenPages("PageOne", "PageOne.ChildOne", "PageTwo");

whenRequestIsIssued("root", "type:pages"); thenResponseShouldContain(

"<name>PageOne</name>", "<name>PageTwo</name>", "<name>ChildOne</name>"

);

}

**Listing 9-7**

**SerializedPageResponderTest.java (Single Assert)**

Notice that I have changed the names of the functions to use the common given-when- then5 convention. This makes the tests even easier to read. Unfortunately, splitting the tests as shown results in a lot of duplicate code.

We can eliminate the duplication by using the TEMPLATE METHOD6 pattern and putting the *given/when* parts in the base class, and the *then* parts in different derivatives. Or we could create a completely separate test class and put the *given* and *when* parts in the @Before func- tion, and the *when* parts in each @Test function. But this seems like too much mechanism for such a minor issue. In the end, I prefer the multiple asserts in Listing 9-2.

1. See Dave Astel’s blog entry: <http://www.artima.com/weblogs/viewpost.jsp?thread=35578>
2. [RSpec].
3. [GOF].
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I think the single assert rule is a good guideline.7 I usually try to create a domain- speciﬁc testing language that supports it, as in Listing 9-5. But I am not afraid to put more than one assert in a test. I think the best thing we can say is that the number of asserts in a test ought to be minimized.

###### [Single Concept per Test](#_bookmark4)

Perhaps a better rule is that we want to test a single concept in each test function. We don’t want long test functions that go testing one miscellaneous thing after another. Listing 9-8 is an example of such a test. This test should be split up into three independent tests because it tests three independent things. Merging them all together into the same function forces the reader to ﬁgure out why each section is there and what is being tested by that section.

/\*\*

\* Miscellaneous tests for the addMonths() method.

\*/

public void testAddMonths() {

SerialDate d1 = SerialDate.createInstance(31, 5, 2004);

SerialDate d2 = SerialDate.addMonths(1, d1); assertEquals(30, d2.getDayOfMonth()); assertEquals(6, d2.getMonth()); assertEquals(2004, d2.getYYYY());

SerialDate d3 = SerialDate.addMonths(2, d1); assertEquals(31, d3.getDayOfMonth()); assertEquals(7, d3.getMonth()); assertEquals(2004, d3.getYYYY());

SerialDate d4 = SerialDate.addMonths(1, SerialDate.addMonths(1, d1)); assertEquals(30, d4.getDayOfMonth());

assertEquals(7, d4.getMonth()); assertEquals(2004, d4.getYYYY());

}

**Listing 9-8**

The three test functions probably ought to be like this:

* + *Given* the last day of a month with 31 days (like May):

1. *When* you add one month, such that the last day of that month is the 30th (like June), *then* the date should be the 30th of that month, not the 31st.
2. *When* you add two months to that date, such that the ﬁnal month has 31 days,

*then* the date should be the 31st.

1. “Keep to the code!”
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* *Given* the last day of a month with 30 days in it (like June):

**1.** *When* you add one month such that the last day of that month has 31 days, *then* the date should be the 30th, not the 31st.

Stated like this, you can see that there is a general rule hiding amidst the miscella- neous tests. When you increment the month, the date can be no greater than the last day of the month. This implies that incrementing the month on February 28th should yield March 28th. *That* test is missing and would be a useful test to write.

So it’s not the multiple asserts in each section of Listing 9-8 that causes the problem. Rather it is the fact that there is more than one concept being tested. So probably the best rule is that you should minimize the number of asserts per concept and test just one con- cept per test function.

#### [F.I.R.S.T.8](#_bookmark4)

Clean tests follow ﬁve other rules that form the above acronym:

**Fast** Tests should be fast. They should run quickly. When tests run slow, you won’t want to run them frequently. If you don’t run them frequently, you won’t ﬁnd problems early enough to ﬁx them easily. You won’t feel as free to clean up the code. Eventually the code will begin to rot.

**Independent** Tests should not depend on each other. One test should not set up the condi- tions for the next test. You should be able to run each test independently and run the tests in any order you like. When tests depend on each other, then the ﬁrst one to fail causes a cas- cade of downstream failures, making diagnosis difﬁcult and hiding downstream defects.

**Repeatable** Tests should be repeatable in any environment. You should be able to run the tests in the production environment, in the QA environment, and on your laptop while riding home on the train without a network. If your tests aren’t repeatable in any environ- ment, then you’ll always have an excuse for why they fail. You’ll also ﬁnd yourself unable to run the tests when the environment isn’t available.

**Self-Validating** The tests should have a boolean output. Either they pass or fail. You should not have to read through a log ﬁle to tell whether the tests pass. You should not have to manually compare two different text ﬁles to see whether the tests pass. If the tests aren’t self-validating, then failure can become subjective and running the tests can require a long manual evaluation.

1. Object Mentor Training Materials.
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**Timely** The tests need to be written in a timely fashion. Unit tests should be written *just before* the production code that makes them pass. If you write tests after the production code, then you may ﬁnd the production code to be hard to test. You may decide that some production code is too hard to test. You may not design the production code to be testable.

##### [Conclusion](#_bookmark4)

We have barely scratched the surface of this topic. Indeed, I think an entire book could be written about *clean tests*. Tests are as important to the health of a project as the production code is. Perhaps they are even more important, because tests preserve and enhance the ﬂexibility, maintainability, and reusability of the production code. So keep your tests con- stantly clean. Work to make them expressive and succinct. Invent testing APIs that act as domain-speciﬁc language that helps you write the tests.

If you let the tests rot, then your code will rot too. Keep your tests clean.
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So far in this book we have focused on how to write lines and blocks of code well. We have delved into proper composition of functions and how they interrelate. But for all the atten- tion to the expressiveness of code statements and the functions they comprise, we still don’t have clean code until we’ve paid attention to higher levels of code organization. Let’s talk about clean classes.
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##### [Class Organization](#_bookmark4)

Following the standard Java convention, a class should begin with a list of variables. Pub- lic static constants, if any, should come ﬁrst. Then private static variables, followed by pri- vate instance variables. There is seldom a good reason to have a public variable.

Public functions should follow the list of variables. We like to put the private utilities called by a public function right after the public function itself. This follows the stepdown rule and helps the program read like a newspaper article.

###### [Encapsulation](#_bookmark4)

We like to keep our variables and utility functions private, but we’re not fanatic about it. Sometimes we need to make a variable or utility function protected so that it can be accessed by a test. For us, tests rule. If a test in the same package needs to call a function or access a variable, we’ll make it protected or package scope. However, we’ll ﬁrst look for a way to maintain privacy. Loosening encapsulation is always a last resort.

##### [Classes Should Be Small!](#_bookmark5)

The ﬁrst rule of classes is that they should be small. The second rule of classes is that they should be smaller than that. No, we’re not going to repeat the exact same text from the *Functions* chapter. But as with functions, smaller is the primary rule when it comes to designing classes. As with functions, our immediate question is always “How small?”

With functions we measured size by counting physical lines. With classes we use a different measure. We count *responsibilities.*1

Listing 10-1 outlines a class, SuperDashboard, that exposes about 70 public methods. Most developers would agree that it’s a bit too super in size. Some developers might refer to SuperDashboard as a “God class.”

public class SuperDashboard extends JFrame implements MetaDataUser public String getCustomizerLanguagePath()

**Listing 10-1**

**Too Many Responsibilities**

public void setSystemConfigPath(String systemConfigPath) public String getSystemConfigDocument()

public void setSystemConfigDocument(String systemConfigDocument) public boolean getGuruState()

public boolean getNoviceState() public boolean getOpenSourceState()

public void showObject(MetaObject object) public void showProgress(String s)

1. [RDD].
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**Listing 10-1 (continued)**

**Too Many Responsibilities**

public boolean isMetadataDirty()

public void setIsMetadataDirty(boolean isMetadataDirty) public Component getLastFocusedComponent()

public void setLastFocused(Component lastFocused)

public void setMouseSelectState(boolean isMouseSelected) public boolean isMouseSelected()

public LanguageManager getLanguageManager() public Project getProject()

public Project getFirstProject() public Project getLastProject() public String getNewProjectName()

public void setComponentSizes(Dimension dim) public String getCurrentDir()

public void setCurrentDir(String newDir)

public void updateStatus(int dotPos, int markPos) public Class[] getDataBaseClasses()

public MetadataFeeder getMetadataFeeder() public void addProject(Project project)

public boolean setCurrentProject(Project project) public boolean removeProject(Project project) public MetaProjectHeader getProgramMetadata() public void resetDashboard()

public Project loadProject(String fileName, String projectName) public void setCanSaveMetadata(boolean canSave)

public MetaObject getSelectedObject() public void deselectObjects()

public void setProject(Project project)

public void editorAction(String actionName, ActionEvent event) public void setMode(int mode)

public FileManager getFileManager()

public void setFileManager(FileManager fileManager) public ConfigManager getConfigManager()

public void setConfigManager(ConfigManager configManager) public ClassLoader getClassLoader()

public void setClassLoader(ClassLoader classLoader) public Properties getProps()

public String getUserHome() public String getBaseDir()

public int getMajorVersionNumber() public int getMinorVersionNumber() public int getBuildNumber()

public MetaObject pasting(

MetaObject target, MetaObject pasted, MetaProject project) public void processMenuItems(MetaObject metaObject)

public void processMenuSeparators(MetaObject metaObject) public void processTabPages(MetaObject metaObject) public void processPlacement(MetaObject object)

public void processCreateLayout(MetaObject object)

public void updateDisplayLayer(MetaObject object, int layerIndex) public void propertyEditedRepaint(MetaObject object)

public void processDeleteObject(MetaObject object) public boolean getAttachedToDesigner()

public void processProjectChangedState(boolean hasProjectChanged) public void processObjectNameChanged(MetaObject object)

public void runProject()
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}

public void setAçowDragging(boolean allowDragging) public boolean allowDragging()

public boolean isCustomizing() public void setTitle(String title) public IdeMenuBar getIdeMenuBar()

public void showHelper(MetaObject metaObject, String propertyName)

// ... many non-public methods follow ...

**Listing 10-1 (continued)**

**Too Many Responsibilities**

But what if SuperDashboard contained only the methods shown in Listing 10-2?

public class SuperDashboard extends JFrame implements MetaDataUser public Component getLastFocusedComponent()

public void setLastFocused(Component lastFocused) public int getMajorVersionNumber()

public int getMinorVersionNumber() public int getBuildNumber()

}

**Listing 10-2**

**Small Enough?**

Five methods isn’t too much, is it? In this case it is because despite its small number of methods, SuperDashboard has too many *responsibilities*.

The name of a class should describe what responsibilities it fulﬁlls. In fact, naming is probably the ﬁrst way of helping determine class size. If we cannot derive a concise name for a class, then it’s likely too large. The more ambiguous the class name, the more likely it has too many responsibilities. For example, class names including weasel words like Processor or Manager or Super often hint at unfortunate aggregation of responsibilities.

We should also be able to write a brief description of the class in about 25 words, without using the words “if,” “and,” “or,” or “but.” How would we describe the SuperDashboard? “The SuperDashboard provides access to the component that last held the focus, and it also allows us to track the version and build numbers.” The ﬁrst “and” is a hint that SuperDashboard has too many responsibilities.

###### [The Single Responsibility Principle](#_bookmark5)

The Single Responsibility Principle (SRP)2 states that a class or module should have one, and only one, *reason to change*. This principle gives us both a deﬁnition of responsibility, and a guidelines for class size. Classes should have one responsibility—one reason to change.

1. You can read much more about this principle in [PPP].
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The seemingly small SuperDashboard class in Listing 10-2 has two reasons to change. First, it tracks version information that would seemingly need to be updated every time the software gets shipped. Second, it manages Java Swing components (it is a derivative of JFrame, the Swing representation of a top-level GUI window). No doubt we’ll want to update the version number if we change any of the Swing code, but the converse isn’t nec- essarily true: We might change the version information based on changes to other code in the system.

Trying to identify responsibilities (reasons to change) often helps us recognize and create better abstractions in our code. We can easily extract all three SuperDashboard methods that deal with version information into a separate class named Version. (See Listing 10-3.) The Version class is a construct that has a high potential for reuse in other applications!

public class Version {

public int getMajorVersionNumber() public int getMinorVersionNumber() public int getBuildNumber()

}

**Listing 10-3**

**A single-responsibility class**

SRP is one of the more important concept in OO design. It’s also one of the simpler concepts to understand and adhere to. Yet oddly, SRP is often the most abused class design principle. We regularly encounter classes that do far too many things. Why?

Getting software to work and making software clean are two very different activities. Most of us have limited room in our heads, so we focus on getting our code to work more than organization and cleanliness. This is wholly appropriate. Maintaining a separation of concerns is just as important in our programming *activities* as it is in our programs.

The problem is that too many of us think that we are done once the program works. We fail to switch to the *other* concern of organization and cleanliness. We move on to the next problem rather than going back and breaking the overstuffed classes into decoupled units with single responsibilities.

At the same time, many developers fear that a large number of small, single-purpose classes makes it more difﬁcult to understand the bigger picture. They are concerned that they must navigate from class to class in order to ﬁgure out how a larger piece of work gets accomplished.

However, a system with many small classes has no more moving parts than a system with a few large classes. There is just as much to learn in the system with a few large classes. So the question is: Do you want your tools organized into toolboxes with many small drawers each containing well-deﬁned and well-labeled components? Or do you want a few drawers that you just toss everything into?

Every sizable system will contain a large amount of logic and complexity. The pri- mary goal in managing such complexity is to *organize* it so that a developer knows where
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to look to ﬁnd things and need only understand the directly affected complexity at any given time. In contrast, a system with larger, multipurpose classes always hampers us by insisting we wade through lots of things we don’t need to know right now.

To restate the former points for emphasis: We want our systems to be composed of many small classes, not a few large ones. Each small class encapsulates a single responsi- bility, has a single reason to change, and collaborates with a few others to achieve the desired system behaviors.

###### [Cohesion](#_bookmark5)

Classes should have a small number of instance variables. Each of the methods of a class should manipulate one or more of those variables. In general the more variables a method manipulates the more cohesive that method is to its class. A class in which each variable is used by each method is maximally cohesive.

In general it is neither advisable nor possible to create such maximally cohesive classes; on the other hand, we would like cohesion to be high. When cohesion is high, it means that the methods and variables of the class are co-dependent and hang together as a logical whole.

Consider the implementation of a Stack in Listing 10-4. This is a very cohesive class.

Of the three methods only size() fails to use both the variables.

public class Stack {

private int topOfStack = 0;

List<Integer> elements = new LinkedList<Integer>();

public int size() { return topOfStack;

}

public void push(int element) { topOfStack++; elements.add(element);

}

public int pop() throws PoppedWhenEmpty { if (topOfStack == 0)

throw new PoppedWhenEmpty();

int element = elements.get(--topOfStack); elements.remove(topOfStack);

return element;

}

}

**Listing 10-4**

**Stack.java A cohesive class.**

The strategy of keeping functions small and keeping parameter lists short can some- times lead to a proliferation of instance variables that are used by a subset of methods. When this happens, it almost always means that there is at least one other class trying to
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get out of the larger class. You should try to separate the variables and methods into two or more classes such that the new classes are more cohesive.

###### [Maintaining Cohesion Results in Many Small Classes](#_bookmark5)

Just the act of breaking large functions into smaller functions causes a proliferation of classes. Consider a large function with many variables declared within it. Let’s say you want to extract one small part of that function into a separate function. However, the code you want to extract uses four of the variables declared in the function. Must you pass all four of those variables into the new function as arguments?

Not at all! If we promoted those four variables to instance variables of the class, then we could extract the code without passing *any* variables at all. It would be *easy* to break the function up into small pieces.

Unfortunately, this also means that our classes lose cohesion because they accumulate more and more instance variables that exist solely to allow a few functions to share them. But wait! If there are a few functions that want to share certain variables, doesn’t that make them a class in their own right? Of course it does. When classes lose cohesion, split them!

So breaking a large function into many smaller functions often gives us the opportu- nity to split several smaller classes out as well. This gives our program a much better orga- nization and a more transparent structure.

As a demonstration of what I mean, let’s use a time-honored example taken from Knuth’s wonderful book *Literate Programming.*3 Listing 10-5 shows a translation into Java of Knuth’s PrintPrimes program. To be fair to Knuth, this is not the program as he wrote it but rather as it was output by his WEB tool. I’m using it because it makes a great starting place for breaking up a big function into many smaller functions and classes.

package literatePrimes; public class PrintPrimes {

**Listing 10-5**

**PrintPrimes.java**

public static void main(String[] args) { final int M = 1000;

final int RR = 50; final int CC = 4; final int WW = 10; final int ORDMAX = 30;

int P[] = new int[M + 1]; int PAGENUMBER;

int PAGEOFFSET; int ROWOFFSET;

int C;

1. [Knuth92].
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|  |
| --- |
| **Listing 10-5 (continued)**  **PrintPrimes.java** |
| int J; |
| int K; |
| boolean JPRIME; |
| int ORD; |
| int SQUARE; |
| int N; |
| int MULT[] = new int[ORDMAX + 1]; |
| J = 1; |
| K = 1; |
| P[1] = 2; |
| ORD = 2; |
| SQUARE = 9; |
| while (K < M) { |
| do { |
| J = J + 2; |
| if (J == SQUARE) { |
| ORD = ORD + 1; |
| SQUARE = P[ORD] \* P[ORD]; |
| MULT[ORD - 1] = J; |
| } |
| N = 2; |
| JPRIME = true; |
| while (N < ORD && JPRIME) { |
| while (MULT[N] < J) |
| MULT[N] = MULT[N] + P[N] + P[N]; |
| if (MULT[N] == J) |
| JPRIME = false; |
| N = N + 1; |
| } |
| } while (!JPRIME); |
| K = K + 1; |
| P[K] = J; |
| } |
| { |
| PAGENUMBER = 1; |
| PAGEOFFSET = 1; |
| while (PAGEOFFSET <= M) { |
| System.out.println("The First " + M + |
| " Prime Numbers --- Page " + PAGENUMBER); |
| System.out.println(""); |
| for (ROWOFFSET = PAGEOFFSET; ROWOFFSET < PAGEOFFSET + RR; ROWOFFSET++){ |
| for (C = 0; C < CC;C++) |
| if (ROWOFFSET + C \* RR <= M) |
| System.out.format("%10d", P[ROWOFFSET + C \* RR]); |
| System.out.println(""); |
| } |
| System.out.println("\f"); |
| PAGENUMBER = PAGENUMBER + 1; |
| PAGEOFFSET = PAGEOFFSET + RR \* CC; |
| } |
| } |
| } |
| } |
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This program, written as a single function, is a mess. It has a deeply indented struc- ture, a plethora of odd variables, and a tightly coupled structure. At the very least, the one big function should be split up into a few smaller functions.

Listing 10-6 through Listing 10-8 show the result of splitting the code in Listing 10-5 into smaller classes and functions, and choosing meaningful names for those classes, func- tions, and variables.

package literatePrimes;

public class PrimePrinter {

public static void main(String[] args) { final int NUMBER\_OF\_PRIMES = 1000;

int[] primes = PrimeGenerator.generate(NUMBER\_OF\_PRIMES);

final int ROWS\_PER\_PAGE = 50; final int COLUMNS\_PER\_PAGE = 4;

RowColumnPagePrinter tablePrinter =

new RowColumnPagePrinter(ROWS\_PER\_PAGE,

COLUMNS\_PER\_PAGE,

"The First " + NUMBER\_OF\_PRIMES +

" Prime Numbers");

tablePrinter.print(primes);

}

}

**Listing 10-6**

**PrimePrinter.java (refactored)**

package literatePrimes; import java.io.PrintStream;

**Listing 10-7**

**RowColumnPagePrinter.java**

public class RowColumnPagePrinter { private int rowsPerPage;

private int columnsPerPage; private int numbersPerPage; private String pageHeader; private PrintStream printStream;

public RowColumnPagePrinter(int rowsPerPage,

int columnsPerPage, String pageHeader) {

this.rowsPerPage = rowsPerPage; this.columnsPerPage = columnsPerPage; this.pageHeader = pageHeader;

numbersPerPage = rowsPerPage \* columnsPerPage; printStream = System.out;

}
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**Listing 10-7 (continued)**

**RowColumnPagePrinter.java**

public void print(int data[]) { int pageNumber = 1;

for (int firstIndexOnPage = 0; firstIndexOnPage < data.length; firstIndexOnPage += numbersPerPage) {

int lastIndexOnPage =

Math.min(firstIndexOnPage + numbersPerPage - 1, data.length - 1);

printPageHeader(pageHeader, pageNumber); printPage(firstIndexOnPage, lastIndexOnPage, data); printStream.println("\f");

pageNumber++;

}

}

private void printPage(int firstIndexOnPage,

int lastIndexOnPage, int[] data) {

int firstIndexOfLastRowOnPage = firstIndexOnPage + rowsPerPage - 1;

for (int firstIndexInRow = firstIndexOnPage; firstIndexInRow <= firstIndexOfLastRowOnPage; firstIndexInRow++) {

printRow(firstIndexInRow, lastIndexOnPage, data); printStream.println("");

}

}

private void printRow(int firstIndexInRow,

int lastIndexOnPage, int[] data) {

for (int column = 0; column < columnsPerPage; column++) { int index = firstIndexInRow + column \* rowsPerPage;

if (index <= lastIndexOnPage) printStream.format("%10d", data[index]);

}

}

private void printPageHeader(String pageHeader,

int pageNumber) { printStream.println(pageHeader + " --- Page " + pageNumber); printStream.println("");

}

public void setOutput(PrintStream printStream) { this.printStream = printStream;

}

}
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**Listing 10-8 PrimeGenerator.java** package literatePrimes;

import java.util.ArrayList;

public class PrimeGenerator { private static int[] primes;

private static ArrayList<Integer> multiplesOfPrimeFactors;

protected static int[] generate(int n) { primes = new int[n];

multiplesOfPrimeFactors = new ArrayList<Integer>(); set2AsFirstPrime(); checkOddNumbersForSubsequentPrimes();

return primes;

}

private static void set2AsFirstPrime() { primes[0] = 2; multiplesOfPrimeFactors.add(2);

}

private static void checkOddNumbersForSubsequentPrimes() { int primeIndex = 1;

for (int candidate = 3; primeIndex < primes.length; candidate += 2) {

if (isPrime(candidate)) primes[primeIndex++] = candidate;

}

}

private static boolean isPrime(int candidate) {

if (isLeastRelevantMultipleOfNextLargerPrimeFactor(candidate)) { multiplesOfPrimeFactors.add(candidate);

return false;

}

return isNotMultipleOfAnyPreviousPrimeFactor(candidate);

}

private static boolean isLeastRelevantMultipleOfNextLargerPrimeFactor(int candidate) {

int nextLargerPrimeFactor = primes[multiplesOfPrimeFactors.size()];

int leastRelevantMultiple = nextLargerPrimeFactor \* nextLargerPrimeFactor; return candidate == leastRelevantMultiple;

}

private static boolean isNotMultipleOfAnyPreviousPrimeFactor(int candidate) {

for (int n = 1; n < multiplesOfPrimeFactors.size(); n++) {

if (isMultipleOfNthPrimeFactor(candidate, n)) return false;

}
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}

return true;

}

private static boolean isMultipleOfNthPrimeFactor(int candidate, int n) {

return

candidate == smallestOddNthMultipleNotLessThanCandidate(candidate, n);

}

private static int

smallestOddNthMultipleNotLessThanCandidate(int candidate, int n) { int multiple = multiplesOfPrimeFactors.get(n);

while (multiple < candidate) multiple += 2 \* primes[n];

multiplesOfPrimeFactors.set(n, multiple); return multiple;

}

**Listing 10-8 (continued)**

**PrimeGenerator.java**

The ﬁrst thing you might notice is that the program got a lot longer. It went from a little over one page to nearly three pages in length. There are several reasons for this growth. First, the refactored program uses longer, more descriptive variable names. Second, the refactored program uses function and class declarations as a way to add commentary to the code. Third, we used whitespace and formatting techniques to keep the program readable.

Notice how the program has been split into three main responsibilities. The main program is contained in the PrimePrinter class all by itself. Its responsibility is to handle the execution environment. It will change if the method of invocation changes. For example, if this program were converted to a SOAP service, this is the class that would be affected.

The RowColumnPagePrinter knows all about how to format a list of numbers into pages with a certain number of rows and columns. If the formatting of the output needed changing, then this is the class that would be affected.

The PrimeGenerator class knows how to generate a list prime numbers. Notice that it is not meant to be instantiated as an object. The class is just a useful scope in which its variables can be declared and kept hidden. This class will change if the algorithm for computing prime numbers changes.

This was not a rewrite! We did not start over from scratch and write the program over again. Indeed, if you look closely at the two different programs, you’ll see that they use the same algorithm and mechanics to get their work done.

The change was made by writing a test suite that veriﬁed the *precise* behavior of the ﬁrst program. Then a myriad of tiny little changes were made, one at a time. After each change the program was executed to ensure that the behavior had not changed. One tiny step after another, the ﬁrst program was cleaned up and transformed into the second.
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##### [Organizing for Change](#_bookmark5)

For most systems, change is continual. Every change subjects us to the risk that the remainder of the system no longer works as intended. In a clean system we organize our classes so as to reduce the risk of change.

The Sql class in Listing 10-9 is used to generate properly formed SQL strings given appropriate metadata. It’s a work in progress and, as such, doesn’t yet support SQL func- tionality like update statements. When the time comes for the Sql class to support an update statement, we’ll have to “open up” this class to make modiﬁcations. The problem with opening a class is that it introduces risk. Any modiﬁcations to the class have the potential of breaking other code in the class. It must be fully retested.

public class Sql {

public Sql(String table, Column[] columns) public String create()

public String insert(Object[] fields) public String selectAll()

public String findByKey(String keyColumn, String keyValue) public String select(Column column, String pattern)

public String select(Criteria criteria) public String preparedInsert()

private String columnList(Column[] columns)

private String valuesList(Object[] fields, final Column[] columns) private String selectWithCriteria(String criteria)

private String placeholderList(Column[] columns)

}

**Listing 10-9**

**A class that must be opened for change**

The Sql class must change when we add a new type of statement. It also must change when we alter the details of a single statement type—for example, if we need to modify the select functionality to support subselects. These two reasons to change mean that the Sql class violates the SRP.

We can spot this SRP violation from a simple organizational standpoint. The method outline of Sql shows that there are private methods, such as selectWithCriteria, that appear to relate only to select statements.

Private method behavior that applies only to a small subset of a class can be a useful heuristic for spotting potential areas for improvement. However, the primary spur for tak- ing action should be system change itself. If the Sql class is deemed logically complete, then we need not worry about separating the responsibilities. If we won’t need update functionality for the foreseeable future, then we should leave Sql alone. But as soon as we ﬁnd ourselves opening up a class, we should consider ﬁxing our design.

What if we considered a solution like that in Listing 10-10? Each public interface method deﬁned in the previous Sql from Listing 10-9 is refactored out to its own derivative of the Sql class. Note that the private methods, such as valuesList, move directly where
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they are needed. The common private behavior is isolated to a pair of utility classes, Where

and ColumnList.

Listing 10-10

**A set of closed classes**

abstract public class Sql {

public Sql(String table, Column[] columns) abstract public String generate();

}

public class CreateSql extends Sql {

public CreateSql(String table, Column[] columns) @Override public String generate()

}

public class SelectSql extends Sql {

public SelectSql(String table, Column[] columns) @Override public String generate()

}

public class InsertSql extends Sql {

public InsertSql(String table, Column[] columns, Object[] fields) @Override public String generate()

private String valuesList(Object[] fields, final Column[] columns)

}

public class SelectWithCriteriaSql extends Sql { public SelectWithCriteriaSql(

String table, Column[] columns, Criteria criteria) @Override public String generate()

}

public class SelectWithMatchSql extends Sql { public SelectWithMatchSql(

String table, Column[] columns, Column column, String pattern) @Override public String generate()

}

public class FindByKeySql extends Sql public FindByKeySql(

String table, Column[] columns, String keyColumn, String keyValue) @Override public String generate()

}

public class PreparedInsertSql extends Sql {

public PreparedInsertSql(String table, Column[] columns) @Override public String generate() {

private String placeholderList(Column[] columns)

}

public class Where {

public Where(String criteria) public String generate()

}
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public class ColumnList {

public ColumnList(Column[] columns) public String generate()

}

**Listing 10-10 (continued)**

**A set of closed classes**

The code in each class becomes excruciatingly simple. Our required comprehension time to understand any class decreases to almost nothing. The risk that one function could break another becomes vanishingly small. From a test standpoint, it becomes an easier task to prove all bits of logic in this solution, as the classes are all isolated from one another.

Equally important, when it’s time to add the update statements, none of the existing classes need change! We code the logic to build update statements in a new subclass of Sql named UpdateSql. No other code in the system will break because of this change.

Our restructured Sql logic represents the best of all worlds. It supports the SRP. It also supports another key OO class design principle known as the Open-Closed Principle, or OCP:4 Classes should be open for extension but closed for modiﬁcation. Our restructured Sql class is open to allow new functionality via subclassing, but we can make this change while keeping every other class closed. We simply drop our UpdateSql class in place.

We want to structure our systems so that we muck with as little as possible when we update them with new or changed features. In an ideal system, we incorporate new fea- tures by extending the system, not by making modiﬁcations to existing code.

###### [Isolating from Change](#_bookmark5)

Needs will change, therefore code will change. We learned in OO 101 that there are con- crete classes, which contain implementation details (code), and abstract classes, which represent concepts only. A client class depending upon concrete details is at risk when those details change. We can introduce interfaces and abstract classes to help isolate the impact of those details.

Dependencies upon concrete details create challenges for testing our system. If we’re building a Portfolio class and it depends upon an external TokyoStockExchange API to derive the portfolio’s value, our test cases are impacted by the volatility of such a lookup. It’s hard to write a test when we get a different answer every ﬁve minutes!

Instead of designing Portfolio so that it directly depends upon TokyoStockExchange, we create an interface, StockExchange, that declares a single method:

public interface StockExchange { Money currentPrice(String symbol);

}

1. [PPP].
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We design TokyoStockExchange to implement this interface. We also make sure that the constructor of Portfolio takes a StockExchange reference as an argument:

public Portfolio {

private StockExchange exchange;

public Portfolio(StockExchange exchange) { this.exchange = exchange;

}

// ...

}

Now our test can create a testable implementation of the StockExchange interface that emulates the TokyoStockExchange. This test implementation will ﬁx the current value for any symbol we use in testing. If our test demonstrates purchasing ﬁve shares of Microsoft for our portfolio, we code the test implementation to always return $100 per share of Microsoft. Our test implementation of the StockExchange interface reduces to a simple table lookup. We can then write a test that expects $500 for our overall portfolio value.

public class PortfolioTest {

private FixedStockExchangeStub exchange; private Portfolio portfolio;

@Before

protected void setUp() throws Exception { exchange = new FixedStockExchangeStub(); exchange.fix("MSFT", 100);

portfolio = new Portfolio(exchange);

}

@Test

public void GivenFiveMSFTTotalShouldBe500() throws Exception { portfolio.add(5, "MSFT");

Assert.assertEquals(500, portfolio.value());

}

}

If a system is decoupled enough to be tested in this way, it will also be more ﬂexible and promote more reuse. The lack of coupling means that the elements of our system are better isolated from each other and from change. This isolation makes it easier to under- stand each element of the system.

By minimizing coupling in this way, our classes adhere to another class design princi- ple known as the Dependency Inversion Principle (DIP).5 In essence, the DIP says that our classes should depend upon abstractions, not on concrete details.

Instead of being dependent upon the implementation details of the TokyoStock- Exchange class, our Portfolio class is now dependent upon the StockExchange interface. The StockExchange interface represents the abstract concept of asking for the current price of a symbol. This abstraction isolates all of the speciﬁc details of obtaining such a price, including from where that price is obtained.

1. [PPP].
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*“Complexity kills. It sucks the life out of developers, it makes products difﬁcult to plan, build, and test.”*

—Ray Ozzie, CTO, Microsoft Corporation
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##### [How Would You Build a City?](#_bookmark5)

Could you manage all the details yourself? Probably not. Even managing an existing city is too much for one person. Yet, cities work (most of the time). They work because cities have teams of people who manage particular parts of the city, the water systems, power systems, trafﬁc, law enforcement, building codes, and so forth. Some of those people are responsible for the *big picture*, while others focus on the details.

Cities also work because they have evolved appropriate levels of abstraction and mod- ularity that make it possible for individuals and the “components” they manage to work effectively, even without understanding the big picture.

Although software teams are often organized like that too, the systems they work on often don’t have the same separation of concerns and levels of abstraction. Clean code helps us achieve this at the lower levels of abstraction. In this chapter let us consider how to stay clean at higher levels of abstraction, the *system* level.

##### [Separate Constructing a System from Using It](#_bookmark5)

First, consider that *construction* is a very different process from *use*. As I write this, there is a new hotel under construction that I see out my window in Chicago. Today it is a bare concrete box with a construction crane and elevator bolted to the outside. The busy people there all wear hard hats and work clothes. In a year or so the hotel will be ﬁnished. The crane and elevator will be gone. The building will be clean, encased in glass window walls and attractive paint. The people working and staying there will look a lot different too.

*Software systems should separate the startup process, when the application objects are constructed and the dependencies are “wired” together, from the runtime logic that takes over after startup.*

The startup process is a *concern* that any application must address. It is the ﬁrst *con- cern* that we will examine in this chapter. The *separation of concerns* is one of the oldest and most important design techniques in our craft.

Unfortunately, most applications don’t separate this concern. The code for the startup process is ad hoc and it is mixed in with the runtime logic. Here is a typical example:

public Service getService() { if (service == null)

service = new MyServiceImpl(...); // Good enough default for most cases? return service;

}

This is the LAZY INITIALIZATION/EVALUATION idiom, and it has several merits. We don’t incur the overhead of construction unless we actually use the object, and our startup times can be faster as a result. We also ensure that null is never returned.
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However, we now have a hard-coded dependency on MyServiceImpl and everything its constructor requires (which I have elided). We can’t compile without resolving these dependencies, even if we never actually use an object of this type at runtime!

Testing can be a problem. If MyServiceImpl is a heavyweight object, we will need to make sure that an appropriate TEST DOUBLE1 or MOCK OBJECT gets assigned to the ser- vice ﬁeld before this method is called during unit testing. Because we have construction logic mixed in with normal runtime processing, we should test all execution paths (for example, the null test and its block). Having both of these responsibilities means that the method is doing more than one thing, so we are breaking the *Single Responsibility Principle* in a small way.

Perhaps worst of all, we do not know whether MyServiceImpl is the right object in all cases. I implied as much in the comment. Why does the class with this method have to know the global context? Can we *ever* really know the right object to use here? Is it even possible for one type to be right for all possible contexts?

One occurrence of LAZY-INITIALIZATION isn’t a serious problem, of course. However, there are normally many instances of little setup idioms like this in applications. Hence, the global setup *strategy* (if there is one) is *scattered* across the application, with little modularity and often signiﬁcant duplication.

If we are *diligent* about building well-formed and robust systems, we should never let little, *convenient* idioms lead to modularity breakdown. The startup process of object con- struction and wiring is no exception. We should modularize this process separately from the normal runtime logic and we should make sure that we have a global, consistent strat- egy for resolving our major dependencies.

###### [Separation of Main](#_bookmark5)

One way to separate construction from use is simply to move all aspects of construction to main, or modules called by main, and to design the rest of the system assuming that all objects have been constructed and wired up appropriately. (See Figure 11-1.)

The ﬂow of control is easy to follow. The main function builds the objects necessary for the system, then passes them to the application, which simply uses them. Notice the direction of the dependency arrows crossing the barrier between main and the application. They all go one direction, pointing away from main. This means that the application has no knowledge of main or of the construction process. It simply expects that everything has been built properly.

###### [Factories](#_bookmark5)

Sometimes, of course, we need to make the application responsible for *when* an object gets created. For example, in an order processing system the application must create the

1. [Mezzaros07].
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**Figure 11-1**

Separating construction in main()

LineItem instances to add to an Order. In this case we can use the ABSTRACT FACTORY2 pattern to give the application control of *when* to build the LineItems, but keep the details of that construction separate from the application code. (See Figure 11-2.)
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Figure 11-2

Separation construction with factory

Again notice that all the dependencies point from main toward the OrderProcessing application. This means that the application is decoupled from the details of how to build a LineItem. That capability is held in the LineItemFactoryImplementation, which is on the main side of the line. And yet the application is in complete control of when the LineItem instances get built and can even provide application-speciﬁc constructor arguments.

1. [GOF].
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###### [Dependency Injection](#_bookmark5)

A powerful mechanism for separating construction from use is *Dependency Injection* (DI), the application of *Inversion of Control* (IoC) to dependency management.3 Inversion of Control moves secondary responsibilities from an object to other objects that are dedicated to the purpose, thereby supporting the *Single Responsibility Principle.* In the context of dependency management, an object should not take responsibility for instantiating depen- dencies itself. Instead, it should pass this responsibility to another “authoritative” mecha- nism, thereby inverting the control. Because setup is a global concern, this authoritative mechanism will usually be either the “main” routine or a special-purpose *container.*

JNDI lookups are a “partial” implementation of DI, where an object asks a directory server to provide a “service” matching a particular name.

MyService myService = (MyService)(jndiContext.lookup(“NameOfMyService”));

The invoking object doesn’t control what kind of object is actually returned (as long it implements the appropriate interface, of course), but the invoking object still actively resolves the dependency.

True Dependency Injection goes one step further. The class takes no direct steps to resolve its dependencies; it is completely passive. Instead, it provides setter methods or constructor arguments (or both) that are used to *inject* the dependencies. During the con- struction process, the DI container instantiates the required objects (usually on demand) and uses the constructor arguments or setter methods provided to wire together the depen- dencies. Which dependent objects are actually used is speciﬁed through a conﬁguration ﬁle or programmatically in a special-purpose construction module.

The Spring Framework provides the best known DI container for Java.4 You deﬁne which objects to wire together in an XML conﬁguration ﬁle, then you ask for particular objects by name in Java code. We will look at an example shortly.

But what about the virtues of LAZY-INITIALIZATION? This idiom is still sometimes useful with DI. First, most DI containers won’t construct an object until needed. Second, many of these containers provide mechanisms for invoking factories or for constructing proxies, which could be used for LAZY-EVALUATION and similar *optimizations.*5

##### [Scaling Up](#_bookmark5)

Cities grow from towns, which grow from settlements. At ﬁrst the roads are narrow and practically nonexistent, then they are paved, then widened over time. Small buildings and

1. See, for example, [Fowler].
2. See [Spring]. There is also a Spring.NET framework.
3. Don’t forget that lazy instantiation/evaluation is just an optimization and perhaps premature!
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empty plots are ﬁlled with larger buildings, some of which will eventually be replaced with skyscrapers.

At ﬁrst there are no services like power, water, sewage, and the Internet (gasp!). These services are also added as the population and building densities increase.

This growth is not without pain. How many times have you driven, bumper to bumper through a road “improvement” project and asked yourself, “Why didn’t they build it wide enough the ﬁrst time!?”

But it couldn’t have happened any other way. Who can justify the expense of a six- lane highway through the middle of a small town that anticipates growth? Who would *want* such a road through their town?

It is a myth that we can get systems “right the ﬁrst time.” Instead, we should imple- ment only today’s *stories,* then refactor and expand the system to implement new stories tomorrow. This is the essence of iterative and incremental agility. Test-driven develop- ment, refactoring, and the clean code they produce make this work at the code level.

But what about at the system level? Doesn’t the system architecture require preplan- ning? Certainly, *it* can’t grow incrementally from simple to complex*,* can it?

*Software systems are unique compared to physical systems. Their architectures can grow incrementally,* ***if*** *we maintain the proper separation of concerns.*

The ephemeral nature of software systems makes this possible, as we will see. Let us ﬁrst consider a counterexample of an architecture that doesn’t separate concerns adequately.

The original EJB1 and EJB2 architectures did not separate concerns appropriately and thereby imposed unnecessary barriers to organic growth. Consider an *Entity Bean* for a persistent Bank class. An entity bean is an in-memory representation of relational data, in other words, a table row.

First, you had to deﬁne a local (in process) or remote (separate JVM) interface, which clients would use. Listing 11-1 shows a possible local interface:

package com.example.banking; import java.util.Collections; import javax.ejb.\*;

**Listing 11-1**

**An EJB2 local interface for a Bank EJB**

public interface BankLocal extends java.ejb.EJBLocalObject { String getStreetAddr1() throws EJBException;

String getStreetAddr2() throws EJBException; String getCity() throws EJBException;

String getState() throws EJBException; String getZipCode() throws EJBException;

void setStreetAddr1(String street1) throws EJBException; void setStreetAddr2(String street2) throws EJBException; void setCity(String city) throws EJBException;

void setState(String state) throws EJBException;
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}

void setZipCode(String zip) throws EJBException; Collection getAccounts() throws EJBException;

void setAccounts(Collection accounts) throws EJBException; void addAccount(AccountDTO accountDTO) throws EJBException;

**Listing 11-1 (continued)**

**An EJB2 local interface for a Bank EJB**

I have shown several attributes for the Bank’s address and a collection of accounts that the bank owns, each of which would have its data handled by a separate Account EJB. Listing 11-2 shows the corresponding implementation class for the Bank bean.

Listing 11-2

**The corresponding EJB2 Entity Bean Implementation**

package com.example.banking; import java.util.Collections; import javax.ejb.\*;

public abstract class Bank implements javax.ejb.EntityBean {

// Business logic...

public abstract String getStreetAddr1(); public abstract String getStreetAddr2(); public abstract String getCity();

public abstract String getState(); public abstract String getZipCode();

public abstract void setStreetAddr1(String street1); public abstract void setStreetAddr2(String street2); public abstract void setCity(String city);

public abstract void setState(String state); public abstract void setZipCode(String zip); public abstract Collection getAccounts();

public abstract void setAccounts(Collection accounts); public void addAccount(AccountDTO accountDTO) {

InitialContext context = new InitialContext();

AccountHomeLocal accountHome = context.lookup("AccountHomeLocal"); AccountLocal account = accountHome.create(accountDTO);

Collection accounts = getAccounts(); accounts.add(account);

}

// EJB container logic

public abstract void setId(Integer id); public abstract Integer getId();

public Integer ejbCreate(Integer id) { ... } public void ejbPostCreate(Integer id) { ... }

// The rest had to be implemented but were usually empty: public void setEntityContext(EntityContext ctx) {}

public void unsetEntityContext() {} public void ejbActivate() {}

public void ejbPassivate() {} public void ejbLoad() {} public void ejbStore() {} public void ejbRemove() {}

}
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I haven’t shown the corresponding *LocalHome* interface, essentially a factory used to create objects, nor any of the possible Bank ﬁnder (query) methods you might add.

Finally, you had to write one or more XML deployment descriptors that specify the object-relational mapping details to a persistence store, the desired transactional behavior, security constraints, and so on*.*

The business logic is tightly coupled to the EJB2 application “container.” You must subclass container types and you must provide many lifecycle methods that are required by the container.

Because of this coupling to the heavyweight container, isolated unit testing is difﬁcult. It is necessary to mock out the container, which is hard, or waste a lot of time deploying EJBs and tests to a real server. Reuse outside of the EJB2 architecture is effectively impos- sible, due to the tight coupling.

Finally, even object-oriented programming is undermined. One bean cannot inherit from another bean. Notice the logic for adding a new account. It is common in EJB2 beans to deﬁne “data transfer objects” (DTOs) that are essentially “structs” with no behavior. This usually leads to redundant types holding essentially the same data, and it requires boilerplate code to copy data from one object to another.

###### [Cross-Cutting Concerns](#_bookmark5)

The EJB2 architecture comes close to true separation of concerns in some areas. For example, the desired transactional, security, and some of the persistence behaviors are declared in the deployment descriptors, independently of the source code.

Note that *concerns* like persistence tend to cut across the natural object boundaries of a domain. You want to persist all your objects using generally the same strategy, for exam- ple*,* using a particular DBMS6 versus ﬂat ﬁles, following certain naming conventions for tables and columns, using consistent transactional semantics, and so on*.*

In principle, you can reason about your persistence strategy in a modular, encapsulated way. Yet, in practice, you have to spread essentially the same code that implements the persis- tence strategy across many objects. We use the term *cross-cutting concerns* for concerns like these. Again, the persistence framework might be modular and our domain logic, in isola- tion, might be modular. The problem is the ﬁne-grained *intersection* of these domains.

In fact, the way the EJB architecture handled persistence, security, and transactions*,* “anticipated” *aspect-oriented programming* (AOP),7 which is a general-purpose approach to restoring modularity for cross-cutting concerns.

In AOP, modular constructs called *aspects* specify which points in the system should have their behavior modiﬁed in some consistent way to support a particular concern. This speciﬁcation is done using a succinct declarative or programmatic mechanism.

1. Database management system.
2. See [AOSD] for general information on aspects and [AspectJ]] and [Colyer] for AspectJ-speciﬁc information.
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Using persistence as an example, you would declare which objects and attributes (or *patterns* thereof) should be persisted and then delegate the persistence tasks to your persis- tence framework. The behavior modiﬁcations are made *noninvasively*8 to the target code by the AOP framework. Let us look at three aspects or aspect-like mechanisms in Java.

##### [Java Proxies](#_bookmark5)

Java proxies are suitable for simple situations, such as wrapping method calls in individual objects or classes. However, the dynamic proxies provided in the JDK only work with interfaces. To proxy classes, you have to use a byte-code manipulation library, such as CGLIB, ASM, or Javassist.9

Listing 11-3 shows the skeleton for a JDK proxy to provide persistence support for our Bank application, covering only the methods for getting and setting the list of accounts.

Listing 11-3

**JDK Proxy Example**

// Bank.java (suppressing package names...) import java.utils.\*;

// The abstraction of a bank. public interface Bank {

Collection<Account> getAccounts();

void setAccounts(Collection<Account> accounts);

}

// BankImpl.java import java.utils.\*;

// The “Plain Old Java Object” (POJO) implementing the abstraction. public class BankImpl implements Bank {

private List<Account> accounts;

public Collection<Account> getAccounts() { return accounts;

}

public void setAccounts(Collection<Account> accounts) { this.accounts = new ArrayList<Account>();

for (Account account: accounts) { this.accounts.add(account);

}

}

}

// BankProxyHandler.java import java.lang.reflect.\*; import java.util.\*;

1. Meaning no manual editing of the target source code is required.
2. See [CGLIB], [ASM], and [Javassist].
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**Listing 11-3 (continued)**

**JDK Proxy Example**

// “InvocationHandler” required by the proxy API.

public class BankProxyHandler implements InvocationHandler { private Bank bank;

public BankHandler (Bank bank) { this.bank = bank;

}

// Method defined in InvocationHandler

public Object invoke(Object proxy, Method method, Object[] args) throws Throwable {

String methodName = method.getName(); if (methodName.equals("getAccounts")) {

bank.setAccounts(getAccountsFromDatabase()); return bank.getAccounts();

} else if (methodName.equals("setAccounts")) { bank.setAccounts((Collection<Account>) args[0]); setAccountsToDatabase(bank.getAccounts()); return null;

} else {

...

}

}

// Lots of details here:

protected Collection<Account> getAccountsFromDatabase() { ... }

protected void setAccountsToDatabase(Collection<Account> accounts) { ... }

}

// Somewhere else...

Bank bank = (Bank) Proxy.newProxyInstance( Bank.class.getClassLoader(),

new Class[] { Bank.class },

new BankProxyHandler(new BankImpl()));

We deﬁned an interface Bank, which will be *wrapped* by the proxy, and a *Plain-Old Java Object* (POJO), BankImpl, that implements the business logic. (We will revisit POJOs shortly.)

The Proxy API requires an InvocationHandler object that it calls to implement any Bank method calls made to the proxy. Our BankProxyHandler uses the Java reﬂection API to map the generic method invocations to the corresponding methods in BankImpl, and so on.

There is a *lot* of code here and it is relatively complicated, even for this simple case.10 Using one of the byte-manipulation libraries is similarly challenging. This code “volume”

1. For more detailed examples of the Proxy API and examples of its use, see, for example, [Goetz].
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and complexity are two of the drawbacks of proxies. They make it hard to create clean code! Also, proxies don’t provide a mechanism for specifying system-wide execution “points” of interest, which is needed for a true AOP solution.11

##### [Pure Java AOP Frameworks](#_bookmark5)

Fortunately, most of the proxy boilerplate can be handled automatically by tools. Proxies are used internally in several Java frameworks, for example, Spring AOP and JBoss AOP, to implement aspects in pure Java.12 In Spring, you write your business logic as *Plain-Old Java Objects*. POJOs are purely focused on their domain. They have no dependencies on enterprise frameworks (or any other domains). Hence, they are conceptually simpler and easier to test drive. The relative simplicity makes it easier to ensure that you are imple- menting the corresponding user stories correctly and to maintain and evolve the code for future stories.

You incorporate the required application infrastructure, including cross-cutting con- cerns like persistence, transactions, security, caching, failover, and so on, using declara- tive conﬁguration ﬁles or APIs. In many cases, you are actually specifying Spring or JBoss library aspects, where the framework handles the mechanics of using Java proxies or byte-code libraries transparently to the user. These declarations drive the dependency injection (DI) container, which instantiates the major objects and wires them together on demand*.*

Listing 11-4 shows a typical fragment of a Spring V2.5 conﬁguration ﬁle, app.xml13:

<beans>

**Listing 11-4**

**Spring 2.X configuration file**

...

<bean id="appDataSource" class="org.apache.commons.dbcp.BasicDataSource" destroy-method="close" p:driverClassName="com.mysql.jdbc.Driver" p:url="jdbc:mysql://localhost:3306/mydb" p:username="me"/>

<bean id="bankDataAccessObject" class="com.example.banking.persistence.BankDataAccessObject" p:dataSource-ref="appDataSource"/>

<bean id="bank"

1. AOP is sometimes confused with techniques used to implement it, such as method interception and “wrapping” through proxies. The real value of an AOP system is the ability to specify systemic behaviors in a concise and modular way.
2. See [Spring] and [JBoss]. “Pure Java” means without the use of AspectJ.
3. Adapted from <http://www.theserverside.com/tt/articles/article.tss?l=IntrotoSpring25>
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class="com.example.banking.model.Bank" p:dataAccessObject-ref="bankDataAccessObject"/>

...

</beans>

**Listing 11-4 (continued)**

**Spring 2.X configuration file**

Each “bean” is like one part of a nested “Russian doll,” with a domain object for a Bank proxied (wrapped) by a data accessor object (DAO), which is itself proxied by a JDBC driver data source. (See Figure 11-3.)
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Figure 11-3

The “Russian doll” of decorators

The client believes it is invoking getAccounts() on a Bank object, but it is actually talk- ing to the outermost of a set of nested DECORATOR14 objects that extend the basic behavior of the Bank POJO. We could add other decorators for transactions, caching, and so forth*.*

In the application, a few lines are needed to ask the DI container for the top-level objects in the system, as speciﬁed in the XML ﬁle.

XmlBeanFactory bf =

new XmlBeanFactory(new ClassPathResource("app.xml", getClass())); Bank bank = (Bank) bf.getBean("bank");

Because so few lines of Spring-speciﬁc Java code are required, *the application is almost completely decoupled from Spring*, eliminating all the tight-coupling problems of systems like EJB2.

Although XML can be verbose and hard to read,15 the “policy” speciﬁed in these con- ﬁguration ﬁles is simpler than the complicated proxy and aspect logic that is hidden from view and created automatically. This type of architecture is so compelling that frame- works like Spring led to a complete overhaul of the EJB standard for version 3. EJB3

1. [GOF].
2. The example can be simpliﬁed using mechanisms that exploit *convention over conﬁguration* and Java 5 annotations to reduce the amount of explicit “wiring” logic required.
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largely follows the Spring model of declaratively supporting cross-cutting concerns using XML conﬁguration ﬁles and/or Java 5 annotations.

Listing 11-5 shows our Bank object rewritten in EJB316.

Listing 11-5

**An EBJ3 Bank EJB**

package com.example.banking.model; import javax.persistence.\*;

import java.util.ArrayList; import java.util.Collection;

@Entity

@Table(name = "BANKS")

public class Bank implements java.io.Serializable { @Id @GeneratedValue(strategy=GenerationType.AUTO) private int id;

@Embeddable // An object “inlined” in Bank’s DB row public class Address {

protected String streetAddr1; protected String streetAddr2; protected String city; protected String state; protected String zipCode;

}

@Embedded

private Address address;

@OneToMany(cascade = CascadeType.ALL, fetch = FetchType.EAGER, mappedBy="bank")

private Collection<Account> accounts = new ArrayList<Account>();

public int getId() { return id;

}

public void setId(int id) { this.id = id;

}

public void addAccount(Account account) { account.setBank(this); accounts.add(account);

}

public Collection<Account> getAccounts() { return accounts;

}

1. Adapted from <http://www.onjava.com/pub/a/onjava/2006/05/17/standardizing-with-ejb3-java-persistence-api.html>
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}

public void setAccounts(Collection<Account> accounts) { this.accounts = accounts;

}

**Listing 11-5 (continued)**

**An EBJ3 Bank EJB**

This code is much cleaner than the original EJB2 code. Some of the entity details are still here, contained in the annotations. However, because none of that information is out- side of the annotations, the code is clean, clear, and hence easy to test drive, maintain, and so on.

Some or all of the persistence information in the annotations can be moved to XML deployment descriptors, if desired, leaving a truly pure POJO. If the persistence mapping details won’t change frequently, many teams may choose to keep the annotations, but with far fewer harmful drawbacks compared to the EJB2 invasiveness.

##### [AspectJ Aspects](#_bookmark5)

Finally, the most full-featured tool for separating concerns through aspects is the AspectJ language,17 an extension of Java that provides “ﬁrst-class” support for aspects as modular- ity constructs. The pure Java approaches provided by Spring AOP and JBoss AOP are suf- ﬁcient for 80–90 percent of the cases where aspects are most useful. However, AspectJ provides a very rich and powerful tool set for separating concerns. The drawback of AspectJ is the need to adopt several new tools and to learn new language constructs and usage idioms.

The adoption issues have been partially mitigated by a recently introduced “annota- tion form” of AspectJ, where Java 5 annotations are used to deﬁne aspects using pure Java code. Also, the Spring Framework has a number of features that make incorporation of annotation-based aspects much easier for a team with limited AspectJ experience.

A full discussion of AspectJ is beyond the scope of this book. See [AspectJ], [Colyer], and [Spring] for more information.

##### [Test Drive the System Architecture](#_bookmark5)

The power of separating concerns through aspect-like approaches can’t be overstated. If you can write your application’s domain logic using POJOs, decoupled from any architec- ture concerns at the code level, then it is possible to truly *test drive* your architecture. You can evolve it from simple to sophisticated, as needed, by adopting new technologies on

1. See [AspectJ] and [Colyer].
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demand. It is not necessary to do a *Big Design Up Front*18 (BDUF). In fact, BDUF is even harmful because it inhibits adapting to change, due to the psychological resistance to dis- carding prior effort and because of the way architecture choices inﬂuence subsequent thinking about the design.

Building architects have to do BDUF because it is not feasible to make radical archi- tectural changes to a large physical structure once construction is well underway.19 Although software has its own *physics*,20 it is economically feasible to make radical change, *if* the structure of the software separates its concerns effectively.

This means we can start a software project with a “naively simple” but nicely decou- pled architecture, delivering working user stories quickly, then adding more infrastructure as we scale up. Some of the world’s largest Web sites have achieved very high availability and performance, using sophisticated data caching, security, virtualization, and so forth, all done efﬁciently and ﬂexibly because the minimally coupled designs are appropriately *simple* at each level of abstraction and scope.

Of course, this does not mean that we go into a project “rudderless.” We have some expectations of the general scope, goals, and schedule for the project, as well as the gen- eral structure of the resulting system. However, we must maintain the ability to change course in response to evolving circumstances.

The early EJB architecture is but one of many well-known APIs that are over-engi- neered and that compromise separation of concerns. Even well-designed APIs can be over- kill when they aren’t really needed. A good API should largely *disappear* from view most of the time, so the team expends the majority of its creative efforts focused on the user sto- ries being implemented. If not, then the architectural constraints will inhibit the efﬁcient delivery of optimal value to the customer.

To recap this long discussion,

*An optimal system architecture consists of modularized domains of concern, each of which is implemented with Plain Old Java (or other) Objects. The different domains are inte- grated together with minimally invasive Aspects or Aspect-like tools. This architecture can be test-driven, just like the code.*

##### [Optimize Decision Making](#_bookmark5)

Modularity and separation of concerns make decentralized management and decision making possible. In a sufﬁciently large system, whether it is a city or a software project, no one person can make all the decisions.

1. Not to be confused with the good practice of up-front design, BDUF is the practice of designing *everything* up front before implementing anything at all.
2. There is still a signiﬁcant amount of iterative exploration and discussion of details, even after construction starts.
3. The term *software physics* was ﬁrst used by [Kolence].
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We all know it is best to give responsibilities to the most qualiﬁed persons. We often forget that it is also best to *postpone decisions until the last possible moment*. This isn’t lazy or irresponsible; it lets us make informed choices with the best possible information. A premature decision is a decision made with suboptimal knowledge. We will have that much less customer feedback, mental reﬂection on the project, and experience with our implementation choices if we decide too soon.

*The agility provided by a POJO system with modularized concerns allows us to make opti- mal, just-in-time decisions, based on the most recent knowledge. The complexity of these decisions is also reduced.*

[**Use Standards Wisely, When They Add *Demonstrable* Value**](#_bookmark5)

Building construction is a marvel to watch because of the pace at which new buildings are built (even in the dead of winter) and because of the extraordinary designs that are possi- ble with today’s technology. Construction is a mature industry with highly optimized parts, methods, and standards that have evolved under pressure for centuries.

Many teams used the EJB2 architecture because it was a standard, even when lighter- weight and more straightforward designs would have been sufﬁcient. I have seen teams become obsessed with various *strongly hyped* standards and lose focus on implementing value for their customers.

*Standards make it easier to reuse ideas and components, recruit people with relevant expe- rience, encapsulate good ideas, and wire components together. However, the process of creating standards can sometimes take too long for industry to wait, and some standards lose touch with the real needs of the adopters they are intended to serve.*

##### [Systems Need Domain-Speciﬁc Languages](#_bookmark5)

Building construction, like most domains, has developed a rich language with a vocabu- lary, idioms, and patterns21 that convey essential information clearly and concisely. In soft- ware, there has been renewed interest recently in creating *Domain-Speciﬁc Languages* (DSLs),22 which are separate, small scripting languages or APIs in standard languages that permit code to be written so that it reads like a structured form of prose that a domain expert might write.

A good DSL minimizes the “communication gap” between a domain concept and the code that implements it, just as agile practices optimize the communications within a team and with the project’s stakeholders. If you are implementing domain logic in the

1. The work of [Alexander] has been particularly inﬂuential on the software community.
2. See, for example, [DSL]. [JMock] is a good example of a Java API that creates a DSL.
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same language that a domain expert uses, there is less risk that you will incorrectly trans- late the domain into the implementation.

DSLs, when used effectively, raise the abstraction level above code idioms and design patterns. They allow the developer to reveal the intent of the code at the appropriate level of abstraction.

*Domain-Speciﬁc Languages allow all levels of abstraction and all domains in the applica- tion to be expressed as POJOs, from high-level policy to low-level details.*

##### [Conclusion](#_bookmark5)

Systems must be clean too. An invasive architecture overwhelms the domain logic and impacts agility. When the domain logic is obscured, quality suffers because bugs ﬁnd it easier to hide and stories become harder to implement. If agility is compromised, produc- tivity suffers and the beneﬁts of TDD are lost.

At all levels of abstraction, the intent should be clear. This will only happen if you write POJOs and you use aspect-like mechanisms to incorporate other implementation concerns noninvasively.

Whether you are designing systems or individual modules, never forget to *use the simplest thing that can possibly work*.

##### [Bibliography](#_bookmark5)

**[Alexander]:** Christopher Alexander, *A Timeless Way of Building,* Oxford University Press, New York, 1979.

**[AOSD]:** Aspect-Oriented Software Development port, [http://aosd.net](http://aosd.net/)

**[ASM]:** ASM Home Page, <http://asm.objectweb.org/>

**[AspectJ]:** <http://eclipse.org/aspectj>

**[CGLIB]:** Code Generation Library, <http://cglib.sourceforge.net/>

**[Colyer]:** Adrian Colyer, Andy Clement, George Hurley, Mathew Webster, *Eclipse AspectJ,* Person Education, Inc., Upper Saddle River, NJ, 2005.

**[DSL]:** Domain-speciﬁc programming language, [http://en.wikipedia.org/wiki/Domain-](http://en.wikipedia.org/wiki/Domainspecific_programming_language) [speciﬁc\_programming\_language](http://en.wikipedia.org/wiki/Domainspecific_programming_language)

**[Fowler]:** Inversion of Control Containers and the Dependency Injection pattern, <http://martinfowler.com/articles/injection.html>

170 Chapter 11: Systems

**[Goetz]:** Brian Goetz, *Java Theory and Practice: Decorating with Dynamic Proxie*s, <http://www.ibm.com/developerworks/java/library/j-jtp08305.html>

**[Javassist]:** Javassist Home Page, <http://www.csg.is.titech.ac.jp/~chiba/javassist/>

**[JBoss]:** JBoss Home Page, [http://jboss.org](http://jboss.org/)

**[JMock]:** JMock—A Lightweight Mock Object Library for Java, [http://jmock.org](http://jmock.org/)

**[Kolence]:** Kenneth W. Kolence, Software physics and computer performance measure- ments, *Proceedings of the ACM annual conference—Volume 2*, Boston, Massachusetts,

pp. 1024–1040, 1972.

**[Spring]:** *The Spring Framework*, [http://www.springframework.org](http://www.springframework.org/)

**[Mezzaros07]:** *XUnit Patterns*, Gerard Mezzaros, Addison-Wesley, 2007.

**[GOF]:** *Design Patterns: Elements of Reusable Object Oriented Software*, Gamma et al., Addison-Wesley, 1996.

# [12](#_bookmark5)

### [Emergence](#_bookmark5)

by Jeff Langr

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABEwAAANdAQMAAAC04ntJAAAABlBMVEUAAAD///+l2Z/dAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAIABJREFUeJzMvX9w5dZ96HdAUAQ3pgiuN30i4+sLKut56kzdJ27WtS+fsTj0uBM5M26U/tPxH2lEZd1s/nBj0syzLyPsBSg6oTxvQ6zr6bzVhCHU5k3zT6eRJ+08ud2KWFMR5OmaUKd/xJmnLMHFPkKZqCIgOL4H4iFOvwe4P4BLUkpXKytXo+Wve4EPvr/O93vOFweIVV7ZZzH7iF4Rqvw4jZD4EZEMoFAEL+OfBIrPURD+p4CCitc/ARTSQZE/ehQHfZRiqaAAxEVmwr/SR40C/iMb7KfoI3LoMopfOA/5iJyojGKiKEdwPhoNlVAyJOQou9FHY7glFIJEH1B+tsVV9BH4cwnFR4u+Al9bBqhK+EhRHBTcnUyYzZ7kBqx8hCgZQm5wNvGN7P/iFvzzN9w+ioOmvOBCMv0Q83KHNj46FIRi74dnwXvwusF/Uj4yFHDlGBTErcTK2M/XcB2pgkKQ8nduyKUirec//nz8mU6jUYSGlTKKj3DgujnKZpqPRz+XgahI1vJz9VAcIXt6zRUiNC2sE3aYvv5zMdxyWtJDmRBpsraNItREPyIsSunPQ0NRl4SPv12UDEl0aQ0GRIkBSkri7OeRcPdI+GV3UQiS39xbQ4gozByleyTmxB+2WOAU4jC3FMT9tYviI+m1PUjgJhXmjJE2iWP64YulI5FRHkmMHgrYz+0lM5fUC2PkaRLvffhpS151oaHppp7NgLF0UcwuisReH6N/Rg5zDX24YuGnQ5//y5jQlt5H4UZ6O0Ej3MPJsL5HluJcfh9mbMlDl8HCGFgoaKODwmX12l2EQSks+hSY7WJS/PJDVJFTpNAchdD5EoqAJn3EUhMZ5Pf1mKNkrQ+1JCriedJBWZC6KDyZnPQlrj/F/2ZrkS7HjBrkw6wUX8gtcS9w9+I4paSH4iApmvThtKYjOt/UASUAFGp+eGIB65QOGAsCNwi4tfQUBFcPKApHQeibJM0+DyiYXf/wrIVHUJe1g2034Cp6qysV0JsSTToYUGCo/ObX0uwCoGyxww/NWuCMQ9hzw2DNEd0gJvtiB4WgOVygPPuEI3yjtkBnA5bhYgxXPgwUEIoGKG6whkSwlvTVLkqEnMf9URO+E5/0xUhtZgVK+3DuQxLLBEKZ8WPPDV4dFb0gTPaFDoojmHf9Sf7t0JVI/PccJWF3cJLksU958CTgm43MsC0rAIfxgiB55aEOiiki23kN3PxIfMK/8O9by4AS2oDi5cX8g0fxkUBojgLjsOuG8asdqWQQ8Q3nBqCQoSswEGpXs0vtUMFx4uZiwQ8cxUQPRdRQLGvbmZQtrqceypjIVkxw23dAQXsZ1rOpIFCUOAlzA3vwyT/EiIgybFvbZlP0PDfZ6aBQVJMy8dsfg++GLkPWpDTYVBIq4yR2848h+wGTgNafiAlTFMUTiGjZVrjeQSFIlTLpGqCQkctRzDZrxlQSyOPLcchS7tAPOvr7aFUEFKxgV/RFy+qjQG4tHz32HM8vxy+TlNkqoFxU1htxwGJ29OCdCPSzFpOsj/Ifuig+aiq+bML5fHyekBwlOC9bzXQbULhYHqy1EI6SxFmrjneG9kTFst1rqIsSYV8xL9UPHOM8l0rdqP39n9WH/uVCzFHYgxaLgwTXipuZBigjyZqCba+HIryJfWyqEjPZoyCV3U2jFvzZOJpczlEO/QebzkF8kK214Ae01TLAbWWMt9wGMjoo/ojAzGHlJwL7PmmCVFg9+d46Qstkl6Pw+dNHHhwKQQK2tq8EN1u6MSTSce5INRiPOYojQvRrm6gGNvFdQPFqrMZWxxGaJQo4URCaDzTOgX7YHwnB9v+aqUwU/HENK97zfoFiSj5o4Lk8rS5QjHrApYI4ym4Q8OT/gVkuzw8UhC7vHVGdfQ+hcU0zrLORVEhFjpDUvpHnSZHeYGs141pynqN8RYkDKwg98wFm/xEaGZtB6LGQEN34rjlRa2l48wIRC6nIFCnhWI4Cjs2lci1I1vOyOg6tOFjzH+A6ERyrCbmHBCjL7JyPWoBiX3A6KMoRa7ftHIWXHwe1uRFAkUAWRhquHYYue4ALItdhVIYcQQojStg5iqiqGtrSjpCj8MB+1P4TE4kh7Zb2wd61x65BPIlDNzlwmfLAxBKZozJBn8xEN37ndXY+JXpjBmmXLdRBIeLbP+MmHGRdlCQxH1sDA0lDdw+kojgPqhBxkAmmiXfF7fTWDLsYU12dR+rlVbODEgn3fqYwSMBzlAn4byk1L3s3QJYhpOSubWXmgzHcDJmPuj6446obmwI7H1PamEPqFctZQPyvii+EIYaiMegp6HORc5ntzqHlbTdZc2WLPqBJDj6nYvHUaM2NkJABit5ESHUtfyZHsU3hH9pbHIWgWl7go4vEeRQC49xsCB+5YlnEcB7ISOSjCdHjBxLXYkC5mFBd5yjj/gSgUMEy0c02u4t5MDOCZ6fRPDpHnEX4JJrddk30tGVRI3sQ5Rk3gMvr4ACZZMHJQSqES6VhfdKZyVE2EaoFYDJB4ndM0z935PBB2RwNXG6wgAIG98GNJYWwvf2/gKYzCeKmo51PoHRHE431Sy9wFCICihgy+D++i7soFHGp+A8nAY833obB3nwAwZ+nKu5zcBwqW0jw6xwlGmk21mvXuYIi6UemOfLnDLKI7a5lEjHNUaLhcJsHfbdmcOEaHxTFMZG8ZoJ0Y/k2uuzXrkDlPo/p1Lg2w1F8eWXVH/k7ZgpubxqXisTk56XDuVSEsGYcHDkfOMhl0+g/9dZ4mQOpGlryx64EKXUwPVvXGjyaO59Y2fZHbhGO0rWGTEwLFBTGQjSH3Dp20+gDuxBB05K1Ngrm7yim/O/82uWEELNFZjStyaXinFvddn51JRLnwh4KE49ylEwAFPDAK3XDS+kHjrdgtdaafRNQkCHIzFchfBAzoxfrOuFSQRcl1/nV7W3muH7PXQWau242FCSQjDtSbdlNsw/sQs4w5Pd2TYGTQmBlfiMM03SFvYRqaoHyDUhqR4I15oR9FJHmRpqhBKSSOI9sXHDj7Q88OMOIa1nyhAIBJAPD8/UChUyrOpwPzvYNmaHtpy2QSklB1Mz9ZTqJ4XdI3FwEFPODuhDKUV5UWASXakCtEwZJvMpen1abXCoU+XKGXI6yna95E35CjqLw6+BSYb64Diie8wHtlqAJybaVl0A1kCjAYQ13O4lN5vzy15YLlEiignvZ2jW3fX7V5ugjBtiKmVuGeRgLEGjF9Vk3cl/9gHYbof/StRWlAZf+uA9Hdww3TGJHQ/MLCwQ8iKB5iQy7l39Ap10/Rx8CNXJbQQXKCpfKZnM72nY/4Ch0FwmWIisvSZDAOtIuMw3PhcQIIZ/EBcq0FD3kJqtkYvsWvB8Nj6IzmUSLXMlMIpP7tHXV+Y1brvnBQj+EWo5SE19HTyF5lwnMc4MEhnxnMYlylE+J01NrwQ/nULACGdIoQr+B0McycYRrCC1FjgK+bc2aE3swSH8gFDQty/U6rkP41gCFCmzXCxJIYeYWEgdQIuHjUHy5AcC5K29CApe/HqZiaAp2BOkcn7kU7FkTJe5zH8iFsgkkK3UNa+BINqCAv+6CVAgaN+MwRxHP8dwldtCvgbN9YUKQ+PLIVLYd5iXHEuFTyyu2ilDsrn8gF6Lgyk/VFQVQ5Kf+SGB3JeZZIWQnNRSHPIvzhwCl4SY+SrNOjQFfP5lddvOOsCUawenNdRiuFkPrA7mQj9ZkRWtp2hwytDVkwMFsKwwhkRN8j6dOviiiIZBKNN4EUx1FDzGelv/X2RWXFiiEL0Osg+KEK2sfyIUcsNo6R5lHWLPyqRJACQDlY4ACabYvfXyy3gz3AspROsOM+LcglRQ0NPQMJeA25ua0YKLA+0DZk4mkTRWpLU6jWPl6kGIdhJA9Cckar4MccaiuNvcXOco02i0+lfwtu8yzAtR6hvIQ7QBEhAL3+gdwIRhN19bVYU1rGdkWRxHY4YrlhSGhTwcyR/GlIa3WDJcSQJlXup/7MTu/nZDJK9kyvbqCcxQKKDc+gAtRNCWPN/KZg8xQLALKFkzZc8OUBIHNC1VHelZVF8IkoCTz+EdywbzGLrpJSlm2SJsOlPeAsoXOh5sfwIUi9KhSn0HDLUABBaXzEP+R4sLgTMKgnqOIz6r6IowFtFl8ZJdf+FvsAkgFUJazJndqDzzLEULbvH8X8tG/kqEoRS2VZRhQGAbbfMxz3ZS4Xl3soKiL7SQlBPRpnvlG/rm32MXtJKK72WzW5DM9MqD4Z0PLuf/syRESBULCMNX0rIWtQ5vdyZMGN05dr8ZRTNGcVJ9uByCVnxWtE2dZyii7GAYReZJdZWqd+x3EfCK6VnT/LoSEvbqK9OFM13MFMeMakgUPUIhrdRRkIvXpJLhFUyh1Oq/6T42ngxxlOdP5NIJSQwZHIfdtt7xvSNMRRa0mSMWw0sx4Dn3L9Gw3gDDe6KKMwXk5Cuq9ftG4EIKCrjBQkOwj36shnKHQo/ddgBB0IdAWRDoKnsoVlGYYssJ7T9keoOx8ulDQ62j4i6Ev0Cbpo4wZF9pJRACFqTKzYrY5L8NbAUW5T5QILSY1JJFRqpMsw1bMUXCk5CjrrQIFzPLpwEeEgKsoX0L5VMLIf/N9nkhcBqnolm0lzI5gmBQtdt+h3xlevMunZ2uAwuf3QUGQyUeKAihrta/0UJbbryM97eSuL/L4H36f+/ASa2SqZLsxoKyCLi1m3q8LmTmKAShNQg1sxxs5Crh14EvrzRzlHJxzeV+c05e7mZFI58SDXDhL7AfsJvc3ZsNQ5Is2uOR9oqDa4r4Kx5ilIJR3FOHFDAuOQRTbCkyh9lIhlT0JNX3s62m/5IrEog9JZP8ne4kv7jEbKlcq2EfRfY5CFFDuNgDlGZrycRadzQzsMKoo1j5CtYh7EDq3t2Y2bxl+s+SoROii3GSNwA0ikIqDM8Ej9D69mTx0bXl/RmLOMk0JWOGQmLVU3wAU+xVAuZmjiCuu07zF/GYpfFERwM9QGDw3mJqjKMQHb2bN7D692RdBQfMwsKY0zj1VAJQ5kAreAlOYpBzFFFaP/KZ0EKkLfeegAoB/i30TGRsMB3wIkAlkcyZtsPv0ZkcGBc1hZqakQEEUa4BSNzjK7A2Um6145DQlRmaj/lDHUcBwdhF+mSl7QRwRiTRl5rSa7D4HRFOpLQWOwVbSNPbRZ6YAxQCpZOOG4igIisMcZY2ZTYsR1elfL1cQfDnw8Saz9/b8iAqEiMzX9E7z5f/vF8KNODGh7EzjxIeCk5mtlpaj2I7hGC9xFDQFsYvwGYaSFVApb45mLyobzI6Jv0yRqj8KKKrh31dgoaiuLiUCXCOg5Cfy9ZYOKCMGhsEHYjHktiuTMlshyq4/W/INIvlP5l/ldQhuNGJvo5oOhQoGlPsKLAR9emxpX4TRPY7fyU8UqboOzgyZlNBFMQFFIDJ7faEUMQDl6/nFyHcAJSLGnjmu8tioMnJfgSUamUZLPlgkn5EtejJgBOBSaWkic9o+R0GTMhEBxVwsXS6RnJB/zaQ3mEUneG/YkD6HAeXw/rzZh6RnwZdZJEO9zlWcoRqlvpGNZy0INklXKuQMkQykl4yAPOTkeS6T3jK8bBTJ/ijS55UI1565P282awWKrwR7eV33JmroOoSq8ZYus1vBUoGi+CIRM5GWXCOSnIP8m9W3DY/3AxMZaTOAoj5zf96MvsFRFOZcDBITczbU1KHwzIZpUzkUgrAjFeccQRNiKaywSDGLb1beZnxmHRHZrDdE31AX78ubM+Qgf9qHCDf9GHdpPldJKRSe2RjVldeF4EqBAtUwxD+RVlBWOij77B6CFEaVfFmHkRRQ7seFiOAMRRwFmVKQL50+ylHeFekY3R+KhLBAmeBLLgidK6P4JRQfjVxFCggtQ6ZRX2T3k2kT0XyMIF+BykfILwWhr1ByBIFzlL4q+uK2m3vQGBISMgHmoPQ/6hirJRSDvaCsQBUPqU59md1Ppu2PIMDwhf98CCE+DQo5NxQ7NEPNM4DiSGtruVRq/NeT6Hxxd1AHhQl9FAjT4NxU5G3tgHI/6a0D+Rsd9ZEwxs2OC0XgrZPUhOEf0hXF8/IxaNIUU4LREimhmKwjlVv7uZkS0TE4igIo2T9ikiVbq/5sNgDlDCQe4NPNX/jUf2Wi7+coPpo6cvltDDsFyitXDoniJmUU8O2OVPjSImM/FX1sgnzserNYDH6fFx0IyYgKuRehRh00wVeY4pjEKV1As6kLKbW1WaC4bUA5iEsKysRM6qIURxUIuDeRlM3ZNDXf35ujakjOuIFkPAeab6KZHCUBFN7zOxt5pqBY13KUhpcQonhlFCp1UDKw6DzCmER2DCop1myU/iMCi19FgfyUo/gTyPHRJEeBioNLhQ7Pxu6PJdt6Lk8oG6CbxSoKkTsojhAX8/4OkX0VSoZdlaT/iMDyetW0I3Flm5Gpe7MPwbDHmx/Etb0kBsHQ7JnYs9axMinmKGFKmlBfRP1PQwAoUBBKSW4ZTib5moFlT23Sf0TS/+2qPTkjYhtQYIT1/3s6zvWzFgS5VFrLiWcDCipQgj26YAdlqTi4GJAI5NkFod/KUSyvCWXM+weWga4Bs8698Psu75Wh0jh+yLK2g3SPh5bF2FIAZSJHUXm57AVpCcXEReid66FELZHUoZKzGpn+/oElQ2Ny5Uedd7othrxBJZN4G4/lBpBFAcpSYikbhnJdihDkDfOILltlFCgy3pDzr2iSkeJGIkPIUTxNb77/wh1Fw1UUfj3+hZBlo09lUo1fkhuaCFBIsmcpausTSC5QhumyHRz1bYV2UCA7SCFfyFHwCqkbgLLV0rP3LeEH7nQiaMEAlEWXkVEjGwGprFkujLIXACUOLKy2MG+7ojwA6otWTPv5M7jIa5zLhOGaFR5EsEM0bFvepqbr77uGOHDvSnRWx2CAsZsPpaIKlyTfRdPmWULSpG0rDUNBmKMoJqB4UdQfcZGYcRQ6PLFIWceAFadZBxS3rutX33ci2a/23fifnmccxWP+EwWKrPDZgSmSpkm4rqktjffFQUnuoNbyWkR74YLfLMRronhaAHfrovgzCjiQpxnq1fddi3GqKM4kR7kFUnFAWEMqli1lOE/IwFbCTa3Z+gPeLUgFaxppyy7RfV60wkfe8pFM55R8Tj7JssJsCW/FwbYbbmJt+X1RTH6XTelHyte8hD2P8VzSVLEi86L5HbTMZ49fBql8k6MQYU0EFKe57BdTX3PwP6ZE4baHY8pILiwqR/N4C1DAyJrO+wWWahtdJhCOIiZelq8BgoLqkMBiJqZp+ueBBlGT8M7SSHClSGs6k8tOfyaO0d9VeFcfjjNa1D10HAIbzlHqy/771B9ZtRmJCu/ynHA18GgXpZZrcBVsJdhX9ZRGvHk+OrsvEX6hTcfskogZXZiEnxScgoJyEVC+GqvYrmvjenNg3LUHUcAVymIjhVSkwCP5Iq2uK4WHrUIpH3gNukgX+I0WkXhPJnVAueT3UBTaavKvFuZmm8dWKlFk2FboelhTSSXckmNRZmBkiATyRV7dhR7lKI6e1YpptJX48LtsXaVQlOco532ZaHDmmt/Tz8UsRxEtO+UKknOU7MuG7YXhLt5Uq+E2OhZlBmpZ/yxHIVJg5U1DfrPVUeBqHMVsvEk6KD5UW6TWmkANQJFUMDjIujPOhiRr6yijVBULFN2wD8LQy1HKgjieM0RVOTkXuAdFHIVLc7qZoes4R0njmI01SMwKlEdeUUhNexfN+vwECY/ZyduazudLLfsoy3Q172qXM2zsHoSBp6xrrYpVHp+z9KsoUGZ9gf8ytPNGFAQohdhW4yRgdZAKMxV+t4dkfiKq/yZGn4wKTcjh2uEdjiIPokCEAxTbApTy2Z1jUcapDJcZDHtf4PfnujYqUGjnUgqUxXSPPZejyGJ9XtMNZzhCyhb83Q3cmNW15p+x0No9yljrJvcXSBo07B0Egbdr/wujEuOOo/CO8/6LQp0BCnoFwiO/gmwYEp5ibkCERI7VmqTNnpNzFElxjD1wwFiycQflhbr2+YSj0Izp+cQYSAVQwjBx7XVURTkee3M99F4EUPbAXVz3Rm51qBkNFeKS4mAvU+M4SU2OYo5YUAu+AHJLLPtCgRKhcW1qjwWWR2mmafNyLhWco4T2NYQrjSzHUaq+7AOKA3EfULgNQZU8XyiQynGwnekxCRKnQJFBoLd4I4SFL6SAcuCaaKj++YC1QUGAssknUTso7STc3eEDOi6deNBssyqbMwvOCvWMmzcsMjJGnOLTkRzvC1nj/46CRV/Kb7l8iq0oAR/DQSrpdjvknXCCMhuz0GNHlGm/1UR5DVAHlOQwhIFcuVGOcceyF1plMxcBxSDSmpdfQDRJrhVvQ0rgo9bV7cg/GxUomAkKJMB+CihxwLYDHuuUWsLa3gHYiqb8HggcUjxF4Y0v4S4M2DcrKIPRllRRUJwASiR5Bcq9SfqH/NfvziElgVRpWYocIUcxYRjOUaIjLpUg2U7uAopxKWaJx2iWacrXeYdUjhIkaXuXL6KXwu3xEppUxJQJMZdKJHtWrrgfNvO/k1G43j2eQEKCLZBCKgo5Y/O9Ea5adoMG7WAvQGOOosZu4HEbweNXwDn9umHboJ+07TnPibslSWSg4eqrOhLQtb291DccxdvMUVbSPAIi3kNPYby5mKOIhYKiqT+ROYpnT5K9wySe54tXOYqX8XmMy6AdB9J9JWynafvAqQleaYHq+GpiNe7D2BOkPkbYsqb5z2Je/gPEtJSjLEkEiTmKCbl2Y52jXPKsyebeYRDDeYhcS8PEOwAUQb4Ib+Qotpsc0sTzx5HnfKyEYgyg+BWNRUoAUtH4uD5tcH3lUxN8wGNKJPoj70g+ZPOFVGSzYeUo7u5kc/4w4K2SVKqBt3shi0bR+BLlvX2YKyg5SjxHQV5pCBycvxiM+z4GC+PJrm3nKCIBMfJbHM5niiNF4l0JAn7HViRA4ZHjkrX70jxK4ijvi9tIk8ODNtTHaORiiFTIXXIUeggoztfLW8gcGw2rKI5+IeHLYoa9yashIvKBAg6rHG5iUwrEfclRuraChIa1Ciiq623Moam93OqEjaP4MMxRxAshQqaFrd0cJQSU8VJGQo+lK9UhyGyeb+/55pChbE6L+Tw57/mDYBSMK+YTwcrbktkSC2eegyzFW4NDftJ1ebpSlPFOjSSJG1Ln0widfQV+XUjlkKahqUTjJQN5H5RMiMQkcRCUlpv8Fnf/HPc+hB5n+3W84h6s3JNQttoJcSag8BblWujehB9jvk0O82/rSRKGdA4yrqn9eTRqKbadJIdZGq4rpIJyLJ/MZ6v7pD5HGYXS8uUGyMK8ACh0CH2Oowhr7PptWaCFVKDYGFI9EyQHKPxumOWInyUao3EStqMGVG1n9ptI9WzPgrBC44MdmY5lQu902TGUindT0RGDwHIgzdf+JZqGPAopuQTYq5oGKM7OCLhyV0HjugsX8mYtye9JalznRyBjdBFQ7uU797SbqHFgex6ggFTuSHS81Y/82aCCsop3R/J1IUysTDMgP0doEnGvcNDotPKq1hCsA+fOuAg+XaBM7+jeizIoKAhNKB8bfn68YX05DgOfcZT9xfVGLpU0zZZDS8xGjH60P4ZSDTQ+oARta1NrKb+igc0JHAWJ30biq9rMuMycdV32pTy3deZnPNW7LnFbCc06cHdQWssgFT8DQ0O/s8BqLkeJ0+xq21thQ0Yp8g+iVPN9p44+Acl5XTfwxzEI/aF3+LTpLwocBaof5tzRJUcq8pWvXrS0JzYgwNaXQhOj5lRUKLy1fBgmjsHD0W8vstqB5R4kh4f0aug5kKa90EdZGUQZKv+E9AnlL0N3UzXwZ6A+RWOAsocawgy6XaDUWpLZQZm/YGlXYKQi3Fa0cX3qxeJqWiQOkx8aXPdLi0YtBFs5BAXpoWUaDi41Gh1DqUgFRR/XxG1rHGzlMxj7aPIdkU80KBka03k25wMKutJB+UtLuwyHJ/V2YGK1MZX3/wIK2Mqhw79Hn28aG4EVAsoRoHgm9svrqs4ASmVlhKLol1QoY+p6C1CU6PpigfIUe26MS2XLUaEU+S/y4sNcOG/V4UrlqN5OTIWqk/npma9dTdqHecLsTzRylIP06Ijp4YGp+Dg6HaVSohHBaVwSXKumcpSnki9ECQxoec/+qD6P+bgApYyX76nhzJ/3tMueifxaEqwomVpbyFHIeDMND1dyFARSWfJCj6Oobe+64kulS39PlEg0/6AhuF5NN1o6VmCEC8wZNM33WxnWeQTzdX6HR4GycNGpB54joFoSr7CsVnu9iwIKKlaE0QxHCbwjSHVrofeSEkml8biTNPdRKlWshKIFwQOU1ue/ekHZS+MQ1MPfAkUINwW/YSBxh6esyJk574wsWS5CanLoAIqaR1tI35qgoCH+PUELbHMJFHR0RNhm6G3I0eOl4DGIUlkCMKWPRfOCu66pWfOrC5AvxK6DRB6VMqTzIcZpMqTs5IO1/9mLjrjkgYZaz/CG44bamb+VGpAmiPx7KoCCLntBCMU8eznxNiUilVabi5aB8tlLP6AxyZ+bO1iv6fo3vjqL/4ckhiy+nn/YpNxWXj9ideN2B+W8iZZ+DKytZyABt1/sosgcJZ9Sy4SGsbnkJSEFlM3DA4VnOv3IfwyllK5kczfkHEXV6Ve/towlkMptQMkpl/OtM0DnBt+NIAK3FxFa8lyoSBYBRXDowuP5UR4HlE6dhxrGztMuoDBmrB8ebPFMp39CfyDjL6NQ1FBeR7e8da2R3f3asrIaxK6FWsWWCM18Q5Hmbg9l6CJHCUOkL6V8ONQXcqlksgZSKQ5rNow7F9z2AZStxuYzB2yFirSvhmgApVwjERRhR4i99VZD/73fXQCpRK4nFDWbSfJtVlKrZnDzihBBOYobruqLMZ8ZVJtKgaK44MoCAAAgAElEQVSmQVok7wUKV1DLsJ452EJEPOob58DETiVHiB7yITDf2rUw0V/93abBFeThItsyySuAhDiKKRcoWHSWwjBkrWXCO+g1Pb9KmkulKPScGvYuQOWeZYaxgw+smeb5o37kJwPj4XQJxRec1sQjt7x/vUXIK19Kn+EK2qw3cnhE3kZHGfKtGuOTUBylJfpLYRBk2iJJsmf7KGoKmVJuLH5Dlc+6SRuEgjP89tZ049xRP/IPZpRlqTgSLxZWvG/PTJL1OfKM5MbeptbIz4BSCLIUfWF9Mo8HOYrkzwIKwxdJwthlrD3SRUnS4riRqsozIaDUG8MMH2zN/OI52g+3Ayl/panEefK7BFCguEX02jygrEEsUGc6KK6jkOFbOw2Djy98uQFSl9k2oKymZAnegVu5+Kjycto+LNwhqqnS2fZhm42iUVkJ8Qw6Vxp/B1Aq1aKpiBHC0ht8Pv/a0+9elLY5ykKOIgCKFJ0J1icNvlKaoyj+pXYQs9VZEucoucAzhdsK4yZxFNVqT5wNAQUu7iE7URrTU7QU+as1WaVEEzTRH2pJvI9X33DIM9Z2AAoqutFXUg8qEbmM0sTRpSBJmDkbLzGDyC2hI5WryVE+tgGKemUyhDDDnR0f2pfQF7JSBjuI0vsDKKslOdwC4HOX3jj77pK1ndgvt+ZyuX0n9lRhTr613jCEPsosxGOGphK+V8SQkedChEvlKJ+YPoJiXppq84iHBIQTWx3+m8zo62Fg6q2EQgEDCT+TeOE3WeMoa4GtqXP5O8xkHbI6ZbuHkkEojS4lcQxjdZzy+UbMU7cc5fAobwMAlNqVWvvokKKZLyOxbRvC34DPKt0TVsfDd8vdW4iOi6t0DI0yMlo/S56R1wKr3igyopVgXQGU1fWG1kX5BotwzHdlE4CHo5gFyiYBFD4DkUb1+hcnw6PDCN0DuSQWXnkuK3UmVAeh8uwKAQddk6JJeC9BtXNkSXa3LbVZZDgrgaXkUplRxQ6KDygpgapdiBM+34jz8jtSMpIcZRiC8xGgnL8GCvIfgqoJLTHM3siMfpFejfzlBfFobAGNS/6EYLHsQu0s+ZblBltacy7/oxDIWBjBq+sL+iMdlHkWXQIUMC2wBnYDYYheuO3gzWWIKxjix5Ffrz+6sXRI0MyEACX0ziV2mzLnsVNQzvS/92sRqik+kizINFSQirUW2qperDCJ4SYelQHFnymWbxmXinpIIv8ziEsFmzifXpjHm2lC2Rb45pFzp/70xmUSoWkwWyTszLLbmdFP1qqrMOV80lEj1NjKUTIEKIm8Ftb1pthBWVeUOnbXoy6K6XBbIWQOxqeEEeO6QuB8aMLYpHHGtiBPODIB5doS5YMliybOeLPsXqtkE9XIX0YxVQctMtPc2uVdyBdpYq0d1HW9g+JtYkBZu/a15rkOyi3mX00JXJpDUhaxSaW4ecrYSA8phHkT05VdjsK7ZBU+H3HnErtnGP3IP4BS+gmpjrjH5vL1CgF/793ElqFOLMbPSPQ0jmLd2F8Q+ygqIUcWc5bTw/+HPVeHenIIrn+zCQqyE0c+WvHG59dnOyhQQl9i+wY+LfKXPAiUMi/vsV/mf4cM4HMksdd4J8H5DvKmgkEqG/cafZTrVwnJ1kAq7F0+AWiAsYwKbD1NKbPajkQFQNl5prN1NEHSMttvGadF/lLdSIf1N43vULE4E36EJFja0TpSgYSnjjnK1FtNqYMyJyKdEqps+Q32rszMX3qcfgVZ59jm1RyFb+zkbc6vL/noDN+iLAOU9n4LKimjZxLGySgESh2wwGF+Jn8MP/Jugq31LgoCFC1Hua13UeBUVzN9Wfl7X+UtEn4d62mwdch2dUDx+LKZ4CmP7kyZaLuQgTTb3jd04/1R3hyj1DCdvIEkehxL5B1F3mk1lwuUJ5iK65phNW7rYg9lTctohA99lU/l++NfU/8msNvM5ihWQnOUTx38Wnfx2JGgmjZUoz/PVYn8pTLImWxSQzDzTMn8dUBJsLKuN9MCxQOpaJohz77Wk8oEklSq+8ZRpB4RQBkDEcb8Lo9WmhneIfjTGW/8UwcNVGQ8UJ5fTRKsGv1W7krkL6GYKqEthHIUtIND0sb2pnq1MGwolBGgYGv2JyUU+SY1oGiMVEb4FLqmRrEcAMohRwHvnfKs6bfV7kYWBM0Cim70i45SlxSc//H+t02OMsdDWibcNg7in2Flg5I8DGSCxVFUY332J7SLUkOhCmONkfGgqzCzDlKJ/iLmCmKGC9kTWvasTx3c7N5unqGpw0DRcHRyzj/RHwZGG4RCRcylQMQdw4vairLRJLmCiLheoGwu3eiiOPVzoZZpuVQOicxQHaukCQoCs2Xsrw8hTqaePLPb6M15mZ8EqWj4p/2cv1Ka9kSUIZAK35SIF1ziBvPoPlZebkb8vnHQ43MI1VqqUV96iXYCvzO+HN7kzUy5giCIjCsqxV5uK4yFkCgcHR1YnzmY6Z3DfzgOMMb9IFuZuu3vo0YLFJmjIOFPX0UzIVY2m2lc7FUE/jKu68b4xe+TLop8ob1p5CgahDEibmJVN9yU2dpVjgKHTA+sz7bNXtoWPQwKwrjVz/nLkX+iJxUyxu8EQrV5Pn0tbkEiBygb6VHCU1nTBpRhQKl/K8ptjd+NKcftugRDIvOhEkLz4s6/UA3mMmZjA1DSjNEjz/qVr/eXgAhKD+0trYVORCnV9bVmStg0n3KjSGxAUPijFr5JjmKTz6bA8DIxTJtGLYz9Lor0g3ZN4G7saPkWyDtaDSduekYQJ/4Na0Nsoam3dt3on4KiZWbZ9X6MK6OUZztqy4QYF/jtphG6PMNRMryRprGJxOscpYZoswUoXalE0vNtKJiI8i5qXT0ykbyu1KfRs/noLLCkg/Lf/V4/uGZo+cgGlH6QPRnFUZdBQRf4vdmOwBckOYqaxlCaw3CL0eSvI73JcFisKgAKkf6U8fZx8T8gtpxCarsjj/faRxRAMSg58DZ/p4wyS6zdOu4HWaGM0nufqS+kRyxHQeL+NIz3BUri89vaQahvg1QyxU2cDgoVL4FU+EYSqLVMQYc7fRIkJoRikh649qdKRZ95hsg2oPRUVhqaS2XQColAprN8ORV9MZuTGBoBlDjhuSsaA61mgGJgj3Vm/CDsXYLYruY7FC1D0bflDfdRziQkw+BBa7tqGeVhooCC+ihmCaXX+5WJJI1ptkz82R+iJ/jCqzOWGY04SV6DI9cgFlBEmi2Owroomxma0WBYHMn+FWXSltcnGUIXaIaz5oELKL2rZc40fdKrX+hHfqf/t75UMokupyRbJFEDBtQjgfe6ZnhyLwhug9nwPWwpN1vDK/TLKwVhg4xNwuiGxrNlyhS8AwwP/1BhHuOrY4ByJz0Id2dKSvCH6ZO7mxdekU5Aebc3w08kEsc5yiQSLT443BqmrUYSBB4UOi+BXwFKpBm7hQNyFLNO6pM8ddOM5Yxh5Vqn1Q+y9AVAaeE7yweh16gUfdnXPUDpOU4pSyA9ZQFKylFivmap7IEIV75Ns0YchF78uqz+EPOKbV4zimasHMWpR/hGzYAYDXEFULr7iQCK8SIYkHJt+WDbvl5BMQ4868J+z3H8Ekrvfb5C4pT39gKKgfmC4vVvZ1ljL3C9JNFUhxcHqVk3bKJ0UXxAIXXliBraVSh8lH4vYAYJLML2TtMLvOslh6UIh541FfbP2kfpFwIOoMRpjiIU1b5wjWbNOAk5yiygmAJBqmFHfRQtMggoiLa0q5mB7X5GmBl890p7X/dC73oljCntXa+MopyEgiGEAEoUodEMrPkwEx+mRjMIwt0kyFHQBUBhWxWpcBTCpQK2slua7DR4d7b3dhNQXqyMM3Lb82bdnlmUStV+yYyMlG+4vBTHqJnwQo1Kf0wZYYlnB2G9YfI7nDmKXWSm/IPROJSqdZ22DGwcGXizFEAMBiPBE6HuBW4FxZQCL5wKe45TRum3yoomV1AMY04U5DOz0sMEys8gtMOwPuNgR7hMUI3hwiA4Chn/bUgJZzPdwJgZyhulAIL5CowUqmArN8p113Up2A3P7s91oUkJpYtMkWAmcUwX03gvDfiVR/IZYhyxtmeH+y3ePSpscxStjDJv+EqDaoYCtmJfG7xdA11phHthBcUXEs+dCos5NVZJ43p1agQDTQK2Esd7cRxwB/IVhfCzelvhq61FiP7iLTI2yoqJhRyFjiwYDm7QFlNUQNkYmIZ10JwWBuFrx1D+ZL+nl1Ia15MKnGoqDriC9uI0v1PKxKAgjmIfvKou8m6H7ag2mRUTCzlKNjIP6lJbLYxqXCoD8+TwkV9w98LbZWH5KEchJ6F0fwcKmAKpEFAQSGWlhLKrhJae3zMGKFPZTAllaAGS+Y1Wq4GGM2Pr9gAKn1eQ4ioKQUth8J39nl5KzQD3uk02aPqFszAK06WEK4jfboSMh1P+Fxt7m/oihCxpO2oAitJDYQjiO9vUNMgowGyfG+wxcPgtNOHt6jrphTB4fr+XaJdQejNA6Gl6Ng5ishfsxQlHgcD4cAyhinnY26BLfH+BVb85lXUa9nIUoSlIu5tGgWIfu+WG1+//EFSkkpmfCJMflVD69tVFydB2liso4Sjbf8iXwvFY7Iu3uijP2+62v3Au6/hhsTtnC8m7m3xjIQQKqvbksOIRAYvBTnUh+5Nh+K/v9SdWSiid7WepsEbPJsE/kIQLZXuV39pm/DhC0x9/0sbWRnMJcgBvzfnpuW4GWqDwFHoTfxbxjc+PS4W500gIdirzOc+Nhcl3DvopU2mpt/NxIv5FoaA4CII9vmOUM27s8Olw2eZSaTNFsdac6CKroOC/9ZilaEhygPSEe6IgWiX3KlIxxTD547A/m1FC6Qg1khQ6tVegJDEPzKaWp0Lo/Ca2VBJCDgAo/sXuQTookCbt4EkkU4XtnHR7lokO366g3AWU7+y9F4o/Lr+ZSwVSpSDht5ojFb+WJ6k2thtpyHcbER3nSjcxLjYg5hmbp9wYV7IRvNM8ASUbRPGFdvKjsJ+99ZPbLoqDMclRgiQEGMegotLZ+xNsBVC4VCTHv5JVUGR2ANF4UsGZjO+chMLQ8n4FJXooSKCs7uUpfZRuz5Wj4wjMFlCCMIDAbxARd7YPqRt4NnV5gzV2VtyKVCBWh8zanIDjSsZO4yQUc/ln1Q4m1E5/tNfPU0ooHamYqhHNcpSlBPQDUolEhT8+ig0JdWY3YpdvfLLloLDrhsXG5gI7oPIdfi5xa71x0s0/zmxQ7etCSexF/TmefotE922oaTiLQbgH+Ql/VIRpOJKSNy/zHFpbjoO3WriOfcGroPD88CeSx98nTZ2M4j8f9qsexgeLZ1Iv7icHJZTibRmKDbS0HSQkf2oFFIBIllFxtrpRBxTI3+uaL1ZRoPhvR9IuehxQvmudiBI9n1RQGLoYg630BqF++dyRSob2IF8E32GMu1DgfHxYnig2cUR19vKFmAGK3Yhkq4riyG1f8vjMlfT8KSijSTUKm9+Lf5xmPRS//4cChQq3MnShzUfkpA0uBLFN6mw06oBUlhKOojQptmgFxZcAZftFONfqD7zGSXdnRWNLr1UQzTOpm2a9Sbh+Tdaxbvqxbfqp5cCHOJ7vq/gakrt78JkjLXUpPvQzXIcy1a44M0TGti+6kxIMazes2kkoZPjwdgXFEVI3znop2zEU8shaVFsMIMy/i0SQCqC80snfnfGstRQ4cy2jrrcMi1ZQiNj+oXDAUaQNb+MkFIoOq4OQj6iX0rvd35VQiu8i+QlA6ezy/FgQXENyt74CFD24i1DL0JrUwFWUfJM0tsGlAign3ShGz6deNcYh3UtI0kPBx1CwX1vshFfeRJnv4F68d4zpe5Buai21qbdw1WwzIRFN45MSvyHpiROlkglHXrU1EqlPpOQvu3i9sNud6fHrTzlq2nnal8D7OUl3stUfYyrf2xBQKNhuJdryfRUlH98R2RvyTff2SVLJzCO3slUDBZRDeqGL1wu7PRQNmzokgL+fs5wPrLu9LWn9MXq1DVKpty5RqHi6kbqDYmpypOwKELJuGjsnoTB0FA6g6Jdj+vluPOkFnS6K04J4y3deylGkgD9cpIs9li3zLLWmX6WUGlVnBlVLRLZW+IquUVVED+VquzR5ny/xfyulsz2UXu7fuRCzlSHKkAWq3X0BjMUKenc0+WeymBPq9CoBFDaAoshUsk1A2jwd5XolxnGU7PPdEac3AdW9RjPTUdpt2jDFwA57Y5h/hoJrKXMGBanobFAqipxJu45h4juGWxn3ui8Ht6sFEsKfA6l0PadkK8XXlZSMpd32hEgI1vp36oCCwLUU37i3DApiVQ+ClEthgKKaxh0cVhvOuyj1pWqMM+sXSQmlVxF1DizEUa3ZnVWg6PJaP9EDqcSQvPj47icoJb1yroQi7vpfQpSjnHTjtFP/VqUS4ihpttyVRg+FPlQQidt+g/RmFczLdlZGCfhqnOKIhJDeCk4XZURhq3yyDlD2T9wGwVeeOaiGW/kcyZr9pLqLInRQ/up2M+oB+hetfi0LKHuAEimmSGjau4oeCs5REN3F4XMnjofjh2F1OVk6S0Aq3aS6e6JOOxiVtk2d9PzKV+T+vIc/BSiYRRgBStSz+BLKtkegfN/FMFwYJ6CMPBOalV+IUyCV6JhUim+o/ARq9hdBIlnpzwY5UyTwDeb/syEhJXG/WumggNeteOkfZq0ncXCiN5OR5XZl4ZQIz1NA6Up3QCrkF8b4nY7dA0WS3V9fdP4zQIEv/1x0miTtOV/UnWbJUVjWcu3kRBeiQ8tJBYWOHlGmHkcpvonqY/xOxx63qLzZ+7BzMXWjNjN/h6McHnVjRweF3yez6oGPt67YycGxqpnl3bHtSkpJUUwyvdsp2Jvg6aGg4Wb/9jZA6U9imouAYtxBX5X8ZVBQt5LoSsXkUjkCFMNLSht5D6BU9z5YLqH0mhc7JuF/GalN0mu2gXKsL1JzMXHJWRN9TY6W06SnxWNSwd5hcPyuYHgNtZIqIiiAtfTOhfduqos7KL8+rDf7e0BQoYSC4mSNF2dfVThKT3QdFD5YrB5kKTMwSOXEfYFMmtyrhtsGZdoxlDd7UtGb/bMTAffyvAwlh2u8F4SjHCalacQOyueoEGZxhg0vDe+e5EJOi+8mVkaZBJTuUmZPQZ0o4bw9pDb7WSZBSh9F2EvWfDSh/o4SXUyD3kDaQcnQY3uAcggKCtMgOQnF12bfqUjLGaWZ2kPpiVkpOL1v6s1+HAKUXqVExSBe20dI3Zej2Tjo+UJ3wELIEdsszbDmAspJ3hwpl+LqZMIYbfWk0tN4x1EET1ObfXKwxf7ajOjuWa45zFEuHPbr3y4KVEyfTzL+1LIn0uRwsNs6P4J8Ka1mt8PU0IxBqRQomeipqlrqqUFKCSUMrDAeV/el6GIS9NcJOoeCVPOZBMwWb/35UXI42OKcX7d8iVQyGSJlLQV3y55q6p+JOy1V7R+lLJVIdAPZTer6vuQvBf3VkxJKnEDKiZWAxkuDLc750aWbaWnZh7FUPGrZuNO+SKsoVAQFzVRQ+qeUXFd2g026IzpLQX95q4sC+QFEm2aGlYQmCT3Jm0VKKy0z8CbDxuYgipGf+pyn6Qv9d5el4kgeSCWo6+G56TZ/jt4givA8oOg5Snw4cG908VqFlKuS84vMkI+j4OLKdzS933pakQqghIBSmw0RCoL+3HkXhUiX0sNMZ/j6Spam7MTAkl2t9KkAL/Z6KN0zFT4bndvRtN4STR5Ce1dvym4orwXqrGcKSfhW7yljFRSmG9hEFFBOyrSdrFW1IWRottIJCz05Fhfhizua0Z/+4VLp7zOjWPuyF2jPhL4Yhs4xqVCpQdusZRgQeq6mx25uyQ+vtaq3byOsPaV0/D6rSsU/v4P71pGj9G7zQoq3L1uBloaRdBIKkWahONKMl6Bo+810cPuHAgW3qneJmXZd7qHkd++wbneC89iOppa4+X0LnW8zhK0dQFFTjyhttx9N+yifJBik0oCyX6cnbpQHKHrFhhxFe/KpTgjqDfWdwvcioFS6kXsKohxFsUNt2WMs9F7ot5H1UGqRDVK5Pg4VPk3ICXu9+EpLr9iQ/7Dt7fpVlE6JYS7t4FJYKUsFEkbrVabsq0uA4nnXj6FQacN/mK+2KyZSOcpxDfmy1io5RZ47P/lbnYWOXgNNZ2Yi3NGmS55PBK2LYg4Z9m0Dv6oeAorrmieY7Q0+U2a8gN8FFF5dH0OJJKzNV/ddWX9qY6Fzig5KNlf8lOzg0nI1CP3lzimP0DigMOVVNVk3TkQh8nNIYJgv+UIecsgfg3FMKhJuzZeFFQn2k7fnB1CEQkbJHVzWcST2y9G6IW8wFenBBmSv3sxxqYjXEDK2DLPN/JqesnmEtgZRZIxnyoGFAMq1bvtzd2Kyi7KDy+2mkdiNjqB/LG9kM6iZ3Ghiz3rxuFTEa4KPt3gsiMYBZQFVd2ZifE5yC/9+dQHR8/7YGUApdulCoafNlS/jfNRdIER8/TibQHp4Y07x7OmTpCL62OYoFFCKh2dXPdoRbFxuYoFrf/vKv+1uvtLxoEIqZCx0y2GF+Rc6KNNQljNlg++PENxAsmf35VxCkYhi2xCss3EVsjn+bAv0S45dQkH2VgWFoa9fecvv5l5KSSrRWOCVwwrzHyVKIUgIW5lyg6K50bCBJMv+zDGUDF2TqJyjtEVAUfMptOHyM7dM9NTWZCXeIOPKf9udjO02wOZH9tWwupbjnC9yXkgWf/lr2een+N4RHMWuN48pKEM7YibZmKMMaU32Py/0Wq8Yf5oyxBwTKXaj7KEw3jwmdSf7zCpKsF995+U8eeEzynfJnUs/4N+EM69K9svNY1Jh6FdFxqUCBxY1nX1G76F8Bn0WCZ8S8/6e5ysJuIMf+6sBlKKa82vtg7kqSp518TbvV5czzFFG3RlZtDeax6ItQ1dEJu3a1+ETK5puaI3LL3ZZQKq/9svC66Csp2oVFF+58tXudmDmU8XxpEIq7YPK4I68HOU6QtKrzcz4P/ijVF1dWbVrJ6CYWMgAZY+j8PvU9aR4jgO/yQONCmhCQKaxu9FrE8nP+Phj/1N3q5xO3lKgOHrglsNKhtZ4MsB3lP2L9UXKZnk/wvoMdm1t4TiKA9WBuMv3/wcUqCpayeHR66jyMg3vjSqK9O/+7U9PQ6m4vbBW3G8J7ntt6Q12kaKmuLNgbGP1BBRfdtiKxzfdZ38FUqlrS4dHh2aVxfCulYdbjvK/nSaVyjpJJlqmWDzg1ruWZK2LkPgIr37VWD0RJZJ8Y9WzeY66ZwOKunhIUlpmGULM22iWo0Uk/uW/6W6S1kEpcgaI6tXGDtGCqGzy3Ua8DUBZgite3fDZqqbOH0chEGxXvPzWsVvWJZBKA1Cy31rIN9VDo/Mmv6HAW68ELiL+2fdIZ9zs1CVFfoj09ltl8VHpcQeN8yPY3p+2j9jnyAts5ZrDffUEFCpEeCU84Hdi3NrlCmqk9Ch7S+e3J8FrGoKvyMIqChW++/2oi9KZQeBfMkSCSq1LJDmXr9S2vamQZo+Rz7CV2ko2pOl9n++hwMeV7dCDMpEJmYFljfBd61pqysi3cv28AfyhhSsmgFJAebwilQ5KUikkIcnKj+GG3taUm2W/M4O9NftWKur68dyW3z6t3GL8Oe/jPG9Z13SowLI/0FJGDX113hw9aiqsbeHqeHj0QjSgoHxzNVBQBcWv5yhnXM/Dsy7NvjaBLUn5KzIO2fIJKKYqrfz5LgNLFVgLW3VVp3rWUskhgcrrgHcAy7w1qHLTCzJejDqpZ2fkzSs08mVavTnG13ibjpC63pY966XZl2cuXRuxTacOKD3kEsq4uNr2mMeNS8OWpuqZ/jbW9EOKFc8DlK01lhwolUTbxD8gndtjuij8Isk4rd695OdPuDkfA4qy7JHs001sjhgOqv12dpJUHElYSeC6r8NlvlygqBmu6wnF2D2IIW8AFE+pxHMTx2RAKjnK2HK16nZaGqAEyV/bW8oFF8Z9jgLRvPXDn50klUhAwuFB+4ArX8FrCt9ItIXrzSQzlL8OY2psrbJDz65MJvjK9+MTpBLVSPVON5NC/jPpBp69pS1ah9lXAGUMUnl9rtRU3kchgiklB6HHy4gtyPS0mqEaOQpW3IBQw95DS6Fdmbv15e93H1PSmWSYeAr+uVtLq9W1STT+6LPAUrC2KKfsJ0QWfpNNCtdeISeh8GcNHoZB3qmzhT27Xjc0Q1H0OEehVLEJWgys16ooJO2s7hcRv1C9U0urla5ANVQHFNs21EU7ZZDFiYRtyoDSDw59lAzpUhImbf69vRXaSs3AKlJaywxbyd5v/jNFJqiReBvlc/xU+gHtoHQy+gJlMq1EuEykrTltxnW9+lNq8r9Pd1AUdu2V6CQUhjQ5DQO+GxpTdl15iz9TB15q9B+N8tDP42Uz2V2vbCMi/YA4ZZSuVA4reqRienNPveCCqFtqYCLjJ2DshNXZj5zSxHkJxVEsEiTJAST99m5o2dml3jhYvObQbOJVRlwifp+egGLW0kqKRaWEUv3Cmm1rqvr0DFJuEGQRprIfvVKagCyh+LJN8ju5ZUAJSmPyUO87JfasyogrPD+IgjnKVFzJbKmcQLRcWrPrWotvJS436K3dOFON79wqKbKEEsk2baexB4ECUqiBVKV4yRCkygGDoudJp/qooDSqW70SJYDQnTyp1Frz+ah4IWJKnOnsO04pNpRQiAzWmqYHEPgV2z+JhD/Z+3Z5MiFDf0u7KMXduDnCmdnq1k6RcvcqpUvjuE7RL/LDLKbMTrMm++5rJ6NQydpmy0dvQ7lhewWKYkcTZRSBufcqKENTxDmOIs5W95CL8N1lQvZqmBWHFRL+ZCTaZCu3TkERPfMwPdoZMZnlOfwT+coS/Y3841P5xgRGeK+8YwZDs+QnxRHe7aAYfLJ5sn8OVIEAACAASURBVDpp5xv7yyQOXjbe7VzRYQwKovqpKJnooYtpui85hld6Phw1rLfM6RsKnxpBintvpv9h3rlHv1LsNED6KFRqVCfQHGM/IUnAuo89EwJA2aOEPb86f6LZZsI19Im/O6Kyj73SbF1m9N8BFr1fSbQdlXxpvkD5WIHC/5Fmq4sEJtuJSdDOHJ6dCjdgYASUNk3Zd1deOBGFodeQ/NZRpFDFKq3v0j4Kv5d8f7I8ujifzLoondkM/gm5UV06WWFvgFSYM8ercIU/YnmPGSGNmbDqnIKiI5nSCGeyVWqn4bcw999tBLX+Xot8TegdvTCewjry3QDIIIrAbrfTdsJ9hx1w3isJwy6J2dlV/8QQB5EfSf8v/SaglGNqGQUcJBmvzJvI6RsTZZR8Gwi5Vp4M4ZNibzC+h1Jn43WCHgsAhb4HiolFUac/yVFK968bpaMiJZDLfhp9OR2bOY5SzfWowDbCiJN0FyqlMDNcssjOrZknKwhSyhWuICZ71QXL0lvk0CpHL4LS8VGlc74eykh/+TR/k8g2/Imxue5u9HRUgnwsBHjFPTnwQ7YuOpQuGEzy7p3UN8LyO2CsckznKMVw05lY4Si+jKfLH4Jz3niLO0+3vRLJITX4rpqKeAqKL636NGtiQHnlFJR7wt97hRSKFz2Tyh0UoYSiVIPto+xGHmY76wDZmAwKgoDOlBXnZFvxxVsRZYAiH5y0jslfPxX2rPKgC0WZUvxM+yiOV23DhJJoNrcUpfshjrLmo5ay4ve7ysooEaA0c6mEp6HQoSQsTy4DSr3jFsXeB/zfFatSzvIM9dF8oDc6HxqW3WwXxhaMhdKt6hUUwY8+nTUNJgaDG1j1T73cruw3jNK/KKPk0+Qr1dlJ3g34ywg91P/ciOSasg0oymkokPMvqBmYrRiehsLQpXC0irJVFEKFreT3PIve5ECEy/SSfjjKa0iynYZSR6UHelRQkLOgclsRg8ot/pUrVMNrZUMwl+0CpbOtl5SjzFSSbEBpPoSEvoGOyPz57070Cfxo+S7BCsp8U2MEZ9L2qVJxJsM/GjXKKMpxFKuaTubzTeZw/1NDgIIV853x1tOlYrOMQtG8qrGXlUy6dSqKzztzcelnvFmshtCerfBko/QOlt+hi9DX+78Zkp5DirJyOKI9WgrLVRSkQkkIKHuno0hBpbHRV+7MP1JFYQMoEIHpDPpPSr95VjIBZZuN/NajpXeWUUCMumI0ASU8qSmhc4kwriml88h3poukKVcQVxYVK2MDjzWkLBMuFRPJGFBaC6V3DqB8WjFuypl8OkqGkrVy0AGUwkmLhkVuJOQTVnUa4VblLCyXiiorq2xEnzkdZUY2sJTJyakoDC265T8SaReVpQKU5GylgmTm5cqeOfAaGkF0BK+yP8rmT0GB1HNSwVsSfTg4HcU8W0GhkjctVFGiixV3Z+jywObIGRqWsiFFZGZ2moJyFBiX6djpcYX5U2G0WkIRd4oVrMJsOYp/4bmyEDIhqG4DnE8lsyEMKPRUFBPVFMOWyHjyHihCpUEsE3bnBlCcpcrtglQIBp+QOMJvzQGUZ+l8edwZQKkbd56NaslPT1VQJAQV+xK8fKukQkH5zu/O4rPlTxMpGNzkewis+1lAQZWnVg2gjCnszoqvJsefItI7MgoqDxRBO04ZReF7r5lPlj8gDrYVZMNwgFVjha10C+6TUIYB5ZajHp7UYdQ5Dloi5YlQc2cuJ8tR8geloGoDGVzVQLNFxtOF7S0TxtLTpQK4+I5jtuITO4w6x/k8Kc9SOq8W62S5reQlM0qqnQvi4Pad+VM+xC3UEuJTpeKIcNQ7Dmodvsczfs1zpDxL6Yz8dlkqmAfB6oZGX2Tl8NxFEST0H78Hiv8QXM/BlxBNs9NRHJGWr9IfvnsMpbrN0/Zgj1AG7n9kPjGNxLi8dVkFJXroHYP3pbH0ZwPuV36TSMsxLpKulFH4ffuJWX6/uTqw92COks09MYOE2DkVBfFSMBppLQeCdRoKEbLy+hQZCnKUPIvjvhWhan/j2bWBHRkZn9Qk6IkGOpucikJGGGYeGdGXk9Mf3se35CijjBRrqj2pRKjS9ZlJ7sADLhh/Gt2bw1ITfTG5dxoKFfPra7X0xHkPb26V2w3o0HxfQWQ0l0plJU1yBzuJKTKZM/YkMS+XGvQGUQRji+0eZS3+rPPTUJhZVyvD+UIJBXFTq5w6kqzBsZWglX+Oxp5MgyB8tfTWCgqMFaAgmrXU1D8dxVFulvyLo2DWmeThqnBGK6f2ZW+wqIoEqIpqcrS9He6fjqJsrXpZ1qov+6WseODlyy+XWlsy4V6eVBdS4SiTlfZGR3aPo0xDviiTbTdwT0NhpnxTOMgyXEuj9/Lmm+U/CkUjRG6bXDUDKKZkDUQ45g/NIESUNHDD01EcSDpBKlhbJui0RBvGt83p0sHRO8XDmHIUgbdsVzIMJHuDrYf+iIYQVWLXDb1S6jOIch0ZWct4eZnMnT42Cy9XUAqp5GMQl4pZKz8aNkNuVkxh9l/muIYmCUfxrFOlEon8YTV8Qar6jK3Kiwqb5VlK85uFVMSsWBQyJ8uLqVRwjz3FwBxrxoSjeO+Bwh8HItMW3tSz0x9pCCjljh3nszkK4ZU4R0GN+RJKJO4OjvIZqjUTQjCXyvqpKFS4+6UuytnTUIhgl2/udX6lQOEJq1+gGGUUbzD34Sh7JMJ7lsVOlwqgtKTMwJvNEx4g1fuIYJXDrfPxLorAF7wzpJa70BxpbTDCUTTaDADFlyzrdKlkgs9E8CC7yVZORfGRVQ63/lBu4flmWRBBsmFtpfRmRzoW4ShIJYgi7MiW8vKpKEyIjJXMuGDfZOapGYuDvPJcmz8yJ3ZQFJAKFXEZxfziQWU5mHH5qU3+eFJHlu31crpRRUHkWw4zpm3NME+NcUhwlVIGEg3lbZT81hYZkloq4dKVgi8fDB7IR414O/INU1Tw5ukoJsER+zpSsOGchgJDfFgr5WWkh2KK8Gsi1UsoVAiPtZz7SH06jCOOotRPV5DZxMQw0JMv49cmBsNt+j9Ozz0LSYAo8O7HEspCgTJs8jkuQCmX1EJ4rBH/+kgjcON3jFsmxtp7SKWhEGwg+WVjpxr5E++t7lLZiBjeKHVfQcJS5AfFdFsk18oTDaJ7rHhAY41gLfANycfae6HUFNJSTMU2dobXer998TPlVTtAud1vlgJzKKFgFo1XUKRwcDN4cCBA2fP5k43fE2WMSwVQ8H4/3E6bI5XFTAlQ+oeAhKWPYnCpKKXjnZTDqU33YTF/snFLK2MPoIzLRMGmbOPQ7Ap2eKgCggS5/ePyxGxZKgbzlUYVZTCsEMiNXST4mRzpTD0dxRmRKcajkr3ldVH8F9DAS27v3CyjLKD8QPwZ3XyesLS4mM1J7rFsBZGmZSKfcpTGe0hlRCJ4q/5ru/igm906fYbp4osSvVqWipmj5OsJAp8CK9aHChTkuv8fZe8bJMdxHXi+6hp2Dcxm19BQmE2pOTUUZMEbsWE2BIXZMJtdQ1EW+MFhKMIfbj/sLYaGlrgPDnNgKMzBatRVw6Yw0AlGQ7F7a+wtjKbDDvsiLsKm1hdnOczj1GAgFHyCUPTp4kztcjk1KBoFh7WcahbFzubUVN7LrD9dPVPTg+1QQJzuqqxfvcx8+fLly5cjjlNWnkDIsg4bgeIF4ULmx50oPy+htaGAxVA09k0kePGpGXGdBnPWoo66zzvdHEXRsigZPUKETWunfgJp4VwAxk8DZYME83tLxQaRqG+xxuLGIaNcKNyW7W+hRULZEYPe6W6mh+rct2cX+dLgKIonujs3vIZQXmBp9ZaIiihzY1AEwVOv4fDQdT2+7sNzLggrPHvpVkA1qlyS1r3j3eyK1q+wpxnlVCqZ4iTz3g4U1pd/8jqUvk3U1UGQUZW7pfKcp66otrzej6xbJnexFzbVLkfBykMjY0vKemaNIkcpzTCUMLN/jW7osrszzxoOhvW/M6bkpQhljFQmdE/tqp7c/X/40dS8pTzlIYpC3X5AlfWuRc3BcicTDmAXWf3pLN4GGMpwYPZBcS7uULYevHXM1+vSwbfVpe0g6xTaiTJlzGtdhUiW32Di5i1FI1RVO9SnoaZY3U7XHaxZWZQCk0rUuRjK0Ijv6aieRjWcb0PzmCMEwl96qtALsu6OHSgezM0gSiBt9pswE+m2X/JRGitW1/dDrWt2LWUTZzAZm98rDlG0AJSR1cDMno6Izii89YwthaLoNcWxKAS+CIgSSptbaqxGJhbPMpRO52dbVF1fe8h++OXAN9/IrISK3MEDLAJJC0dQBGrumAR5UG4dQRNTWLIbkj9Mn7kbJYA6oqyH4qavQpRFtdV6MdCUrtnxEUXnXzGU4QOJlKAssMNMMjaCLdJhJsToA1DWjuLcYE30EKU3BiWEEjxrrVNhc6sbPfZQsHgm0Lod02Kxi9F3k46byfpHmFR4p1+Ep4mQQTEQZcQDxa5a1M6iFl095IHsD8agUCjDm2aHiptbK5e5mu0HraMMxe30erQajwC+n0EJCglKExQiZGwEOEjvjjhNajwd61GUlI0oivuzrBm8E0WXhL92ZCq6W112yh+suUHrGEPxUSpJKAwc9d/LRgMhCklQxIoyFPHZXiZdVzSEIMopRDGWGUpvHIohLf1fazJtu4PuNbyx4vSDZh17jrVlEjK0EwbW0OkRCMx4Y41cg8e8DEoAvcHNtPz7US84wlBUHIk80Pr+OBRsaeGqSCWXdtd1fAUHpVIP1U7HNwlXMrwtiz1r2A1DYY6h1BiKbBfr6rBsJ3UZBbH1JfZIgFIJ4dd87F5jUbD/ved8C1G2LGy354JVP1QboWp1fIfESmxmBwoVcFCz0WpBFMmWKukPtuAPYsfs/clYniKOgadtVD/HnTXqjkUhAl3f0KdFf2B1Lf9n4YYfthpU7aBMWFga6x0GOz/TzegL4fUYRdUlo1jTku+NiuNF3tDZqVJEcsLZGISuje2m28cB1hkJyNzpU8XX7hkgbG0zlB7d6IVao6Uu85gciOOZdBi4mTkfzMjIx6UiG+UhCtSdHiufJCKBBc25+5PguKHiZBdRrLEozKM+MNgZ55vrpj8IZxkKVa27vCglugQYyrDP6vMpimQMg34COLfmYfnwQmT/iVIv0BzfDyxd0YWOux8KhVfo4D48shW6HXNA6OwgbFY1pWPzdhJfAlDPRi0YaP8b4gJDETMoBAb/5BkwFyntmrBs9gi21B6xsKpNxVyh1uaIW3UXyjObxNUfGcQoc+dCrap176UyodyGqWcXOu0aQ/l3O1FssdeLIpywgiZVZXmtRzTX7w2sNwGsrqkgylip6M+sB679BKJYjhdolQVEUbtGRijMuK/sRNFFVM4tEAwpvcwQexveBYCpWbw3ZO0NURxst4gidhREoZvjehBbhw1dT+MoJNRKiHItGnrU5BJsLKXsOppdE1FL62wMElFbp/I9ShyGgh3uO07YVP6MoaxtOKTTZCiWQjtuxkG5G8UunQxPO/S/ha67ESwiClVDth/g65lrDJgYZOO7p9iRy4jSyKKE4PYcb4m1V6XjBFhBvK30nEG3xRN0KnR5fFvxJuXwtNt/P/TdHqJUEYUNdVKYuQaV3TkydHN5FYZisDmZoMtpIhbB7fnkLTZdYChNZXkZUZapM3ivVaeXVEulnc2xUmEorzjuz0Lf6QUttboYDbrqyEUAJLNgSyoCovA+hihJ6bbgEueTEKYVum6xCjItj2gmotxBlA6TitsZKxUyKYVnHfcfqO/3mAdX3WKP2DHvtWEhGDqeyGwGRUpKBxEriG3ox1kCoqiKuYwober2quECfUvr4NuNR2G+43O+cy/0UcGpSqywd120uJhJrjIDONEyoivLUnLJo2s9f0DXNYUqpk+xrSyTRW2ZrjlXWgu0qnY+gzoua/juRplgKKbNUZT/KbIJlB0XhdAIMig4gqf2QylNjeS7vjMIQ7WsdVzU2SgVRDFxDHw8ILSqdXDq/u5YlLAo0md83wu3eiRUolfdvfKgVxeHjidSgN0ohsC2ShCcQZVot0PQPHaX8V9EcR8lhDa0LqIo41EKAj3m+B49h+09ihHXdpHgtLQ1zJiBZhzZhQKSbzLBchTzZ8FTiEJDlqbVObo9CBGlIdHq2LYSCkCfReOEoo3DDUhxZTcJzghbQ8dTKIKXorwQEYbwGEPhUtG6ywNWQS4fbG/2xQGibF9rFrXKeKkgyh/2UC/6pEV2d+P4Q8TmcPUDLcrhPt9/EV1P4DedTXyjcFq9iJYx6m1FP0xxCFCsvjTohY31t1SRVseiUIay0RtoAxLMwl7rHwGowySeSD+XosTzHg/W7lq+E4bTCqKYOOtOLpDvKSynyStvqRKtj60gKugvX+0NiBYEC3uSMEnnoEwMUWxxzbE2HBqhYINNWaWbSq8XtmiotsN3xksFm+m7PUJwQAR4aA8StrduuPc8FOKnfHWIoosmSyVLKaKIXZPYKYpwR3WdQKOhvBRO7tNWptR1Ug9oEOT2nfija9X015At1jKjBI3+JNIYjprO+SfxP2RFB9EaNmuA91TXJ8FKKK7ti1JR199gQ48NO/3QmY9xIrPYzFEWYhT+bQinHEefwid1FdjxmdZchxj4IGNxHxQoqev25CI7QELZG8WWq8N9KMJUhIItRljl3xDBcd0J1v26yf4VXots+CoyFNDCgrFYyirPHJSHlPVZqYWmwd4thXnMLw1desIbKJcaN6ZjFE90TG6ZR9tkkw+D10EzTRuUUDYWf3ssChUm5DuGyI7VGCMUVCzTQxSY4lXEpRKZiMajTjRdGfnw6jBA69w0QA6l/aRChaJ8U4dQs8e0FCa8S0MdxzbGJ9XQjn4VHDPuNLMQbYlOklEQUDsus8UkI9ingoTzkrlktJLURHt9IJOoWK8Mu6oUoRxhKFLyLdYcHE9fQungBEJElO3x2jYUitIdwWuqe0cCRI9/uZLeugsFLQRWQfJQm8Bjwzvlzk0oC4Fs0Kv7oCxLrkTUxhilwj6GWk2HpywKL88WHMdiasmI9+dNZO60xe4dUAUioW7aB0WUPpSIMjW2qbDw4+m0XesNSDrKJC/PEB3nJhcr/14ceSsirBigLiEKre7TVsT2h1Ig52YLzd4oX0ur0KgICUo0HOiIcoMLbWvlx6N7aXi7vQWafVvWtxr7oHTXflEM5dEQ2d0fdgRdQmvU0h7EUUKWh3nPECUPUWbUjXdk2KwoI9/vQunov7hMpbx8V6PXlZM0PdSop22lEq2YOc6YwC1dMRraalieoEMP1R4oq0+2qaSv7IdyaSZpThkU3sNZq3X2DmczZL1FvxuUgNaVcShUWH7xiESlvcSbfuC9WnKNXYdqFgVbre/M7qkMbBnHTIFMHgijs9T3RBERZZm+ui+K3kyPB7OHnZmv5IHk5CeQjJ8pXVZD+AQmg8zaXr5eOfWkNCZmJPkY02lvtieHKAKzNp9yHDvfKGYfIr2jEtiCx/dFMV/8bpvuGZKQfljwVNwcvMmRtkJ0ial9ba87A9S0Ngzgm0E26CavrZjCZZEa+yhbZgdMJ6avd2Co4AUWK2v2zTExfiFLtiP6h/4usMejtE14g0llHxIWZ5SYeRGKnqDostXPz3safyIU9cf7oKDJ+fplRNlH77MWUU6M31EUNHTQxN67L1O6hFbVqb763WBkhSanB31nFStI31NBpcxQnkkzdDMGI0ZBgbru8riBfWkN7Zm++m9HVqZy9YpxWaCX90WhIL8Rt23vgJ6gzKGNK7ibzq5F9+zHMA3RZyhZr2BeBbXbV5fo1D6jIUe5kmQJZShRBbEZq9QxcVxWx6HMaI6r/ttB1v+Vh2JIiLJ3sOCwQOnd+CpyoP1x3IEYimJZ5tgeaJgVarqquA8KFXWlNBs+AIotvJfk0yithenIDHDU2nTGNnvbfJyad1Rpa6QV5KH8crXS2jtuMXOrFXvGyENmFsXpmNbe4zJl2zUfpdYdVfTHo4Si/TtKbWFyf5QAJD2J5nC0GAUnZtAzsYLGWcbGySO0c0c75Y+IPkfxu/9ZmamX9q8gRIlPRiTCRoJC0GTxrY451vKyLx2j3YstydsXhb5cg/L+UgkZCn95b4gyz5YiOtbNseOGcedR2r2EKCOiy0NZ36xBdX8UqiMKfy8i+M0UpVBHqYwfN4zqEapcWDyxr1Toy5sL0HoAFAO1mhijvBmRFM/Q6XrPyjs6ayfKlaa8r1Q2N90G7AodzvnYcA/ibea9qxFK6ezm9KSDKMq+KJXGviii2+832uG+wyG7V9RjFD9FcZuT2Jnz8uMOP6tvovAmq/LojrUcp4ZL+0268gBSISBExh6i3I5RPnRrQq9jjjcxjMqLYWOiLNv7SAU+7rpXaesBpIJWR6TfsYLejVCqZ+7UdN+6Pf5uRAkWi09k8uLnolD9E8m9qjUfAIWy0ViJUPhqGBQunbFqs07n1nitZNS/EdSLFeXt/VBakn9VUx8EhXWhKC47RoHpszdrz/mdsboW7ZU6RalUlNHGnYPSkLau0gdDAZsrFgLeraipVP07TCr7oag08Jr7oxg/jyiaOrvz+5yPDS9CNDHtvR+hXDwboShj73tV0+u2JndHJ8O7UbyHRf+aNj0yL9jjE0AtPvQssCNr8uqZOzOrzqV9pgvnW1CxW7KyL4ok+ne07oOhTNkRykd23IN6d2oMZfx9hQV4+NYDoBBRQBRlJCXPHp8QJj3oskK+ZiSd+TaiXNxHKRWxiRmhoo4qwjwU2LqkdkdS8uz1gal55mRLUYSgd+0/2c4+bqKwZIO4GpZHM/LloASisHVHVr7/ICg6mkoSixf82lyMcua9N55b28e5GRwwHhKXQlkbmXvkoIQCDG5L3e+PLy76GPBNPjMtLMRrUw3/RzOOs4/HKpgEtb1aKWujz96NQgWd3BY7uace7vzYbP2S+VO+mKL8/szGS/tM/UkF6MOrlekHQDHO3RI6lQdB8WCR7dPWxc/NJT2o8zn7t/ZRj6Qi0mWolXeMczkoYByzheUrDzA0850kOAqBwFFKAE/0Ls7Z9j63ejWRngeYaC2Pfp2DYtdtsN55MJTpBsghCDUuEvyfd3XG2Ct5S/Kxa9Lm+ZmZ2cVRweeg6BxlZ8hu7ieAchOkAITzfCxEa9+rztn7uOSpgYqijAbG4uh1eShziCLvY3LEnynm70GUZYaiABzwqrW5/VD0eZWWauL75AFQKijCD/ZR3vG1wjQIWEF/wFDkSXhk49qMsR8K2GpYqsomUfZFmZdXrzwgCj6WqzaGItwpQcm++kf22DUthuIthNWmYu5IxpArFXn1zQdE8UDmLZat/Ezf+wocsJ+Ym91HrQSFmXmv2lTNHTu7clBm5uSNt6Sd8ff5HwISt/VZW6l610H8nvLZ/ZybgTQ7TxotdefGlLzOPC+tXkOU8QXGxYLI/dgmUytbNnal6mf3kwqRYN57QJQ5c6krug+Egi2WoRT/Hv95hKFAdd8K8sqzNSNoqTvnbbkozmpX7I+a43t90HCbRZQ11oH+1i7A6v4oRnUO9IWm2tkxb8tDeXFtyRL7D2Sw4Eh4CXX+xE1WSVeNL4HdeHG/tqJX0eQjLfXSjutyjAR4DlHa/uUHsRKoLZxfAChjWxHsCV2E+eqLxj6dGaqzICDKzvPp8qSyurZqtfu7NvvlfjzhZh1b7EuI4i1+SoJadT8VFwhXb6BUQvXKrt0gOy8NYXXVtlb9Kw9iJWBvZijTBRaZHHxRgi8047nR3neIdZej7HQN56JsbFiGv+skevy4u74JwER5N4sA4neDrwM062hDjx3U9WLFNY6RUNvpg8lFcTbWdf9OToHmrm9CkLBDqJ/H+bJo/x7oX6y+vxpviFvLRwH5jOX0SKDtnELmmNnC8gZW0NZPc1B2SwVRrmHvncBeJDiqYExNz6/GS0HHd13Mi4eTR0yGoj4IiujY1trWvRwrYTcKRakUQSlBsTphqW0bSrOGDYfZL0ouigGNFztrP/sw0Hb2+Zx5kCCu2XLbz0Nxdn+lFxBFnYTiYtlSRRsm5mwv8iyruy+Oknud7fAK2jnI5aEs48uJPTdnaO6H0+z+94fbBtDELkvTygUo1suPXUOU2twcWv8nR1NpZp8HwVlsK71g147ePBQZUYTBbpSQ3gWoaSzOYJjJwhDK4rRqQKky/fTFVQ/qL8x6BotC2LH8n1wOU2Sjs9bzg105eHKm76L8GQ/E7dE0N/jZgvQzCbCelC3KEkOpQE1d2kCUX/+yR9BqoCHN+eC0qU6c7lpvI1jYXypoDaHhvBvF5RBskqGz/ziQoBQk6ZqiQx2ElWXbExsvffnMO/i7GtDtt3eh6DAxT8xpsbdBdp3vmIciSVSXtv3RrVfGUCbRHgF4Ov5eEq9GKF3TmH+o8dsT3kVmXt6nF+ChA6NlY6OtzpO1Khzxya61kTz/Co4hmzQYTYmkQ/YzC6lgdCQvyZehNtvtiu/OFxqfK25cnE2vHNUd2IiCXu/mDDzpBLvcDXltJcqRMYJij2Rn5p/PRW13yZDat2UdpnC+Ir49L9aLRbs8N7wsWzS2IYaCk6ZTDt01aOZVUJQ5ZCtjBQejFImIJOZ3MMT2TcWAnwfl/aPGDDS+XHzx0sLwWuUvRkppB73B+RocXQt3mRK5KCr9RxpmUHaQpChskx9HkQ0ogOp8T4cCQzk/PNsGisJKUszb2IKWCaIAHFrbHXaXg8L2eQ5omEkeH5fqwdnbtYdfy0LRj2C2IN5muyyArv21NIXNsvivby5mr4nbN3tHUNrE938fJkVzd9qbXAcY6hBESXPc8q12UKjTqUGw4J6f/HZhNhGMyP5p34xQ2nW5AI0Z+FqMIrwXXZSE5jGUpYHvXp5dFNfyqmPXN+IPKZdKcmpqGMVh3KzTyYG38NNloinO9zJRq4J5TzbQUNXt5gAAIABJREFUdtLEee3V4rNfgBeNRR7mo3T9+LLwm3znNfyK8to5372vBNLa7iXXPMUfbrKDgEkx/ilaLD14t65Ugjv1F5dJS3Z7RLaSUCth7a4E+KTg3JxyvlARbswYixM2ksgP02COXzIR7XcVQnmq7jgXtFDauaN3DxRKrcFWuCAlEQe8tFN2Y3pqcG3B7XgaongyvfxLGZRHoBQMLmrXoXnofGl2srDwZE9RxB8GRJgYyu/JsPzzR5x7QEMx3G0A57UVurk58MNAiucpvFk85NxtTleM6frxto0oHpHpqhU/gaGIUDpHyupdWIRLE8UKVM54iNIO1s1h95uY14q1g84NkYbSA6KE7uZgiwbLkZnFi3pEctaaj1+5FdaPLt3SXrM9Mr2mWzIK7O0ZWPUlkPTSIZzx3QUDdbFZgdK8XVXFtXfX/yxQ78cowULzt44I7nUJUcjuKXluBZ02GcqaLaX105LarzbFK3O0/srSFU23va9OC5etjl8C79AkQ5GNqkS0FZs/87kLN0rz8xV1yfxbpRisBLyhVAWy0Jw7urZpazRQciY9+W3FDba8hhMF5vDllcXltammdGsurPeNhta25+tVMKxl9xHbk2WDScV4Qva0btxjJo3K/HxV0Zeh+1q9+m/q7DilYJV41dqpNRdRyMmcmIU9UMKBXnUIbMb9p/S9ZWN+Wr5l0LqrB5rJUNqGJbmPbHiqZHisgqbLdzUlqQujMleYlietKfXiQmmh6pWlR8iq15teeMWxbNQVSk6oTg4KtDQ/IFCMzl+MdgdLiFKWb4E29YoRoDU9v1AWjY7kPrFBGsv2oA0yKNOmOgySn6zBtFT6ypQ6O/+VczqRxZLnzfvnF087pk7pP6o507Y8qWiaTwj8wlme8cpg3adx3Fz1/rl84bOa7i8FmohSKYn2Jclt296iZAyWEaUhr6vm+8OeC83np4v1FnjGQCeSeNHzaht3Fk9vWCzRQCNnMps3+aCqH9hQOBfOQiVqtC0FUSalW/Pa908tBS3JrtVRKquS+y3bWJCMXhvKULv0yFvmHVidjUCm4ItzSrnRAmJvCaR9tDzvwYYRHLYtlicsyPE25EllXt0KURjfDCNVCY3FRXVtiRRkoxfW/VVSX7OBoaxhW7Gn6pJ9Dito6skbT3TX3gPHg3jA/IUF5Xy9Cd78fI2sHpue8wTfHkh2R2aOwZyZTV5bmVO2AtTk5+hMjDLfUEwIJMk4RSpbB8gZnP/VS8/ft6S7B+yFhjQzeBV+A0RD7fhdcHrAW3oBp8/yq/XG5Dz58BhBVf2kIzreYPlGGdWKqD8QSiDo8gCVofd4ivK1xvrNuUCSjfkzV89+OTi8Zn+xUhBsWboH9wmibL+KJqa8of6INMH1i9oFrKRC7YtN+Xp9ulIPfre+4DUVwW87ZGCa5cdoIOW5YPLWgwwJpaLaVcpNAElo/Hata5wJyjLM+98/cyOQHa9W+bnn7cPSxpK9UP/S3LTOUOxvWF4L3IGs8hFhsdpUlurlylTwK3UvmFaWnDWXnFlbLsv0w1qeYyrPk2ALfvCI5lW1h7HEorT05vQX1g0vlKXSwukrZ/VQcewj9fJz9nGp9y3ba5yaQZQ5UIyt/x1RbjBTjSndVrUp6fXigcvkV+rziLLqrm5i3ZpYQcZUnic21y0o+EShQVlb1mGSukths3jS8QKpWFqQ3z31WqBs2Ecq5ScRxbkB801jbp2jLNGj7y8yFNC5A7U6LV6oX3/UIMWFI8Evyxtuwfzk6C3rPA6Fk3kLCLne7Ee3PAWHLO3hpTZZWPv2tUbphDN4R3rtcwvKfxVeC9QN48jVsmgfX/6eMbOg2rWujqPgw0vB2fcbwEM2+GBemhYu1e3HbfLavBCclwxTPzlo/+jEq2yTYp5fKg9l5kvbLD3geU1aOugtmJNvTZetNrlxXJ8jyu3H/4RoPf3IVVn41vHiEWOOoRRBwFl2LTh3swk3o6bOdnE2p87XvQM2uXFmKSiIxvELcm/tDlsTmMn11uWgGDNzGkMptJ5fal8+d33y3eb0iSdJQVq6T7Tbx857qgdH3pHbcBrO6B6isKMZUQ/9+mBwqcorCD8ifjtdLVaIYHv2mdXAwM5QlAdOR+FrAtqDodgw9yxRWPC18/i3L79o3z5YnX7pSFAUl94n6q1j57+seF84cl4Sa6dW/W95iw3sPZOsSspntqer2NA6PIgR1XS5LMGi4C3Yg9XAm9ElaXnL6XS42ZtDkofiQY2jvFp3H/9J5cDq7eOV0teOEElqvz+nvXPsfFmx7TPnZcE71e695r3A35KhTB/ymhVgrtIkdFBuzwai3TO2cLI+35bkZWejW2zO7LFxLweFQP0JhtI+4kwaC4//8I5cKS+gXS22P5zQjGdvVhXv7pEbMnhH2wQWhmHZRyXsy3CLPacXHfEpvzqDKGdu9zxCfvVge1l37G5F+4MX8r2pOSgBVBWGsvRX9qRBjq3ekfXyiz0yjfU/oeqN8y1EmbokLXmHRAKZKemcYn/TKNxmU3bCGhAqmFdrC+LGo7fPeotBWVxdnjx6Q6lo0h7u7hyUEKZL5CSLAba/bAT1pXuKXhYHngbiRyX1YuPVlrL6Ya0sL3kzIvnScEcozjb0Z2+JrNmeDDWeMWIK6oG4ceX2UbseyI/q8hMHb6gV1dwjV2AuilT8RKGfPGTZt99m2VuUS78h9mxNf95rPF1uGE0Z/NodRKkteXczJCBLzwa8B7GmYPCv6g3RW719sHcskIQLyrR4U6mq7+e32jwUqktwX6aG1N24qfO91eWiNLj/rP6c1/zlckPUpus+mIhyRNd5PXw5jlosy8e8wvuMgb11hFIRNzZuHXQqwfPCpT9QHrOkZmPosdofxRD1ReZ46vbuRc8ofh5RsAS7OfEbVbFZnXemboJAjixdmGMK69dVXZhlikvpIsoGRLu1eH4dtPMRZc3Xg3nxUkFZpp9V91Bwe6HYAU7fFOWfYhQoHhxwgWtwpyo2XiAOWMISEYwov0vp0NusM8/A2f+oF2+sYmedxFK2Z9lvFdjoXVhD823xUbmguNRrMKfQA6N4gt2C+dmmupQ2hal4v7doVaWGQJxJU1wdHDCiTfql540I5fh/vFB8/29X9MjvFWmX1160v73hbKC1/hSo/WhWpT0wCtpxLHy2cfK72V2uvI9IVklsSMSpmJL+07oRKZUTAm8yNdjs6NiZP6XHfgz+bVGwJzccW+fdHYTXmTbMJclFYVt2YeIhYlWMHSggbcLx5mFyd9KUDFKPfp4wIxQQNm0oxreoqVhE57u2m9krs+cm6TyUkKW6AZXc4cPFbBZlwoLnuzKxK65okJhUMmFeYNv8BNn2kl2P8R5Q4N8bcxBtl42qeY9FtDwU7Ic45Va9W0x/FYIjJMMiwem3GMrXGEr8khYsRL4WedUuZ998l1Cjj/LfgcJS/wL130GQ35E/GkEB8fRVmWxcmGsbUa3Mg2DhPzP4n5OSbacZK1k5RM9n0R4cBR9S/jZ/qQJVvN7Iy02eviwT5/svtm0+rxcICDfhdyPDTTL1JJ9F9Oo7m31cRH48yl4owkW2pQWOIcpg9N3Ev+sQ8+pa2+M9mcXR3GR7mXVsB5Kky7PZGhqRZ+bzVM5D81FI0sAED6fyu8rrEOnK8207enls40U+Pk/h0CXyNCyzaS2Eo41++DoPjJJ69OV7i1rswTr0qrWaliteFFeNuEwd7VhuPuHQdQrk+yx9HVul4X1IH3riRqDUB0Yxop3qMP1njcRR8c8oXUuqali+wlBus2UPfJYEbzOpqJTvZI60nGTEV+JcKRI1R3pAi5/S1CJsKefUpDARUWJxDVFUtkzGwhc5ivAuyF9DvIBHg7Ea8sT47v8xeCH6D6nEjqR8wHlQ9HWMcqQp6smrnBrQHWdmskQIEQp/CkN5ib0xD8Hi8cnyDSl6j6jEr7LkbHvU0B4o4QRXjy3l6F+zibPGxSQEdD325TA9Xo2an44Tj8iRXhTeAfkD/DKsgzzFVUsgXZdWK1OfU05eT/CjppdTQ3ugUPrb74QgtNRD9VneIricS5s0s89/JlIebDq2yPVKEQjIp9l2jyqPsNFYYpkfLtsVfMwMl81/wn/CmSh55oOj0AGBh5uq9P0oxCBpPccd9u9z8V8aj+ux4fcADIHTnfg82xGKdkI5OuUTqGlPcZNOmHma0q1JaNU/YnvQH8QBlny2bWG5rsq9OLYs3iwmchNGuMDN6+hEGrBxnghGNFG2Ps+DBW2YrvGfQTOdr2pMNUUJIEJoLtzLr6G9UaguLs8jSmpe8Kp50k03dMNElEV80jDODlFemo/8msU6b5u6avoF9e1hjUC57kQN+cFR0PCXX1xR3hjy896j6BxJmImFjNWo62eZr4ehCNbvnGVPQVl1+e/6uunLLHpCSV6w2HA8yOvOe6MQ0BTxmnIx0+/Yw2TybioWjV+mLBlbRoKy+dIZ7qjWQXk92q+67DPNlObnMKYWHcf7pZx2uzeKDaEqvamMpH33UbBkXU9QImJV0I/ZUf/WReveGV4ktjAeJaGra72OkbFRbGg4ztbEfxeKIQZUaiijlboNQMw/juYVEK9GtMTVx+0YTrReOhWdMMsCTllUMDV7/3O2kSLKKYe1O/XBUXSJhPKVnR5wAg1rLSzw/WtqVHRLMv4Q51loRE+CaJ52+LItNpaAzY1hc22+ljXcPKi+6K94Ob15TxQs8INQ+d61neYfVE63Q/GGEAepsDTYkv77zAqexeFOtPosBSRl/S1g8VdLy2ueOJup5E+gdManH391d2/eE4XAMx9sK4cu77T+9BJDucmCOfjfBhAZHmnw6kEU8zB8hgc+eDDNUhi3+aJrJqlMABNne5av7zYr90TxBP+nRBEv7/zdnngZUczHSVzZOBbK8OtXk7bivpRmkJBbOJfig2H2jNFQgDO9Tcff7U7YE8UQfJTK8q75E0MJPmM+7g1RFCjFK8oguZ9nfYn9BGJrigfizo4KAArH/E2HXniA1ff4o0+c/WBekXctId0vHl4Oj5rJyfOoPWvYtNdjlKfdw6/HfcsQmk1g21ihMPJQvXCu5/o0fIBIjQS+9PxPf6m7OyGMXXxqjR61SNzsQpiGJpS7McpR18VGylWpB011LkpMM1KAAYOe5fZ3b/TfCyWAKTE82m3uEqMtvrxGH0UrU05RQigrsdo767ptlupWiwLrF3gGo1HBslMkqO/TXSHce6PYYnh6/c1d7fy+QL+zedBMIlkDUCbwoVaKcloM49EJxOYiMMadTzw2cH3mU9g3RC/6EMEQQrXb2PWzIdJVevB28oAAzUgchvkx5JFURKonLjC2GcnYOQaHUBmc8h26ayP5Xii2yBIqdXfv/MDWtkqX0gcQKAgBFI+nKIdFPhHTWNGKstzdHfKqHxj0sYLozmCnvVAMbG+a2t0d/zsr09+nf5fqbY8NkCCdjlH8/l+xnA1zrPoCkFWru3s/vv7EwEGUPtlVc/ko+rQwp6nWLhRsGz2TjWbp/TpD2dQTFFfgGa+jxqKY3VtHdhZtTxC/j3PO5v5RyPwDTdF+WV3ftf8JlaxdfHNo+dgCDpuo2WIUp89CL3GeGM0FumbOFkQPBr7vYwfaNzabf0JYlGxXsXZGDGIXVPkzk4xRumDLBD7zx+1EKgzFE4zYZslDCYSB33PQBN6x5WxPFFu+f7rb2fWrDh+lBhz7GKKtIMrRZTtGeYtn8X9bUHljMU171wgcCgMcSw2QdoQh74GCfVmxX1G6+s43ilNnDNN/SYaKKH+5zP0NhV7//5TYVQuRzSL9fd6p4EDsWdEGYcdxS3uhiC+odr9r7USZg+d5q1AyKDi1ePgvscHAzzGpcAsBmyQ7HlMHdzPnrHR90ZgR7CeWdpzeuRdKeUZb7SvWEt1xNXyGkRSHbyjoGorbbxO+a8rv8+z4uszbrQ2H3JywXZ25Nols7DjfcQ8UWwbtgtO1drwSFvENnEk30i9Cln+MgPgfGEqV9aB/x1BuyG+zcgkc7Du7t8EbDZ0dHGfsOOl1DxRjGui3/e6OqHXWHj4e0Z5oTQOWIf4XVC5sEi32/4SLQ7ofjYiC7+zuQkZFn4Jp2dZGFfEeKEBnNAFRRtocG+eE0aMqA5ZQwYOHfyJEbrKj/f+D3eIJkZGnC87G7q1/+iQs2NPShjZqsuzl6qGzWnurc3tHKhCAgx+NoOAEQMLvhZ8Ikdvkmf7/G237jk4JMcD3d54ByY4EgQVPaduasaP4PJRAQJjVgXU7ix1MYg2c/YeRGzyoc5QfiR7UBB2O9O9HE2miH+Y/H6VklxGLKJonw+yO9IX5KJ4YzlBhsHl7NJ8bfnofjfRvBJCwowi32wxqCeeob0QukLoRuRkOsOa0o/TVizr9pIzdjex4rTwUQ0axLvmb2Q0I3MMi+6M32FBTsIxHbqHKQhRd7EeRl9CIHsNzK8GzO1BKBqUyLPmjwXF7oIi+RIVRFOa4MrTeqFDtr8wgiijdFmyYL7Me9FP+u16PHoNjEQujPDmKItuIUhP80d6cjwKHPJkWBiO7vQycKU9qW/dHxK2z6EZPfOjeQwbMVbCD9d/8Fr+4EjURD7SQzRyzaQ5R5jYN5atCb/Q061yUABwiU3GQPb8xZJO/RWWwA0UxmMVXuichSpWhhEtRsdHJM9iR4iS73xjetLaMKNJ7iGKMtsUcFCL0OMrmyFn1OLcKlN7oSMuP6DHEIpMKi28S4q0ig1cX56JFO5HGs4HhfYZcoIHUMXt09JjT3OUG0Q9k2h6YmVB+9qhDgdwbyZkSwlMsyk08/z5f8SgCbP3pD6IfFqMjaHHmpvCQlsKwiTIUT+rQAR3RObkoujgIFCpubw5RgklgpyjIW96o3l+XOMo9RBH0Auqdt25wFGNxMUrNgma/yfz0hZn0Sbo8QW9L6/0BHRmb81fJPtPbxgqim0b6FTeYnKDj26MoTAmutl+7izPayOQPo3ugtRh51kHpmrFvXE1RgB0k2h8EWW/HHmuHz2wQlAp1hzYCKlpY8AOrN7LHlQgXEWWprd+VEpRLEcrlViteypQ6Dt+4MgtTyZvKs/NoazLPcLY35y/u+gxledBPUZhQBOIHJ7ZGUDzxAgppSTBCGRsDa55H/yS6QG9qkX2lQ2djG3WS8FBicIVsAUDouj47TmUfFA/8nqdSeTA85YE95QiiWIMRFFtipvKSaIQSRMvfZ3+aoKiTvCoNeLk3oM8AsyHEGEVlKOYWW1rMlJaHYhcGA0/DCqJCehUTCukF64Psea0so6TCUHQtQTn6fnSKqlFWovy3ODPpEaqSKbYaxB+MU6lZkLruVgAjHrlclOKWZ2uhRPsJCnvIZO+TQWhtZc9rZXk2sXRRXNWKEC1qH70XWW22pNYgkoE0QBTaZ7/GC4rq1OTyOqIU9kXRS98Y2Gogb38co/B1k4UFMgiVwehWHTatCkXRQJRotfHgn0cVRET1D6PugZqBsN12ejJnYZ3qb0zLHQQjii8XBZrntmwNURJrnSvLAFGCbm9EKsCShYQHReNfldn6oYDv/UGE8onQjZ2bBpBAUzvRyK7wR7JDztZ9P7hSyhoQuVE91XMeQ/lv8S5IPts6HhBybgdKyFFooW20ijxTtQ7ivQv8gmCmu/56lKsMGuzYLEobkDo7TlLX8reC7++HEkD1m56nEeUHH3DxhUz0ghssBOeCjjdyti/wM1OhzSoIbQFgKLeUiFJZj2Z/BC4FarfTDxVvli/xGZNdlMqmPwgXytlVhzwUoflNYlBP/cG9YSD/cTNcWDwXyGRuBJolOgonsDMX2V4ClIp07z9zFAqSFRnYIRRaaqfjYC+a411Gf64ro1QMISQKD7rZG4WIjW8GhmarTjTJnMGXUVwHUShRiJG9sqxO8NMejE3ex2ACpA9+ErVEXbK8uN2CKluWQzuBxqe4IK53qH8HIKwohczj86IFxddLxNAM6nIU1s4LlusiyuKNR7ysaesV2RGMDOU0Q6nDDXjsg/iUCkPavB21WxsURFldRxS2tkYmJAtR7sFko6Lq41F6Ml7PUH4WJDmeJXbgQL2xABbNotjFRoRiH2YoDUSR7sXH6Nri5j0oRY+Ql00XBwDajM65QVNlE1Fg+lfV1ew5jTlSQZRA13TKjJaopfQ7vhNst3gGmsyVxjRL8RyWRE9lETMLggHSphSheILrQKzkRMt0dHiOTivXUf8XFMuiHKWirGYP781pKwpDQaXf+yhGEfuW74bNeShadDWLUmYnfgZlyTsNEkvCgigfRPnEseO4SZJorAWTrReqisLX6hTTZCjzDGXETtwtlWmcXBs4Ad1gbQVFKjh9q+cwG7V8gmbtLkOJUGTvMEvrOjODKH++FKuKV0/58R5rG1SXLXWA3Ol9jK1b7pubW45Opv8loihjUUqy3jQWJcp6EM784Btu39rw2XlkRWskpR1M12QmRck7ylAMhnLpW8/z30LhL3vxkgQB0eEookX+iYBgui71HSEs/0sQ9kNRvKaBE9DebYHpfGng+lZvg/UkrKDMoIFqjOV1IDJDqbL13S8xlNjIMQ724sPjWUr8KDRIxsH9Benv3f6m3xdC+V/N7odSUUmTrXD97AO+gvLUAKXiOUz9F7tZFALTMwylKHtahPIaSH8hxlWof2aQnNiuw6GeIfMY3DNBU3Z8lw78diA3p8SMfZobEK0EDRw+aRxCSQcO9qANlK8O62F2KBW63GstyUSFCmr+yq+AdOfJuLsbB7ZJrDY8OMA2VDKjtBKoy4jS7/l6UFZBzMxlclHUoMn2bfaiLczuwPeX2ZgoGQXro4yBQcRpjvJ5OVDRRpiH2texs63GKLYQBLErG+uWTVqioEVlbWvbdQd9RDmpSxnvSy6K5jXZsmiPr2dMOYhiopCL1J6wggyKIV5LUH4VVe0s1NA6+9PnYpQPESVJng1wgEiRsSHLbTpAFNaD1v+d7O2HQpp0VqM9HiFCHOJvrfFNtB78JFQyKDKXiv0FmTyD5sosHLsL0l8lWusTCLZJbLtiOQyFGbNC8X+hgetv9Q3SPNm1Mn6NPJQpilLBEfjjFKXn8LVcr7hOMii6ElXQPEOZmZmDI3dBdBOUAKUSxAYj3r3Inajsc39m2vUHvjGjchRtrFSo3aRnEMVFlAXiD3o9ytdyvYI0PMCITZiv8ZU5RFH0GRzAZ66D8Oerb0eVEuKsLIRIyTD3Jbv0wzkO84t/3Ce+8XOtk931cDj9yEMRGApe0bPuQHWBOEFvsAVTXSaVE5lc8diyp3nKe4bCu/3kTRAvpaoCWq0wWSFhjS6Rz6sAqz5BVRye6K5bQ79G3kYLgRpNDW30gWW9uYhSCQZM6bKHTpzIGHEpisdQ5tB8L91DFEhQdBUb/2e1hCCqiTg6SCS+B+H6umW+vg/K0lvaCnWIa73ZYsZ1j87y9mcXfyfjW/AE5Rp30npKgChoTVaug/inQxSlgYPFSoydrFDYEUvgEwhPIsrQHbAHygpdob7nWldbCwuD4CyJbFCjJGXMFZzqXGVrMQZhKC8WDKgaUChD4r+x5VZrPmkK6URwm5ssoG5RMVS6lklSHZeLoj3eZSh9y7ymLhKWKiXqCUb1yQyKIXcvHOYocnAAnnsemya+cge+lKzlSc3WQhK5aQ9nX5wF/3C4VIbLH/koYpOu+D6yvNXCGgqDeJr9euNo5nJdUS7w06R5Ba22ofZLcyzZVOF49HsgvtmqJ3OuMLPcDPFUjKG44VgUsSld0+pwdmC511qt1iK+hxw//MOMuQKKyoXOKugRMCSo/3PsRcfhYLJRXXgLUdJTLzLrze9NRn+ctMLTNP06F0WV1rUaopjue6gbWmjurPBfvqpmVpNCkFd4T9Q9nNSCbkZS+R9mxSRdOYSIMjz+MOPAcKJGfJK5y8eh2GJd/q/aG3AUhwqrtbioQeqNoMFwIA2go0Qo82r4CKK8McvOf1mHRxOvDCqW+uSnUiFm58d8cApPdm/tg8I81NrriLLpWM1WK/UNhTg4DYsjk50u1zIMpQirN2cm2DHXa8nBSti0umrjfiqL+yMOdr7o8VTnHaCpeshFATXU/jc46jvmbaUxPZeUEQDNOAVtUY5QlhClDEs3jVJtBqT/D02o+ApDVRtfS5054UgYC7dTTm7eAm0fFC3U7OrBvuPcVJqV1DWE89IsitTp8mL0OWwrAqJU5z8L4s0CJElgDUnFWUJ6h551MbFGt3KCTeWvj0EhvHnr6sF+39lcCVM9yYL2Mu4vQ8a2wn45P6ORgrC0hCgFEHCmk6AEkvLWwrCFkKxfJxCws69vsuOOkiLzpDKJz9b01kG/7/DR41BaVpgZgmblTrT2K9Zw/gHikt6oz4LQBnhdTd58RV0cooyuxgBz+m4aU1I6HuahyAU6UHV6sOdiDePcs5+irA9nUKEud9YjlDdYYrxvL8HiPCqP66AnhgRZ6r7VzDx/ZOcwdgFY7xjffyxdg89FWfkmVYUQOzMXipb84Anbwz8CsDrR4ryIL1gUJl5FFKyd58FIUEJYX1Fh6PsdCSkyVA8sS59/bDURW+6cufuHIRWDv9lyuWE8ZMRpUYpCBMu0UhRReK0AizN3We4ROzkrCTt/V9Vn01tGjokxFJxZbOqfSLfGoqgNRCHPDEx9xHGH1nnGEhWtjsIljqM1opyfhLocMnePV0lEPqWsqHrWYlSGT7Fle7azudSTjDEV1JOuNVqhRM4O3mczl+Gb3D8YDGvbEK3liwlKKEKnBDgWcZT0XC1DWVEyXTjIdiEibXjdzSXvsbtjpDKQOzAdSt7ZgQ2Q1UuGOBii6JJp3uBLlhLrlyxL6L/nKHMk3V7yjwdXlMsT6fNHopsC0Q5kd8k7eGuMVAiilEPJ3tqCkfphsabDv0CyomMrQjFCAbipokp6YYaUkuU5W1xXrghy5p5hYaFot+TNtndVxpsDAAAgAElEQVTQGCMVIl0HaV2y/S0YjVvWpcsZJfE0tn9udUgsnwrIF6duaD6DXyz+VnzRJ4LVvbg2fP5IbxZ6Lcltk6P2WBQbfsESwMcZVFHJojxmZ1BeMS3e4phUEKUMNYMl55qEsJAMKwGctK7BHvM/fUGV+kvkmDcORbRR+tHeiCwJhaeH7Y5A37W4GyBIUKYu0mXWmTWYU5M75M6djGIZOWnJqCtS/zXv2fEoRml50+hSb0egHxweotmCY1p8+AgqiFJgrp6DtMMPsYP5hBg6XUufzUglg2I/oyy7+uxYqQSS3lyziLq1I3ViCM1hzzYEf800IhSRH6mtzx0KVX2SSyUpHQcHKxNYOxKe4FWVtrsK41GwtOublPpGlCNwiLIwfCsdfDdahmYo2Ikfee4NMVShIuoafF1JSpfNNNqS8kncsDhSldf8DTjXG9OZgwLQ65vr1N8RaxtkUEIQEIXbCEGVS6Ug6EKgwacffl3Tv5C+qGS6mQjSkbxfpCy1nVuwTZK4ttyVD4Hec/vU3xH9SGC4LBzC475rRnsKpjmK8PwbDxEKk4Kn2UfN5BbRdbMJo0cslqL04w0DgtRyz135EKlJf0x35i4jU588PMQ6s2VGR2gQ1PNsliO+UfIp1MHW7COJzR8Ibt/LKLZsGE8oScsbN/VgYQwKLYh07S8c+uGOGBhbHJ6D7GEdOyMowiOXqw6LnpzTvAPfTp99qk8yajKr40LReWzD3A69cSiiRK+7Px7tevgxZofmpA3fGDg3hQQFZxbCxOXmaYYyr3mT6XljxsG+n1EJWYslFM6LG2vb4fwYFJaIynT/y/rOIFQd7JVhmWcGzo0UhRnAxcutE9gYoKaRydTuNBR/y9gL5Q1ECcK5cVLByjXdHbEL7Oup4eFqhnhsEB+uiJ2SoUxiv1PQ4IWaGkAqPkP2BxmLaSQhcMF41F4Nwg+TBpiLItP24S06eroPtuYjQzfCjHQGUaSMVC5+FmiXSWVKDSE9eNYWtwaZJHUjoeH63DO2E+xbQe1Xtqi9sy+f1TOX1Ae+LWWkcvGoECo4pYe6RuFQcisRtkgmHnzUjmsN/uFMoNXGdmaJLvcH6ztQ7EzaIQLlcwMnuoDZj4hy4TAEJ9gaf0Wl+lYiUCIMBgQyHS/r9tUG758LtHFSYbdK/mA9G+jEgxCHbgScN6BUoqmiN8m3X04eOn+ORz5MqdTYSs8+08+RzPyHZI0nTx18jCj1sSgylfrb6yOL2yiUwrDx2PBefduP0rXbE4gyAXCqeBQnR4qOUjHOpChLj6MKzqBkF3OVTz4+F7bqY4ZDb1KlxT7NBjpFXqN04MJx2aoTP+onXolLBU7JNboJioFCMo6la2nGgSBzuGUwikLunQvpOBS7qoZFjVo7zkWErWHSenj0R0B6Eas3p3C9Mi+/QddAtWcUfBk7LewQQ0lKCrIW0EB+8+5CqI1FeUQNpbM7UFCdbg2/APEKBDGKPcelItTk9lZHV22UigfppZ4Y0KExOIISKI2PF8ejGI2VQHoFW1wGBcv4Z5kkprOC8RBKRcuiTCntXhdRsKUFkDq9iYBSERKUEDKFBsqb/QYdHmWfg6IvKsFjr9DNLApbL/BTtRLAsVkY9KK/Y5TClCp5KlYQsPr6eoISzjToG0l+Tvwh0wADuXkKUa4mBDkosKiQp9XtzexoeAGKi/0UhbAD/LYH0a02SoChvN2UPU1XueoAr5s+fJp+P+1CYXatMJCVF9/SlKvJc3JRJO9p9aOnsihY3S26tJ7yL6CU4qlijAKzTYkgCmEH8enecnpnWXtr2G+EjK8olJpPTqvddO0jD4WIs32qP5U5zAgftbIYismr3mUH+C30ogcYcxGKXTnco7ASpd6rp4rFKI6gZI6OCOXm0ytqt7u3VEJ8jtBvwYlMD8KJUbhIUhSDBYUvbkUTHJslc5yAkl17xaG6ylHsytBHLWorw4n3UmaqG0qq2lWvqkn/ykMZ2IWtGjyWQTFAuby4kJYCoidD65w4lAqizB311yjEKKXMcKV1hyh6BoUiyjX1ipJ4wPJQtsOv0C+AlEFBJaUvfqgkX8BTdlf/NzGagRVJJqA4W0NtDCqLJcWplD0sTu0Osyfp2cBjUe12VF1KPGC7UQLhynutfiOLwlyuhUU7iWsOCr9oqHoiJWMWUYpQnJ9hRoJGl9hZxIeGNy+pK3bq2NCzgcdid8Xq6uLeKKFQ6VJtBIX5aMTWbKIdglcP47wrRQHeVn4eDoQaexBro4EwjOTTlXUbOvEfBk2Poqe03e1aii6MqSDhagfV8cTycGS24ZFQas22aHLPpoBdfuGpFIVX0IGAo7DBD5u+ktxsKJZdSIxGI3vw8x9/t4tSGYciVq3qK15p2UulokPgSS3j44RMsCCAxdgRyUxnRClMHvSYC5TqTBPqC+kobsuWl3oTDLz8N5Nfli+sW9ikE62Xh/KmqWgEUVKp6HAbUSDx3xrCPURpxSjs0cxemZR6lEuFoRj1IYpk3U9HQZu77RMU/YS1fv16MhbkqDjxqjmtkuoQBZvKO6tCM72SRRKgVGaj3yFGKUmnsIKUyIliXx16YkTrLhTiP27xtdXn4wcZsrUu2ok3JhfFvaZ+L3w+RdFBubIEwxMQQfakoLgY94WlpSjvRVluY09+DFUxK3borgp40FMsCSOKkYjsSsk4blkis3f2Rulfe6YXiikKwMNXxOjscvYJZw8zlFZc/JLO1oagUFKWFTZv4ZNKImUciK6TGk+GFh8RrzFta4ib6+NRrvXfe+aPqJgMF6jkT98SjfQ4UwJ9WyblZNugsMQrqADKcoe5Q/nQTA4O50xwopc6b29p8QHxTA+KS4J7RyKJbZODsnTt9J1n3qDLyVFQNpSO64qxmFrmgmvIXjlpOwwFexDUZLnDXGY8OgOtAS0pzzs8SB0bBk3Oqj+JRoJguHceI8kr55lOV933jtXocrIMpcPiV0CxG4nIbdE1VLuctB0WUERY0GJZMj8EiFxLIdxXU5SnB+n8R6fDxE9BWbD7t2UvWZ3IMxIuvmIdq2kJChoAwddBs1upu1zs69oQpc2kUgKYmHvauokoURpq/czJFEXaTv3YhZaCGJ/iraUnS/ZjN2RvTA+Cqn/n2SvN5JxgVAQLUyx4I3FUwVlX1wwlacbiEuVn0NfssyZDoTxGT/9CikLEIEzsuFdbLEWWxtKVSLYiv2/ekMd1Zr3k31HJ1J/FUtHRNGFO3DdTD6jfF1CdJxUmiLwHTR3xNKfDUXhugk+liiUQg3T+83+3prBZaTycbFaV7WVbGYtSPntJCeB0NDvH+pljVc1m6fFLOh8LLAwjRhH5TlCYPGZvb0yzXqozLe99JREiDdtBmHgzCo1JBYqay+2+Vsf7jq0YyViXNw9CFPXdT52KfBY6C0kp4oXJo23Jx6qDZjx/CRkKVtDkOQMrUWCplJ5j5Uo/TlEgbCULq4Umzh8ldnINCluTe+0NZWmM4n+9fBZHKCfyWbAJ6v/KXokkKIbyl1h10IpHmQSlVENN2mTLR/YMl106V2Uoi/EoJDZA9UR2tswN/OZpr+0p3917OEQ76Cyn4M0W4WUe3Ubiw6MDUP0PlXCIwoOgsDFO6dQL2DzHe1QdQWEBAWrk0w4knIDhI13LMXWRynabKMKYCvKKPtset+WJUayJarDVXTINdIXVD1QHhhZCspUyFGKUQlHrBWyeQ9iJMaEwtLx0paXNc31LpDpzfWvOH/zQ8pTwpLFGSuKYCvIKZ5kNshXAzwWv4duq3LaJUQK2y07nKEosFSlCEQuaH7DJBakq7OuhjWEoTXWB722z5SvMWyY6y32TKFT+7uoWpAvNeRVUOIvDl7/FxtApgMp85J6djrfMibLHdvDtQilKqskNyWiJcGbuZPpu5VZT06HwOeyJ73DPqrPsOvjDCXE1YCnR90QJ4MiarvS2ol2nAplVYhSVt2KpQ1DIQnIeK59seP9ihkUkLnOphEWubufTCaInqU0tMg5kFgeEr+M67uaAfpqhKGNmhwGcW7MVfxChSBsRNamyW1j8ooLtmYgpCpuYksoMTCprHY5CC6y9G7XUTCDidIryOk/6JJprvjkIdWkjhDHzINRX31gjUm874PFRyUZSUmWTBKYN2OIYzhRjR0NYiiqoALLZJQIbzvnZXbYwdHvhLEONAuJOvKawB8yajuMyz9gG1btjUdS1QBpsBwYbQD2IBB0yFBTU55+3cPz3pAQlKLH3rEyJIEtKhGIwHWfPD31dz3WvaX/PSpP4alYAkyJD2YKz2GKUvedBeOVnvhNK/jY/GENKDLDgcVQEKNpwZZ1twJS78Y2Eobw/BSK8XFBtgQXBGgYveFgydK5pJqtvyeVKBEqi45tkYPiI0oW9UbZLwhqVeoOApXScSvN4PKpDi510o7G9+baSHHxM2D4tY2pGME7Pa4YcogztGY1ZU8Od5rr1nuqyGuq43KlhwMwp3wx6tu/Tle4YqYQT4hptD7bDswAraSAAeZQ1nYnaPyhszd1W7iQoLALBngJBd2tY+QFTeDWVyXbogtZPvKeYYV1QuiaXCkvE4bjBIPD7oaokx8LloTz06Br9cRCGxwyJzCa/B9H+Tu8llW01NNQEJYhQpgT99+ZpRWARd6TEnqcP3byGtK6atGlo1pqxEqEIjoMog0Godi7ujUIL8B36Q7IdHmP9Lnm1QGHtTh40+YFvhpZsmyUVFLk3NQX6vBcuiByFqVsK59IuZDOUsEm1jhMtN4obcMYNtkkPUayr4t4ofwRrdC0IGMqw7REuFYv8jco6gfGyPYpSgfb3vIUFke1+CLjjQK9/K0WRLaygpqa5bjQRQGPs0X5IBkwqVtLq8lCMyyJ1sIK+SbczQVMMRT79Qldlw5fxciL+uK1UwOzdO4Z6mE3QzvPQyvowzEy2uiad1lZMx+Bf6DhS+2HAKkizrLiP5m72mxPpKkqlQclUUhqiXMIm/IM3VlSekS5dLfKYVIx6HVFu1gmXStjmOm4ydYwGMYpq/lMkFUP8EJ4PtgPsG6rVGYMS1AT6wyCkTZpJiEGUjqCoay/QaXaHvmnHBqPHhiijsgCbvvk9RGHPEphT0CvxJsoLlNyOizfKbpxLwoNPo4ZqBUFAVcuKe33uxtCpg9hWKG1kF2MR5TtdxV2gPK0WbCZdlfn0UVHgt39gtWMUvhnGmxg2ebFvufTT8Igfo7B5E6iLwTZrKx1jb5RgUkSUTUTJrCQRZV1ZUZxAm2LPWXITxcTjvYyZRaAmokh0VYtXKwl8LXmR8Mn+ep+NX4c24gGH6YUqSoVS1RyHEk48RMVQo9cyke1MKnKn6wQ9LinRHEWBBbQSleUYxZ7UmD1xI61ewe34dIppk1iYLGy92FoM6ohijUOB5VAMKb2W3YTtKXdkq+OE0enLopsYPDEKk8qzDIXZkdzFEs7eHLpBTps+C8oWkq3z0aEq3yQTVDEte28Uqgssrla7lk0b4ymXTlhWL4jOjpX6syvxtWxGpU+1QPt2TYpRosVy46W0bOPsJjcK0SQU4rdlKIuI0jU3x6FcFz6UaEt7L7uQaSsrHbPrRXvEA6mf1B3zIKNUEOXKnIg9nJVLeI6G+58vpDcfdLdsnoZ3Me65l2cRpYmNShmPgraArLW09RfU4Xfva/qyaQ1CPuUMpDT3yevzHOUVUBv2cWbfqWwoZM7L+4W0qdmfcX0DOj8DGOY3w1mMCgWUytgKsmGqq4Xa+kigoYaGz+bgp1z/BvKHiR9Jj6SiwXTD0DyZo0QxHp40RBHdni50XB2mM/G3yiLo+6F4oKsa1azUl8gTHyDKne3IfxQMj63S2QKJDidh+pzOgpQJ+10/QdmkJ5WAd9Ad6ILl2jAxzKBkK03xOu3sh/KCpuLokFn+DObmQHBdEq0DkgNp7ESMglL5XYGjMMc17/BBYSZdhBf9be4Xg+LwkClPaUoGthUzXiPKRxG+RVEq61mUJ7GdOQyFSYM8nsZOcIOTLUdUzz7JUPi2qihwojCTLsKLfuQXY9kqh1JpyNexgsai8MBpqmWTBhGWJvyQ+06cHbQyRJlUUYUB1adfeh5fNAqvj8JjhGRzAQ0u+9E5SjrMp7Xuyd+Xb+5XQZ9wFDWbSinKWO7Gq7PeEEVgReO3Rv0DM0WJfoVk3x9KYytCeR2+nzYgIteV65plmuNQiMh2wqxkUQyZ7eE+HMcXeI1E+0XLtTpKpRZKDCWMcvXwe8Q0UBDORTFxNgwPvApkol7X1v/eHY/CpLKSrSBdAfNWimI3UxTuFWVSeZQMUaKTY+2jqfMWng3ibADDYG3shgqrIHfMGMSmc3RlRXEzKFNN0eTZWXlLtBcTywlRKG8rxkGGgoU+xFG4CH4zRdGfSFCq6XkWoeSpN6m1H0qH4txyM7vXZPHhTQqH4lh8e3EuRWEVJAJb2lQo6wtRrh5Wuiekq+bGIxEKYYnChlLRzmv7oASiRdcRpT38BtiamC7FYTl2KwkhCkR887DAULynKbPAefuIXDJCOiuzH4pyjwVQnkl0MEpF+9P9pMJQVrrd/hCFAPN36adjFCNMtFcgsEUxlIr9uP0FTU9QuC0QCO8oyf1ChBKCNIJS1kx3PxQk6bpDFecVOcorcQiVPkRhh3qy8GzjCXthiBIFBcOFVN0eiDOyzRVrSW9GlLCsbZpuXI35KJJFu+vdTCYYQ2Y7l/WjH8X5BujrWZSgIFD7CZ20phQabbL5iDclSLNlBbFUUNcMTxwRvVCma5YzHmVz2VrPJKUJDb5z2Tgaj4KrdEaNX5cvoBY5ihemKB6fD+i/nVq3EC8fGcJ/SGz3UCR1ha6ZTtzP8nuQ7Irr3fVhaAaqSranxDgaX75EEynzbTNBUaR2CexFJrp/ZJCR5jdKw61ssc1kwONpIKUYooG8uh/KPWlzfd01hij85O0URcigCDxTAvXKgsMXWXl0Y6T57YnnkhJej1eyPHZYYIoyq4RgOcIYFE/agWLEKAcTlNSq4vsHuFTKolljnjjuJA0ipTzxaFLCLTXZkj+ZnpwtMl8mnLbHojzsMZT+MEC0oHKUx+PLdZpoDO/XOQoq2rJkCh8yFCav8CD/sTibvowS3YGKJQ2LxlmttQ2H747xJGBNE2HTQpT4eXSqyDfGIkp0G6SHtvPIGRZ555Wkjsi0bbTOFym0QopiyxFKCKXE44vV3OkE8FgSvJFv2x7x4GVqvZIsBKCt2mAo+oF46Cmkh7Z7k2KKora9IQp7cFiY0VKUmagwKCX7LdiOfkSRkoXBfKkcIXB6887ZBAUHeJ7oNkEJC4nXFqXCUCqIMiF117hUIpXCbg2NWiJXT6pFhellLfGU4J0W3jpm5YNJBR++eecMGfJejpZBojcIJTUZ6CKpfFpix8WrS0wq0S7JqPzZFIVIb0SFGcVo1p2gtJbTZpeLcszzHqbWuZ8mq1EQGc76ZDRJCyQ1ceN4kYsfUeAxlbeVaP9rdKFeid+YBu146wqi1CFFMe1WcYxjHS8/Ywfy5p1vxGmDqF6lfLauH4gaciCvJFKxJ6XI8xQUP60dZj9HSR2imjTSDVSheCVC+SmoSfgZQzFaaZBAPsqgF4qbH5z7IMlJUdX0Lvv/UoRC5G4iFZsfj1BjUqm3VP5zFCYdmVildNYjvBu9F1b9tSxKuj1+D5Rth4ovf3BsM/oxgIbGK1SvxChSmm3W4BVUY8GKrSBC4fyfRDbwMIYHUhStEfdmvNNcGgab5qMEa7TwFH02DhgkEEadF6pJBXUTRcz3f7MF9AAWAz53p3/E74lkM3Qr6mEqleloWYfZK247mNoH5UX6qtZ/041alAehyi+Dq9Ga8IJipShMXfAwSpGQCIUbXNEGuGC4beTyb0SPxJG1Oxf3Q1tx22Q8ih7+gOpP9Rtu5K4yJrRGNLGpRpsISQallqAIPS+qIGOIEg7jBC+/nHhW1GvRLolANmRH9GbGxfFT49qvUeNwv3E68nLppSgoNkRzPUZxk2abSiWEtQ+1CEWjyfQj44I21Lh5wUon2uYRyLOyc8geu6WACs3n6I3D9Kp5ISJoaLXIQJxOUMy02XIUtE5DcC9ofPzk/4QCv/L14QxZjm+ZUe9EMg7KIPmSMTduSwHVm8ep/jS95l5kxLzVKqz4KSUqjjyW2g98/dhghjKc/kHUVqLIsWj0GeYS/1COb9HlO1HoC0PpSYI9Vip6619zFPMST98hhBrXaIgSmZiemody4kdR3TBnTzwTymxk807EdWrIm2o0JyqJkg/ijaST7SGVX6OX/v/mzjc2kuNK7NVsmr06U2zqNohWEcVm4oM3wAER5QW0ZDQ7xYOAyAYu1gH5FCC4Y7yG9j7kIOp4scns7FRTvJj+IGnW9+Gygmm28+lw32wHiOTzZqeZ3cvI0Iq9QAKcFMk7vTd72zKw2WmqDXa1pqYqr/rf/CE5HMq30DUkSCR7un/zqurVe69evcLi9vXX5F99FaQSfw2k5yjZK2Jdacr3oqd/LmI3ohcFp8+kWmpyuFrFSH0iRQUUe7BUiv9aaG+JnfN/GgfRES+qKUoyCpZwkEd64oi/FBrSn0ylYsRfHiePz1CYmoZRXNVK8lrBFn1+1zwKBetcq4bOhVHzZXjHPE8WanMUn+QWeJyHGDuk5hunkx7L4oTJVC93ooBZGpevOEbsL1AEDWTrgzaGxigw44nm+e/YL8iNdamxA5ZgmgPdkcpCgiLkWuUXkvcnVsKvjF4UribSgl85VuxF+eiktrtNBm0MlSZYherVsHl61JYLujStQ0vRG4kwXZKjxIojri5hTvyHVCrJ1KyngsweqqTWDzOb1VjKuwhru16nsOzBKg5vuMabwvvS2GVdXEYlkVnr/0vtkwofkXIaUd4ClN8dPxejJDelRtZ+FI5err4dj0xENFnbfzCKseESQPnt71zRhTlaYpkPcyNDaWUosRsU85gvTT8Ro4x1WQldW5i3syIY6IL1flzNBnE98kRmTx6CIrNn6oH47cl/pwlzupQG5n2U1NHmrmgpGYqazTTmkpXk5U3EsZy0LFZnF4ydoZinK/E2AlthetQYAkXUW+FfXP5dVaBiIZ0mfCUdePbLmVTYb8QoqgW/XKmuSxSGv9CF0tnelyfWmY9bsfFkK+0hUDSwZh0RWpNfV6msVJs8xFXSgWeTHEX+icWZEPYS3pAofqIPU/PE7kJJBXRLc+LcfVOhBm10SjMfbGYDgJTKh5MvIlD7mdXlrrk5itKNciJGeQVXJMqdZN8KT+74eDR7qF9MUVyJIqdylWoSBQ9Gqd4ElMB52zGRxrMcUltNBkFkkyhbZY5N2wTlqyK2eNdT7ZY82M2f76dKCZ7uyDwEjtbp8ywYWPQk1s13RbPVcuZeNJEKUslQUkfOJlkEOUGZlMKyx3nskugpipk+P3+Tnr6KailKzf8Sa4jclz0QJUASJYo+nPPMyWWe7eDJpAJ2WobyqdQbnz4GqlnYE0Us91wkccoMJcpRoqwQE1Vr9UW5nX0dUIJONcmD4yvIuC//++HcBRMt57mYZlrzLjTToIW8U1rZsR5zpwuyrAvQJJNNYka0O1NzZrAw1anD8HfRutvgDd5ZCTkIBT7/gDTb7Q+unjdRkC/xmlo6udqkByXZY2nPXyG2XM8QkZ7cFL+3a2pOUbji1U1EbLRtB3z5CBT4/NdJU0T1wvmbSivfG5GjmF4HxciMEveZK1ISMN4TXZYEZ7o2RWtpBwXTs34ZYRv9e/MOX6aDUcCIfYncn49+UQh2Vtv5wRN5BRnTy0L8v5JvSnaXuOplcSueH5NKe+mOhA7KWhauQReaV5CBxheUXf7KwGpXcWjoJeLOR/+5uHyTdkp+Iz0N9toXsgfEplGSweqq20JmNLpGomjTF+caTJiLRobibKIx8GTUXb7qD0YRaOI0dh9t//XV5dcWWZ7KdSIVcavTQPFYteViO2iubTm05sBxjz+QJi52isvnKOZpZwspqLCofY/P20egmPppbD7FbhSXd77B/k++9KMl8YOW0sgqd8UZVna8z8HVrssdAxT0frJ8lby4s2xpz2a5A2fkVg9UWtLn+bkf5n8/GOXyxGmiMPbXheX7Ls3MrBxFKF5WjjK26OOVTOFLqZBtSnwSq4rEjBOdMhxujnIWdByglMhP5YGeR0hl7GxR4eX3ChfvLrJ8vQWdTm9GrQwlzsmwkwC2NgVSuc4wTWospWUiu/bYZsEW90zNshEqnhOTR6PY2pkC4g82i2fuLbEsJ4OfOJ30mg9R0IOyFkvBH5sGvVLjBlftLhSaFzTws2ALeO11F40Byik+0xlhB6O4KqAUdq4Wl+99cyUbAwydSTuw0srNIPnxZInQ/wrGtvCEIZKt7ykKy7slHc2iokbNctEELsgMmc4K/6EoU2hq57Zx8d6X84gvQ8tqP4o0R7iSjJjfxPIgB0BJMth4P0q+xdrXPesuoBTFVJd/fwiKj567gia+/jfFi/cWc9XN0B8nz+LKf8ulImPZWmJX/xMSu9R6MhtktlNHsXOzg+J4ZhFQZstdG5wPRqHozOU5beKF4uq9r+QoFGU1J5Sf9qAkjprckS37ayWryZPFU/ZJheqh493F0EDm1JEo0C0uF1Udl+eDZ/PVAYrSPXV8PZeKDBn5iYnvg6KTUqlk0a/0xfkL8rgP1UAqjEiUU3mBscNQOHrOxGtGsTgffCVLfoFbMxTlp1lcXj49HRnySRLFydomfXEn3SMzuRk0UJOVjWtledT1ESgCPQkoVaO4Gvy4CyUt7/FAzRqIj67JiKieo8Cttax/pE/OF3jzuA+gVDy+okmU8U7i0CEo5pM2ccl/KZaCn2QbteTpgCmA+n6GInfxpXFi+ST5sFrWP8x+lGzLIdM8ywODbOuPUXdhokNQXNUnPi4WC+Hb5Tzw/RuzGcqVFIXJLVN2spAgJ+kUJWmUlCFPX9sK7AoAABieSURBVMxDUEwLKiH0nK2FcaQcieKrLqa4WC6Ec+UM3B1LlfRt9c3MFZcqxUzWFGT+Q9pACUUWZcpf1oXiyEyYrYUxlK/SHI7ymF+lMIIKjZ+U8n1gYykUNFDabeXSbrqdQ4apsxGUSCJFcbtQcIoSNkMfUJQb6MSRKBQtYfYILl/avZJLxTbS/7utvpai+OqCwGnmga8kDVTJJJG2TCejzZ3JUIKm5yrIUhnKXY9DURh6xuAG5qvhm8VcKhlKSX0vbSAKUimmpgNVqnHMO47i6CJvmc7UfDeVCtehgWzdtFSax48PRxHolMH1Kim03iQLmWbNdmdc0+5nUtERKaSuFlWtOEpsuF9KUNx+KyEreSJRQtNwb2/0VD48DMVEYKJCt939oJiFm810UVTwHMUFuskUhWk3pVTArVWS4IqbSS57ZlYIJu62Sv3jTc3PtqsOQrHBV9bL5UL0ZnE2U5t6OjxBKiuZVMAam0h3YoDlCz0X3FolmY79/qk5230oUUJFbL+mv3PUOR/JN9jgT5eLEiXL2UJ6Phgf/CctExRC2XYqxZVSYSvqUi9Kl6OT/kZvOXuq2J4ytvPt3wNQKFLZ6SIpRO/h2aS3cfRCpi3VB6nUUXEBofezgR0btb6Pd5P5x880cv7MEzlKc++0UE9NKl3K9lAUhhSmFXlx6fXiXFbKPkXhgJKYCxyVl7pRpF6544rdRN36/VNzhkL1D8TeaaZeQZ2EzwEo8jh32W39m0YhQ7mezawnH6wk60+IrCDVzhrClmk01++IX4KDfyDKV9MxpX9P/K1uq5snJjrT9uEoMIQWny3/PqDgIkqDjTsZisqTg6SYDI5lW40YsuVbwRvaFvFWtcwbzudD+s/Tzm480ZQHlI+jie63D0CZefb3y8WV9yyM0gh/lifHFF5KlwZ56e+sbPsUMjGMHeO60Jgq1dt+lFNZrPVNJ4Q5eUI9+gSu+AGT6GyxjJcAJTF5mMJylL1S4gCCgiP1HEUey0LxdaFT3Y3TSJPb8whXtnXRxlccD+6udJdWHoDiTqLTRYFXvoqrSeUuqmRWJDvBv4XkC9wRUsqzchnSAMUX20uGi+XoYWlEMI/70bTSBiKnmgF8P530FNQ6FIWeQn9SJLh0H6fH5lKUpSiwcf5svJPeHiNFku/OQdJv35amwHqsbrMIRG6w+NPpslJwrun5j2INu8OhTKFvFcq4dMOwkqUuP4vEwbfbezYulmlP9KKAIVmTMUlDtGOURFz51EynU/E2rjY9IaCBhkPxDegRpLhyU1jJ3OF39uVPhc/KDaOy4kwR/7wrhCtR+DrDQk4GGYqdbSd2012UaiiaIaBs4KOP00tQGntlUizdtMCTS1CyqBGgnAWUJznCBOffLK4BkrxSlvTuhOE6Cz5J8UhTawmvISrGBnGHRAlBKri0I1HiOb8LhZxNdmpeA6nYHZTUE3QFleudOUo2Yt0k9QrpgWiEgGIRc1iUsECM0kuWFaYoec7KNMF2vKt/i0znQk76irzWAAaUSY6SvcKNExtBAwQyWFipWrhb7w9AwSAVYZS+bn0vjPNo7CeyYC+gvBWjKNNk2shs16SviNgLWpORuA5K+hXseA8wQs2QjmjQq3TcrfcHoEyHexOA8k3rzTA5OOuxDsrySTeVCsZZs4FFxlNdCEalzNIeNdJXpLCm3IYGtzUDdyxFGU4qU+EeIkbhJfFeEKOgDor+3Hq8l1azMM4TsHiG4q6sGOITXfCx1NTLq8UbtlKHTzUjG50UDrO2FoaTylOAgo3iS+K7UjPCg/JiXe4EBiUmi1EAipEJGSzzZL7cpktEpqR1UNLejCqxLPVmhMDjd2yj9yj3Ad02CJCuF79MPgruSpsVreSJJjp+1xNst+VY2MiyHgBlJkG5Lo8rYS8IPpJOxOhEkjquVOIDHIkTIdGQJuCW0vPGQ+egRwFF1a9+i2y2biI5HjooBm7VQt4SdQtbr+UJ6Gg2TikUnlQvMHXysVTNzMWeMXSSDVkdQREfwES5LvOBNodD8Z8EFGXj6lmx03oA3YuivNSIq+FWGPDIawLKiQ7KSrYOtiFc6DZcS5ccqy4aAc8RabZlyyjGB2AbXAerWN9Se954KMojgQAU/izZiWpIBthKmdZ09Z+1GgGLGh6gXMl+y1ApReE6qBVEuPqF5HbszizoDF4tl0fRHwCKKtQt6L8faT1vPBTlCVkhWpv6MrnZckAroizQA89+4ftRY5dRz3GwlVfoZ4hNp+lMGExrk3A1SxvYm0FJZWKNycyOX8C8rW6iZzQ+JMp40BoFGZ4lO23nlgredl4fyb1gtYNdXgprdWzl3jmgGGmSF4HxY2OuJD3afSKMz0LU2jDcEUjqB1Tj6hW1oLMhG2i8FU4sGsVnye228w6y0UhebNn1rKgR8VLggVRya4ShbM3Ul9ED+CdDeSrcjUcOeBHhLty+SfVIm9R9gw0nFTreCiZ8feufkQftijwftoNiN5+MgqhZWvYq2MptNIZoGh+9Iz13mHRTFH+uJeKRQ1UzBMekuUkNXwWf2aBDoowttzSqbZ3FDy7JajNo4veM9E+m9/2oFd0uBI1KEjxIUZZSI2FdgMqXazHJ/OmfakmFqIOgbnmRaDqAYp80sTy6ekiUJ6INrm0tB81Vx5Eo+YSxDihBdLu03HCqW10or6RBSY0VsFQsv5MslNGpViBmlaawz7mNSJgSBT1nFhHpBKQGokA7thpCs86ozUtO05YHzGcoyLPaEXWKr4BUOgoTFH+SKAgW/xyRKGmFj7sFQCnPAwpxlymYK5sUjX7pCjgNQ6NE8GR166SilxwZrsojlRyF9Yi2G4DiVPPCU3ER0OQHy6dE8DWxlkjFLQQtMX3VkwtXy5QjDVBQA/x+3mMjDESJ1gDlCVCPnvcYQnniMajtShSxD6dXASWvrRmjpCK6IxlMkVZW8YsXW8Ka+jZ4A/4qK4NpAbc2bsmR3fPGQ1G41o5ssb11EqZ4z5sClNwCUlrvMsr+TXE1aFY7JmFur4Di94VMrkuLTrrFldVqZSoEIQMKRcrWiqkCitHjkA1CUaOWLeydR5BaqIXWiJIl7IJd4jmcsQ/4EmniTnMzJTMoReWORME5yr+ctypbyyAzOs/pBNpcWTAApdchG4SiMOIK2/mn6hqgGKaSjRX49nsOAxSY5Z1qrlYAZSOTuAMmgONOpyiP4LmC9d03lg0kUUoYcUZE432l9yTvQSiIEZ/Yzi/VNfxuaFzWsppfFKmfAAr/mjwzoQ8lG06AsuGOpSgnqpemKvbEMsxQ9BxfxGaZQney9N7zzQegCMTBMLGbfwk+hxdWLD2Tiov0T6GByv8WVKhjdQYBUzr98LpMMR77Qpq2XsRTtRn14oQq6FMwauzyihCtSle6wpEoYKPortdUfVILHcvJ+grozU9iFBjgL091Pk6V9RylBpYejNgEBW3hzRtIPbelAQr47ndilLqgvWN5MAqTKP/Vx43AqdQ2s0RtpLccXip/DQzVp7vsMJBKnjLgxBVDRxMUxTI2QUXOv6EJ/xKfFH4ZNOCu05XwcxSKKdOR7BCkghstQHkj3UaG4gYql//QXUD6/+2MR4om81K1spwPR+PJ2Q6KNb2DkPnUDU3YBRhGEmU3cLoyso5E0eS6VkModLoR1ByvksTBpMn+6cucl1fXwDq90Y1yKm8uwzc4RlNJpSrVKNxEp90n7moClYgiXEAxVUegXrUyAEXmLZgoaK4xoxHVKt4GSrINEaoACin/kQYonYwD+MtcB8XG1DCn4sCg/UWr+A7C/lP3dB+VyaS4K1GUJhseRTblLQVQuHG+1QSpQNM05U5+pSJAKvgPNXtB71INFBVyv8aAZsD2xDckPNKta/C1/Km7ozCREVXcEnOgJps9hywdhSKztES4xvXlyHNCR55p/1vSMLweXeBlDH16Ru+aW6lSOpE9bAq6hfhk9PxI7BNWtkB4u+N7YFZysgZT0SxBqtNTb30wShwGt0VolrXllud4IvbYZVfZAJRZfF9aal2qgSpsNHtYHGrZHVmGGZQCyjS81R/dQ2iUk23ouF9Z+S2lafeN5QEo6WaM8BbWltsSRXqZ0nTXHQoNZQDKO90hYF/tQiFCbki5CLrYRVIlYXDQvo1QQWBz5lXyV0sTSvNy/5sHoSQsl6fVV2QDZScVKk4zusAABTR3dwiYIpbl8klzQKqCV6D9TKXiXJO/Hwugqwhso98kP1nE6w+Q1vfCw1F4uvJqjuivCK/piaR0ljysJ7rgK9X7utzt0I1Cu45YkOVZ0Lxb4ejxihPXgBpZ/q7GJMoY/rNFotzoH0ADUGIpCPGzP0fGmSgElKQmGDKcWiTrDu5ooEm6HkdHoitdKPA1zCd99CNkWE5V/v7V1XYjRtHxf0dc+bvORHo0CkvEsoUqz7QD6CtJFS8DO43oPPTL+6qJZruEzNTdLqnAyDfsRygakyixVNZWRcAIdlHZ+HPElPv9vXYQinycKj7c+FPjxxxQOJEljDRh1Brtl0Y1SXquO+7KlKgLRZGFJidlf7OggWQy1Pa8OMOJ1Qat8x2FPtY/Aw1GiVuo9b/D+ls8aDY4/hWSEQGr1oi+oSniAeo12ZlypzPXcn3NVWIU1QGUGWkVropnAKUuUWQBTaX/dYNQRHw+GkznP+CtZsALYlu+uep57ZlpRO67ao/xw+TO+OwHjl1hzsn653qlYls/IjDWz4l5QHHgCRVwwI+JEp+JKVHaLU+ixHUODc+jS0WEmYtId9djaL1TxQbMLuJOoTkbermD8ByGKe1/iDc5lihWBSl0sX8sD0ZJlu7r9R8wiXJOOPLNlhe0wYUxHjDUE+yk6Pnu9qeET6DCp3qlRseMt2E4afMgXeJIlGszGnWPiRLnhQIKj8DZLQjHgvaqAooqZo17JdQT1qNI60YBU3rDHAfdWLMntffrdPT022JTkLoHKPWVkC7q/S8bjAL9MmpbYovRBGWLyL4SAgrF95YQ625vP62d2UGp2SgKK46s7/miP9IoiKsCOzHKRe/4KK4eCcfZ5G2vBSjNKokbCPxhauwt6X2LXKrZLRUs1ly0GjhgwSlbmq22NoWsbeVypWrNN6h9XBSqtttN53XeDiM+F8ZSSVBsfW/RuNX9uFgZd6EQWdt91ZPHXplbLyAcborbBFBA9wEK63Xdh0Bh6i9EU+xIFFHwmikK+Dvo5T3Uu3CxD0XW1LkUAIqwZRn8YAtQqmD1IH1rNWzv0/tHoii/aDcF5+2AikLYtFIUG8yBEIke44einmPmmGAndDTVaoLGdl+UuvINcptY8vRpkEogjo0Cdg6gMBGjeF6KwuTO1D2F960W9KBQQYuaOR40pdn0ov2PcfCR2CGWPEIRUHY/Awr6qO0JxkvyX8+pg963goDdgOeHSm98BKQy04Pi4zU63mqCRqZPu9j48KZ4h1Q8ZH9Dt+Z2e04RGQ7FLAMK5yygSwVP6pW6JXaZ9MRCtfcEqD6p7Apw/ilqea5ce3Cx9e5tmCese88LalQ/E4r7L1gIKKWAueOeV/+P7NF6uEt2dDm/+X0hetRtDe3KbP+pDCXA1s93BFiAe1IPbM1HnU0Nw6OMsQuClUstWVzLqxMwVb0Wlglne1pvqIb2otyR5zhMwGiOUSJsvbdTBif7LnRig5f8pCDJsVB8jZ11wS29CCjnPWdlBhnhj0kUo9g900hcCLTzY4OP62IdnZP1OAEFrJYduOPpPXBLDKtAyb6J+UgUqpGzbrlcbAl35LxX/yZCL3pXSVvw9U/UmR6FyWRJ/s6PNTYNbWE/GoItoWhRpXL/Xy2BStmTp14ASrnfsh0SZaxcXAZDChpocQ6kMgdSoWgP9fpU8pCnLpQKJa6MUIU+jLTTgOI6CyC2T1Sm4K25Njs+ClNxAK5uGVAWTobOIlYccO5ARjMB6g3V8N4G0n1QR+IdFFIwoM7SivPgBaTTL8KnFJAKocdH4YpE0SXKihrWF4nttJZE5CHwt3oNZYnSaTGOt+NvgkJ5vl1Andq9RZkZJlNocKXQHxIcDkW0wNckgMJQUF8i9h+JFRHdR3JXTe+tqEdM5HryS1neUAmpV/PuyDM0WyZ6Gu8UsP0ZUJBE0fFz4g4/ETiLxP1/rTkRuWgc9x8sZ/a2WCwVYS/LRcKQNrzWHXiVKk8JgAYq9ocRhkCB/t6ikxpeBUWhtQDF/mWrICJbYYbf19x2zwnZ6U4Y8BJ9MBAAJdiNUeAL4Mr0Sl9IcCgU8w8iOq1Wn/neNqA03RL6WoRF29aY3neam/RVun9MdlhT6caTgAGKdE3U3ahGiINvfBYUW29TQ6mu/iyWiouUd1ukGr2jc70v7AqP6mkxFv9ZBuVMEtDADNqTBkgl4gTXp9B+DTcEitqmuomjn7rwHGcRaQ2/rEbvGFzv/2K0LzaQtJ9cuCe7bHZkvm0qXGMMUJxTBwjlaBRXibhu4/k5V6y3mrMIN/ySEtkGm+h3evlCb4slEx7MwLdJBHPlI2zmBPviXYlio4PeeiSKj0pCs415mNfVljeHHHDIUGRjPr5Pxn1fNVmYsrHYOSf7kcLp6MyTIePlAjqofY5GoaggNFefm/PD9ahmbMQJ3qs23hdgjCP7PZ+MhQSzoVUQt2YA5Rp69eQ9xvkcOmAoD4UyTtRP9LlzLlEjj+CmPOB71RZsX9Ro3xXfAGq1XhA//EcIpGujM/egs8yig7rKMCijQqVjhYKPnoeBiP8ChD17DlAmD/pmPVdsksC855SEwp5DU/xjicLLswe2z9EossYi2KhTc/4ISAXjBqDQS66gvfPyQZcbf942nKJQeGSPcbGwfK8kz5Q48KNHosiD2rbZhH7VV9SoWcU/Fu6af84V/oFC7rl4/EZwA4tEFTCIuKi1vDIr04M/ejTKGkI21wy2hzTqVXEg1gDFFvvCroehuFqMQtlYWcCUzhmhBzft0Si7CC2REaMQmG9BA1Ub4vE1ecqjeWB7H/gGUiQnwT7OUPqPIh0eJYLJv6gZhVYUMs+qhvzFdfMc2rducegF87qUCucjZSKihih1bb04JgqLUXRAaVFAkYdao0vm3IGq4eA3KNNYco+UUqnsdwyHRIkLS6t6IYpaIBVL0Md9tLJ4sJY6+KuMTOAZURWvFolEKZNDetkQKLGDY5QCaKAQUPyz5ohEwUOiyFNlCEIv8O8U0wY65JVDoMRrdLgURQGgVIQ/hr68soSOHkDZ5U4iIgsLqNBXWE2U2O98dhToLUa1sEJ3mVfZkA4pLq0cOLcefIGdrYNgqY6xRCkfYOwPjQK+rgUopVVAqYglmNhgFAw7gISUqnblm1KyWPCawPSQyWsoFPPxerUEWpJ9u7LBl2AYl/sX8Qde98FtR8ADKG1AOUStDIfiaiCVMqHME3W+gh7hWBw9A3VdCvhx906ApS+lYuyPwh0LxaleI9BpwCLhqwttbrDhe62QPuIFeNHLEkXss7COh+KrCcpmA1p7NYyE0b+If8Tn0WmZhVu1ZNyyPxXhmChKgrIlTw6NvDYI+Ri9Nq1Ns56iHJ6JNxxKE/pIRWzJlKeLDWgg80gTrudKyC0jjuYe9tGhUKji1MWSIm6DOplebUT8ID9z0OXHpehBVXNyeIcfDgXV6vLO10DZTaw2WF6Sb9grWWm3KrtCsF8PhaGXLWm2bbHZBQ30P/aP1WtjhQsfMCrQOOahHx0KhSNcr/pIv81mV8aiTxnev/B3xBVHqOQiCDvYxB4eZQQ7+FeL6kcfz5KxEmXEPNYAEnGCA9eceE320A4/pFS0OvZXlK2VFbJWot01rIa8wH7y1WRF4tCPDoeivCCqPkG3Z4n4n4AyhOPRd30qIXC8fn/oR4dEUWEWE/b0EhHb5a5dHMNfMs1DRSNogEk8FIpAd0TVxR8biwnKsbtKulqENH+M/Loof9K0/tbw9RkCfh45flcRaRaBFi8P/1oor046H3xsMG2WXENlTPvjTcNc9sB+MjyKjbD18YbQVsgcKh5bwSUvOuMfYQ8Ph+KOYeu+xrV5Y2Zs+vhaJXvK4M8Nh+Ij4/UHKtfm8A8nsBg93rScXyH+e0ChSHu0qbjqj9BlMUwM4TNdw6FwpG5I1+qK9DmGiCE8RBQwlEXoIvXUgpqU9PgcUWx0KfgRMk7BcLSPDsI9VBR/xgirG86mYvAjtMNDR6Ho0aAaOsywdo/hLT8UFI7GEpTX14aO8Tw0FBRUA4fp7vCBlYeEAhZh62ehI+R2PfI5o9hI/X7giDf+7GGNn+FRXDT5+h1PIPNhjZ/hUcAiHA8a0uognzeKDA6Smn0iP+fmc0QB02dcWj+1zx9Fngs4g1DnLMbPD4WlmdkPjWR4FLgTXIfRv/mHgJKIxfiHgCIW0MMcysdCAbGMHn3XZ7+OgQIad3+C0t/jdRwUmRvzEC///wOl8bn5VGl0+QAAAABJRU5ErkJggg==)

##### [Getting Clean via Emergent Design](#_bookmark5)

What if there were four simple rules that you could follow that would help you create good designs as you worked? What if by following these rules you gained insights into the struc- ture and design of your code, making it easier to apply principles such as SRP and DIP? What if these four rules facilitated the *emergence* of good designs?

Many of us feel that Kent Beck’s four rules of *Simple Design*1 are of signiﬁcant help in creating well-designed software.

1. [XPE].
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According to Kent, a design is “simple” if it follows these rules:

* Runs all the tests
* Contains no duplication
* Expresses the intent of the programmer
* Minimizes the number of classes and methods The rules are given in order of importance.

##### [Simple Design Rule 1: Runs All the Tests](#_bookmark5)

First and foremost, a design must produce a system that acts as intended. A system might have a perfect design on paper, but if there is no simple way to verify that the system actu- ally works as intended, then all the paper effort is questionable.

A system that is comprehensively tested and passes all of its tests all of the time is a test- able system. That’s an obvious statement, but an important one. Systems that aren’t testable aren’t veriﬁable. Arguably, a system that cannot be veriﬁed should never be deployed.

Fortunately, making our systems testable pushes us toward a design where our classes are small and single purpose. It’s just easier to test classes that conform to the SRP. The more tests we write, the more we’ll continue to push toward things that are simpler to test. So making sure our system is fully testable helps us create better designs.

Tight coupling makes it difﬁcult to write tests. So, similarly, the more tests we write, the more we use principles like DIP and tools like dependency injection, interfaces, and abstraction to minimize coupling. Our designs improve even more.

Remarkably, following a simple and obvious rule that says we need to have tests and run them continuously impacts our system’s adherence to the primary OO goals of low coupling and high cohesion. Writing tests leads to better designs.

##### [Simple Design Rules 2–4: Refactoring](#_bookmark5)

Once we have tests, we are empowered to keep our code and classes clean. We do this by incrementally refactoring the code. For each few lines of code we add, we pause and reﬂect on the new design. Did we just degrade it? If so, we clean it up and run our tests to demon- strate that we haven’t broken anything. *The fact that we have these tests eliminates the fear that cleaning up the code will break it!*

During this refactoring step, we can apply anything from the entire body of knowledge about good software design. We can increase cohesion, decrease coupling, separate con- cerns, modularize system concerns, shrink our functions and classes, choose better names, and so on. This is also where we apply the ﬁnal three rules of simple design: Eliminate duplication, ensure expressiveness, and minimize the number of classes and methods.
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##### [No Duplication](#_bookmark5)

Duplication is the primary enemy of a well-designed system. It represents additional work, additional risk, and additional unnecessary complexity. Duplication manifests itself in many forms. Lines of code that look exactly alike are, of course, duplication. Lines of code that are similar can often be massaged to look even more alike so that they can be more easily refactored. And duplication can exist in other forms such as duplication of implementation. For example, we might have two methods in a collection class:

int size() {} boolean isEmpty() {}

We could have separate implementations for each method. The isEmpty method could track a boolean, while size could track a counter. Or, we can eliminate this duplication by tying isEmpty to the deﬁnition of size:

boolean isEmpty() { return 0 == size();

}

Creating a clean system requires the will to eliminate duplication, even in just a few lines of code. For example, consider the following code:

public void scaleToOneDimension(

float desiredDimension, float imageDimension) {

if (Math.abs(desiredDimension - imageDimension) < errorThreshold) return;

float scalingFactor = desiredDimension / imageDimension; scalingFactor = (float)(Math.floor(scalingFactor \* 100) \* 0.01f);

RenderedOp newImage = ImageUtilities.getScaledImage( image, scalingFactor, scalingFactor);

image.dispose(); System.gc(); image = newImage;

}

public synchronized void rotate(int degrees) { RenderedOp newImage = ImageUtilities.getRotatedImage(

image, degrees); image.dispose(); System.gc();

image = newImage;

}

To keep this system clean, we should eliminate the small amount of duplication between the scaleToOneDimension and rotate methods:

public void scaleToOneDimension(

float desiredDimension, float imageDimension) {

if (Math.abs(desiredDimension - imageDimension) < errorThreshold) return;

float scalingFactor = desiredDimension / imageDimension; scalingFactor = (float)(Math.floor(scalingFactor \* 100) \* 0.01f);
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**replaceImage(ImageUtilities.getScaledImage( image, scalingFactor, scalingFactor));**

}

public synchronized void rotate(int degrees) {

**replaceImage(ImageUtilities.getRotatedImage(image, degrees));**

}

**private void replaceImage(RenderedOp newImage) { image.dispose();**

**System.gc(); image = newImage;**

**}**

As we extract commonality at this very tiny level, we start to recognize violations of SRP. So we might move a newly extracted method to another class. That elevates its visibility. Someone else on the team may recognize the opportunity to further abstract the new method and reuse it in a different context. This “reuse in the small” can cause system com- plexity to shrink dramatically. Understanding how to achieve reuse in the small is essential to achieving reuse in the large.

The TEMPLATE METHOD2 pattern is a common technique for removing higher-level duplication. For example:

public class VacationPolicy {

public void accrueUSDivisionVacation() {

// code to calculate vacation based on hours worked to date

// ...

// code to ensure vacation meets US minimums

// ...

// code to apply vaction to payroll record

// ...

}

public void accrueEUDivisionVacation() {

// code to calculate vacation based on hours worked to date

// ...

// code to ensure vacation meets EU minimums

// ...

// code to apply vaction to payroll record

// ...

}

}

The code across accrueUSDivisionVacation and accrueEuropeanDivisionVacation is largely the same, with the exception of calculating legal minimums. That bit of the algorithm changes based on the employee type.

We can eliminate the obvious duplication by applying the TEMPLATE METHOD pattern.

abstract public class VacationPolicy { public void accrueVacation() {

**calculateBaseVacationHours();**

1. [GOF].
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**alterForLegalMinimums(); applyToPayroll();**

}

private void calculateBaseVacationHours() { /\* ... \*/ }; abstract protected void alterForLegalMinimums();

private void applyToPayroll() { /\* ... \*/ };

}

public class USVacationPolicy extends VacationPolicy { @Override protected void alterForLegalMinimums() {

// US specific logic

}

}

public class EUVacationPolicy extends VacationPolicy { @Override protected void alterForLegalMinimums() {

// EU specific logic

}

}

The subclasses ﬁll in the “hole” in the accrueVacation algorithm, supplying the only bits of information that are not duplicated.

##### [Expressive](#_bookmark5)

Most of us have had the experience of working on convoluted code. Many of us have pro- duced some convoluted code ourselves. It’s easy to write code that *we* understand, because at the time we write it we’re deep in an understanding of the problem we’re trying to solve. Other maintainers of the code aren’t going to have so deep an understanding.

The majority of the cost of a software project is in long-term maintenance. In order to minimize the potential for defects as we introduce change, it’s critical for us to be able to understand what a system does. As systems become more complex, they take more and more time for a developer to understand, and there is an ever greater opportunity for a mis- understanding. Therefore, code should clearly express the intent of its author. The clearer the author can make the code, the less time others will have to spend understanding it. This will reduce defects and shrink the cost of maintenance.

You can express yourself by choosing good names. We want to be able to hear a class or function name and not be surprised when we discover its responsibilities.

You can also express yourself by keeping your functions and classes small. Small classes and functions are usually easy to name, easy to write, and easy to understand.

You can also express yourself by using standard nomenclature. Design patterns, for example, are largely about communication and expressiveness. By using the standard pattern names, such as COMMAND or VISITOR, in the names of the classes that imple- ment those patterns, you can succinctly describe your design to other developers.

Well-written unit tests are also expressive. A primary goal of tests is to act as docu- mentation by example. Someone reading our tests should be able to get a quick under- standing of what a class is all about.

176 Chapter 12: Emergence

But the most important way to be expressive is to *try*. All too often we get our code working and then move on to the next problem without giving sufﬁcient thought to making that code easy for the next person to read. Remember, the most likely next person to read the code will be you.

So take a little pride in your workmanship. Spend a little time with each of your func- tions and classes. Choose better names, split large functions into smaller functions, and generally just take care of what you’ve created. Care is a precious resource.

##### [Minimal Classes and Methods](#_bookmark5)

Even concepts as fundamental as elimination of duplication, code expressiveness, and the SRP can be taken too far. In an effort to make our classes and methods small, we might create too many tiny classes and methods. So this rule suggests that we also keep our func- tion and class counts low.

High class and method counts are sometimes the result of pointless dogmatism. Con- sider, for example, a coding standard that insists on creating an interface for each and every class. Or consider developers who insist that ﬁelds and behavior must always be sep- arated into data classes and behavior classes. Such dogma should be resisted and a more pragmatic approach adopted.

Our goal is to keep our overall system small while we are also keeping our functions and classes small. Remember, however, that this rule is the lowest priority of the four rules of Simple Design. So, although it’s important to keep class and function count low, it’s more important to have tests, eliminate duplication, and express yourself.

##### [Conclusion](#_bookmark5)

Is there a set of simple practices that can replace experience? Clearly not. On the other hand, the practices described in this chapter and in this book are a crystallized form of the many decades of experience enjoyed by the authors. Following the practice of simple design can and does encourage and enable developers to adhere to good principles and patterns that otherwise take years to learn.
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*“Objects are abstractions of processing. Threads are abstractions of schedule.”*

—James O. Coplien1

1. Private correspondence.
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Writing clean concurrent programs is hard—very hard. It is much easier to write code that executes in a single thread. It is also easy to write multithreaded code that looks ﬁne on the surface but is broken at a deeper level. Such code works ﬁne until the system is placed under stress.

In this chapter we discuss the need for concurrent programming, and the difﬁculties it presents. We then present several recommendations for dealing with those difﬁculties, and writing clean concurrent code. Finally, we conclude with issues related to testing concurrent code.

Clean Concurrency is a complex topic, worthy of a book by itself. Our strategy in *this* book is to present an overview here and provide a more detailed tutorial in “Concurrency II” on page 317. If you are just curious about concurrency, then this chapter will sufﬁce for you now. If you have a need to understand concurrency at a deeper level, then you should read through the tutorial as well.

##### [Why Concurrency?](#_bookmark5)

Concurrency is a decoupling strategy. It helps us decouple *what* gets done from *when* it gets done. In single-threaded applications *what* and *when* are so strongly coupled that the state of the entire application can often be determined by looking at the stack backtrace. A programmer who debugs such a system can set a breakpoint, or a sequence of breakpoints, and *know* the state of the system by which breakpoints are hit.

Decoupling *what* from *when* can dramatically improve both the throughput and struc- tures of an application. From a structural point of view the application looks like many lit- tle collaborating computers rather than one big main loop. This can make the system easier to understand and offers some powerful ways to separate concerns.

Consider, for example, the standard “Servlet” model of Web applications. These sys- tems run under the umbrella of a Web or EJB container that *partially* manages concur- rency for you. The servlets are executed asynchronously whenever Web requests come in. The servlet programmer does not have to manage all the incoming requests. *In principle,* each servlet execution lives in its own little world and is decoupled from all the other serv- let executions.

Of course if it were that easy, this chapter wouldn’t be necessary. In fact, the decou- pling provided by Web containers is far less than perfect. Servlet programmers have to be very aware, and very careful, to make sure their concurrent programs are correct. Still, the structural beneﬁts of the servlet model are signiﬁcant.

But structure is not the only motive for adopting concurrency. Some systems have response time and throughput constraints that require hand-coded concurrent solutions. For example, consider a single-threaded information aggregator that acquires information from many different Web sites and merges that information into a daily summary. Because
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this system is single threaded, it hits each Web site in turn, always ﬁnishing one before starting the next. The daily run needs to execute in less than 24 hours. However, as more and more Web sites are added, the time grows until it takes more than 24 hours to gather all the data. The single-thread involves a lot of waiting at Web sockets for I/O to complete. We could improve the performance by using a multithreaded algorithm that hits more than one Web site at a time.

Or consider a system that handles one user at a time and requires only one second of time per user. This system is fairly responsive for a few users, but as the number of users increases, the system’s response time increases. No user wants to get in line behind 150 others! We could improve the response time of this system by handling many users concurrently.

Or consider a system that interprets large data sets but can only give a complete solu- tion after processing all of them. Perhaps each data set could be processed on a different computer, so that many data sets are being processed in parallel.

###### [Myths and Misconceptions](#_bookmark5)

And so there are compelling reasons to adopt concurrency. However, as we said before, concurrency is *hard*. If you aren’t very careful, you can create some very nasty situations. Consider these common myths and misconceptions:

* *Concurrency always improves performance.*

Concurrency can *sometimes* improve performance, but only when there is a lot of wait time that can be shared between multiple threads or multiple processors. Neither situ- ation is trivial.

* *Design does not change when writing concurrent programs.*

In fact, the design of a concurrent algorithm can be remarkably different from the design of a single-threaded system. The decoupling of *what* from *when* usually has a huge effect on the structure of the system.

* *Understanding concurrency issues is not important when working with a container such as a Web or EJB container.*

In fact, you’d better know just what your container is doing and how to guard against the issues of concurrent update and deadlock described later in this chapter.

Here are a few more balanced sound bites regarding writing concurrent software:

* *Concurrency incurs some overhead,* both in performance as well as writing additional code.
* *Correct concurrency is complex,* even for simple problems.
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* *Concurrency bugs aren’t usually repeatable,* so they are often ignored as one-offs2 instead of the true defects they are.
* *Concurrency often requires a fundamental change in design strategy*.

##### [Challenges](#_bookmark6)

What makes concurrent programming so difﬁcult? Consider the following trivial class:

public class X {

private int lastIdUsed;

public int getNextId() { return ++lastIdUsed;

}

}

Let’s say we create an instance of X, set the lastIdUsed ﬁeld to 42, and then share the instance between two threads. Now suppose that both of those threads call the method getNextId(); there are three possible outcomes:

* Thread one gets the value 43, thread two gets the value 44, lastIdUsed is 44.
* Thread one gets the value 44, thread two gets the value 43, lastIdUsed is 44.
* Thread one gets the value 43, thread two gets the value 43, lastIdUsed is 43.

The surprising third result3 occurs when the two threads step on each other. This hap- pens because there are many possible paths that the two threads can take through that one line of Java code, and some of those paths generate incorrect results. How many different paths are there? To really answer that question, we need to understand what the Just-In- Time Compiler does with the generated byte-code, and understand what the Java memory model considers to be atomic.

A quick answer, working with just the generated byte-code, is that there are 12,870 different possible execution paths4 for those two threads executing within the getNextId method. If the type of lastIdUsed is changed from int to long, the number of possible paths increases to 2,704,156. Of course most of those paths generate valid results. The problem is that *some of them don’t*.

##### [Concurrency Defense Principles](#_bookmark6)

What follows is a series of principles and techniques for defending your systems from the problems of concurrent code.

1. Cosmic-rays, glitches, and so on.
2. See “Digging Deeper” on page 323.
3. See “Possible Paths of Execution” on page 321.
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###### [Single Responsibility Principle](#_bookmark6)

The SRP5 states that a given method/class/component should have a single reason to change. Concurrency design is complex enough to be a reason to change in it’s own right and therefore deserves to be separated from the rest of the code. Unfortunately, it is all too common for concurrency implementation details to be embedded directly into other pro- duction code. Here are a few things to consider:

* + *Concurrency-related code has its own life cycle of development,* change, and tuning.
  + *Concurrency-related code has its own challenges,* which are different from and often more difﬁcult than nonconcurrency-related code.
  + The number of ways in which miswritten concurrency-based code can fail makes it challenging enough without the added burden of surrounding application code.

**Recommendation**: *Keep your concurrency-related code separate from other code*.6

###### [Corollary: Limit the Scope of Data](#_bookmark6)

As we saw, two threads modifying the same ﬁeld of a shared object can interfere with each other, causing unexpected behavior. One solution is to use the synchronized keyword to protect a *critical section* in the code that uses the shared object. It is important to restrict the number of such critical sections. The more places shared data can get updated, the more likely:

* + You will forget to protect one or more of those places—effectively breaking all code that modiﬁes that shared data.
  + There will be duplication of effort required to make sure everything is effectively guarded (violation of DRY7).
  + It will be difﬁcult to determine the source of failures, which are already hard enough to ﬁnd.

**Recommendation**: *Take data encapsulation to heart; severely limit the access of any data that may be shared.*

###### [Corollary: Use Copies of Data](#_bookmark6)

A good way to avoid shared data is to avoid sharing the data in the ﬁrst place. In some sit- uations it is possible to copy objects and treat them as read-only. In other cases it might be possible to copy objects, collect results from multiple threads in these copies and then merge the results in a single thread.

1. [PPP]
2. See “Client/Server Example” on page 317.
3. [PRAG].
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If there is an easy way to avoid sharing objects, the resulting code will be far less likely to cause problems. You might be concerned about the cost of all the extra object creation. It is worth experimenting to ﬁnd out if this is in fact a problem. However, if using copies of objects allows the code to avoid synchronizing, the savings in avoiding the intrinsic lock will likely make up for the additional creation and garbage collection overhead.

###### [Corollary: Threads Should Be as Independent as Possible](#_bookmark6)

Consider writing your threaded code such that each thread exists in its own world, sharing no data with any other thread. Each thread processes one client request, with all of its required data coming from an unshared source and stored as local variables. This makes each of those threads behave as if it were the only thread in the world and there were no synchronization requirements.

For example, classes that subclass from HttpServlet receive all of their information as parameters passed in to the doGet and doPost methods. This makes each Servlet act as if it has its own machine. So long as the code in the Servlet uses only local variables, there is no chance that the Servlet will cause synchronization problems. Of course, most applications using Servlets eventually run into shared resources such as database connections.

**Recommendation**: *Attempt to partition data into independent subsets than can be operated on by independent threads, possibly in different processors.*

##### [Know Your Library](#_bookmark6)

Java 5 offers many improvements for concurrent development over previous versions. There are several things to consider when writing threaded code in Java 5:

* Use the provided thread-safe collections.
* Use the executor framework for executing unrelated tasks.
* Use nonblocking solutions when possible.
* Several library classes are not thread safe.

###### [Thread-Safe Collections](#_bookmark6)

When Java was young, Doug Lea wrote the seminal book8 *Concurrent Programming in Java*. Along with the book he developed several thread-safe collections, which later became part of the JDK in the java.util.concurrent package. The collections in that pack- age are safe for multithreaded situations and they perform well. In fact, the

1. [Lea99].
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ConcurrentHashMap implementation performs better than HashMap in nearly all situations. It also allows for simultaneous concurrent reads and writes, and it has methods supporting common composite operations that are otherwise not thread safe. If Java 5 is the deploy- ment environment, start with ConcurrentHashMap.

There are several other kinds of classes added to support advanced concurrency design. Here are a few examples:

|  |  |
| --- | --- |
| **ReentrantLock** | A lock that can be acquired in one method and released in another. |
| **Semaphore** | An implementation of the classic semaphore, a lock with a count. |
| **CountDownLatch** | A lock that waits for a number of events before releasing all threads waiting on it. This allows all threads to have a fair chance of starting at about the same time. |

**Recommendation**: *Review the classes available to you. In the case of Java, become familiar with java.util.concurrent, java.util.concurrent.atomic, java.util.concurrent.locks.*

##### [Know Your Execution Models](#_bookmark6)

There are several different ways to partition behavior in a concurrent application. To dis- cuss them we need to understand some basic deﬁnitions.

|  |  |
| --- | --- |
| Bound Resources | Resources of a ﬁxed size or number used in a concurrent environ- ment. Examples include database connections and ﬁxed-size read/ write buffers. |
| Mutual Exclusion | Only one thread can access shared data or a shared resource at a time. |
| Starvation | One thread or a group of threads is prohibited from proceeding for an excessively long time or forever. For example, always let- ting fast-running threads through ﬁrst could starve out longer run- ning threads if there is no end to the fast-running threads. |
| Deadlock | Two or more threads waiting for each other to ﬁnish. Each thread has a resource that the other thread requires and neither can ﬁnish until it gets the other resource. |
| Livelock | Threads in lockstep, each trying to do work but ﬁnding another “in the way.” Due to resonance, threads continue trying to make progress but are unable to for an excessively long time— or forever. |

Given these deﬁnitions, we can now discuss the various execution models used in concurrent programming.
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###### [Producer-Consumer9](#_bookmark6)

One or more producer threads create some work and place it in a buffer or queue. One or more consumer threads acquire that work from the queue and complete it. The queue between the producers and consumers is a *bound resource*. This means producers must wait for free space in the queue before writing and consumers must wait until there is something in the queue to consume. Coordination between the producers and consumers via the queue involves producers and consumers signaling each other. The producers write to the queue and signal that the queue is no longer empty. Consumers read from the queue and signal that the queue is no longer full. Both potentially wait to be notiﬁed when they can continue.

###### [Readers-Writers10](#_bookmark6)

When you have a shared resource that primarily serves as a source of information for read- ers, but which is occasionally updated by writers, throughput is an issue. Emphasizing throughput can cause starvation and the accumulation of stale information. Allowing updates can impact throughput. Coordinating readers so they do not read something a writer is updating and vice versa is a tough balancing act. Writers tend to block many read- ers for a long period of time, thus causing throughput issues.

The challenge is to balance the needs of both readers and writers to satisfy correct operation, provide reasonable throughput and avoiding starvation. A simple strategy makes writers wait until there are no readers before allowing the writer to perform an update. If there are continuous readers, however, the writers will be starved. On the other hand, if there are frequent writers and they are given priority, throughput will suffer. Find- ing that balance and avoiding concurrent update issues is what the problem addresses.

###### [Dining Philosophers11](#_bookmark6)

Imagine a number of philosophers sitting around a circular table. A fork is placed to the left of each philosopher. There is a big bowl of spaghetti in the center of the table. The philosophers spend their time thinking unless they get hungry. Once hungry, they pick up the forks on either side of them and eat. A philosopher cannot eat unless he is holding two forks. If the philosopher to his right or left is already using one of the forks he needs, he must wait until that philosopher ﬁnishes eating and puts the forks back down. Once a philosopher eats, he puts both his forks back down on the table and waits until he is hungry again.

Replace philosophers with threads and forks with resources and this problem is simi- lar to many enterprise applications in which processes compete for resources. Unless care- fully designed, systems that compete in this way can experience deadlock, livelock, throughput, and efﬁciency degradation.

1. <http://en.wikipedia.org/wiki/Producer-consumer>
2. <http://en.wikipedia.org/wiki/Readers-writers_problem>
3. <http://en.wikipedia.org/wiki/Dining_philosophers_problem>
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Most concurrent problems you will likely encounter will be some variation of these three problems. Study these algorithms and write solutions using them on your own so that when you come across concurrent problems, you’ll be more prepared to solve the problem.

**Recommendation**: *Learn these basic algorithms and understand their solutions.*

##### [Beware Dependencies Between Synchronized Methods](#_bookmark6)

Dependencies between synchronized methods cause subtle bugs in concurrent code. The Java language has the notion of synchronized, which protects an individual method. How- ever, if there is more than one synchronized method on the same shared class, then your system may be written incorrectly.12

**Recommendation**: *Avoid using more than one method on a shared object.*

There will be times when you must use more than one method on a shared object.

When this is the case, there are three ways to make the code correct:

* **Client-Based Locking**—Have the client lock the server before calling the ﬁrst method and make sure the lock’s extent includes code calling the last method.
* **Server-Based Locking**—Within the server create a method that locks the server, calls all the methods, and then unlocks. Have the client call the new method.
* **Adapted Server**—create an intermediary that performs the locking. This is an exam- ple of server-based locking, where the original server cannot be changed.

##### [Keep Synchronized Sections Small](#_bookmark6)

The synchronized keyword introduces a lock. All sections of code guarded by the same lock are guaranteed to have only one thread executing through them at any given time. Locks are expensive because they create delays and add overhead. So we don’t want to litter our code with synchronized statements. On the other hand, critical sec- tions13 must be guarded. So we want to design our code with as few critical sections as possible.

Some naive programmers try to achieve this by making their critical sections very large. However, extending synchronization beyond the minimal critical section increases contention and degrades performance.14

**Recommendation**: *Keep your synchronized sections as small as possible.*

1. See “Dependencies Between Methods Can Break Concurrent Code” on page 329.
2. A critical section is any section of code that must be protected from simultaneous use for the program to be correct.
3. See “Increasing Throughput” on page 333.
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##### [Writing Correct Shut-Down Code Is Hard](#_bookmark6)

Writing a system that is meant to stay live and run forever is different from writing some- thing that works for awhile and then shuts down gracefully.

Graceful shutdown can be hard to get correct. Common problems involve deadlock,15 with threads waiting for a signal to continue that never comes.

For example, imagine a system with a parent thread that spawns several child threads and then waits for them all to ﬁnish before it releases its resources and shuts down. What if one of the spawned threads is deadlocked? The parent will wait forever, and the system will never shut down.

Or consider a similar system that has been *instructed* to shut down. The parent tells all the spawned children to abandon their tasks and ﬁnish. But what if two of the children were operating as a producer/consumer pair. Suppose the producer receives the signal from the parent and quickly shuts down. The consumer might have been expecting a mes- sage from the producer and be blocked in a state where it cannot receive the shutdown sig- nal. It could get stuck waiting for the producer and never ﬁnish, preventing the parent from ﬁnishing as well.

Situations like this are not at all uncommon. So if you must write concurrent code that involves shutting down gracefully, expect to spend much of your time getting the shut- down to happen correctly.

**Recommendation**: *Think about shut-down early and get it working early. It’s going to take longer than you expect. Review existing algorithms because this is probably harder than you think.*

##### [Testing Threaded Code](#_bookmark6)

Proving that code is correct is impractical. Testing does not guarantee correctness. How- ever, good testing can minimize risk. This is all true in a single-threaded solution. As soon as there are two or more threads using the same code and working with shared data, things get substantially more complex.

**Recommendation**: *Write tests that have the potential to expose problems and then run them frequently, with different programatic conﬁgurations and system conﬁgurations and load. If tests ever fail, track down the failure. Don’t ignore a failure just because the tests pass on a subsequent run.*

That is a whole lot to take into consideration. Here are a few more ﬁne-grained recommendations:

* Treat spurious failures as candidate threading issues.
* Get your nonthreaded code working ﬁrst.

1. See “Deadlock” on page 335.
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* + Make your threaded code pluggable.
  + Make your threaded code tunable.
  + Run with more threads than processors.
  + Run on different platforms.
  + Instrument your code to try and force failures.

###### [Treat Spurious Failures as Candidate Threading Issues](#_bookmark6)

Threaded code causes things to fail that “simply cannot fail.” Most developers do not have an intuitive feel for how threading interacts with other code (authors included). Bugs in threaded code might exhibit their symptoms once in a thousand, or a million, executions. Attempts to repeat the systems can be frustratingly. This often leads developers to write off the failure as a cosmic ray, a hardware glitch, or some other kind of “one-off.” It is best to assume that one-offs do not exist. The longer these “one-offs” are ignored, the more code is built on top of a potentially faulty approach.

**Recommendation**: *Do not ignore system failures as one-offs.*

###### [Get Your Nonthreaded Code Working First](#_bookmark6)

This may seem obvious, but it doesn’t hurt to reinforce it. Make sure code works outside of its use in threads. Generally, this means creating POJOs that are called by your threads. The POJOs are not thread aware, and can therefore be tested outside of the threaded envi- ronment. The more of your system you can place in such POJOs, the better.

**Recommendation**: *Do not try to chase down nonthreading bugs and threading bugs at the same time. Make sure your code works outside of threads*.

###### [Make Your Threaded Code Pluggable](#_bookmark6)

Write the concurrency-supporting code such that it can be run in several conﬁgurations:

* + One thread, several threads, varied as it executes
  + Threaded code interacts with something that can be both real or a test double.
  + Execute with test doubles that run quickly, slowly, variable.
  + Conﬁgure tests so they can run for a number of iterations.

**Recommendation**: *Make your thread-based code especially pluggable so that you can run it in various conﬁgurations.*

###### [Make Your Threaded Code Tunable](#_bookmark6)

Getting the right balance of threads typically requires trial an error. Early on, ﬁnd ways to time the performance of your system under different conﬁgurations. Allow the number of
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threads to be easily tuned. Consider allowing it to change while the system is running. Consider allowing self-tuning based on throughput and system utilization.

###### [Run with More Threads Than Processors](#_bookmark6)

Things happen when the system switches between tasks. To encourage task swapping, run with more threads than processors or cores. The more frequently your tasks swap, the more likely you’ll encounter code that is missing a critical section or causes deadlock.

###### [Run on Different Platforms](#_bookmark6)

In the middle of 2007 we developed a course on concurrent programming. The course development ensued primarily under OS X. The class was presented using Windows XP running under a VM. Tests written to demonstrate failure conditions did not fail as fre- quently in an XP environment as they did running on OS X.

In all cases the code under test was known to be incorrect. This just reinforced the fact that different operating systems have different threading policies, each of which impacts the code’s execution. Multithreaded code behaves differently in different environments.16 You should run your tests in every potential deployment environment.

**Recommendation**: *Run your threaded code on all target platforms early and often.*

###### [Instrument Your Code to Try and Force Failures](#_bookmark6)

It is normal for ﬂaws in concurrent code to hide. Simple tests often don’t expose them. Indeed, they often hide during normal processing. They might show up once every few hours, or days, or weeks!

The reason that threading bugs can be infrequent, sporadic, and hard to repeat, is that only a very few pathways out of the many thousands of possible pathways through a vul- nerable section actually fail. So the probability that a failing pathway is taken can be star- tlingly low. This makes detection and debugging very difﬁcult.

How might you increase your chances of catching such rare occurrences? You can instrument your code and force it to run in different orderings by adding calls to methods like Object.wait(), Object.sleep(), Object.yield() and Object.priority().

Each of these methods can affect the order of execution, thereby increasing the odds of detecting a ﬂaw. It’s better when broken code fails as early and as often as possible.

There are two options for code instrumentation:

* Hand-coded
* Automated

1. Did you know that the threading model in Java does not guarantee preemptive threading? Modern OS’s support preemptive threading, so you get that “for free.” Even so, it not guaranteed by the JVM.
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###### [Hand-Coded](#_bookmark6)

You can insert calls to wait(), sleep(), yield(), and priority() in your code by hand. It might be just the thing to do when you’re testing a particularly thorny piece of code.

Here is an example of doing just that:

public synchronized String nextUrlOrNull() { if(hasNext()) {

String url = urlGenerator.next(); Thread.yield(); // inserted for testing. updateHasNext();

return url;

}

return null;

}

The inserted call to yield() will change the execution pathways taken by the code and possibly cause the code to fail where it did not fail before. If the code does break, it was not because you added a call to yield().17 Rather, your code was broken and this simply made the failure evident.

There are many problems with this approach:

* You have to manually ﬁnd appropriate places to do this.
* How do you know where to put the call and what kind of call to use?
* Leaving such code in a production environment unnecessarily slows the code down.
* It’s a shotgun approach. You may or may not ﬁnd ﬂaws. Indeed, the odds aren’t with you.

What we need is a way to do this during testing but not in production. We also need to easily mix up conﬁgurations between different runs, which results in increased chances of ﬁnding errors in the aggregate.

Clearly, if we divide our system up into POJOs that know nothing of threading and classes that control the threading, it will be easier to ﬁnd appropriate places to instrument the code. Moreover, we could create many different test jigs that invoke the POJOs under different regimes of calls to sleep, yield, and so on.

###### [Automated](#_bookmark6)

You could use tools like an Aspect-Oriented Framework, CGLIB, or ASM to programmat- ically instrument your code. For example, you could use a class with a single method:

public class ThreadJigglePoint { public static void jiggle() {

}

}

1. This is not strictly the case. Since the JVM does not guarantee preemptive threading, a particular algorithm might always work on an OS that does not preempt threads. The reverse is also possible but for different reasons.
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You can add calls to this in various places within your code:

public synchronized String nextUrlOrNull() { if(hasNext()) {

ThreadJiglePoint.jiggle();

String url = urlGenerator.next(); ThreadJiglePoint.jiggle(); updateHasNext(); ThreadJiglePoint.jiggle();

return url;

}

return null;

}

Now you use a simple aspect that randomly selects among doing nothing, sleeping, or yielding.

Or imagine that the ThreadJigglePoint class has two implementations. The ﬁrst imple- ments jiggle to do nothing and is used in production. The second generates a random number to choose between sleeping, yielding, or just falling through. If you run your tests a thousand times with random jiggling, you may root out some ﬂaws. If the tests pass, at least you can say you’ve done due diligence. Though a bit simplistic, this could be a rea- sonable option in lieu of a more sophisticated tool.

There is a tool called ConTest,18 developed by IBM that does something similar, but it does so with quite a bit more sophistication.

The point is to jiggle the code so that threads run in different orderings at different times. The combination of well-written tests and jiggling can dramatically increase the chance ﬁnding errors.

**Recommendation**: *Use jiggling strategies to ferret out errors.*

##### [Conclusion](#_bookmark6)

Concurrent code is difﬁcult to get right. Code that is simple to follow can become night- marish when multiple threads and shared data get into the mix. If you are faced with writ- ing concurrent code, you need to write clean code with rigor or else face subtle and infrequent failures.

First and foremost, follow the Single Responsibility Principle. Break your system into POJOs that separate thread-aware code from thread-ignorant code. Make sure when you are testing your thread-aware code, you are only testing it and nothing else. This suggests that your thread-aware code should be small and focused.

Know the possible sources of concurrency issues: multiple threads operating on shared data, or using a common resource pool. Boundary cases, such as shutting down cleanly or ﬁnishing the iteration of a loop, can be especially thorny.

1. <http://www.alphaworks.ibm.com/tech/contest>
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Learn your library and know the fundamental algorithms. Understand how some of the features offered by the library support solving problems similar to the fundamental algorithms.

Learn how to ﬁnd regions of code that must be locked and lock them. Do not lock regions of code that do not need to be locked. Avoid calling one locked section from another. This requires a deep understanding of whether something is or is not shared. Keep the amount of shared objects and the scope of the sharing as narrow as possible. Change designs of the objects with shared data to accommodate clients rather than forcing clients to manage shared state.

Issues will crop up. The ones that do not crop up early are often written off as a one- time occurrence. These so-called one-offs typically only happen under load or at seem- ingly random times. Therefore, you need to be able to run your thread-related code in many conﬁgurations on many platforms repeatedly and continuously. Testability, which comes naturally from following the Three Laws of TDD, implies some level of plug-ability, which offers the support necessary to run code in a wider range of conﬁgurations.

You will greatly improve your chances of ﬁnding erroneous code if you take the time to instrument your code. You can either do so by hand or using some kind of automated technology. Invest in this early. You want to be running your thread-based code as long as possible before you put it into production.

If you take a clean approach, your chances of getting it right increase drastically.
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### [Successive Reﬁnement](#_bookmark6)

Case Study of a Command-Line Argument Parser

![](data:image/png;base64,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)

This chapter is a case study in successive reﬁnement. You will see a module that started well but did not scale. Then you will see how the module was refactored and cleaned.

Most of us have had to parse command-line arguments from time to time. If we don’t have a convenient utility, then we simply walk the array of strings that is passed into the main function. There are several good utilities available from various sources,
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but none of them do exactly what I want. So, of course, I decided to write my own. I call it: Args.

Args is very simple to use. You simply construct the Args class with the input argu- ments and a format string, and then query the Args instance for the values of the argu- ments. Consider the following simple example:

public static void main(String[] args) { try {

Args arg = new Args("l,p#,d\*", args); boolean logging = arg.getBoolean('l'); int port = arg.getInt('p');

String directory = arg.getString('d'); executeApplication(logging, port, directory);

} catch (ArgsException e) {

System.out.printf("Argument error: %s\n", e.errorMessage());

}

}

**Listing 14-1**

**Simple use of Args**

You can see how simple this is. We just create an instance of the Args class with two parameters. The ﬁrst parameter is the format, or *schema,* string: "l,p#,d\*." It deﬁnes three command-line arguments. The ﬁrst, –l, is a boolean argument. The second, -p, is an integer argument. The third, -d, is a string argument. The second parameter to the Args constructor is simply the array of command-line argument passed into main.

If the constructor returns without throwing an ArgsException, then the incoming command-line was parsed, and the Args instance is ready to be queried. Methods like getBoolean, getInteger, and getString allow us to access the values of the arguments by their names.

If there is a problem, either in the format string or in the command-line arguments themselves, an ArgsException will be thrown. A convenient description of what went wrong can be retrieved from the errorMessage method of the exception.

##### [Args Implementation](#_bookmark6)

Listing 14-2 is the implementation of the Args class. Please read it very carefully. I worked hard on the style and structure and hope it is worth emulating.

package com.objectmentor.utilities.args;

**Listing 14-2**

**Args.java**

import static com.objectmentor.utilities.args.ArgsException.ErrorCode.\*; import java.util.\*;

public class Args {

private Map<Character, ArgumentMarshaler> marshalers;
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**Listing 14-2 (continued)**

**Args.java**

private Set<Character> argsFound;

private ListIterator<String> currentArgument;

public Args(String schema, String[] args) throws ArgsException { marshalers = new HashMap<Character, ArgumentMarshaler>(); argsFound = new HashSet<Character>();

parseSchema(schema); parseArgumentStrings(Arrays.asList(args));

}

private void parseSchema(String schema) throws ArgsException { for (String element : schema.split(","))

if (element.length() > 0) parseSchemaElement(element.trim());

}

private void parseSchemaElement(String element) throws ArgsException { char elementId = element.charAt(0);

String elementTail = element.substring(1); validateSchemaElementId(elementId);

if (elementTail.length() == 0)

marshalers.put(elementId, new BooleanArgumentMarshaler()); else if (elementTail.equals("\*"))

marshalers.put(elementId, new StringArgumentMarshaler()); else if (elementTail.equals("#"))

marshalers.put(elementId, new IntegerArgumentMarshaler()); else if (elementTail.equals("##"))

marshalers.put(elementId, new DoubleArgumentMarshaler()); else if (elementTail.equals("[\*]"))

marshalers.put(elementId, new StringArrayArgumentMarshaler()); else

throw new ArgsException(INVALID\_ARGUMENT\_FORMAT, elementId, elementTail);

}

private void validateSchemaElementId(char elementId) throws ArgsException { if (!Character.isLetter(elementId))

throw new ArgsException(INVALID\_ARGUMENT\_NAME, elementId, null);

}

private void parseArgumentStrings(List<String> argsList) throws ArgsException

{

for (currentArgument = argsList.listIterator(); currentArgument.hasNext();)

{

String argString = currentArgument.next(); if (argString.startsWith("-")) {

parseArgumentCharacters(argString.substring(1));

} else { currentArgument.previous(); break;

}

}

}
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**Listing 14-2 (continued)**

**Args.java**

private void parseArgumentCharacters(String argChars) throws ArgsException { for (int i = 0; i < argChars.length(); i++)

parseArgumentCharacter(argChars.charAt(i));

}

private void parseArgumentCharacter(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

if (m == null) {

throw new ArgsException(UNEXPECTED\_ARGUMENT, argChar, null);

} else { argsFound.add(argChar); try {

m.set(currentArgument);

} catch (ArgsException e) { e.setErrorArgumentId(argChar); throw e;

}

}

}

public boolean has(char arg) { return argsFound.contains(arg);

}

public int nextArgument() {

return currentArgument.nextIndex();

}

public boolean getBoolean(char arg) {

return BooleanArgumentMarshaler.getValue(marshalers.get(arg));

}

public String getString(char arg) {

return StringArgumentMarshaler.getValue(marshalers.get(arg));

}

public int getInt(char arg) {

return IntegerArgumentMarshaler.getValue(marshalers.get(arg));

}

public double getDouble(char arg) {

return DoubleArgumentMarshaler.getValue(marshalers.get(arg));

}

public String[] getStringArray(char arg) {

return StringArrayArgumentMarshaler.getValue(marshalers.get(arg));

}

}

Notice that you can read this code from the top to the bottom without a lot of jumping around or looking ahead. The one thing you may have had to look ahead for is the deﬁni- tion of ArgumentMarshaler, which I left out intentionally. Having read this code carefully,
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you should understand what the ArgumentMarshaler interface is and what its derivatives do. I’ll show a few of them to you now (Listing 14-3 through Listing 14-6).

public interface ArgumentMarshaler {

void set(Iterator<String> currentArgument) throws ArgsException;

}

**Listing 14-3**

**ArgumentMarshaler.java**

public class BooleanArgumentMarshaler implements ArgumentMarshaler { private boolean booleanValue = false;

public void set(Iterator<String> currentArgument) throws ArgsException { booleanValue = true;

}

public static boolean getValue(ArgumentMarshaler am) {

if (am != null && am instanceof BooleanArgumentMarshaler) return ((BooleanArgumentMarshaler) am).booleanValue;

else

return false;

}

}

**Listing 14-4**

**BooleanArgumentMarshaler.java**

import static com.objectmentor.utilities.args.ArgsException.ErrorCode.\*;

public class StringArgumentMarshaler implements ArgumentMarshaler { private String stringValue = "";

public void set(Iterator<String> currentArgument) throws ArgsException { try {

stringValue = currentArgument.next();

} catch (NoSuchElementException e) {

throw new ArgsException(MISSING\_STRING);

}

}

public static String getValue(ArgumentMarshaler am) {

if (am != null && am instanceof StringArgumentMarshaler) return ((StringArgumentMarshaler) am).stringValue;

else

return "";

}

}

**Listing 14-5**

**StringArgumentMarshaler.java**
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import static com.objectmentor.utilities.args.ArgsException.ErrorCode.\*;

public class IntegerArgumentMarshaler implements ArgumentMarshaler { private int intValue = 0;

public void set(Iterator<String> currentArgument) throws ArgsException { String parameter = null;

try {

parameter = currentArgument.next(); intValue = Integer.parseInt(parameter);

} catch (NoSuchElementException e) {

throw new ArgsException(MISSING\_INTEGER);

} catch (NumberFormatException e) {

throw new ArgsException(INVALID\_INTEGER, parameter);

}

}

public static int getValue(ArgumentMarshaler am) {

if (am != null && am instanceof IntegerArgumentMarshaler) return ((IntegerArgumentMarshaler) am).intValue;

else

return 0;

}

}

**Listing 14-6**

**IntegerArgumentMarshaler.java**

The other ArgumentMarshaler derivatives simply replicate this pattern for doubles and

String arrays and would serve to clutter this chapter. I’ll leave them to you as an exercise.

One other bit of information might be troubling you: the deﬁnition of the error code constants. They are in the ArgsException class (Listing 14-7).

import static com.objectmentor.utilities.args.ArgsException.ErrorCode.\*; public class ArgsException extends Exception {

**Listing 14-7**

**ArgsException.java**

private char errorArgumentId = '\0'; private String errorParameter = null; private ErrorCode errorCode = OK;

public ArgsException() {}

public ArgsException(String message) {super(message);} public ArgsException(ErrorCode errorCode) {

this.errorCode = errorCode;

}

public ArgsException(ErrorCode errorCode, String errorParameter) { this.errorCode = errorCode;

this.errorParameter = errorParameter;

}
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**Listing 14-7 (continued)**

**ArgsException.java**

public ArgsException(ErrorCode errorCode,

char errorArgumentId, String errorParameter) { this.errorCode = errorCode;

this.errorParameter = errorParameter; this.errorArgumentId = errorArgumentId;

}

public char getErrorArgumentId() { return errorArgumentId;

}

public void setErrorArgumentId(char errorArgumentId) { this.errorArgumentId = errorArgumentId;

}

public String getErrorParameter() { return errorParameter;

}

public void setErrorParameter(String errorParameter) { this.errorParameter = errorParameter;

}

public ErrorCode getErrorCode() { return errorCode;

}

public void setErrorCode(ErrorCode errorCode) { this.errorCode = errorCode;

}

public String errorMessage() { switch (errorCode) {

case OK:

return "TILT: Should not get here."; case UNEXPECTED\_ARGUMENT:

return String.format("Argument -%c unexpected.", errorArgumentId); case MISSING\_STRING:

return String.format("Could not find string parameter for -%c.",

errorArgumentId);

case INVALID\_INTEGER:

return String.format("Argument -%c expects an integer but was '%s'.",

errorArgumentId, errorParameter);

case MISSING\_INTEGER:

return String.format("Could not find integer parameter for -%c.",

errorArgumentId);

case INVALID\_DOUBLE:

return String.format("Argument -%c expects a double but was '%s'.",

errorArgumentId, errorParameter);

case MISSING\_DOUBLE:

return String.format("Could not find double parameter for -%c.",

errorArgumentId); case INVALID\_ARGUMENT\_NAME:

return String.format("'%c' is not a valid argument name.", errorArgumentId);
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|  |
| --- |
| **Listing 14-7 (continued)**  **ArgsException.java** |
| case INVALID\_ARGUMENT\_FORMAT: |
| return String.format("'%s' is not a valid argument format.", |
| errorParameter); |
| } |
| return ""; |
| } |
| public enum ErrorCode { |
| OK, INVALID\_ARGUMENT\_FORMAT, UNEXPECTED\_ARGUMENT, INVALID\_ARGUMENT\_NAME, |
| MISSING\_STRING, |
| MISSING\_INTEGER, INVALID\_INTEGER, |
| MISSING\_DOUBLE, INVALID\_DOUBLE} |
| } |

It’s remarkable how much code is required to ﬂesh out the details of this simple con- cept. One of the reasons for this is that we are using a particularly wordy language. Java, being a statically typed language, requires a lot of words in order to satisfy the type sys- tem. In a language like Ruby, Python, or Smalltalk, this program is much smaller.1

Please read the code over one more time. Pay special attention to the way things are named, the size of the functions, and the formatting of the code. If you are an experienced programmer, you may have some quibbles here and there with various parts of the style or structure. Overall, however, I hope you conclude that this program is nicely written and has a clean structure.

For example, it should be obvious how you would add a new argument type, such as a date argument or a complex number argument, and that such an addition would require a trivial amount of effort. In short, it would simply require a new derivative of Argument- Marshaler, a new getXXX function, and a new case statement in the parseSchemaElement function. There would also probably be a new ArgsException.ErrorCode and a new error message.

###### [How Did I Do This?](#_bookmark6)

Let me set your mind at rest. I did not simply write this program from beginning to end in its current form. More importantly, I am not expecting you to be able to write clean and elegant programs in one pass. If we have learned anything over the last couple of decades, it is that programming is a craft more than it is a science. To write clean code, you must ﬁrst write dirty code *and then clean it*.

This should not be a surprise to you. We learned this truth in grade school when our teachers tried (usually in vain) to get us to write rough drafts of our compositions. The process, they told us, was that we should write a rough draft, then a second draft, then sev- eral subsequent drafts until we had our ﬁnal version. Writing clean compositions, they tried to tell us, is a matter of successive reﬁnement.

1. I recently rewrote this module in Ruby. It was 1/7th the size and had a subtly better structure.

Args: The Rough Draft 201

Most freshman programmers (like most grade-schoolers) don’t follow this advice par- ticularly well. They believe that the primary goal is to get the program working. Once it’s “working,” they move on to the next task, leaving the “working” program in whatever state they ﬁnally got it to “work.” Most seasoned programmers know that this is professional suicide.

##### [Args: The Rough Draft](#_bookmark6)

Listing 14-8 shows an earlier version of the Args class. It “works.” And it’s messy.

Listing 14-8

**Args.java (first draft)**

import java.text.ParseException; import java.util.\*;

public class Args { private String schema; private String[] args;

private boolean valid = true;

private Set<Character> unexpectedArguments = new TreeSet<Character>(); private Map<Character, Boolean> booleanArgs =

new HashMap<Character, Boolean>();

private Map<Character, String> stringArgs = new HashMap<Character, String>(); private Map<Character, Integer> intArgs = new HashMap<Character, Integer>(); private Set<Character> argsFound = new HashSet<Character>();

private int currentArgument;

private char errorArgumentId = '\0'; private String errorParameter = "TILT"; private ErrorCode errorCode = ErrorCode.OK;

private enum ErrorCode {

OK, MISSING\_STRING, MISSING\_INTEGER, INVALID\_INTEGER, UNEXPECTED\_ARGUMENT}

public Args(String schema, String[] args) throws ParseException { this.schema = schema;

this.args = args; valid = parse();

}

private boolean parse() throws ParseException { if (schema.length() == 0 && args.length == 0)

return true; parseSchema(); try {

parseArguments();

} catch (ArgsException e) {

}

return valid;

}

private boolean parseSchema() throws ParseException { for (String element : schema.split(",")) {
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**Listing 14-8 (continued)**

**Args.java (first draft)**

if (element.length() > 0) {

String trimmedElement = element.trim(); parseSchemaElement(trimmedElement);

}

}

return true;

}

private void parseSchemaElement(String element) throws ParseException { char elementId = element.charAt(0);

String elementTail = element.substring(1); validateSchemaElementId(elementId);

if (isBooleanSchemaElement(elementTail)) parseBooleanSchemaElement(elementId);

else if (isStringSchemaElement(elementTail)) parseStringSchemaElement(elementId);

else if (isIntegerSchemaElement(elementTail)) { parseIntegerSchemaElement(elementId);

} else {

throw new ParseException(

String.format("Argument: %c has invalid format: %s.", elementId, elementTail), 0);

}

}

private void validateSchemaElementId(char elementId) throws ParseException { if (!Character.isLetter(elementId)) {

throw new ParseException(

"Bad character:" + elementId + "in Args format: " + schema, 0);

}

}

private void parseBooleanSchemaElement(char elementId) { booleanArgs.put(elementId, false);

}

private void parseIntegerSchemaElement(char elementId) { intArgs.put(elementId, 0);

}

private void parseStringSchemaElement(char elementId) { stringArgs.put(elementId, "");

}

private boolean isStringSchemaElement(String elementTail) { return elementTail.equals("\*");

}

private boolean isBooleanSchemaElement(String elementTail) { return elementTail.length() == 0;

}

private boolean isIntegerSchemaElement(String elementTail) { return elementTail.equals("#");

}
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**Listing 14-8 (continued)**

**Args.java (first draft)**

private boolean parseArguments() throws ArgsException {

for (currentArgument = 0; currentArgument < args.length; currentArgument++)

{

String arg = args[currentArgument]; parseArgument(arg);

}

return true;

}

private void parseArgument(String arg) throws ArgsException { if (arg.startsWith("-"))

parseElements(arg);

}

private void parseElements(String arg) throws ArgsException { for (int i = 1; i < arg.length(); i++)

parseElement(arg.charAt(i));

}

private void parseElement(char argChar) throws ArgsException { if (setArgument(argChar))

argsFound.add(argChar); else {

unexpectedArguments.add(argChar); errorCode = ErrorCode.UNEXPECTED\_ARGUMENT; valid = false;

}

}

private boolean setArgument(char argChar) throws ArgsException { if (isBooleanArg(argChar))

setBooleanArg(argChar, true); else if (isStringArg(argChar))

setStringArg(argChar); else if (isIntArg(argChar))

setIntArg(argChar); else

return false;

return true;

}

private boolean isIntArg(char argChar) {return intArgs.containsKey(argChar);} private void setIntArg(char argChar) throws ArgsException {

currentArgument++; String parameter = null; try {

parameter = args[currentArgument]; intArgs.put(argChar, new Integer(parameter));

} catch (ArrayIndexOutOfBoundsException e) { valid = false;

errorArgumentId = argChar;

errorCode = ErrorCode.MISSING\_INTEGER;
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**Listing 14-8 (continued)**

**Args.java (first draft)**

throw new ArgsException();

} catch (NumberFormatException e) { valid = false;

errorArgumentId = argChar; errorParameter = parameter;

errorCode = ErrorCode.INVALID\_INTEGER; throw new ArgsException();

}

}

private void setStringArg(char argChar) throws ArgsException { currentArgument++;

try {

stringArgs.put(argChar, args[currentArgument]);

} catch (ArrayIndexOutOfBoundsException e) { valid = false;

errorArgumentId = argChar;

errorCode = ErrorCode.MISSING\_STRING; throw new ArgsException();

}

}

private boolean isStringArg(char argChar) { return stringArgs.containsKey(argChar);

}

private void setBooleanArg(char argChar, boolean value) { booleanArgs.put(argChar, value);

}

private boolean isBooleanArg(char argChar) { return booleanArgs.containsKey(argChar);

}

public int cardinality() { return argsFound.size();

}

public String usage() {

if (schema.length() > 0) return "-[" + schema + "]";

else

return "";

}

public String errorMessage() throws Exception { switch (errorCode) {

case OK:

throw new Exception("TILT: Should not get here."); case UNEXPECTED\_ARGUMENT:

return unexpectedArgumentMessage(); case MISSING\_STRING:

return String.format("Could not find string parameter for -%c.",

errorArgumentId);
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**Listing 14-8 (continued)**

**Args.java (first draft)**

case INVALID\_INTEGER:

return String.format("Argument -%c expects an integer but was '%s'.",

errorArgumentId, errorParameter);

case MISSING\_INTEGER:

return String.format("Could not find integer parameter for -%c.",

errorArgumentId);

}

return "";

}

private String unexpectedArgumentMessage() {

StringBuffer message = new StringBuffer("Argument(s) -"); for (char c : unexpectedArguments) {

message.append(c);

}

message.append(" unexpected.");

return message.toString();

}

private boolean falseIfNull(Boolean b) { return b != null && b;

}

private int zeroIfNull(Integer i) { return i == null ? 0 : i;

}

private String blankIfNull(String s) { return s == null ? "" : s;

}

public String getString(char arg) {

return blankIfNull(stringArgs.get(arg));

}

public int getInt(char arg) {

return zeroIfNull(intArgs.get(arg));

}

public boolean getBoolean(char arg) { return falseIfNull(booleanArgs.get(arg));

}

public boolean has(char arg) { return argsFound.contains(arg);

}

public boolean isValid() { return valid;

}

private class ArgsException extends Exception {

}

}
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I hope your initial reaction to this mass of code is “I’m certainly glad he didn’t leave it like that!” If you feel like this, then remember that’s how other people are going to feel about code that you leave in rough-draft form.

Actually “rough draft” is probably the kindest thing you can say about this code. It’s clearly a work in progress. The sheer number of instance variables is daunting. The odd strings like “TILT,” the HashSets and TreeSets, and the try-catch-catch blocks all add up to a festering pile.

I had not wanted to write a festering pile. Indeed, I was trying to keep things reason- ably well organized. You can probably tell that from my choice of function and variable names and the fact that there is a crude structure to the program. But, clearly, I had let the problem get away from me.

The mess built gradually. Earlier versions had not been nearly so nasty. For example, Listing 14-9 shows an earlier version in which only Boolean arguments were working.

Listing 14-9

**Args.java (Boolean only)**

package com.objectmentor.utilities.getopts; import java.util.\*;

public class Args { private String schema; private String[] args; private boolean valid;

private Set<Character> unexpectedArguments = new TreeSet<Character>(); private Map<Character, Boolean> booleanArgs =

new HashMap<Character, Boolean>(); private int numberOfArguments = 0;

public Args(String schema, String[] args) { this.schema = schema;

this.args = args; valid = parse();

}

public boolean isValid() { return valid;

}

private boolean parse() {

if (schema.length() == 0 && args.length == 0) return true;

parseSchema(); parseArguments();

return unexpectedArguments.size() == 0;

}

private boolean parseSchema() {

for (String element : schema.split(",")) { parseSchemaElement(element);

}
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**Listing 14-9 (continued)**

**Args.java (Boolean only)**

return true;

}

private void parseSchemaElement(String element) { if (element.length() == 1) {

parseBooleanSchemaElement(element);

}

}

private void parseBooleanSchemaElement(String element) { char c = element.charAt(0);

if (Character.isLetter(c)) { booleanArgs.put(c, false);

}

}

private boolean parseArguments() { for (String arg : args)

parseArgument(arg); return true;

}

private void parseArgument(String arg) { if (arg.startsWith("-"))

parseElements(arg);

}

private void parseElements(String arg) { for (int i = 1; i < arg.length(); i++)

parseElement(arg.charAt(i));

}

private void parseElement(char argChar) { if (isBoolean(argChar)) {

numberOfArguments++; setBooleanArg(argChar, true);

} else

unexpectedArguments.add(argChar);

}

private void setBooleanArg(char argChar, boolean value) { booleanArgs.put(argChar, value);

}

private boolean isBoolean(char argChar) { return booleanArgs.containsKey(argChar);

}

public int cardinality() { return numberOfArguments;

}

public String usage() {

if (schema.length() > 0) return "-["+schema+"]";
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}

else

return "";

}

public String errorMessage() {

if (unexpectedArguments.size() > 0) { return unexpectedArgumentMessage();

} else

return "";

}

private String unexpectedArgumentMessage() {

StringBuffer message = new StringBuffer("Argument(s) -"); for (char c : unexpectedArguments) {

message.append(c);

}

message.append(" unexpected.");

return message.toString();

}

public boolean getBoolean(char arg) { return booleanArgs.get(arg);

}

**Listing 14-9 (continued)**

**Args.java (Boolean only)**

Although you can ﬁnd plenty to complain about in this code, it’s really not that bad. It’s compact and simple and easy to understand. However, within this code it is easy to see the seeds of the later festering pile. It’s quite clear how this grew into the latter mess.

Notice that the latter mess has only two more argument types than this: String and integer. The addition of just two more argument types had a massively negative impact on the code. It converted it from something that would have been reasonably maintainable into something that I would expect to become riddled with bugs and warts.

I added the two argument types incrementally. First, I added the String argument, which yielded this:

package com.objectmentor.utilities.getopts; import java.text.ParseException;

**Listing 14-10**

**Args.java (Boolean and String)**

import java.util.\*;

public class Args { private String schema; private String[] args;

private boolean valid = true;

private Set<Character> unexpectedArguments = new TreeSet<Character>(); private Map<Character, Boolean> booleanArgs =

new HashMap<Character, Boolean>();
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**Listing 14-10 (continued)**

**Args.java (Boolean and String)**

private Map<Character, String> stringArgs = new HashMap<Character, String>();

private Set<Character> argsFound = new HashSet<Character>(); private int currentArgument;

private char errorArgument = '\0';

enum ErrorCode {

OK, MISSING\_STRING}

private ErrorCode errorCode = ErrorCode.OK;

public Args(String schema, String[] args) throws ParseException { this.schema = schema;

this.args = args; valid = parse();

}

private boolean parse() throws ParseException { if (schema.length() == 0 && args.length == 0)

return true; parseSchema(); parseArguments(); return valid;

}

private boolean parseSchema() throws ParseException { for (String element : schema.split(",")) {

if (element.length() > 0) {

String trimmedElement = element.trim(); parseSchemaElement(trimmedElement);

}

}

return true;

}

private void parseSchemaElement(String element) throws ParseException { char elementId = element.charAt(0);

String elementTail = element.substring(1); validateSchemaElementId(elementId);

if (isBooleanSchemaElement(elementTail)) parseBooleanSchemaElement(elementId);

else if (isStringSchemaElement(elementTail)) parseStringSchemaElement(elementId);

}

private void validateSchemaElementId(char elementId) throws ParseException { if (!Character.isLetter(elementId)) {

throw new ParseException(

"Bad character:" + elementId + "in Args format: " + schema, 0);

}

}

private void parseStringSchemaElement(char elementId) { stringArgs.put(elementId, "");

}
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**Listing 14-10 (continued)**

**Args.java (Boolean and String)**

private boolean isStringSchemaElement(String elementTail) { return elementTail.equals("\*");

}

private boolean isBooleanSchemaElement(String elementTail) { return elementTail.length() == 0;

}

private void parseBooleanSchemaElement(char elementId) { booleanArgs.put(elementId, false);

}

private boolean parseArguments() {

for (currentArgument = 0; currentArgument < args.length; currentArgument++)

{

String arg = args[currentArgument]; parseArgument(arg);

}

return true;

}

private void parseArgument(String arg) { if (arg.startsWith("-"))

parseElements(arg);

}

private void parseElements(String arg) { for (int i = 1; i < arg.length(); i++)

parseElement(arg.charAt(i));

}

private void parseElement(char argChar) { if (setArgument(argChar))

argsFound.add(argChar); else {

unexpectedArguments.add(argChar); valid = false;

}

}

private boolean setArgument(char argChar) { boolean set = true;

if (isBoolean(argChar)) setBooleanArg(argChar, true);

else if (isString(argChar)) setStringArg(argChar, "");

else

set = false;

return set;

}

private void setStringArg(char argChar, String s) { currentArgument++;

try {
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**Listing 14-10 (continued)**

**Args.java (Boolean and String)**

stringArgs.put(argChar, args[currentArgument]);

} catch (ArrayIndexOutOfBoundsException e) { valid = false;

errorArgument = argChar;

errorCode = ErrorCode.MISSING\_STRING;

}

}

private boolean isString(char argChar) { return stringArgs.containsKey(argChar);

}

private void setBooleanArg(char argChar, boolean value) { booleanArgs.put(argChar, value);

}

private boolean isBoolean(char argChar) { return booleanArgs.containsKey(argChar);

}

public int cardinality() { return argsFound.size();

}

public String usage() {

if (schema.length() > 0) return "-[" + schema + "]";

else

return "";

}

public String errorMessage() throws Exception { if (unexpectedArguments.size() > 0) {

return unexpectedArgumentMessage();

} else

switch (errorCode) { case MISSING\_STRING:

return String.format("Could not find string parameter for -%c.",

errorArgument);

case OK:

throw new Exception("TILT: Should not get here.");

}

return "";

}

private String unexpectedArgumentMessage() {

StringBuffer message = new StringBuffer("Argument(s) -"); for (char c : unexpectedArguments) {

message.append(c);

}

message.append(" unexpected.");

return message.toString();

}
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}

public boolean getBoolean(char arg) { return falseIfNull(booleanArgs.get(arg));

}

private boolean falseIfNull(Boolean b) { return b == null ? false : b;

}

public String getString(char arg) {

return blankIfNull(stringArgs.get(arg));

}

private String blankIfNull(String s) { return s == null ? "" : s;

}

public boolean has(char arg) { return argsFound.contains(arg);

}

public boolean isValid() { return valid;

}

**Listing 14-10 (continued)**

**Args.java (Boolean and String)**

You can see that this is starting to get out of hand. It’s still not horrible, but the mess is certainly starting to grow. It’s a pile, but it’s not festering quite yet. It took the addition of the integer argument type to get this pile really fermenting and festering.

###### [So I Stopped](#_bookmark6)

I had at least two more argument types to add, and I could tell that they would make things much worse. If I bulldozed my way forward, I could probably get them to work, but I’d leave behind a mess that was too large to ﬁx. If the structure of this code was ever going to be maintainable, now was the time to ﬁx it.

So I stopped adding features and started refactoring. Having just added the String and integer arguments, I knew that each argument type required new code in three major places. First, each argument type required some way to parse its schema element in order to select the HashMap for that type. Next, each argument type needed to be parsed in the command-line strings and converted to its true type. Finally, each argument type needed a getXXX method so that it could be returned to the caller as its true type.

Many different types, all with similar methods—that sounds like a class to me. And so the ArgumentMarshaler concept was born.

###### [On Incrementalism](#_bookmark6)

One of the best ways to ruin a program is to make massive changes to its structure in the name of improvement. Some programs never recover from such “improvements.” The problem is that it’s very hard to get the program working the same way it worked before the “improvement.”
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To avoid this, I use the discipline of Test-Driven Development (TDD). One of the cen- tral doctrines of this approach is to keep the system running at all times. In other words, using TDD, I am not allowed to make a change to the system that breaks that system. Every change I make must keep the system working as it worked before.

To achieve this, I need a suite of automated tests that I can run on a whim and that ver- iﬁes that the behavior of the system is unchanged. For the Args class I had created a suite of unit and acceptance tests while I was building the festering pile. The unit tests were written in Java and administered by JUnit. The acceptance tests were written as wiki pages in FitNesse. I could run these tests any time I wanted, and if they passed, I was conﬁdent that the system was working as I speciﬁed.

So I proceeded to make a large number of very tiny changes. Each change moved the structure of the system toward the ArgumentMarshaler concept. And yet each change kept the system working. The ﬁrst change I made was to add the skeleton of the ArgumentMarshaller to the end of the festering pile (Listing 14-11).

private class ArgumentMarshaler {

private boolean booleanValue = false;

public void setBoolean(boolean value) { booleanValue = value;

}

public boolean getBoolean() {return booleanValue;}

}

private class BooleanArgumentMarshaler extends ArgumentMarshaler {

}

private class StringArgumentMarshaler extends ArgumentMarshaler {

}

private class IntegerArgumentMarshaler extends ArgumentMarshaler {

}

}

**Listing 14-11**

**ArgumentMarshaller appended to Args.java**

Clearly, this wasn’t going to break anything. So then I made the simplest modiﬁcation I could, one that would break as little as possible. I changed the HashMap for the Boolean arguments to take an ArgumentMarshaler.

private Map<Character, **ArgumentMarshaler**> booleanArgs = new HashMap<Character, **ArgumentMarshaler**>();

This broke a few statements, which I quickly ﬁxed.

...

private void parseBooleanSchemaElement(char elementId) { booleanArgs.put(elementId, **new BooleanArgumentMarshaler()**);

}

..
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private void setBooleanArg(char argChar, boolean value) { booleanArgs.**get**(argChar)**.setBoolean**(value);

}

...

public boolean getBoolean(char arg) {

return falseIfNull(booleanArgs.get(arg).**getBoolean()**);

}

Notice how these changes are in exactly the areas that I mentioned before: the parse, set, and get for the argument type. Unfortunately, small as this change was, some of the tests started failing. If you look carefully at getBoolean, you’ll see that if you call it with 'y,' but there is no y argument, then booleanArgs.get('y') will return null, and the func- tion will throw a NullPointerException. The falseIfNull function had been used to protect against this, but the change I made caused that function to become irrelevant.

Incrementalism demanded that I get this working quickly before making any other changes. Indeed, the ﬁx was not too difﬁcult. I just had to move the check for null. It was no longer the boolean being null that I needed to check; it was the ArgumentMarshaller.

First, I removed the falseIfNull call in the getBoolean function. It was useless now, so I also eliminated the function itself. The tests still failed in the same way, so I was conﬁ- dent that I hadn’t introduced any new errors.

public boolean getBoolean(char arg) { return booleanArgs.get(arg).getBoolean();

}

Next, I split the function into two lines and put the ArgumentMarshaller into its own vari- able named argumentMarshaller. I didn’t care for the long variable name; it was badly redundant and cluttered up the function. So I shortened it to am [N5].

public boolean getBoolean(char arg) { Args.ArgumentMarshaler **am** = booleanArgs.get(arg); return **am**.getBoolean();

}

And then I put in the null detection logic.

public boolean getBoolean(char arg) { Args.ArgumentMarshaler am = booleanArgs.get(arg); return **am != null &&** am.getBoolean();

}

##### [String Arguments](#_bookmark6)

Adding String arguments was very similar to adding boolean arguments. I had to change the HashMap and get the parse, set, and get functions working. There shouldn’t be any sur- prises in what follows except, perhaps, that I seem to be putting all the marshalling imple- mentation in the ArgumentMarshaller base class instead of distributing it to the derivatives.

private Map<Character**, ArgumentMarshaler**> stringArgs = new HashMap<Character**, ArgumentMarshaler**>();

...
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private void parseStringSchemaElement(char elementId) { stringArgs.put(elementId**, new StringArgumentMarshaler()**);

}

...

private void setStringArg(char argChar) throws ArgsException { currentArgument++;

try {

stringArgs**.get**(argChar)**.setString**(args[currentArgument]);

} catch (ArrayIndexOutOfBoundsException e) { valid = false;

errorArgumentId = argChar;

errorCode = ErrorCode.MISSING\_STRING; throw new ArgsException();

}

}

...

public String getString(char arg) { **Args.ArgumentMarshaler am =** stringArgs.get(arg); return **am == null ? ""** : am.getString();

}

...

private class ArgumentMarshaler { private boolean booleanValue = false; **private String stringValue;**

public void setBoolean(boolean value) { booleanValue = value;

}

public boolean getBoolean() { return booleanValue;

}

**public void setString(String s) { stringValue = s;**

**}**

**public String getString() {**

**return stringValue == null ? "" : stringValue;**

**}**

}

Again, these changes were made one at a time and in such a way that the tests kept running, if not passing. When a test broke, I made sure to get it passing again before con- tinuing with the next change.

By now you should be able to see my intent. Once I get all the current marshalling behavior into the ArgumentMarshaler base class, I’m going to start pushing that behavior down into the derivatives. This will allow me to keep everything running while I gradually change the shape of this program.

The obvious next step was to move the int argument functionality into the

ArgumentMarshaler. Again, there weren’t any surprises.

private Map<Character**, ArgumentMarshaler**> intArgs = new HashMap<Character**, ArgumentMarshaler**>();

...
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private void parseIntegerSchemaElement(char elementId) { intArgs.put(elementId, **new IntegerArgumentMarshaler()**);

}

...

private void setIntArg(char argChar) throws ArgsException { currentArgument++;

String parameter = null; try {

parameter = args[currentArgument]; intArgs**.get**(argChar)**.setInteger**(Integer.parseInt(parameter));

} catch (ArrayIndexOutOfBoundsException e) { valid = false;

errorArgumentId = argChar;

errorCode = ErrorCode.MISSING\_INTEGER; throw new ArgsException();

} catch (NumberFormatException e) { valid = false;

errorArgumentId = argChar; errorParameter = parameter;

errorCode = ErrorCode.INVALID\_INTEGER; throw new ArgsException();

}

}

...

public int getInt(char arg) { **Args.ArgumentMarshaler am =** intArgs.get(arg); return **am == null ? 0** : am.getInteger();

}

...

private class ArgumentMarshaler { private boolean booleanValue = false; private String stringValue;

**private int integerValue;**

public void setBoolean(boolean value) { booleanValue = value;

}

public boolean getBoolean() { return booleanValue;

}

public void setString(String s) { stringValue = s;

}

public String getString() {

return stringValue == null ? "" : stringValue;

}

**public void setInteger(int i) { integerValue = i;**

**}**

**public int getInteger() { return integerValue;**

**}**

}
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With all the marshalling moved to the ArgumentMarshaler, I started pushing functional- ity into the derivatives. The ﬁrst step was to move the setBoolean function into the BooleanArgumentMarshaller and make sure it got called correctly. So I created an abstract set method.

private **abstract** class ArgumentMarshaler { **protected** boolean booleanValue = false; private String stringValue;

private int integerValue;

public void setBoolean(boolean value) { booleanValue = value;

}

public boolean getBoolean() { return booleanValue;

}

public void setString(String s) { stringValue = s;

}

public String getString() {

return stringValue == null ? "" : stringValue;

}

public void setInteger(int i) { integerValue = i;

}

public int getInteger() { return integerValue;

}

**public abstract void set(String s);**

**}**

Then I implemented the set method in BooleanArgumentMarshaller.

private class BooleanArgumentMarshaler extends ArgumentMarshaler {

**public void set(String s) { booleanValue = true;**

**}**

}

And ﬁnally I replaced the call to setBoolean with a call to set.

private void setBooleanArg(char argChar, boolean value) { booleanArgs.get(argChar)**.set("true");**

}

The tests all still passed. Because this change caused set to be deployed to the Boolean- ArgumentMarshaler, I removed the setBoolean method from the ArgumentMarshaler base class.

Notice that the abstract set function takes a String argument, but the implementation in the BooleanArgumentMarshaller does not use it. I put that argument in there because I knew that the StringArgumentMarshaller and IntegerArgumentMarshaller *would* use it.
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Next, I wanted to deploy the get method into BooleanArgumentMarshaler. Deploying get functions is always ugly because the return type has to be Object, and in this case needs to be cast to a Boolean.

public boolean getBoolean(char arg) { Args.ArgumentMarshaler am = booleanArgs.get(arg); return am != null && **(Boolean)**am.**get**();

}

Just to get this to compile, I added the get function to the ArgumentMarshaler.

private abstract class ArgumentMarshaler {

...

**public Object get() { return null;**

**}**

}

This compiled and obviously failed the tests. Getting the tests working again was simply a matter of making get abstract and implementing it in BooleanAgumentMarshaler.

private abstract class ArgumentMarshaler { protected boolean booleanValue = false;

...

public **abstract** Object get();

}

private class BooleanArgumentMarshaler extends ArgumentMarshaler { public void set(String s) {

booleanValue = true;

}

**public Object get() { return booleanValue;**

**}**

}

Once again the tests passed. So both get and set deploy to the BooleanArgumentMarshaler! This allowed me to remove the old getBoolean function from ArgumentMarshaler, move the protected booleanValue variable down to BooleanArgumentMarshaler, and make it private.

I did the same pattern of changes for Strings. I deployed both set and get, deleted the unused functions, and moved the variables.

private void setStringArg(char argChar) throws ArgsException { currentArgument++;

try {

stringArgs.get(argChar).**set**(args[currentArgument]);

} catch (ArrayIndexOutOfBoundsException e) { valid = false;

errorArgumentId = argChar;

errorCode = ErrorCode.MISSING\_STRING; throw new ArgsException();

}

}
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...

public String getString(char arg) { Args.ArgumentMarshaler am = stringArgs.get(arg); return am == null ? "" : **(String)** am.**get**();

}

...

private abstract class ArgumentMarshaler { private int integerValue;

public void setInteger(int i) { integerValue = i;

}

public int getInteger() { return integerValue;

}

public abstract void set(String s); public abstract Object get();

}

private class BooleanArgumentMarshaler extends ArgumentMarshaler {

**private boolean booleanValue = false;**

public void set(String s) { booleanValue = true;

}

public Object get() { return booleanValue;

}

}

private class StringArgumentMarshaler extends ArgumentMarshaler {

**private String stringValue = "";**

public void set(String s) {

**stringValue = s;**

}

public Object get() {

**return stringValue;**

}

}

private class IntegerArgumentMarshaler extends ArgumentMarshaler { public void set(String s) {

}

public Object get() { return null;

}

}

}
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Finally, I repeated the process for integers. This was just a little more complicated because integers needed to be parsed, and the parse operation can throw an exception. But the result is better because the whole concept of NumberFormatException got buried in the IntegerArgumentMarshaler.

private boolean isIntArg(char argChar) {return intArgs.containsKey(argChar);} private void setIntArg(char argChar) throws ArgsException {

currentArgument++;

String parameter = null; try {

parameter = args[currentArgument]; intArgs.get(argChar).**set**(parameter);

} catch (ArrayIndexOutOfBoundsException e) { valid = false;

errorArgumentId = argChar;

errorCode = ErrorCode.MISSING\_INTEGER; throw new ArgsException();

} catch (**ArgsException** e) { valid = false; errorArgumentId = argChar; errorParameter = parameter;

errorCode = ErrorCode.INVALID\_INTEGER; throw **e**;

}

}

...

private void setBooleanArg(char argChar) {

**try {**

booleanArgs.get(argChar).set("true");

**} catch (ArgsException e) {**

**}**

}

...

public int getInt(char arg) { Args.ArgumentMarshaler am = intArgs.get(arg); return am == null ? 0 : **(Integer)** am.**get**();

}

...

private abstract class ArgumentMarshaler {

public abstract void set(String s) throws ArgsException; public abstract Object get();

}

...

private class IntegerArgumentMarshaler extends ArgumentMarshaler {

**private int intValue = 0;**

public void set(String s) **throws ArgsException { try {**

**intValue = Integer.parseInt(s);**

**} catch (NumberFormatException e) { throw new ArgsException();**

**}**

}

public Object get() {

**return intValue;**

}

}
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Of course, the tests continued to pass. Next, I got rid of the three different maps up at the top of the algorithm. This made the whole system much more generic. However, I couldn’t get rid of them just by deleting them because that would break the system. Instead, I added a new Map for the ArgumentMarshaler and then one by one changed the methods to use it instead of the three original maps.

public class Args {

...

private Map<Character, ArgumentMarshaler> booleanArgs = new HashMap<Character, ArgumentMarshaler>();

private Map<Character, ArgumentMarshaler> stringArgs = new HashMap<Character, ArgumentMarshaler>();

private Map<Character, ArgumentMarshaler> intArgs = new HashMap<Character, ArgumentMarshaler>();

**private Map<Character, ArgumentMarshaler> marshalers = new HashMap<Character, ArgumentMarshaler>();**

...

private void parseBooleanSchemaElement(char elementId) { **ArgumentMarshaler m = new BooleanArgumentMarshaler();** booleanArgs.put(elementId, m); **marshalers.put(elementId, m);**

}

private void parseIntegerSchemaElement(char elementId) { **ArgumentMarshaler m = new IntegerArgumentMarshaler();** intArgs.put(elementId, m);

**marshalers.put(elementId, m);**

}

private void parseStringSchemaElement(char elementId) { **ArgumentMarshaler m = new StringArgumentMarshaler();** stringArgs.put(elementId, m); **marshalers.put(elementId, m);**

}

Of course the tests all still passed. Next, I changed isBooleanArg from this:

private boolean isBooleanArg(char argChar) { return booleanArgs.containsKey(argChar);

}

to this:

private boolean isBooleanArg(char argChar) { **ArgumentMarshaler m = marshalers.get(argChar); return m instanceof BooleanArgumentMarshaler;**

}

The tests still passed. So I made the same change to isIntArg and isStringArg.

private boolean isIntArg(char argChar) { **ArgumentMarshaler m = marshalers.get(argChar); return m instanceof IntegerArgumentMarshaler;**

}

private boolean isStringArg(char argChar) { **ArgumentMarshaler m = marshalers.get(argChar); return m instanceof StringArgumentMarshaler;**

}
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The tests still passed. So I eliminated all the duplicate calls to marshalers.get as follows:

private boolean setArgument(char argChar) throws ArgsException {

**ArgumentMarshaler m = marshalers.get(argChar);**

if (isBooleanArg(**m**)) setBooleanArg(argChar);

else if (isStringArg(**m**)) setStringArg(argChar);

else if (isIntArg(**m**)) setIntArg(argChar);

else

return false;

return true;

}

private boolean isIntArg(**ArgumentMarshaler m**) { return m instanceof IntegerArgumentMarshaler;

}

private boolean isStringArg(**ArgumentMarshaler m**) { return m instanceof StringArgumentMarshaler;

}

private boolean isBooleanArg(**ArgumentMarshaler m**) { return m instanceof BooleanArgumentMarshaler;

}

This left no good reason for the three isxxxArg methods. So I inlined them:

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

if (**m instanceof BooleanArgumentMarshaler**) setBooleanArg(argChar);

else if (**m instanceof StringArgumentMarshaler**) setStringArg(argChar);

else if (**m instanceof IntegerArgumentMarshaler**) setIntArg(argChar);

else

return false;

return true;

}

Next, I started using the marshalers map in the set functions, breaking the use of the other three maps. I started with the booleans.

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

if (m instanceof BooleanArgumentMarshaler) setBooleanArg(**m**);

else if (m instanceof StringArgumentMarshaler) setStringArg(argChar);

else if (m instanceof IntegerArgumentMarshaler) setIntArg(argChar);

else

return false;
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return true;

}

...

private void setBooleanArg(**ArgumentMarshaler m**) { try {

**m**.set("true"); **// was: booleanArgs.get(argChar).set("true");**

} catch (ArgsException e) {

}

}

The tests still passed, so I did the same with Strings and Integers. This allowed me to inte- grate some of the ugly exception management code into the setArgument function.

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

**try {**

if (m instanceof BooleanArgumentMarshaler) setBooleanArg(m);

else if (m instanceof StringArgumentMarshaler) setStringArg(**m**);

else if (m instanceof IntegerArgumentMarshaler) setIntArg(**m**);

else

return false;

**} catch (ArgsException e) { valid = false; errorArgumentId = argChar; throw e;**

**}**

return true;

}

private void setIntArg(**ArgumentMarshaler m**) throws ArgsException { currentArgument++;

String parameter = null; try {

parameter = args[currentArgument];

**m**.set(parameter);

} catch (ArrayIndexOutOfBoundsException e) { errorCode = ErrorCode.MISSING\_INTEGER; throw new ArgsException();

} catch (ArgsException e) { errorParameter = parameter;

errorCode = ErrorCode.INVALID\_INTEGER; throw e;

}

}

private void setStringArg(**ArgumentMarshaler m**) throws ArgsException { currentArgument++;

try {

**m**.set(args[currentArgument]);

} catch (ArrayIndexOutOfBoundsException e) { errorCode = ErrorCode.MISSING\_STRING; throw new ArgsException();

}

}
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I was close to being able to remove the three old maps. First, I needed to change the

getBoolean function from this:

public boolean getBoolean(char arg) { Args.ArgumentMarshaler am = booleanArgs.get(arg); return am != null && (Boolean) am.get();

}

to this:

public boolean getBoolean(char arg) { Args.ArgumentMarshaler am = marshalers.get(arg); **boolean b = false;**

**try {**

**b =** am != null && (Boolean) am.get();

**} catch (ClassCastException e) { b = false;**

**}**

**return b;**

}

This last change might have been a surprise. Why did I suddenly decide to deal with the ClassCastException? The reason is that I have a set of unit tests and a separate set of acceptance tests written in FitNesse. It turns out that the FitNesse tests made sure that if you called getBoolean on a nonboolean argument, you got a false. The unit tests did not. Up to this point I had only been running the unit tests.2

This last change allowed me to pull out another use of the boolean map:

private void parseBooleanSchemaElement(char elementId) { ArgumentMarshaler m = new BooleanArgumentMarshaler();

**~~booleanArgs.put(elementId, m);~~**

marshalers.put(elementId, m);

}

And now we can delete the boolean map.

public class Args {

...

**~~private Map<Character, ArgumentMarshaler> booleanArgs =~~ ~~new HashMap<Character, ArgumentMarshaler>();~~**

private Map<Character, ArgumentMarshaler> stringArgs = new HashMap<Character, ArgumentMarshaler>();

private Map<Character, ArgumentMarshaler> intArgs = new HashMap<Character, ArgumentMarshaler>();

private Map<Character, ArgumentMarshaler> marshalers = new HashMap<Character, ArgumentMarshaler>();

...

Next, I migrated the String and Integer arguments in the same manner and did a little cleanup with the booleans.

private void parseBooleanSchemaElement(char elementId) { marshalers.put(elementId, **new BooleanArgumentMarshaler()**);

}

1. To prevent further surprises of this kind, I added a new unit test that invoked all the FitNesse tests.
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private void parseIntegerSchemaElement(char elementId) { marshalers.put(elementId, **new IntegerArgumentMarshaler()**);

}

private void parseStringSchemaElement(char elementId) { marshalers.put(elementId, **new StringArgumentMarshaler()**);

}

...

public String getString(char arg) { Args.ArgumentMarshaler am = **marshalers**.get(arg); **try {**

return am == null ? "" : (String) am.get();

**} catch (ClassCastException e) { return "";**

**}**

}

public int getInt(char arg) { Args.ArgumentMarshaler am = **marshalers**.get(arg); **try {**

return am == null ? 0 : (Integer) am.get();

**} catch (Exception e) { return 0;**

**}**

}

...

public class Args {

...

**~~private Map<Character, ArgumentMarshaler> stringArgs =~~ ~~new HashMap<Character, ArgumentMarshaler>();~~**

**~~private Map<Character, ArgumentMarshaler> intArgs =~~ ~~new HashMap<Character, ArgumentMarshaler>();~~**

private Map<Character, ArgumentMarshaler> marshalers = new HashMap<Character, ArgumentMarshaler>();

...

Next, I inlined the three parse methods because they didn’t do much anymore:

private void parseSchemaElement(String element) throws ParseException { char elementId = element.charAt(0);

String elementTail = element.substring(1); validateSchemaElementId(elementId);

if (isBooleanSchemaElement(elementTail))

**marshalers.put(elementId, new BooleanArgumentMarshaler());**

else if (isStringSchemaElement(elementTail))

**marshalers.put(elementId, new StringArgumentMarshaler());**

else if (isIntegerSchemaElement(elementTail)) {

**marshalers.put(elementId, new IntegerArgumentMarshaler());**

} else {

throw new ParseException(String.format(

"Argument: %c has invalid format: %s.", elementId, elementTail), 0);

}

}

Okay, so now let’s look at the whole picture again. Listing 14-12 shows the current form of the Args class.
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**Listing 14-12**

**Args.java (After first refactoring)**

package com.objectmentor.utilities.getopts;

import java.text.ParseException; import java.util.\*;

public class Args { private String schema; private String[] args;

private boolean valid = true;

private Set<Character> unexpectedArguments = new TreeSet<Character>(); private Map<Character, ArgumentMarshaler> marshalers =

new HashMap<Character, ArgumentMarshaler>();

private Set<Character> argsFound = new HashSet<Character>(); private int currentArgument;

private char errorArgumentId = '\0'; private String errorParameter = "TILT"; private ErrorCode errorCode = ErrorCode.OK;

private enum ErrorCode {

OK, MISSING\_STRING, MISSING\_INTEGER, INVALID\_INTEGER, UNEXPECTED\_ARGUMENT}

public Args(String schema, String[] args) throws ParseException { this.schema = schema;

this.args = args; valid = parse();

}

private boolean parse() throws ParseException { if (schema.length() == 0 && args.length == 0)

return true; parseSchema(); try {

parseArguments();

} catch (ArgsException e) {

}

return valid;

}

private boolean parseSchema() throws ParseException { for (String element : schema.split(",")) {

if (element.length() > 0) {

String trimmedElement = element.trim(); parseSchemaElement(trimmedElement);

}

}

return true;

}

private void parseSchemaElement(String element) throws ParseException { char elementId = element.charAt(0);

String elementTail = element.substring(1); validateSchemaElementId(elementId);

if (isBooleanSchemaElement(elementTail)) marshalers.put(elementId, new BooleanArgumentMarshaler());

else if (isStringSchemaElement(elementTail)) marshalers.put(elementId, new StringArgumentMarshaler());
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**Listing 14-12 (continued)**

**Args.java (After first refactoring)**

else if (isIntegerSchemaElement(elementTail)) { marshalers.put(elementId, new IntegerArgumentMarshaler());

} else {

throw new ParseException(String.format(

"Argument: %c has invalid format: %s.", elementId, elementTail), 0);

}

}

private void validateSchemaElementId(char elementId) throws ParseException { if (!Character.isLetter(elementId)) {

throw new ParseException(

"Bad character:" + elementId + "in Args format: " + schema, 0);

}

}

private boolean isStringSchemaElement(String elementTail) { return elementTail.equals("\*");

}

private boolean isBooleanSchemaElement(String elementTail) { return elementTail.length() == 0;

}

private boolean isIntegerSchemaElement(String elementTail) { return elementTail.equals("#");

}

private boolean parseArguments() throws ArgsException {

for (currentArgument=0; currentArgument<args.length; currentArgument++) { String arg = args[currentArgument];

parseArgument(arg);

}

return true;

}

private void parseArgument(String arg) throws ArgsException { if (arg.startsWith("-"))

parseElements(arg);

}

private void parseElements(String arg) throws ArgsException { for (int i = 1; i < arg.length(); i++)

parseElement(arg.charAt(i));

}

private void parseElement(char argChar) throws ArgsException { if (setArgument(argChar))

argsFound.add(argChar); else {

unexpectedArguments.add(argChar); errorCode = ErrorCode.UNEXPECTED\_ARGUMENT; valid = false;

}

}
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**Listing 14-12 (continued)**

**Args.java (After first refactoring)**

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

try {

if (m instanceof BooleanArgumentMarshaler) setBooleanArg(m);

else if (m instanceof StringArgumentMarshaler) setStringArg(m);

else if (m instanceof IntegerArgumentMarshaler) setIntArg(m);

else

return false;

} catch (ArgsException e) { valid = false; errorArgumentId = argChar; throw e;

}

return true;

}

private void setIntArg(ArgumentMarshaler m) throws ArgsException { currentArgument++;

String parameter = null; try {

parameter = args[currentArgument]; m.set(parameter);

} catch (ArrayIndexOutOfBoundsException e) { errorCode = ErrorCode.MISSING\_INTEGER; throw new ArgsException();

} catch (ArgsException e) { errorParameter = parameter;

errorCode = ErrorCode.INVALID\_INTEGER; throw e;

}

}

private void setStringArg(ArgumentMarshaler m) throws ArgsException { currentArgument++;

try {

m.set(args[currentArgument]);

} catch (ArrayIndexOutOfBoundsException e) { errorCode = ErrorCode.MISSING\_STRING; throw new ArgsException();

}

}

private void setBooleanArg(ArgumentMarshaler m) { try {

m.set("true");

} catch (ArgsException e) {

}

}

public int cardinality() { return argsFound.size();

}
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**Listing 14-12 (continued)**

**Args.java (After first refactoring)**

public String usage() {

if (schema.length() > 0) return "-[" + schema + "]";

else

return "";

}

public String errorMessage() throws Exception { switch (errorCode) {

case OK:

throw new Exception("TILT: Should not get here."); case UNEXPECTED\_ARGUMENT:

return unexpectedArgumentMessage(); case MISSING\_STRING:

return String.format("Could not find string parameter for -%c.",

errorArgumentId);

case INVALID\_INTEGER:

return String.format("Argument -%c expects an integer but was '%s'.",

errorArgumentId, errorParameter);

case MISSING\_INTEGER:

return String.format("Could not find integer parameter for -%c.",

errorArgumentId);

}

return "";

}

private String unexpectedArgumentMessage() {

StringBuffer message = new StringBuffer("Argument(s) -"); for (char c : unexpectedArguments) {

message.append(c);

}

message.append(" unexpected.");

return message.toString();

}

public boolean getBoolean(char arg) { Args.ArgumentMarshaler am = marshalers.get(arg); boolean b = false;

try {

b = am != null && (Boolean) am.get();

} catch (ClassCastException e) { b = false;

}

return b;

}

public String getString(char arg) { Args.ArgumentMarshaler am = marshalers.get(arg); try {

return am == null ? "" : (String) am.get();

} catch (ClassCastException e) { return "";

}

}
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**Listing 14-12 (continued)**

**Args.java (After first refactoring)**

public int getInt(char arg) { Args.ArgumentMarshaler am = marshalers.get(arg); try {

return am == null ? 0 : (Integer) am.get();

} catch (Exception e) { return 0;

}

}

public boolean has(char arg) { return argsFound.contains(arg);

}

public boolean isValid() { return valid;

}

private class ArgsException extends Exception {

}

private abstract class ArgumentMarshaler {

public abstract void set(String s) throws ArgsException; public abstract Object get();

}

private class BooleanArgumentMarshaler extends ArgumentMarshaler { private boolean booleanValue = false;

public void set(String s) { booleanValue = true;

}

public Object get() { return booleanValue;

}

}

private class StringArgumentMarshaler extends ArgumentMarshaler { private String stringValue = "";

public void set(String s) { stringValue = s;

}

public Object get() { return stringValue;

}

}

private class IntegerArgumentMarshaler extends ArgumentMarshaler { private int intValue = 0;

public void set(String s) throws ArgsException { try {

intValue = Integer.parseInt(s);
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|  |
| --- |
| **Listing 14-12 (continued)**  **Args.java (After first refactoring)** |
| } catch (NumberFormatException e) { |
| throw new ArgsException(); |
| } |
| } |
| public Object get() { |
| return intValue; |
| } |
| } |
| } |

After all that work, this is a bit disappointing. The structure is a bit better, but we still have all those variables up at the top; there’s still a horrible type-case in setArgument; and all those set functions are really ugly. Not to mention all the error processing. We still have a lot of work ahead of us.

I’d really like to get rid of that type-case up in setArgument [G23]. What I’d like in setArgument is a single call to ArgumentMarshaler.set. This means I need to push setIntArg, setStringArg, and setBooleanArg down into the appropriate ArgumentMarshaler derivatives. But there is a problem.

If you look closely at setIntArg, you’ll notice that it uses two instance variables: args and currentArg. To move setIntArg down into BooleanArgumentMarshaler, I’ll have to pass both args and currentArgs as function arguments. That’s dirty [F1]. I’d rather pass one argument instead of two. Fortunately, there is a simple solution. We can convert the args array into a list and pass an Iterator down to the set functions. The following took me ten steps, passing all the tests after each. But I’ll just show you the result. You should be able to ﬁgure out what most of the tiny little steps were.

public class Args { private String schema;

**~~private String[] args;~~**

private boolean valid = true;

private Set<Character> unexpectedArguments = new TreeSet<Character>(); private Map<Character, ArgumentMarshaler> marshalers =

new HashMap<Character, ArgumentMarshaler>();

private Set<Character> argsFound = new HashSet<Character>(); private **Iterator<String>** currentArgument;

private char errorArgumentId = '\0'; private String errorParameter = "TILT"; private ErrorCode errorCode = ErrorCode.OK; **private List<String> argsList;**

private enum ErrorCode {

OK, MISSING\_STRING, MISSING\_INTEGER, INVALID\_INTEGER, UNEXPECTED\_ARGUMENT}

public Args(String schema, String[] args) throws ParseException { this.schema = schema;

**argsList = Arrays.asList(args);**

valid = parse();

}
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private boolean parse() throws ParseException {

if (schema.length() == 0 && **argsList.size()** == 0) return true;

parseSchema(); try {

parseArguments();

} catch (ArgsException e) {

}

return valid;

}

---

private boolean parseArguments() throws ArgsException {

for (currentArgument = **argsList.iterator()**; currentArgument.**hasNext()**;) { String arg = currentArgument.**next()**;

parseArgument(arg);

}

---

}

return true;

private void setIntArg(ArgumentMarshaler m) throws ArgsException { String parameter = null;

try {

parameter = currentArgument.**next()**; m.set(parameter);

} catch (**NoSuchElementException** e) { errorCode = ErrorCode.MISSING\_INTEGER; throw new ArgsException();

} catch (ArgsException e) { errorParameter = parameter;

errorCode = ErrorCode.INVALID\_INTEGER; throw e;

}

}

private void setStringArg(ArgumentMarshaler m) throws ArgsException { try {

m.set(currentArgument**.next()**);

} catch (**NoSuchElementException** e) { errorCode = ErrorCode.MISSING\_STRING; throw new ArgsException();

}

}

These were simple changes that kept all the tests passing. Now we can start moving the set functions down into the appropriate derivatives. First, I need to make the following change in setArgument:

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

**if (m == null) return false;**

try {

if (m instanceof BooleanArgumentMarshaler) setBooleanArg(m);

else if (m instanceof StringArgumentMarshaler) setStringArg(m);

else if (m instanceof IntegerArgumentMarshaler) setIntArg(m);
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**~~else~~**

**~~return false;~~**

} catch (ArgsException e) { valid = false; errorArgumentId = argChar; throw e;

}

return true;

}

This change is important because we want to completely eliminate the if-else chain. Therefore, we needed to get the error condition out of it.

Now we can start to move the set functions. The setBooleanArg function is trivial, so we’ll prepare that one ﬁrst. Our goal is to change the setBooleanArg function to simply for- ward to the BooleanArgumentMarshaler.

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

if (m == null) return false;

try {

if (m instanceof BooleanArgumentMarshaler) setBooleanArg(m, **currentArgument**);

else if (m instanceof StringArgumentMarshaler) setStringArg(m);

else if (m instanceof IntegerArgumentMarshaler) setIntArg(m);

} catch (ArgsException e) { valid = false; errorArgumentId = argChar; throw e;

}

---

}

return true;

private void setBooleanArg(ArgumentMarshaler m,

**Iterator<String> currentArgument)**

throws ArgsException {

**~~try {~~**

m.set("true");

**~~catch (ArgsException e) {~~**

**~~}~~**

}

Didn’t we just put that exception processing in? Putting things in so you can take them out again is pretty common in refactoring. The smallness of the steps and the need to keep the tests running means that you move things around a lot. Refactoring is a lot like solving a Rubik’s cube. There are lots of little steps required to achieve a large goal. Each step enables the next.

Why did we pass that iterator when setBooleanArg certainly doesn’t need it? Because setIntArg and setStringArg will! And because I want to deploy all three of these functions through an abstract method in ArgumentMarshaller, I need to pass it to setBooleanArg.
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So now setBooleanArg is useless. If there were a set function in ArgumentMarshaler, we could call it directly. So it’s time to make that function! The ﬁrst step is to add the new abstract method to ArgumentMarshaler.

private abstract class ArgumentMarshaler {

**public abstract void set(Iterator<String> currentArgument)**

**throws ArgsException;**

public abstract void set(String s) throws ArgsException; public abstract Object get();

}

Of course this breaks all the derivatives. So let’s implement the new method in each.

private class BooleanArgumentMarshaler extends ArgumentMarshaler { private boolean booleanValue = false;

**public void set(Iterator<String> currentArgument) throws ArgsException { booleanValue = true;**

}

public void set(String s) {

**~~booleanValue = true;~~**

}

public Object get() { return booleanValue;

}

}

private class StringArgumentMarshaler extends ArgumentMarshaler { private String stringValue = "";

**public void set(Iterator<String> currentArgument) throws ArgsException {**

**}**

public void set(String s) { stringValue = s;

}

public Object get() { return stringValue;

}

}

private class IntegerArgumentMarshaler extends ArgumentMarshaler { private int intValue = 0;

**public void set(Iterator<String> currentArgument) throws ArgsException {**

**}**

public void set(String s) throws ArgsException { try {

intValue = Integer.parseInt(s);

} catch (NumberFormatException e) { throw new ArgsException();

}

}
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public Object get() { return intValue;

}

}

And now we can eliminate setBooleanArg!

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

if (m == null) return false;

try {

if (m instanceof BooleanArgumentMarshaler)

**m.set**(currentArgument);

else if (m instanceof StringArgumentMarshaler) setStringArg(m);

else if (m instanceof IntegerArgumentMarshaler) setIntArg(m);

} catch (ArgsException e) { valid = false; errorArgumentId = argChar; throw e;

}

return true;

}

The tests all pass, and the set function is deploying to BooleanArgumentMarshaler! Now we can do the same for Strings and Integers.

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

if (m == null) return false;

try {

if (m instanceof BooleanArgumentMarshaler) m.set(currentArgument);

else if (m instanceof StringArgumentMarshaler)

**m.set(currentArgument);**

else if (m instanceof IntegerArgumentMarshaler)

**m.set(currentArgument);**

} catch (ArgsException e) { valid = false; errorArgumentId = argChar; throw e;

}

---

}

return true;

private class StringArgumentMarshaler extends ArgumentMarshaler { private String stringValue = "";

public void set(Iterator<String> currentArgument) throws ArgsException {

**try {**

**stringValue = currentArgument.next();**

**} catch (NoSuchElementException e) { errorCode = ErrorCode.MISSING\_STRING;**
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**throw new ArgsException();**

**}**

}

public void set(String s) {

}

public Object get() { return stringValue;

}

}

private class IntegerArgumentMarshaler extends ArgumentMarshaler { private int intValue = 0;

public void set(Iterator<String> currentArgument) throws ArgsException {

**String parameter = null; try {**

**parameter = currentArgument.next(); set(parameter);**

**} catch (NoSuchElementException e) { errorCode = ErrorCode.MISSING\_INTEGER; throw new ArgsException();**

**} catch (ArgsException e) { errorParameter = parameter;**

**errorCode = ErrorCode.INVALID\_INTEGER; throw e;**

**}**

}

public void set(String s) throws ArgsException { try {

intValue = Integer.parseInt(s);

} catch (NumberFormatException e) { throw new ArgsException();

}

}

public Object get() { return intValue;

}

}

And so the *coup de grace*: The type-case can be removed! Touche!

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

if (m == null) return false;

try {

m.set(currentArgument); return true;

} catch (ArgsException e) { valid = false; errorArgumentId = argChar; throw e;

}

}
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Now we can get rid of some crufty functions in IntegerArgumentMarshaler and clean it up a bit.

private class IntegerArgumentMarshaler extends ArgumentMarshaler { private int intValue = 0

public void set(Iterator<String> currentArgument) throws ArgsException { String parameter = null;

try {

parameter = currentArgument.next();

**intValue = Integer.parseInt**(parameter);

} catch (NoSuchElementException e) { errorCode = ErrorCode.MISSING\_INTEGER; throw new ArgsException();

} catch (**NumberFormatException** e) { errorParameter = parameter;

errorCode = ErrorCode.INVALID\_INTEGER; throw new ArgsException();

}

}

public Object get() { return intValue;

}

}

We can also turn **ArgumentMarshaler** into an interface.

private **interface** ArgumentMarshaler {

void set(Iterator<String> currentArgument) throws ArgsException; Object get();

}

So now let’s see how easy it is to add a new argument type to our structure. It should require very few changes, and those changes should be isolated. First, we begin by adding a new test case to check that the double argument works correctly.

public void testSimpleDoublePresent() throws Exception { Args args = new Args("x##", new String[] {"-x","42.3"}); assertTrue(args.isValid());

assertEquals(1, args.cardinality()); assertTrue(args.has('x'));

assertEquals(42.3, args.getDouble('x'), .001);

}

Now we clean up the schema parsing code and add the ## detection for the double

argument type.

private void parseSchemaElement(String element) throws ParseException { char elementId = element.charAt(0);

String elementTail = element.substring(1); validateSchemaElementId(elementId);

if (elementTail.**length() == 0**)

marshalers.put(elementId, new BooleanArgumentMarshaler()); else if (elementTail.**equals("\*")**)

marshalers.put(elementId, new StringArgumentMarshaler()); else if (elementTail.**equals("#")**)

marshalers.put(elementId, new IntegerArgumentMarshaler());
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**else if (elementTail.equals("##")) marshalers.put(elementId, new DoubleArgumentMarshaler());**

else

throw new ParseException(String.format(

"Argument: %c has invalid format: %s.", elementId, elementTail), 0);

}

Next, we write the DoubleArgumentMarshaler class.

**private class DoubleArgumentMarshaler implements ArgumentMarshaler { private double doubleValue = 0;**

**public void set(Iterator<String> currentArgument) throws ArgsException { String parameter = null;**

**try {**

**parameter = currentArgument.next(); doubleValue = Double.parseDouble(parameter);**

**} catch (NoSuchElementException e) { errorCode = ErrorCode.MISSING\_DOUBLE; throw new ArgsException();**

**} catch (NumberFormatException e) { errorParameter = parameter;**

**errorCode = ErrorCode.INVALID\_DOUBLE; throw new ArgsException();**

**}**

**}**

**public Object get() { return doubleValue;**

**}**

**}**

This forces us to add a new ErrorCode.

private enum ErrorCode {

OK, MISSING\_STRING, MISSING\_INTEGER, INVALID\_INTEGER, UNEXPECTED\_ARGUMENT,

**MISSING\_DOUBLE, INVALID\_DOUBLE**}

And we need a getDouble function.

**public double getDouble(char arg) { Args.ArgumentMarshaler am = marshalers.get(arg); try {**

**return am == null ? 0 : (Double) am.get();**

**} catch (Exception e) { return 0.0;**

**}**

**}**

And all the tests pass! That was pretty painless. So now let’s make sure all the error processing works correctly. The next test case checks that an error is declared if an unparseable string is fed to a ## argument.

public void testInvalidDouble() throws Exception {

Args args = new Args("x##", new String[] {"-x","Forty two"}); assertFalse(args.isValid());

assertEquals(0, args.cardinality()); assertFalse(args.has('x')); assertEquals(0, args.getInt('x'));
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}

---

assertEquals("Argument -x expects a double but was 'Forty two'.", args.errorMessage());

public String errorMessage() throws Exception { switch (errorCode) {

case OK:

throw new Exception("TILT: Should not get here."); case UNEXPECTED\_ARGUMENT:

return unexpectedArgumentMessage(); case MISSING\_STRING:

return String.format("Could not find string parameter for -%c.",

errorArgumentId);

case INVALID\_INTEGER:

return String.format("Argument -%c expects an integer but was '%s'.",

errorArgumentId, errorParameter);

case MISSING\_INTEGER:

return String.format("Could not find integer parameter for -%c.",

errorArgumentId);

**case INVALID\_DOUBLE:**

**return String.format("Argument -%c expects a double but was '%s'.",**

**errorArgumentId, errorParameter);**

**case MISSING\_DOUBLE:**

**return String.format("Could not find double parameter for -%c.",**

**errorArgumentId);**

}

return "";

}

And the tests pass. The next test makes sure we detect a missing double argument properly.

**public void testMissingDouble() throws Exception { Args args = new Args("x##", new String[]{"-x"}); assertFalse(args.isValid());**

**assertEquals(0, args.cardinality()); assertFalse(args.has('x'));**

**assertEquals(0.0, args.getDouble('x'), 0.01); assertEquals("Could not find double parameter for -x.",**

**args.errorMessage());**

**}**

This passes as expected. We wrote it simply for completeness.

The exception code is pretty ugly and doesn’t really belong in the Args class. We are also throwing out ParseException, which doesn’t really belong to us. So let’s merge all the exceptions into a single ArgsException class and move it into its own module.

**public class ArgsException extends Exception { private char errorArgumentId = '\0';**

**private String errorParameter = "TILT"; private ErrorCode errorCode = ErrorCode.OK;**

**public ArgsException() {}**

**public ArgsException(String message) {super(message);} public enum ErrorCode {**

**OK, MISSING\_STRING, MISSING\_INTEGER, INVALID\_INTEGER, UNEXPECTED\_ARGUMENT, MISSING\_DOUBLE, INVALID\_DOUBLE}**

**}**

---
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public class Args {

...

private char errorArgumentId = '\0'; private String errorParameter = "TILT";

private **ArgsException**.ErrorCode errorCode = **ArgsException**.ErrorCode.OK; private List<String> argsList;

public Args(String schema, String[] args) throws **ArgsException** { this.schema = schema;

argsList = Arrays.asList(args); valid = parse();

}

private boolean parse() throws ArgsException {

if (schema.length() == 0 && argsList.size() == 0) return true;

parseSchema(); try {

parseArguments();

} catch (**ArgsException** e) {

}

return valid;

}

private boolean parseSchema() throws **ArgsException** {

...

}

private void parseSchemaElement(String element) throws **ArgsException** {

...

else

throw new **ArgsException**(

String.format("Argument: %c has invalid format: %s.", elementId,elementTail));

}

private void validateSchemaElementId(char elementId) throws **ArgsException** { if (!Character.isLetter(elementId)) {

throw new **ArgsException**(

"Bad character:" + elementId + "in Args format: " + schema);

}

}

...

private void parseElement(char argChar) throws **ArgsException** { if (setArgument(argChar))

argsFound.add(argChar); else {

unexpectedArguments.add(argChar);

errorCode = **ArgsException**.ErrorCode.UNEXPECTED\_ARGUMENT; valid = false;

}

}

...
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private class StringArgumentMarshaler implements ArgumentMarshaler { private String stringValue = "";

public void set(Iterator<String> currentArgument) throws ArgsException { try {

stringValue = currentArgument.next();

} catch (NoSuchElementException e) {

errorCode = **ArgsException**.ErrorCode.MISSING\_STRING; throw new ArgsException();

}

}

public Object get() { return stringValue;

}

}

private class IntegerArgumentMarshaler implements ArgumentMarshaler { private int intValue = 0;

public void set(Iterator<String> currentArgument) throws **ArgsException** { String parameter = null;

try {

parameter = currentArgument.next(); intValue = Integer.parseInt(parameter);

} catch (NoSuchElementException e) {

errorCode = ArgsException.ErrorCode.MISSING\_INTEGER; throw new **ArgsException**();

} catch (NumberFormatException e) { errorParameter = parameter;

errorCode = **ArgsException**.ErrorCode.INVALID\_INTEGER; throw new **ArgsException**();

}

}

public Object get() { return intValue;

}

}

private class DoubleArgumentMarshaler implements ArgumentMarshaler { private double doubleValue = 0;

public void set(Iterator<String> currentArgument) throws ArgsException { String parameter = null;

try {

parameter = currentArgument.next(); doubleValue = Double.parseDouble(parameter);

} catch (NoSuchElementException e) {

errorCode = **ArgsException**.ErrorCode.MISSING\_DOUBLE; throw new ArgsException();

} catch (NumberFormatException e) { errorParameter = parameter;

errorCode = **ArgsException**.ErrorCode.INVALID\_DOUBLE; throw new ArgsException();

}

}

242 Chapter 14: Successive Reﬁnement

public Object get() { return doubleValue;

}

}

}

This is nice. Now the only exception thrown by Args is ArgsException. Moving ArgsException into its own module means that we can move a lot of the miscellaneous error support code into that module and out of the Args module. It provides a natural and obvious place to put all that code and will really help us clean up the Args module going forward.

So now we have completely separated the exception and error code from the Args module. (See Listing 14-13 through Listing 14-16.) This was achieved through a series of about 30 tiny steps, keeping the tests passing between each step.

Listing 14-13

**ArgsTest.java**

package com.objectmentor.utilities.args; import junit.framework.TestCase;

public class ArgsTest extends TestCase {

public void testCreateWithNoSchemaOrArguments() throws Exception { Args args = new Args("", new String[0]);

assertEquals(0, args.cardinality());

}

public void testWithNoSchemaButWithOneArgument() throws Exception { try {

new Args("", new String[]{"-x"}); fail();

} catch (ArgsException e) { assertEquals(ArgsException.ErrorCode.UNEXPECTED\_ARGUMENT,

e.getErrorCode()); assertEquals('x', e.getErrorArgumentId());

}

}

public void testWithNoSchemaButWithMultipleArguments() throws Exception { try {

new Args("", new String[]{"-x", "-y"}); fail();

} catch (ArgsException e) { assertEquals(ArgsException.ErrorCode.UNEXPECTED\_ARGUMENT,

e.getErrorCode()); assertEquals('x', e.getErrorArgumentId());

}

}

public void testNonLetterSchema() throws Exception { try {

new Args("\*", new String[]{});

fail("Args constructor should have thrown exception");

} catch (ArgsException e) {
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**Listing 14-13 (continued)**

**ArgsTest.java**

assertEquals(ArgsException.ErrorCode.INVALID\_ARGUMENT\_NAME, e.getErrorCode());

assertEquals('\*', e.getErrorArgumentId());

}

}

public void testInvalidArgumentFormat() throws Exception { try {

new Args("f~", new String[]{});

fail("Args constructor should have throws exception");

} catch (ArgsException e) { assertEquals(ArgsException.ErrorCode.INVALID\_FORMAT, e.getErrorCode()); assertEquals('f', e.getErrorArgumentId());

}

}

public void testSimpleBooleanPresent() throws Exception { Args args = new Args("x", new String[]{"-x"}); assertEquals(1, args.cardinality());

assertEquals(true, args.getBoolean('x'));

}

public void testSimpleStringPresent() throws Exception { Args args = new Args("x\*", new String[]{"-x", "param"}); assertEquals(1, args.cardinality()); assertTrue(args.has('x'));

assertEquals("param", args.getString('x'));

}

public void testMissingStringArgument() throws Exception { try {

new Args("x\*", new String[]{"-x"}); fail();

} catch (ArgsException e) { assertEquals(ArgsException.ErrorCode.MISSING\_STRING, e.getErrorCode()); assertEquals('x', e.getErrorArgumentId());

}

}

public void testSpacesInFormat() throws Exception { Args args = new Args("x, y", new String[]{"-xy"}); assertEquals(2, args.cardinality()); assertTrue(args.has('x'));

assertTrue(args.has('y'));

}

public void testSimpleIntPresent() throws Exception { Args args = new Args("x#", new String[]{"-x", "42"}); assertEquals(1, args.cardinality()); assertTrue(args.has('x'));

assertEquals(42, args.getInt('x'));

}

public void testInvalidInteger() throws Exception { try {

new Args("x#", new String[]{"-x", "Forty two"});
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**Listing 14-13 (continued)**

**ArgsTest.java**

fail();

} catch (ArgsException e) { assertEquals(ArgsException.ErrorCode.INVALID\_INTEGER, e.getErrorCode()); assertEquals('x', e.getErrorArgumentId());

assertEquals("Forty two", e.getErrorParameter());

}

}

public void testMissingInteger() throws Exception { try {

new Args("x#", new String[]{"-x"}); fail();

} catch (ArgsException e) { assertEquals(ArgsException.ErrorCode.MISSING\_INTEGER, e.getErrorCode()); assertEquals('x', e.getErrorArgumentId());

}

}

public void testSimpleDoublePresent() throws Exception { Args args = new Args("x##", new String[]{"-x", "42.3"}); assertEquals(1, args.cardinality()); assertTrue(args.has('x'));

assertEquals(42.3, args.getDouble('x'), .001);

}

public void testInvalidDouble() throws Exception { try {

new Args("x##", new String[]{"-x", "Forty two"}); fail();

} catch (ArgsException e) { assertEquals(ArgsException.ErrorCode.INVALID\_DOUBLE, e.getErrorCode()); assertEquals('x', e.getErrorArgumentId());

assertEquals("Forty two", e.getErrorParameter());

}

}

public void testMissingDouble() throws Exception { try {

new Args("x##", new String[]{"-x"}); fail();

} catch (ArgsException e) { assertEquals(ArgsException.ErrorCode.MISSING\_DOUBLE, e.getErrorCode()); assertEquals('x', e.getErrorArgumentId());

}

}

}

public class ArgsExceptionTest extends TestCase {

**Listing 14-14**

**ArgsExceptionTest.java**

public void testUnexpectedMessage() throws Exception { ArgsException e =
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**Listing 14-14 (continued)**

**ArgsExceptionTest.java**

new ArgsException(ArgsException.ErrorCode.UNEXPECTED\_ARGUMENT, 'x', null);

assertEquals("Argument -x unexpected.", e.errorMessage());

}

public void testMissingStringMessage() throws Exception {

ArgsException e = new ArgsException(ArgsException.ErrorCode.MISSING\_STRING,

'x', null);

assertEquals("Could not find string parameter for -x.", e.errorMessage());

}

public void testInvalidIntegerMessage() throws Exception { ArgsException e =

new ArgsException(ArgsException.ErrorCode.INVALID\_INTEGER,

'x', "Forty two");

assertEquals("Argument -x expects an integer but was 'Forty two'.", e.errorMessage());

}

public void testMissingIntegerMessage() throws Exception { ArgsException e =

new ArgsException(ArgsException.ErrorCode.MISSING\_INTEGER, 'x', null); assertEquals("Could not find integer parameter for -x.", e.errorMessage());

}

public void testInvalidDoubleMessage() throws Exception {

ArgsException e = new ArgsException(ArgsException.ErrorCode.INVALID\_DOUBLE,

'x', "Forty two"); assertEquals("Argument -x expects a double but was 'Forty two'.",

e.errorMessage());

}

public void testMissingDoubleMessage() throws Exception {

ArgsException e = new ArgsException(ArgsException.ErrorCode.MISSING\_DOUBLE,

'x', null);

assertEquals("Could not find double parameter for -x.", e.errorMessage());

}

}

public class ArgsException extends Exception { private char errorArgumentId = '\0';

**Listing 14-15**

**ArgsException.java**

private String errorParameter = "TILT"; private ErrorCode errorCode = ErrorCode.OK;

public ArgsException() {}

public ArgsException(String message) {super(message);} public ArgsException(ErrorCode errorCode) {

this.errorCode = errorCode;

}
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**Listing 14-15 (continued)**

**ArgsException.java**

public ArgsException(ErrorCode errorCode, String errorParameter) { this.errorCode = errorCode;

this.errorParameter = errorParameter;

}

public ArgsException(ErrorCode errorCode, char errorArgumentId,

String errorParameter) { this.errorCode = errorCode; this.errorParameter = errorParameter; this.errorArgumentId = errorArgumentId;

}

public char getErrorArgumentId() { return errorArgumentId;

}

public void setErrorArgumentId(char errorArgumentId) { this.errorArgumentId = errorArgumentId;

}

public String getErrorParameter() { return errorParameter;

}

public void setErrorParameter(String errorParameter) { this.errorParameter = errorParameter;

}

public ErrorCode getErrorCode() { return errorCode;

}

public void setErrorCode(ErrorCode errorCode) { this.errorCode = errorCode;

}

public String errorMessage() throws Exception { switch (errorCode) {

case OK:

throw new Exception("TILT: Should not get here."); case UNEXPECTED\_ARGUMENT:

return String.format("Argument -%c unexpected.", errorArgumentId); case MISSING\_STRING:

return String.format("Could not find string parameter for -%c.",

errorArgumentId);

case INVALID\_INTEGER:

return String.format("Argument -%c expects an integer but was '%s'.",

errorArgumentId, errorParameter);

case MISSING\_INTEGER:

return String.format("Could not find integer parameter for -%c.",

errorArgumentId);

case INVALID\_DOUBLE:

return String.format("Argument -%c expects a double but was '%s'.",

errorArgumentId, errorParameter);
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|  |
| --- |
| **Listing 14-15 (continued)**  **ArgsException.java** |
| case MISSING\_DOUBLE: |
| return String.format("Could not find double parameter for -%c.", |
| errorArgumentId); |
| } |
| return ""; |
| } |
| public enum ErrorCode { |
| OK, INVALID\_FORMAT, UNEXPECTED\_ARGUMENT, INVALID\_ARGUMENT\_NAME, |
| MISSING\_STRING, |
| MISSING\_INTEGER, INVALID\_INTEGER, |
| MISSING\_DOUBLE, INVALID\_DOUBLE} |
| } |

**Listing 14-16**

**Args.java**

public class Args { private String schema;

private Map<Character, ArgumentMarshaler> marshalers = new HashMap<Character, ArgumentMarshaler>();

private Set<Character> argsFound = new HashSet<Character>(); private Iterator<String> currentArgument;

private List<String> argsList;

public Args(String schema, String[] args) throws ArgsException { this.schema = schema;

argsList = Arrays.asList(args); parse();

}

private void parse() throws ArgsException { parseSchema();

parseArguments();

}

private boolean parseSchema() throws ArgsException { for (String element : schema.split(",")) {

if (element.length() > 0) { parseSchemaElement(element.trim());

}

}

return true;

}

private void parseSchemaElement(String element) throws ArgsException { char elementId = element.charAt(0);

String elementTail = element.substring(1); validateSchemaElementId(elementId);

if (elementTail.length() == 0)

marshalers.put(elementId, new BooleanArgumentMarshaler()); else if (elementTail.equals("\*"))

marshalers.put(elementId, new StringArgumentMarshaler());

248 **Chapter 14: Successive Reﬁnement**

**Listing 14-16 (continued)**

**Args.java**

else if (elementTail.equals("#"))

marshalers.put(elementId, new IntegerArgumentMarshaler()); else if (elementTail.equals("##"))

marshalers.put(elementId, new DoubleArgumentMarshaler()); else

throw new ArgsException(ArgsException.ErrorCode.INVALID\_FORMAT,

elementId, elementTail);

}

private void validateSchemaElementId(char elementId) throws ArgsException { if (!Character.isLetter(elementId)) {

throw new ArgsException(ArgsException.ErrorCode.INVALID\_ARGUMENT\_NAME,

elementId, null);

}

}

private void parseArguments() throws ArgsException {

for (currentArgument = argsList.iterator(); currentArgument.hasNext();) { String arg = currentArgument.next();

parseArgument(arg);

}

}

private void parseArgument(String arg) throws ArgsException { if (arg.startsWith("-"))

parseElements(arg);

}

private void parseElements(String arg) throws ArgsException { for (int i = 1; i < arg.length(); i++)

parseElement(arg.charAt(i));

}

private void parseElement(char argChar) throws ArgsException { if (setArgument(argChar))

argsFound.add(argChar); else {

throw new ArgsException(ArgsException.ErrorCode.UNEXPECTED\_ARGUMENT,

argChar, null);

}

}

private boolean setArgument(char argChar) throws ArgsException { ArgumentMarshaler m = marshalers.get(argChar);

if (m == null) return false;

try {

m.set(currentArgument); return true;

} catch (ArgsException e) { e.setErrorArgumentId(argChar); throw e;

}

}
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|  |
| --- |
| **Listing 14-16 (continued)**  **Args.java** |
| public int cardinality() { |
| return argsFound.size(); |
| } |
| public String usage() { |
| if (schema.length() > 0) |
| return "-[" + schema + "]"; |
| else |
| return ""; |
| } |
| public boolean getBoolean(char arg) { |
| ArgumentMarshaler am = marshalers.get(arg); |
| boolean b = false; |
| try { |
| b = am != null && (Boolean) am.get(); |
| } catch (ClassCastException e) { |
| b = false; |
| } |
| return b; |
| } |
| public String getString(char arg) { |
| ArgumentMarshaler am = marshalers.get(arg); |
| try { |
| return am == null ? "" : (String) am.get(); |
| } catch (ClassCastException e) { |
| return ""; |
| } |
| } |
| public int getInt(char arg) { |
| ArgumentMarshaler am = marshalers.get(arg); |
| try { |
| return am == null ? 0 : (Integer) am.get(); |
| } catch (Exception e) { |
| return 0; |
| } |
| } |
| public double getDouble(char arg) { |
| ArgumentMarshaler am = marshalers.get(arg); |
| try { |
| return am == null ? 0 : (Double) am.get(); |
| } catch (Exception e) { |
| return 0.0; |
| } |
| } |
| public boolean has(char arg) { |
| return argsFound.contains(arg); |
| } |
| } |
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The majority of the changes to the Args class were deletions. A lot of code just got moved out of Args and put into ArgsException. Nice. We also moved all the ArgumentMarshallers into their own ﬁles. Nicer!

Much of good software design is simply about partitioning—creating appropriate places to put different kinds of code. This separation of concerns makes the code much simpler to understand and maintain.

Of special interest is the errorMessage method of ArgsException. Clearly it was a vio- lation of the SRP to put the error message formatting into Args. Args should be about the processing of arguments, not about the format of the error messages. However, does it really make sense to put the error message formatting code into ArgsException?

Frankly, it’s a compromise. Users who don’t like the error messages supplied by ArgsException will have to write their own. But the convenience of having canned error messages already prepared for you is not insigniﬁcant.

By now it should be clear that we are within striking distance of the ﬁnal solution that appeared at the start of this chapter. I’ll leave the ﬁnal transformations to you as an exercise.

##### [Conclusion](#_bookmark6)

It is not enough for code to work. Code that works is often badly broken. Programmers who satisfy themselves with merely working code are behaving unprofessionally. They may fear that they don’t have time to improve the structure and design of their code, but I disagree. Nothing has a more profound and long-term degrading effect upon a develop- ment project than bad code. Bad schedules can be redone, bad requirements can be rede- ﬁned. Bad team dynamics can be repaired. But bad code rots and ferments, becoming an inexorable weight that drags the team down. Time and time again I have seen teams grind to a crawl because, in their haste, they created a malignant morass of code that forever thereafter dominated their destiny.

Of course bad code can be cleaned up. But it’s very expensive. As code rots, the mod- ules insinuate themselves into each other, creating lots of hidden and tangled dependen- cies. Finding and breaking old dependencies is a long and arduous task. On the other hand, keeping code clean is relatively easy. If you made a mess in a module in the morning, it is easy to clean it up in the afternoon. Better yet, if you made a mess ﬁve minutes ago, it’s very easy to clean it up right now.

So the solution is to continuously keep your code as clean and simple as it can be.

Never let the rot get started.

# [15](#_bookmark7)

### [JUnit Internals](#_bookmark7)
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JUnit is one of the most famous of all Java frameworks. As frameworks go, it is simple in conception, precise in deﬁnition, and elegant in implementation. But what does the code look like? In this chapter we’ll critique an example drawn from the JUnit framework.
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##### [The JUnit Framework](#_bookmark7)

JUnit has had many authors, but it began with Kent Beck and Eric Gamma together on a plane to Atlanta. Kent wanted to learn Java, and Eric wanted to learn about Kent’s Small- talk testing framework. “What could be more natural to a couple of geeks in cramped quarters than to pull out our laptops and start coding?”1 After three hours of high-altitude work, they had written the basics of JUnit.

The module we’ll look at is the clever bit of code that helps identify string compari- son errors. This module is called ComparisonCompactor. Given two strings that differ, such as ABCDE and ABXDE, it will expose the difference by generating a string such as

<...B[X]D...>.

I could explain it further, but the test cases do a better job. So take a look at Listing 15-1 and you will understand the requirements of this module in depth. While you are at it, critique the structure of the tests. Could they be simpler or more obvious?

**Listing 15-1 ComparisonCompactorTest.java** package junit.tests.framework;

import junit.framework.ComparisonCompactor; import junit.framework.TestCase;

public class ComparisonCompactorTest extends TestCase { public void testMessage() {

String failure= new ComparisonCompactor(0, "b", "c").compact("a"); assertTrue("a expected:<[b]> but was:<[c]>".equals(failure));

}

public void testStartSame() {

String failure= new ComparisonCompactor(1, "ba", "bc").compact(null); assertEquals("expected:<b[a]> but was:<b[c]>", failure);

}

public void testEndSame() {

String failure= new ComparisonCompactor(1, "ab", "cb").compact(null); assertEquals("expected:<[a]b> but was:<[c]b>", failure);

}

public void testSame() {

String failure= new ComparisonCompactor(1, "ab", "ab").compact(null); assertEquals("expected:<ab> but was:<ab>", failure);

}

public void testNoContextStartAndEndSame() {

String failure= new ComparisonCompactor(0, "abc", "adc").compact(null); assertEquals("expected:<...[b]...> but was:<...[d]...>", failure);

}

1. *JUnit Pocket Guide*, Kent Beck, O’Reilly, 2004, p. 43.
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**Listing 15-1 (continued)**

**ComparisonCompactorTest.java**

public void testStartAndEndContext() {

String failure= new ComparisonCompactor(1, "abc", "adc").compact(null); assertEquals("expected:<a[b]c> but was:<a[d]c>", failure);

}

public void testStartAndEndContextWithEllipses() { String failure=

new ComparisonCompactor(1, "abcde", "abfde").compact(null); assertEquals("expected:<...b[c]d...> but was:<...b[f]d...>", failure);

}

public void testComparisonErrorStartSameComplete() {

String failure= new ComparisonCompactor(2, "ab", "abc").compact(null); assertEquals("expected:<ab[]> but was:<ab[c]>", failure);

}

public void testComparisonErrorEndSameComplete() {

String failure= new ComparisonCompactor(0, "bc", "abc").compact(null); assertEquals("expected:<[]...> but was:<[a]...>", failure);

}

public void testComparisonErrorEndSameCompleteContext() {

String failure= new ComparisonCompactor(2, "bc", "abc").compact(null); assertEquals("expected:<[]bc> but was:<[a]bc>", failure);

}

public void testComparisonErrorOverlapingMatches() {

String failure= new ComparisonCompactor(0, "abc", "abbc").compact(null); assertEquals("expected:<...[]...> but was:<...[b]...>", failure);

}

public void testComparisonErrorOverlapingMatchesContext() {

String failure= new ComparisonCompactor(2, "abc", "abbc").compact(null); assertEquals("expected:<ab[]c> but was:<ab[b]c>", failure);

}

public void testComparisonErrorOverlapingMatches2() { String failure= new ComparisonCompactor(0, "abcdde",

"abcde").compact(null);

assertEquals("expected:<...[d]...> but was:<...[]...>", failure);

}

public void testComparisonErrorOverlapingMatches2Context() { String failure=

new ComparisonCompactor(2, "abcdde", "abcde").compact(null); assertEquals("expected:<...cd[d]e> but was:<...cd[]e>", failure);

}

public void testComparisonErrorWithActualNull() {

String failure= new ComparisonCompactor(0, "a", null).compact(null); assertEquals("expected:<a> but was:<null>", failure);

}

public void testComparisonErrorWithActualNullContext() {

String failure= new ComparisonCompactor(2, "a", null).compact(null);
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}

assertEquals("expected:<a> but was:<null>", failure);

}

public void testComparisonErrorWithExpectedNull() {

String failure= new ComparisonCompactor(0, null, "a").compact(null); assertEquals("expected:<null> but was:<a>", failure);

}

public void testComparisonErrorWithExpectedNullContext() {

String failure= new ComparisonCompactor(2, null, "a").compact(null); assertEquals("expected:<null> but was:<a>", failure);

}

public void testBug609972() {

String failure= new ComparisonCompactor(10, "S&P500", "0").compact(null); assertEquals("expected:<[S&P50]0> but was:<[]0>", failure);

}

**Listing 15-1 (continued)**

**ComparisonCompactorTest.java**

I ran a code coverage analysis on the ComparisonCompactor using these tests. The code is 100 percent covered. Every line of code, every if statement and for loop, is executed by the tests. This gives me a high degree of conﬁdence that the code works and a high degree of respect for the craftsmanship of the authors.

The code for ComparisonCompactor is in Listing 15-2. Take a moment to look over this code. I think you’ll ﬁnd it to be nicely partitioned, reasonably expressive, and simple in structure. Once you are done, then we’ll pick the nits together.

package junit.framework;

**Listing 15-2**

**ComparisonCompactor.java (Original)**

public class ComparisonCompactor {

private static final String ELLIPSIS = "..."; private static final String DELTA\_END = "]"; private static final String DELTA\_START = "[";

private int fContextLength; private String fExpected; private String fActual; private int fPrefix; private int fSuffix;

public ComparisonCompactor(int contextLength,

String expected, String actual) {

fContextLength = contextLength; fExpected = expected;

fActual = actual;

}

**The JUnit Framework** 255

**Listing 15-2 (continued)**

**ComparisonCompactor.java (Original)**

public String compact(String message) {

if (fExpected == null || fActual == null || areStringsEqual()) return Assert.format(message, fExpected, fActual);

findCommonPrefix(); findCommonSuffix();

String expected = compactString(fExpected); String actual = compactString(fActual);

return Assert.format(message, expected, actual);

}

private String compactString(String source) { String result = DELTA\_START +

source.substring(fPrefix, source.length() - fSuffix + 1) + DELTA\_END;

if (fPrefix > 0)

result = computeCommonPrefix() + result; if (fSuffix > 0)

result = result + computeCommonSuffix(); return result;

}

private void findCommonPrefix() { fPrefix = 0;

int end = Math.min(fExpected.length(), fActual.length()); for (; fPrefix < end; fPrefix++) {

if (fExpected.charAt(fPrefix) != fActual.charAt(fPrefix)) break;

}

}

private void findCommonSuffix() {

int expectedSuffix = fExpected.length() - 1; int actualSuffix = fActual.length() - 1;

for (;

actualSuffix >= fPrefix && expectedSuffix >= fPrefix; actualSuffix--, expectedSuffix--) {

if (fExpected.charAt(expectedSuffix) != fActual.charAt(actualSuffix)) break;

}

fSuffix = fExpected.length() - expectedSuffix;

}

private String computeCommonPrefix() {

return (fPrefix > fContextLength ? ELLIPSIS : "") + fExpected.substring(Math.max(0, fPrefix - fContextLength),

fPrefix);

}

private String computeCommonSuffix() {

int end = Math.min(fExpected.length() - fSuffix + 1 + fContextLength,

fExpected.length());

return fExpected.substring(fExpected.length() - fSuffix + 1, end) + (fExpected.length() - fSuffix + 1 < fExpected.length() - fContextLength ? ELLIPSIS : "");

}
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}

private boolean areStringsEqual() { return fExpected.equals(fActual);

}

**Listing 15-2 (continued)**

**ComparisonCompactor.java (Original)**

You might have a few complaints about this module. There are some long expressions and some strange +1s and so forth. But overall this module is pretty good. After all, it might have looked like Listing 15-3.

Listing 15-3

**ComparisonCompator.java (defactored)**

package junit.framework;

public class ComparisonCompactor { private int ctxt;

private String s1; private String s2; private int pfx; private int sfx;

public ComparisonCompactor(int ctxt, String s1, String s2) { this.ctxt = ctxt;

this.s1 = s1; this.s2 = s2;

}

public String compact(String msg) {

if (s1 == null || s2 == null || s1.equals(s2)) return Assert.format(msg, s1, s2);

pfx = 0;

for (; pfx < Math.min(s1.length(), s2.length()); pfx++) { if (s1.charAt(pfx) != s2.charAt(pfx))

break;

}

int sfx1 = s1.length() - 1; int sfx2 = s2.length() - 1;

for (; sfx2 >= pfx && sfx1 >= pfx; sfx2--, sfx1--) { if (s1.charAt(sfx1) != s2.charAt(sfx2))

break;

}

sfx = s1.length() - sfx1;

String cmp1 = compactString(s1); String cmp2 = compactString(s2); return Assert.format(msg, cmp1, cmp2);

}

private String compactString(String s) { String result =

"[" + s.substring(pfx, s.length() - sfx + 1) + "]"; if (pfx > 0)

result = (pfx > ctxt ? "..." : "") + s1.substring(Math.max(0, pfx - ctxt), pfx) + result;
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|  |
| --- |
| **Listing 15-3 (continued)**  **ComparisonCompator.java (defactored)** |
| if (sfx > 0) { |
| int end = Math.min(s1.length() - sfx + 1 + ctxt, s1.length()); |
| result = result + (s1.substring(s1.length() - sfx + 1, end) + |
| (s1.length() - sfx + 1 < s1.length() - ctxt ? "..." : "")); |
| } |
| return result; |
| } |
| } |

Even though the authors left this module in very good shape, the *Boy Scout Rule*2 tells us we should leave it cleaner than we found it. So, how can we improve on the original code in Listing 15-2?

The ﬁrst thing I don’t care for is the f preﬁx for the member variables [N6]. Today’s environments make this kind of scope encoding redundant. So let’s eliminate all the f’s.

private int contextLength; private String expected; private String actual; private int prefix; private int suffix;

Next, we have an unencapsulated conditional at the beginning of the compact function [G28].

public String compact(String message) {

**if (expected == null || actual == null || areStringsEqual())**

return Assert.format(message, expected, actual);

findCommonPrefix(); findCommonSuffix();

String expected = compactString(this.expected); String actual = compactString(this.actual); return Assert.format(message, expected, actual);

}

This conditional should be encapsulated to make our intent clear. So let’s extract a method that explains it.

public String compact(String message) { if (**shouldNotCompact()**)

return Assert.format(message, expected, actual);

findCommonPrefix(); findCommonSuffix();

String expected = compactString(this.expected); String actual = compactString(this.actual); return Assert.format(message, expected, actual);

}

1. See “The Boy Scout Rule” on page 14.
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**private boolean shouldNotCompact() {**

**return expected == null || actual == null || areStringsEqual();**

**}**

I don’t much care for the this.expected and this.actual notation in the compact func- tion. This happened when we changed the name of fExpected to expected. Why are there variables in this function that have the same names as the member variables? Don’t they represent something else [N4]? We should make the names unambiguous.

String **compactExpected** = compactString(**expected**); String **compactActual** = compactString(**actual**);

Negatives are slightly harder to understand than positives [G29]. So let’s turn that if

statement on its head and invert the sense of the conditional.

public String compact(String message) { if (**canBeCompacted**()) {

findCommonPrefix(); findCommonSuffix();

String compactExpected = compactString(expected); String compactActual = compactString(actual);

return Assert.format(message, compactExpected, compactActual);

} else {

return Assert.format(message, expected, actual);

}

}

private boolean **canBeCompacted**() {

return expected **!=** null **&&** actual **!=** null **&& !**areStringsEqual();

}

The name of the function is strange [N7]. Although it does compact the strings, it actually might not compact the strings if canBeCompacted returns false. So naming this function compact hides the side effect of the error check. Notice also that the function returns a formatted message, not just the compacted strings. So the name of the function should really be formatCompactedComparison. That makes it read a lot better when taken with the function argument:

public String formatCompactedComparison(String message) {

The body of the if statement is where the true compacting of the expected and actual strings is done. We should extract that as a method named compactExpectedAndActual. How- ever, we want the formatCompactedComparison function to do all the formatting. The compact... function should do nothing but compacting [G30]. So let’s split it up as follows:

...

**private String compactExpected; private String compactActual;**

...

public String formatCompactedComparison(String message) { if (canBeCompacted()) {

**compactExpectedAndActual();**

return Assert.format(message, compactExpected, compactActual);

} else {
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return Assert.format(message, expected, actual);

}

}

private void **compactExpectedAndActual**() { findCommonPrefix(); findCommonSuffix();

compactExpected = compactString(expected); compactActual = compactString(actual);

}

Notice that this required us to promote compactExpected and compactActual to member variables. I don’t like the way that the last two lines of the new function return variables, but the ﬁrst two don’t. They aren’t using consistent conventions [G11]. So we should change findCommonPrefix and findCommonSuffix to return the preﬁx and sufﬁx values.

private void compactExpectedAndActual() { **prefixIndex =** findCommonPrefix(); **suffixIndex =** findCommonSuffix(); compactExpected = compactString(expected); compactActual = compactString(actual);

}

private **int** findCommonPrefix() {

**int** prefix**Index** = 0;

int end = Math.min(expected.length(), actual.length()); for (; prefix**Index** < end; prefix**Index**++) {

if (expected.charAt(prefix**Index**) != actual.charAt(prefix**Index**)) break;

}

**return prefixIndex;**

}

private **int** findCommonSuffix() {

int expectedSuffix = expected.length() - 1; int actualSuffix = actual.length() - 1;

for (; actualSuffix >= prefix**Index** && expectedSuffix >= prefixIndex; actualSuffix--, expectedSuffix--) {

if (expected.charAt(expectedSuffix) != actual.charAt(actualSuffix)) break;

}

**return** expected.length() - expectedSuffix;

}

We should also change the names of the member variables to be a little more accurate [N1]; after all, they are both indices.

Careful inspection of findCommonSuffix exposes a *hidden temporal coupling* [G31]; it depends on the fact that prefixIndex is calculated by findCommonPrefix. If these two func- tions were called out of order, there would be a difﬁcult debugging session ahead. So, to expose this temporal coupling, let’s have findCommonSuffix take the prefixIndex as an argument.

private void compactExpectedAndActual() { prefixIndex = findCommonPrefix(); suffixIndex = findCommonSuffix(**prefixIndex**);
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compactExpected = compactString(expected); compactActual = compactString(actual);

}

private int findCommonSuffix(**int prefixIndex**) { int expectedSuffix = expected.length() - 1; int actualSuffix = actual.length() - 1;

for (; actualSuffix >= prefixIndex && expectedSuffix >= prefixIndex; actualSuffix--, expectedSuffix--) {

if (expected.charAt(expectedSuffix) != actual.charAt(actualSuffix)) break;

}

return expected.length() - expectedSuffix;

}

I’m not really happy with this. The passing of the prefixIndex argument is a bit arbitrary [G32]. It works to establish the ordering but does nothing to explain the need for that ordering. Another programmer might undo what we have done because there’s no indica- tion that the parameter is really needed. So let’s take a different tack.

private void compactExpectedAndActual() { **findCommonPrefixAndSuffix**(); compactExpected = compactString(expected); compactActual = compactString(actual);

}

private **void findCommonPrefixAndSuffix**() {

**findCommonPrefix();**

int expectedSuffix = expected.length() - 1; int actualSuffix = actual.length() - 1;

for (;

actualSuffix >= prefixIndex && expectedSuffix >= prefixIndex; actualSuffix--, expectedSuffix--

) {

if (expected.charAt(expectedSuffix) != actual.charAt(actualSuffix)) break;

}

suffixIndex = expected.length() - expectedSuffix;

}

private **void** findCommonPrefix() { prefixIndex = 0;

int end = Math.min(expected.length(), actual.length()); for (; prefixIndex < end; prefixIndex++)

if (expected.charAt(prefixIndex) != actual.charAt(prefixIndex)) break;

}

We put findCommonPrefix and findCommonSuffix back the way they were, changing the name of findCommonSuffix to findCommon**PrefixAnd**Suffix and having it call findCommon- Prefix before doing anything else. That establishes the temporal nature of the two func- tions in a much more dramatic way than the previous solution. It also points out how ugly findCommonPrefixAndSuffix is. Let’s clean it up now.

private void findCommonPrefixAndSuffix() { findCommonPrefix();

int suffixLength = 1;
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for (; !suffixOverlapsPrefix(suffixLength); suffixLength++) { if (charFromEnd(expected, suffixLength) !=

charFromEnd(actual, suffixLength)) break;

}

suffixIndex = suffixLength;

}

private char charFromEnd(String s, int i) { return s.charAt(s.length()-i);}

private boolean suffixOverlapsPrefix(int suffixLength) { return actual.length() - suffixLength < prefixLength ||

expected.length() - suffixLength < prefixLength;

}

This is much better. It exposes that the suffixIndex is really the length of the sufﬁx and is not well named. The same is true of the prefixIndex, though in that case “index” and “length” are synonymous. Even so, it is more consistent to use “length.” The problem is that the suffixIndex variable is not zero based; it is 1 based and so is not a true length. This is also the reason that there are all those +1s in computeCommonSuffix [G33]. So let’s ﬁx that. The result is in Listing 15-4.

Listing 15-4

**ComparisonCompactor.java (interim)**

public class ComparisonCompactor {

...

private int **suffixLength**;

...

private void findCommonPrefixAndSuffix() { findCommonPrefix();

**suffixLength = 0;**

for (; !suffixOverlapsPrefix(suffixLength); suffixLength++) { if (charFromEnd(expected, suffixLength) !=

charFromEnd(actual, suffixLength)) break;

}

}

private char charFromEnd(String s, int i) { return s.charAt(s.length() - i **- 1**);

}

private boolean suffixOverlapsPrefix(int suffixLength) { return actual.length() - suffixLength **<=** prefixLength ||

expected.length() - suffixLength **<=** prefixLength;

}

...

private String compactString(String source) { String result =

DELTA\_START +

source.substring(prefixLength, source.length() - **suffixLength**) + DELTA\_END;

if (prefixLength > 0)

result = computeCommonPrefix() + result;

262 Chapter 15: JUnit Internals

if (**suffixLength** > 0)

result = result + computeCommonSuffix(); return result;

}

...

private String computeCommonSuffix() {

int end = Math.min(expected.length() - **suffixLength** + contextLength, expected.length()

);

return

expected.substring(expected.length() - **suffixLength**, end) + (expected.length() - **suffixLength** <

expected.length() - contextLength ? ELLIPSIS : "");

}

**Listing 15-4 (continued)**

**ComparisonCompactor.java (interim)**

We replaced the +1s in computeCommonSuffix with a -1 in charFromEnd, where it makes perfect sense, and two <= operators in suffixOverlapsPrefix, where they also make perfect sense. This allowed us to change the name of suffixIndex to suffixLength, greatly enhanc- ing the readability of the code.

There is a problem however. As I was eliminating the +1s, I noticed the following line in compactString:

if (suffixLength > 0)

Take a look at it in Listing 15-4. By rights, because suffixLength is now one less than it used to be, I should change the > operator to a >= operator. But that makes no sense. It makes sense *now!* This means that it didn’t use to make sense and was probably a bug. Well, not quite a bug. Upon further analysis we see that the if statement now prevents a zero length sufﬁx from being appended. Before we made the change, the if statement was nonfunctional because suffixIndex could never be less than one!

This calls into question *both* if statements in compactString! It looks as though they could both be eliminated. So let’s comment them out and run the tests. They passed! So let’s restructure compactString to eliminate the extraneous if statements and make the function much simpler [G9].

private String compactString(String source) { return

computeCommonPrefix() + DELTA\_START +

source.substring(prefixLength, source.length() - suffixLength) + DELTA\_END +

computeCommonSuffix();

}

This is much better! Now we see that the compactString function is simply composing the fragments together. We can probably make this even clearer. Indeed, there are lots of little
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cleanups we could do. But rather than drag you through the rest of the changes, I’ll just show you the result in Listing 15-5.

**Listing 15-5 ComparisonCompactor.java (final)** package junit.framework;

public class ComparisonCompactor {

private static final String ELLIPSIS = "..."; private static final String DELTA\_END = "]"; private static final String DELTA\_START = "[";

private int contextLength; private String expected; private String actual; private int prefixLength; private int suffixLength;

public ComparisonCompactor(

int contextLength, String expected, String actual

) {

this.contextLength = contextLength; this.expected = expected; this.actual = actual;

}

public String formatCompactedComparison(String message) { String compactExpected = expected;

String compactActual = actual; if (shouldBeCompacted()) {

findCommonPrefixAndSuffix(); compactExpected = compact(expected); compactActual = compact(actual);

}

return Assert.format(message, compactExpected, compactActual);

}

private boolean shouldBeCompacted() { return !shouldNotBeCompacted();

}

private boolean shouldNotBeCompacted() { return expected == null ||

actual == null || expected.equals(actual);

}

private void findCommonPrefixAndSuffix() { findCommonPrefix();

suffixLength = 0;

for (; !suffixOverlapsPrefix(); suffixLength++) { if (charFromEnd(expected, suffixLength) !=

charFromEnd(actual, suffixLength)

)
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**Listing 15-5 (continued)**

**ComparisonCompactor.java (final)**

break;

}

}

private char charFromEnd(String s, int i) { return s.charAt(s.length() - i - 1);

}

private boolean suffixOverlapsPrefix() {

return actual.length() - suffixLength <= prefixLength || expected.length() - suffixLength <= prefixLength;

}

private void findCommonPrefix() { prefixLength = 0;

int end = Math.min(expected.length(), actual.length()); for (; prefixLength < end; prefixLength++)

if (expected.charAt(prefixLength) != actual.charAt(prefixLength)) break;

}

private String compact(String s) { return new StringBuilder()

.append(startingEllipsis())

.append(startingContext())

.append(DELTA\_START)

.append(delta(s))

.append(DELTA\_END)

.append(endingContext())

.append(endingEllipsis())

.toString();

}

private String startingEllipsis() {

return prefixLength > contextLength ? ELLIPSIS : "";

}

private String startingContext() {

int contextStart = Math.max(0, prefixLength - contextLength); int contextEnd = prefixLength;

return expected.substring(contextStart, contextEnd);

}

private String delta(String s) { int deltaStart = prefixLength;

int deltaEnd = s.length() - suffixLength; return s.substring(deltaStart, deltaEnd);

}

private String endingContext() {

int contextStart = expected.length() - suffixLength; int contextEnd =

Math.min(contextStart + contextLength, expected.length()); return expected.substring(contextStart, contextEnd);

}
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}

private String endingEllipsis() {

return (suffixLength > contextLength ? ELLIPSIS : "");

}

**Listing 15-5 (continued)**

**ComparisonCompactor.java (final)**

This is actually quite pretty. The module is separated into a group of analysis func- tions and another group of synthesis functions. They are topologically sorted so that the deﬁnition of each function appears just after it is used. All the analysis functions appear ﬁrst, and all the synthesis functions appear last.

If you look carefully, you will notice that I reversed several of the decisions I made earlier in this chapter. For example, I inlined some extracted methods back into formatCompactedComparison, and I changed the sense of the shouldNotBeCompacted expres- sion. This is typical. Often one refactoring leads to another that leads to the undoing of the ﬁrst. Refactoring is an iterative process full of trial and error, inevitably converging on something that we feel is worthy of a professional.

##### [Conclusion](#_bookmark7)

And so we have satisﬁed the Boy Scout Rule. We have left this module a bit cleaner than we found it. Not that it wasn’t clean already. The authors had done an excellent job with it. But no module is immune from improvement, and each of us has the responsibility to leave the code a little better than we found it.
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# [16](#_bookmark7)

### [Refactoring SerialDate](#_bookmark7)
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If you go to [http://www.jfree.org/jcommon/index.php,](http://www.jfree.org/jcommon/index.php) you will ﬁnd the JCommon library. Deep within that library there is a package named org.jfree.date. Within that package there is a class named SerialDate. We are going to explore that class.

The author of SerialDate is David Gilbert. David is clearly an experienced and com- petent programmer. As we shall see, he shows a signiﬁcant degree of professionalism and discipline within his code. For all intents and purposes, this is “good code.” And I am going to rip it to pieces.
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This is not an activity of malice. Nor do I think that I am so much better than David that I somehow have a right to pass judgment on his code. Indeed, if you were to ﬁnd some of my code, I’m sure you could ﬁnd plenty of things to complain about.

No, this is not an activity of nastiness or arrogance. What I am about to do is nothing more and nothing less than a professional review. It is something that we should all be comfortable doing. And it is something we should welcome when it is done for us. It is only through critiques like these that we will learn. Doctors do it. Pilots do it. Lawyers do it. And we programmers need to learn how to do it too.

One more thing about David Gilbert: David is more than just a good programmer. David had the courage and good will to offer his code to the community at large for free. He placed it out in the open for all to see and invited public usage and public scrutiny. This was well done!

SerialDate (Listing B-1, page 349) is a class that represents a date in Java. Why have a class that represents a date, when Java already has java.util.Date and java.util.Calendar, and others? The author wrote this class in response to a pain that I have often felt myself. The comment in his opening Javadoc (line 67) explains it well. We could quibble about his intention, but I have certainly had to deal with this issue, and I welcome a class that is about dates instead of times.

##### [First, Make It Work](#_bookmark7)

There are some unit tests in a class named SerialDateTests (Listing B-2, page 366). The tests all pass. Unfortunately a quick inspection of the tests shows that they don’t test every- thing [T1]. For example, doing a “Find Usages” search on the method MonthCodeToQuarter (line 334) indicates that it is not used [F4]. Therefore, the unit tests don’t test it.

So I ﬁred up Clover to see what the unit tests covered and what they didn’t. Clover reported that the unit tests executed only 91 of the 185 executable statements in SerialDate (~50 percent) [T2]. The coverage map looks like a patchwork quilt, with big gobs of unex- ecuted code littered all through the class.

It was my goal to completely understand and also refactor this class. I couldn’t do that without much greater test coverage. So I wrote my own suite of completely independent unit tests (Listing B-4, page 374).

As you look through these tests, you will note that many of them are commented out. These tests didn’t pass. They represent behavior that I think SerialDate should have. So as I refactor SerialDate, I’ll be working to make these tests pass too.

Even with some of the tests commented out, Clover reports that the new unit tests are executing 170 (92 percent) out of the 185 executable statements. This is pretty good, and I think we’ll be able to get this number higher.

The ﬁrst few commented-out tests (lines 23-63) were a bit of conceit on my part. The program was not designed to pass these tests, but the behavior seemed obvious [G2] to me.
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I’m not sure why the testWeekdayCodeToString method was written in the ﬁrst place, but because it is there, it seems obvious that it should not be case sensitive. Writing these tests was trivial [T3]. Making them pass was even easier; I just changed lines 259 and 263 to use equalsIgnoreCase.

I left the tests at line 32 and line 45 commented out because it’s not clear to me that the “tues” and “thurs” abbreviations ought to be supported.

The tests on line 153 and line 154 don’t pass. Clearly, they should [G2]. We can easily ﬁx this, and the tests on line 163 through line 213, by making the following changes to the stringToMonthCode function.

|  |  |  |  |
| --- | --- | --- | --- |
| 457  458 | if ((result < 1) || (result > 12)) { result = -1;  for (int i = 0; i < monthNames.length; i++) { | | |
| 459 | if (s.equalsIgnoreCase(shortMonthNames[i])) { | | |
| 460 |  |  | result = i + 1; |
| 461 |  |  | break; |
| 462 |  |  | } |
| 463 |  |  | if (s.equalsIgnoreCase(monthNames[i])) { |
| 464 |  |  | result = i + 1; |
| 465 |  |  | break; |
| 466 |  |  | } |
| 467 |  | } |  |
| 468 | } |  |  |

The commented test on line 318 exposes a bug in the getFollowingDayOfWeek method (line 672). December 25th, 2004, was a Saturday. The following Saturday was January 1st, 2005. However, when we run the test, we see that getFollowingDayOfWeek returns Decem- ber 25th as the Saturday that follows December 25th. Clearly, this is wrong [G3],[T1]. We see the problem in line 685. It is a typical boundary condition error [T5]. It should read as follows:

685 if (baseDOW >= targetWeekday) {

It is interesting to note that this function was the target of an earlier repair. The change history (line 43) shows that “bugs” were ﬁxed in getPreviousDayOfWeek, getFollowing- DayOfWeek, and getNearestDayOfWeek [T6].

The testGetNearestDayOfWeek unit test (line 329), which tests the getNearestDayOfWeek method (line 705), did not start out as long and exhaustive as it currently is. I added a lot of test cases to it because my initial test cases did not all pass [T6]. You can see the pattern of failure by looking at which test cases are commented out. That pattern is revealing [T7]. It shows that the algorithm fails if the nearest day is in the future. Clearly there is some kind of boundary condition error [T5].

The pattern of test coverage reported by Clover is also interesting [T8]. Line 719 never gets executed! This means that the if statement in line 718 is always false. Sure enough, a look at the code shows that this must be true. The adjust variable is always neg- ative and so cannot be greater or equal to 4. So this algorithm is just wrong.
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The right algorithm is shown below:

int delta = targetDOW - base.getDayOfWeek(); int positiveDelta = delta + 7;

int adjust = positiveDelta % 7; if (adjust > 3)

adjust -= 7;

return SerialDate.addDays(adjust, base);

Finally, the tests at line 417 and line 429 can be made to pass simply by throwing an IllegalArgumentException instead of returning an error string from weekInMonthToString and relativeToString.

With these changes all the unit tests pass, and I believe SerialDate now works. So now it’s time to make it “right.”

##### [Then Make It Right](#_bookmark7)

We are going to walk from the top to the bottom of SerialDate, improving it as we go along. Although you won’t see this in the discussion, I will be running all of the JCommon unit tests, including my improved unit test for SerialDate, after every change I make. So rest assured that every change you see here works for all of JCommon.

Starting at line 1, we see a ream of comments with license information, copyrights, authors, and change history. I acknowledge that there are certain legalities that need to be addressed, and so the copyrights and licenses must stay. On the other hand, the change his- tory is a leftover from the 1960s. We have source code control tools that do this for us now. This history should be deleted [C1].

The import list starting at line 61 could be shortened by using java.text.\* and

java.util.\*. [J1]

I wince at the HTML formatting in the Javadoc (line 67). Having a source ﬁle with more than one language in it troubles me. This comment has *four* languages in it: Java, English, Javadoc, and html [G1]. With that many languages in use, it’s hard to keep things straight. For example, the nice positioning of line 71 and line 72 are lost when the Javadoc is generated, and yet who wants to see <ul> and <li> in the source code? A better strategy might be to just surround the whole comment with <pre> so that the formatting that is apparent in the source code is preserved within the Javadoc.1

Line 86 is the class declaration. Why is this class named SerialDate? What is the sig- niﬁcance of the world “serial”? Is it because the class is derived from Serializable? That doesn’t seem likely.

1. An even better solution would have been for Javadoc to present all comments as preformatted, so that comments appear the same in both code and document.
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I won’t keep you guessing. I know why (or at least I think I know why) the word “serial” was used. The clue is in the constants SERIAL\_LOWER\_BOUND and SERIAL\_UPPER\_BOUND on line 98 and line 101. An even better clue is in the comment that begins on line 830. This class is named SerialDate because it is implemented using a “serial number,” which happens to be the number of days since December 30th, 1899.

I have two problems with this. First, the term “serial number” is not really correct. This may be a quibble, but the representation is more of a relative offset than a serial num- ber. The term “serial number” has more to do with product identiﬁcation markers than dates. So I don’t ﬁnd this name particularly descriptive [N1]. A more descriptive term might be “ordinal.”

The second problem is more signiﬁcant. The name SerialDate implies an implementa- tion. This class is an abstract class. There is no need to imply anything at all about the implementation. Indeed, there is good reason to hide the implementation! So I ﬁnd this name to be at the wrong level of abstraction [N2]. In my opinion, the name of this class should simply be Date.

Unfortunately, there are already too many classes in the Java library named Date, so this is probably not the best name to choose. Because this class is all about days, instead of time, I considered naming it Day, but this name is also heavily used in other places. In the end, I chose DayDate as the best compromise.

From now on in this discussion I will use the term DayDate. I leave it to you to remem- ber that the listings you are looking at still use SerialDate.

I understand why DayDate inherits from Comparable and Serializable. But why does it inherit from MonthConstants? The class MonthConstants (Listing B-3, page 372) is just a bunch of static ﬁnal constants that deﬁne the months. Inheriting from classes with con- stants is an old trick that Java programmers used so that they could avoid using expres- sions like MonthConstants.January, but it’s a bad idea [J2]. MonthConstants should really be an enum.

public abstract class DayDate implements Comparable,

Serializable {

public static enum Month { JANUARY(1),

FEBRUARY(2), MARCH(3),

APRIL(4),

MAY(5),

JUNE(6),

JULY(7), AUGUST(8), SEPTEMBER(9), OCTOBER(10), NOVEMBER(11), DECEMBER(12);

Month(int index) { this.index = index;

}
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public static Month make(int monthIndex) { for (Month m : Month.values()) {

if (m.index == monthIndex) return m;

}

throw new IllegalArgumentException("Invalid month index " + monthIndex);

}

public final int index;

}

Changing MonthConstants to this enum forces quite a few changes to the DayDate class and all it’s users. It took me an hour to make all the changes. However, any function that used to take an int for a month, now takes a Month enumerator. This means we can get rid of the isValidMonthCode method (line 326), and all the month code error checking such as that in monthCodeToQuarter (line 356) [G5].

Next, we have line 91, serialVersionUID. This variable is used to control the serializer. If we change it, then any DayDate written with an older version of the software won’t be readable anymore and will result in an InvalidClassException. If you don’t declare the serialVersionUID variable, then the compiler automatically generates one for you, and it will be different every time you make a change to the module. I know that all the docu- ments recommend manual control of this variable, but it seems to me that automatic con- trol of serialization is a lot safer [G4]. After all, I’d much rather debug an InvalidClassException than the odd behavior that would ensue if I forgot to change the serialVersionUID. So I’m going to delete the variable—at least for the time being.2

I ﬁnd the comment on line 93 redundant. Redundant comments are just places to col- lect lies and misinformation [C2]. So I’m going to get rid of it and its ilk.

The comments at line 97 and line 100 talk about serial numbers, which I discussed earlier [C1]. The variables they describe are the earliest and latest possible dates that DayDate can describe. This can be made a bit clearer [N1].

public static final int EARLIEST\_DATE\_ORDINAL = 2;

// 1/1/1900

public static final int LATEST\_DATE\_ORDINAL = 2958465; // 12/31/9999

It’s not clear to me why EARLIEST\_DATE\_ORDINAL is 2 instead of 0. There is a hint in the comment on line 829 that suggests that this has something to do with the way dates are represented in Microsoft Excel. There is a much deeper insight provided in a derivative of DayDate called SpreadsheetDate (Listing B-5, page 382). The comment on line 71 describes the issue nicely.

The problem I have with this is that the issue seems to be related to the implementa- tion of SpreadsheetDate and has nothing to do with DayDate. I conclude from this that

1. Several of the reviewers of this text have taken exception to this decision. They contend that in an open source framework it is better to assert manual control over the serial ID so that minor changes to the software don’t cause old serialized dates to be invalid. This is a fair point. However, at least the failure, inconvenient though it might be, has a clear-cut cause. On the other hand, if the author of the class forgets to update the ID, then the failure mode is undeﬁned and might very well be silent. I think the real moral of this story is that you should not expect to deserialize across versions.
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EARLIEST\_DATE\_ORDINAL and LATEST\_DATE\_ORDINAL do not really belong in DayDate and should be moved to SpreadsheetDate [G6].

Indeed, a search of the code shows that these variables are used only within SpreadsheetDate. Nothing in DayDate, nor in any other class in the JCommon framework, uses them. Therefore, I’ll move them down into SpreadsheetDate.

The next variables, MINIMUM\_YEAR\_SUPPORTED, and MAXIMUM\_YEAR\_SUPPORTED (line 104 and line 107), provide something of a dilemma. It seems clear that if DayDate is an abstract class that provides no foreshadowing of implementation, then it should not inform us about a minimum or maximum year. Again, I am tempted to move these variables down into SpreadsheetDate [G6]. However, a quick search of the users of these variables shows that one other class uses them: RelativeDayOfWeekRule (Listing B-6, page 390). We see that usage at line 177 and line 178 in the getDate function, where they are used to check that the argument to getDate is a valid year. The dilemma is that a user of an abstract class needs information about its implementation.

What we need to do is provide this information without polluting DayDate itself. Usually, we would get implementation information from an instance of a derivative. However, the getDate function is not passed an instance of a DayDate. It does, however, return such an instance, which means that somewhere it must be creating it. Line 187 through line 205 provide the hint. The DayDate instance is being created by one of the three functions, getPreviousDayOfWeek, getNearestDayOfWeek, or getFollowingDayOfWeek. Looking back at the DayDate listing, we see that these functions (lines 638–724) all return a date created by addDays (line 571), which calls createInstance (line 808), which creates a SpreadsheetDate! [G7].

It’s generally a bad idea for base classes to know about their derivatives. To ﬁx this, we should use the ABSTRACT FACTORY3 pattern and create a DayDateFactory. This factory will create the instances of DayDate that we need and can also answer questions about the implementation, such as the maximum and minimum dates.

public abstract class DayDateFactory {

private static DayDateFactory factory = new SpreadsheetDateFactory(); public static void setInstance(DayDateFactory factory) {

DayDateFactory.factory = factory;

}

protected abstract DayDate \_makeDate(int ordinal);

protected abstract DayDate \_makeDate(int day, DayDate.Month month, int year); protected abstract DayDate \_makeDate(int day, int month, int year);

protected abstract DayDate \_makeDate(java.util.Date date); protected abstract int \_getMinimumYear();

protected abstract int \_getMaximumYear();

public static DayDate makeDate(int ordinal) { return factory.\_makeDate(ordinal);

}

1. [GOF].
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public static DayDate makeDate(int day, DayDate.Month month, int year) { return factory.\_makeDate(day, month, year);

}

public static DayDate makeDate(int day, int month, int year) { return factory.\_makeDate(day, month, year);

}

public static DayDate makeDate(java.util.Date date) { return factory.\_makeDate(date);

}

public static int getMinimumYear() { return factory.\_getMinimumYear();

}

public static int getMaximumYear() { return factory.\_getMaximumYear();

}

}

This factory class replaces the createInstance methods with makeDate methods, which improves the names quite a bit [N1]. It defaults to a SpreadsheetDateFactory but can be changed at any time to use a different factory. The static methods that delegate to abstract methods use a combination of the SINGLETON,4 DECORATOR,5 and ABSTRACT FACTORY patterns that I have found to be useful.

The SpreadsheetDateFactory looks like this.

public class SpreadsheetDateFactory extends DayDateFactory { public DayDate \_makeDate(int ordinal) {

return new SpreadsheetDate(ordinal);

}

public DayDate \_makeDate(int day, DayDate.Month month, int year) { return new SpreadsheetDate(day, month, year);

}

public DayDate \_makeDate(int day, int month, int year) { return new SpreadsheetDate(day, month, year);

}

public DayDate \_makeDate(Date date) {

final GregorianCalendar calendar = new GregorianCalendar(); calendar.setTime(date);

return new SpreadsheetDate( calendar.get(Calendar.DATE), DayDate.Month.make(calendar.get(Calendar.MONTH) + 1), calendar.get(Calendar.YEAR));

}

1. Ibid.
2. Ibid.
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protected int \_getMinimumYear() {

return SpreadsheetDate.MINIMUM\_YEAR\_SUPPORTED;

}

protected int \_getMaximumYear() {

return SpreadsheetDate.MAXIMUM\_YEAR\_SUPPORTED;

}

}

As you can see, I have already moved the MINIMUM\_YEAR\_SUPPORTED and

MAXIMUM\_YEAR\_SUPPORTED variables into SpreadsheetDate, where they belong [G6].

The next issue in DayDate are the day constants beginning at line 109. These should really be another enum [J3]. We’ve seen this pattern before, so I won’t repeat it here. You’ll see it in the ﬁnal listings.

Next, we see a series of tables starting with LAST\_DAY\_OF\_MONTH at line 140. My ﬁrst issue with these tables is that the comments that describe them are redundant [C3]. Their names are sufﬁcient. So I’m going to delete the comments.

There seems to be no good reason that this table isn’t private [G8], because there is a static function lastDayOfMonth that provides the same data.

The next table, AGGREGATE\_DAYS\_TO\_END\_OF\_MONTH, is a bit more mysterious because it is not used anywhere in the JCommon framework [G9]. So I deleted it.

The same goes for LEAP\_YEAR\_AGGREGATE\_DAYS\_TO\_END\_OF\_MONTH.

The next table, AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH, is used only in Spread- sheetDate (line 434 and line 473). This begs the question of whether it should be moved to SpreadsheetDate. The argument for not moving it is that the table is not speciﬁc to any particular implementation [G6]. On the other hand, no implementation other than SpreadsheetDate actually exists, and so the table should be moved close to where it is used [G10].

What settles the argument for me is that to be consistent [G11], we should make the table private and expose it through a function like julianDateOfLastDayOfMonth. Nobody seems to need a function like that. Moreover, the table can be moved back to DayDate easily if any new implementation of DayDate needs it. So I moved it.

The same goes for the table, LEAP\_YEAR\_AGGREGATE\_DAYS\_TO\_END\_OF\_MONTH.

Next, we see three sets of constants that can be turned into enums (lines 162–205). The ﬁrst of the three selects a week within a month. I changed it into an enum named WeekInMonth.

public enum WeekInMonth {

FIRST(1), SECOND(2), THIRD(3), FOURTH(4), LAST(0);

public final int index;

WeekInMonth(int index) { this.index = index;

}

}
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The second set of constants (lines 177–187) is a bit more obscure. The INCLUDE\_NONE, INCLUDE\_FIRST, INCLUDE\_SECOND, and INCLUDE\_BOTH constants are used to describe whether the deﬁning end-point dates of a range should be included in that range. Mathematically, this is described using the terms “open interval,” “half-open interval,” and “closed inter- val.” I think it is clearer using the mathematical nomenclature [N3], so I changed it to an enum named DateInterval with CLOSED, CLOSED\_LEFT, CLOSED\_RIGHT, and OPEN enumerators.

The third set of constants (lines 18–205) describe whether a search for a particular day of the week should result in the last, next, or nearest instance. Deciding what to call this is difﬁcult at best. In the end, I settled for WeekdayRange with LAST, NEXT, and NEAREST enumerators.

You might not agree with the names I’ve chosen. They make sense to me, but they may not make sense to you. The point is that they are now in a form that makes them easy to change [J3]. They aren’t passed as integers anymore; they are passed as symbols. I can use the “change name” function of my IDE to change the names, or the types, without worrying that I missed some -1 or 2 somewhere in the code or that some int argument dec- laration is left poorly described.

The description ﬁeld at line 208 does not seem to be used by anyone. I deleted it along with its accessor and mutator [G9].

I also deleted the degenerate default constructor at line 213 [G12]. The compiler will generate it for us.

We can skip over the isValidWeekdayCode method (lines 216–238) because we deleted it when we created the Day enumeration.

This brings us to the stringToWeekdayCode method (lines 242–270). Javadocs that don’t add much to the method signature are just clutter [C3],[G12]. The only value this Javadoc adds is the description of the -1 return value. However, because we changed to the Day enumeration, the comment is actually wrong [C2]. The method now throws an IllegalArgumentException. So I deleted the Javadoc.

I also deleted all the final keywords in arguments and variable declarations. As far as I could tell, they added no real value but did add to the clutter [G12]. Eliminating final ﬂies in the face of some conventional wisdom. For example, Robert Simmons6 strongly recommends us to “. . . spread final all over your code.” Clearly I disagree. I think that there are a few good uses for final, such as the occasional final constant, but otherwise the keyword adds little value and creates a lot of clutter. Perhaps I feel this way because the kinds of errors that final might catch are already caught by the unit tests I write.

I didn’t care for the duplicate if statements [G5] inside the for loop (line 259 and line 263), so I connected them into a single if statement using the || operator. I also used the Day enumeration to direct the for loop and made a few other cosmetic changes.

It occurred to me that this method does not really belong in DayDate. It’s really the parse function of Day. So I moved it into the Day enumeration. However, that made the Day

1. [Simmons04], p. 73.
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enumeration pretty large. Because the concept of Day does not depend on DayDate, I moved the Day enumeration outside of the DayDate class into its own source ﬁle [G13].

I also moved the next function, weekdayCodeToString (lines 272–286) into the Day

enumeration and called it toString.

public enum Day { MONDAY(Calendar.MONDAY), TUESDAY(Calendar.TUESDAY), WEDNESDAY(Calendar.WEDNESDAY),s THURSDAY(Calendar.THURSDAY), FRIDAY(Calendar.FRIDAY), SATURDAY(Calendar.SATURDAY), SUNDAY(Calendar.SUNDAY);

public final int index;

private static DateFormatSymbols dateSymbols = new DateFormatSymbols();

Day(int day) { index = day;

}

public static Day make(int index) throws IllegalArgumentException { for (Day d : Day.values())

if (d.index == index) return d;

throw new IllegalArgumentException( String.format("Illegal day index: %d.", index));

}

public static Day parse(String s) throws IllegalArgumentException { String[] shortWeekdayNames =

dateSymbols.getShortWeekdays(); String[] weekDayNames =

dateSymbols.getWeekdays();

s = s.trim();

for (Day day : Day.values()) {

if (s.equalsIgnoreCase(shortWeekdayNames[day.index]) || s.equalsIgnoreCase(weekDayNames[day.index])) {

return day;

}

}

throw new IllegalArgumentException(

String.format("%s is not a valid weekday string", s));

}

public String toString() {

return dateSymbols.getWeekdays()[index];

}

}

There are two getMonths functions (lines 288–316). The ﬁrst calls the second. The second is never called by anyone but the ﬁrst. Therefore, I collapsed the two into one and vastly simpliﬁed them [G9],[G12],[F4]. Finally, I changed the name to be a bit more self- descriptive [N1].
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public static String[] getMonthNames() { return dateFormatSymbols.getMonths();

}

The isValidMonthCode function (lines 326–346) was made irrelevant by the Month

enum, so I deleted it [G9].

The monthCodeToQuarter function (lines 356–375) smells of FEATURE ENVY7 [G14] and probably belongs in the Month enum as a method named quarter. So I replaced it.

public int quarter() { return 1 + (index-1)/3;

}

This made the Month enum big enough to be in its own class. So I moved it out of

DayDate to be consistent with the Day enum [G11],[G13].

The next two methods are named monthCodeToString (lines 377–426). Again, we see the pattern of one method calling its twin with a ﬂag. It is usually a bad idea to pass a ﬂag as an argument to a function, especially when that ﬂag simply selects the format of the out- put [G15]. I renamed, simpliﬁed, and restructured these functions and moved them into the Month enum [N1],[N3],[C3],[G14].

public String toString() {

return dateFormatSymbols.getMonths()[index - 1];

}

public String toShortString() {

return dateFormatSymbols.getShortMonths()[index - 1];

}

The next method is stringToMonthCode (lines 428–472). I renamed it, moved it into the

Month enum, and simpliﬁed it [N1],[N3],[C3],[G14],[G12].

public static Month parse(String s) { s = s.trim();

for (Month m : Month.values()) if (m.matches(s))

return m;

try {

return make(Integer.parseInt(s));

}

catch (NumberFormatException e) {}

throw new IllegalArgumentException("Invalid month " + s);

}

1. [Refactoring].
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private boolean matches(String s) {

return s.equalsIgnoreCase(toString()) || s.equalsIgnoreCase(toShortString());

}

The isLeapYear method (lines 495–517) can be made a bit more expressive [G16].

public static boolean isLeapYear(int year) { boolean fourth = year % 4 == 0;

boolean hundredth = year % 100 == 0; boolean fourHundredth = year % 400 == 0;

return fourth && (!hundredth || fourHundredth);

}

The next function, leapYearCount (lines 519–536) doesn’t really belong in DayDate.

Nobody calls it except for two methods in SpreadsheetDate. So I pushed it down [G6].

The lastDayOfMonth function (lines 538–560) makes use of the LAST\_DAY\_OF\_MONTH array. This array really belongs in the Month enum [G17], so I moved it there. I also simpli- ﬁed the function and made it a bit more expressive [G16].

public static int lastDayOfMonth(Month month, int year) { if (month == Month.FEBRUARY && isLeapYear(year))

return month.lastDay() + 1; else

return month.lastDay();

}

Now things start to get a bit more interesting. The next function is addDays (lines 562– 576). First of all, because this function operates on the variables of DayDate, it should not be static [G18]. So I changed it to an instance method. Second, it calls the function toSerial. This function should be renamed toOrdinal [N1]. Finally, the method can be simpliﬁed.

public DayDate addDays(int days) {

return DayDateFactory.makeDate(toOrdinal() + days);

}

The same goes for addMonths (lines 578–602). It should be an instance method [G18]. The algorithm is a bit complicated, so I used EXPLAINING TEMPORARY VARIABLES8 [G19] to make it more transparent. I also renamed the method getYYY to getYear [N1].

public DayDate addMonths(int months) {

int thisMonthAsOrdinal = 12 \* getYear() + getMonth().index - 1; int resultMonthAsOrdinal = thisMonthAsOrdinal + months; int resultYear = resultMonthAsOrdinal / 12;

Month resultMonth = Month.make(resultMonthAsOrdinal % 12 + 1);

1. [Beck97].
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int lastDayOfResultMonth = lastDayOfMonth(resultMonth, resultYear); int resultDay = Math.min(getDayOfMonth(), lastDayOfResultMonth); return DayDateFactory.makeDate(resultDay, resultMonth, resultYear);

}

The addYears function (lines 604–626) provides no surprises over the others.

public DayDate plusYears(int years) {

int resultYear = getYear() + years;

int lastDayOfMonthInResultYear = lastDayOfMonth(getMonth(), resultYear); int resultDay = Math.min(getDayOfMonth(), lastDayOfMonthInResultYear); return DayDateFactory.makeDate(resultDay, getMonth(), resultYear);

}

There is a little itch at the back of my mind that is bothering me about changing these methods from static to instance. Does the expression date.addDays(5) make it clear that the date object does not change and that a new instance of DayDate is returned? Or does it erroneously imply that we are adding ﬁve days to the date object? You might not think that is a big problem, but a bit of code that looks like the following can be very deceiving [G20].

DayDate date = DateFactory.makeDate(5, Month.DECEMBER, 1952); date.addDays(7); // bump date by one week.

Someone reading this code would very likely just accept that addDays is changing the date object. So we need a name that breaks this ambiguity [N4]. So I changed the names to plusDays and plusMonths. It seems to me that the intent of the method is captured nicely by

DayDate date = oldDate.plusDays(5);

whereas the following doesn’t read ﬂuidly enough for a reader to simply accept that the

date object is changed:

date.plusDays(5);

The algorithms continue to get more interesting. getPreviousDayOfWeek (lines 628– 660) works but is a bit complicated. After some thought about what was really going on [G21], I was able to simplify it and use EXPLAINING TEMPORARY VARIABLES [G19] to make it clearer. I also changed it from a static method to an instance method [G18], and got rid of the duplicate instance method [G5] (lines 997–1008).

public DayDate getPreviousDayOfWeek(Day targetDayOfWeek) {

int offsetToTarget = targetDayOfWeek.index - getDayOfWeek().index; if (offsetToTarget >= 0)

offsetToTarget -= 7;

return plusDays(offsetToTarget);

}

The exact same analysis and result occurred for getFollowingDayOfWeek (lines 662–693).

public DayDate getFollowingDayOfWeek(Day targetDayOfWeek) {

int offsetToTarget = targetDayOfWeek.index - getDayOfWeek().index; if (offsetToTarget <= 0)
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offsetToTarget += 7;

return plusDays(offsetToTarget);

}

The next function is getNearestDayOfWeek (lines 695–726), which we corrected back on page 270. But the changes I made back then aren’t consistent with the current pattern in the last two functions [G11]. So I made it consistent and used some EXPLAINING TEMPO- RARY VARIABLES [G19] to clarify the algorithm.

public DayDate getNearestDayOfWeek(final Day targetDay) {

int offsetToThisWeeksTarget = targetDay.index - getDayOfWeek().index; int offsetToFutureTarget = (offsetToThisWeeksTarget + 7) % 7;

int offsetToPreviousTarget = offsetToFutureTarget - 7;

if (offsetToFutureTarget > 3)

return plusDays(offsetToPreviousTarget); else

return plusDays(offsetToFutureTarget);

}

The getEndOfCurrentMonth method (lines 728–740) is a little strange because it is an instance method that envies [G14] its own class by taking a DayDate argument. I made it a true instance method and clariﬁed a few names.

public DayDate getEndOfMonth() { Month month = getMonth(); int year = getYear();

int lastDay = lastDayOfMonth(month, year);

return DayDateFactory.makeDate(lastDay, month, year);

}

Refactoring weekInMonthToString (lines 742–761) turned out to be very interesting indeed. Using the refactoring tools of my IDE, I ﬁrst moved the method to the WeekInMonth enum that I created back on page 275. Then I renamed the method to toString. Next, I changed it from a static method to an instance method. All the tests still passed. (Can you guess where I am going?)

Next, I deleted the method entirely! Five asserts failed (lines 411–415, Listing B-4, page 374). I changed these lines to use the names of the enumerators (FIRST, SECOND, . . .). All the tests passed. Can you see why? Can you also see why each of these steps was necessary? The refactoring tool made sure that all previous callers of weekInMonthToString now called toString on the weekInMonth enumerator because all enu- merators implement toString to simply return their names. . . .

Unfortunately, I was a bit too clever. As elegant as that wonderful chain of refactor- ings was, I ﬁnally realized that the only users of this function were the tests I had just mod- iﬁed, so I deleted the tests.

Fool me once, shame on you. Fool me twice, shame on me! So after determining that nobody other than the tests called relativeToString (lines 765–781), I simply deleted the function and its tests.
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We have ﬁnally made it to the abstract methods of this abstract class. And the ﬁrst one is as appropriate as they come: toSerial (lines 838–844). Back on page 279 I had changed the name to toOrdinal. Having looked at it in this context, I decided the name should be changed to getOrdinalDay.

The next abstract method is toDate (lines 838–844). It converts a DayDate to a java.util.Date. Why is this method abstract? If we look at its implementation in SpreadsheetDate (lines 198–207, Listing B-5, page 382), we see that it doesn’t depend on anything in the implementation of that class [G6]. So I pushed it up.

The getYYYY, getMonth, and getDayOfMonth methods are nicely abstract. However, the getDayOfWeek method is another one that should be pulled up from SpreadSheetDate because it doesn’t depend on anything that can’t be found in DayDate [G6]. Or does it?

If you look carefully (line 247, Listing B-5, page 382), you’ll see that the algorithm implicitly depends on the origin of the ordinal day (in other words, the day of the week of day 0). So even though this function has no physical dependencies that couldn’t be moved to DayDate, it does have a logical dependency.

Logical dependencies like this bother me [G22]. If something logical depends on the implementation, then something physical should too. Also, it seems to me that the algorithm itself could be generic with a much smaller portion of it dependent on the implementation [G6].

So I created an abstract method in DayDate named getDayOfWeekForOrdinalZero and implemented it in SpreadsheetDate to return Day.SATURDAY. Then I moved the getDayOfWeek method up to DayDate and changed it to call getOrdinalDay and getDayOfWeekForOrdinal- Zero.

public Day getDayOfWeek() {

Day startingDay = getDayOfWeekForOrdinalZero();

int startingOffset = startingDay.index - Day.SUNDAY.index; return Day.make((getOrdinalDay() + startingOffset) % 7 + 1);

}

As a side note, look carefully at the comment on line 895 through line 899. Was this repetition really necessary? As usual, I deleted this comment along with all the others.

The next method is compare (lines 902–913). Again, this method is inappropriately abstract [G6], so I pulled the implementation up into DayDate. Also, the name does not communicate enough [N1]. This method actually returns the difference in days since the argument. So I changed the name to daysSince. Also, I noted that there weren’t any tests for this method, so I wrote them.

The next six functions (lines 915–980) are all abstract methods that should be imple- mented in DayDate. So I pulled them all up from SpreadsheetDate.

The last function, isInRange (lines 982–995) also needs to be pulled up and refac- tored. The switch statement is a bit ugly [G23] and can be replaced by moving the cases into the DateInterval enum.
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public enum DateInterval { OPEN {

public boolean isIn(int d, int left, int right) { return d > left && d < right;

}

}, CLOSED\_LEFT {

public boolean isIn(int d, int left, int right) { return d >= left && d < right;

}

}, CLOSED\_RIGHT {

public boolean isIn(int d, int left, int right) { return d > left && d <= right;

}

}, CLOSED {

public boolean isIn(int d, int left, int right) { return d >= left && d <= right;

}

};

public abstract boolean isIn(int d, int left, int right);

}

public boolean isInRange(DayDate d1, DayDate d2, DateInterval interval) { int left = Math.min(d1.getOrdinalDay(), d2.getOrdinalDay());

int right = Math.max(d1.getOrdinalDay(), d2.getOrdinalDay()); return interval.isIn(getOrdinalDay(), left, right);

}

That brings us to the end of DayDate. So now we’ll make one more pass over the whole class to see how well it ﬂows.

First, the opening comment is long out of date, so I shortened and improved it [C2]. Next, I moved all the remaining enums out into their own ﬁles [G12].

Next, I moved the static variable (dateFormatSymbols) and three static methods (getMonthNames*,* isLeapYear*,* lastDayOfMonth) into a new class named DateUtil [G6].

I moved the abstract methods up to the top where they belong [G24].

I changed Month.make to Month.fromInt [N1] and did the same for all the other enums.

I also created a toInt() accessor for all the enums and made the index ﬁeld private.

There was some interesting duplication [G5] in plusYears and plusMonths that I was able to eliminate by extracting a new method named correctLastDayOfMonth, making the all three methods much clearer.

I got rid of the magic number 1 [G25], replacing it with Month.JANUARY.toInt() or Day.SUNDAY.toInt(), as appropriate. I spent a little time with SpreadsheetDate, cleaning up the algorithms a bit. The end result is contained in Listing B-7, page 394, through Listing B-16, page 405.
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Interestingly the code coverage in DayDate has *decreased* to 84.9 percent! This is not because less functionality is being tested; rather it is because the class has shrunk so much that the few uncovered lines have a greater weight. DayDate now has 45 out of 53 execut- able statements covered by tests. The uncovered lines are so trivial that they weren’t worth testing.

##### [Conclusion](#_bookmark7)

So once again we’ve followed the Boy Scout Rule. We’ve checked the code in a bit cleaner than when we checked it out. It took a little time, but it was worth it. Test coverage was increased, some bugs were ﬁxed, the code was clariﬁed and shrunk. The next person to look at this code will hopefully ﬁnd it easier to deal with than we did. That person will also probably be able to clean it up a bit more than we did.
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In his wonderful book *Refactoring*,1 Martin Fowler identiﬁed many different “Code Smells.” The list that follows includes many of Martin’s smells and adds many more of my own. It also includes other pearls and heuristics that I use to practice my trade.

1. [Refactoring].
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I compiled this list by walking through several different programs and refactoring them. As I made each change, I asked myself *why* I made that change and then wrote the reason down here. The result is a rather long list of things that smell bad to me when I read code.

This list is meant to be read from top to bottom and also to be used as a reference. There is a cross-reference for each heuristic that shows you where it is referenced in the rest of the text in “Appendix C” on page 409.

##### [Comments](#_bookmark7)

[C1: *Inappropriate Information*](#_bookmark7)

It is inappropriate for a comment to hold information better held in a different kind of sys- tem such as your source code control system, your issue tracking system, or any other record-keeping system. Change histories, for example, just clutter up source ﬁles with volumes of historical and uninteresting text. In general, meta-data such as authors, last- modiﬁed-date, SPR number, and so on should not appear in comments. Comments should be reserved for technical notes about the code and design.

[C2: *Obsolete Comment*](#_bookmark7)

A comment that has gotten old, irrelevant, and incorrect is obsolete. Comments get old quickly. It is best not to write a comment that will become obsolete. If you ﬁnd an obsolete comment, it is best to update it or get rid of it as quickly as possible. Obsolete comments tend to migrate away from the code they once described. They become ﬂoating islands of irrelevance and misdirection in the code.

[C3: *Redundant Comment*](#_bookmark7)

A comment is redundant if it describes something that adequately describes itself. For example:

i++; // increment i

Another example is a Javadoc that says nothing more than (or even less than) the function signature:

/\*\*

* @param sellRequest
* @return
* @throws ManagedComponentException

\*/

public SellResponse beginSellItem(SellRequest sellRequest) throws ManagedComponentException

Comments should say things that the code cannot say for itself.
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[C4: *Poorly Written Comment*](#_bookmark7)

A comment worth writing is worth writing well. If you are going to write a comment, take the time to make sure it is the best comment you can write. Choose your words carefully. Use correct grammar and punctuation. Don’t ramble. Don’t state the obvious. Be brief.

[C5: *Commented-Out Code*](#_bookmark7)

It makes me crazy to see stretches of code that are commented out. Who knows how old it is? Who knows whether or not it’s meaningful? Yet no one will delete it because everyone assumes someone else needs it or has plans for it.

That code sits there and rots, getting less and less relevant with every passing day. It calls functions that no longer exist. It uses variables whose names have changed. It follows conventions that are long obsolete. It pollutes the modules that contain it and distracts the people who try to read it. Commented-out code is an *abomination*.

When you see commented-out code, *delete it!* Don’t worry, the source code control system still remembers it. If anyone really needs it, he or she can go back and check out a previous version. Don’t suffer commented-out code to survive.

##### [Environment](#_bookmark7)

[E1: *Build Requires More Than One Step*](#_bookmark7)

Building a project should be a single trivial operation. You should not have to check many little pieces out from source code control. You should not need a sequence of arcane com- mands or context dependent scripts in order to build the individual elements. You should not have to search near and far for all the various little extra JARs, XML ﬁles, and other artifacts that the system requires. You *should* be able to check out the system with one sim- ple command and then issue one other simple command to build it.

svn get mySystem cd mySystem

ant all

[E2: *Tests Require More Than One Step*](#_bookmark7)

You should be able to run *all* the unit tests with just one command. In the best case you can run all the tests by clicking on one button in your IDE. In the worst case you should be able to issue a single simple command in a shell. Being able to run all the tests is so fundamental and so important that it should be quick, easy, and obvious to do.
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##### [Functions](#_bookmark7)

[F1: *Too Many Arguments*](#_bookmark7)

Functions should have a small number of arguments. No argument is best, followed by one, two, and three. More than three is very questionable and should be avoided with prej- udice. (See “Function Arguments” on page 40.)

[F2: *Output Arguments*](#_bookmark7)

Output arguments are counterintuitive. Readers expect arguments to be inputs, not out- puts. If your function must change the state of something, have it change the state of the object it is called on. (See “Output Arguments” on page 45.)

[**F3: *Flag Arguments***](#_bookmark7)

Boolean arguments loudly declare that the function does more than one thing. They are confusing and should be eliminated. (See “Flag Arguments” on page 41.)

[**F4: *Dead Function***](#_bookmark7)

Methods that are never called should be discarded. Keeping dead code around is wasteful. Don’t be afraid to delete the function. Remember, your source code control system still remembers it.

##### [General](#_bookmark7)

[G1: *Multiple Languages in One Source File*](#_bookmark7)

Today’s modern programming environments make it possible to put many different languages into a single source ﬁle. For example, a Java source ﬁle might contain snippets of XML, HTML, YAML, JavaDoc, English, JavaScript, and so on. For another example, in addition to HTML a JSP ﬁle might contain Java, a tag library syntax, English comments, Javadocs, XML, JavaScript, and so forth. This is confusing at best and carelessly sloppy at worst.

The ideal is for a source ﬁle to contain one, and only one, language. Realistically, we will probably have to use more than one. But we should take pains to minimize both the number and extent of extra languages in our source ﬁles.

[G2: *Obvious Behavior Is Unimplemented*](#_bookmark7)

Following “The Principle of Least Surprise,”2 any function or class should implement the behaviors that another programmer could reasonably expect. For example, consider a function that translates the name of a day to an enum that represents the day.

1. Or “The Principle of Least Astonishment”: [http://en.wikipedia.org/wiki/](http://en.wikipedia.org/wiki/Principle_of_least_astonishment) [Principle\_of\_least\_astonishment](http://en.wikipedia.org/wiki/Principle_of_least_astonishment)
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Day day = DayDate.StringToDay(String dayName);

We would expect the string "Monday" to be translated to Day.MONDAY. We would also expect the common abbreviations to be translated, and we would expect the function to ignore case.

When an obvious behavior is not implemented, readers and users of the code can no longer depend on their intuition about function names. They lose their trust in the original author and must fall back on reading the details of the code.

[G3: *Incorrect Behavior at the Boundaries*](#_bookmark7)

It seems obvious to say that code should behave correctly. The problem is that we seldom realize just how complicated correct behavior is. Developers often write functions that they think will work, and then trust their intuition rather than going to the effort to prove that their code works in all the corner and boundary cases.

There is no replacement for due diligence. Every boundary condition, every corner case, every quirk and exception represents something that can confound an elegant and intuitive algorithm. *Don’t rely on your intuition*. Look for every boundary condition and write a test for it.

[G4: *Overridden Safeties*](#_bookmark7)

Chernobyl melted down because the plant manager overrode each of the safety mecha- nisms one by one. The safeties were making it inconvenient to run an experiment. The result was that the experiment did not get run, and the world saw it’s ﬁrst major civilian nuclear catastrophe.

It is risky to override safeties. Exerting manual control over serialVersionUID may be necessary, but it is always risky. Turning off certain compiler warnings (or all warnings!) may help you get the build to succeed, but at the risk of endless debugging sessions. Turn- ing off failing tests and telling yourself you’ll get them to pass later is as bad as pretending your credit cards are free money.

[**G5: *Duplication***](#_bookmark7)

This is one of the most important rules in this book, and you should take it very seriously. Virtually every author who writes about software design mentions this rule. Dave Thomas and Andy Hunt called it the DRY3 principle (Don’t Repeat Yourself). Kent Beck made it one of the core principles of Extreme Programming and called it: “Once, and only once.” Ron Jeffries ranks this rule second, just below getting all the tests to pass.

Every time you see duplication in the code, it represents a missed opportunity for abstraction. That duplication could probably become a subroutine or perhaps another class outright. By folding the duplication into such an abstraction, you increase the vocab- ulary of the language of your design. Other programmers can use the abstract facilities

1. [PRAG].
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you create. Coding becomes faster and less error prone because you have raised the abstraction level.

The most obvious form of duplication is when you have clumps of identical code that look like some programmers went wild with the mouse, pasting the same code over and over again. These should be replaced with simple methods.

A more subtle form is the switch/case or if/else chain that appears again and again in various modules, always testing for the same set of conditions. These should be replaced with polymorphism.

Still more subtle are the modules that have similar algorithms, but that don’t share similar lines of code. This is still duplication and should be addressed by using the TEM- PLATE METHOD,4 or STRATEGY5 pattern.

Indeed, most of the design patterns that have appeared in the last ﬁfteen years are sim- ply well-known ways to eliminate duplication. So too the Codd Normal Forms are a strat- egy for eliminating duplication in database schemae. OO itself is a strategy for organizing modules and eliminating duplication. Not surprisingly, so is structured programming.

I think the point has been made. Find and eliminate duplication wherever you can.

[G6: *Code at Wrong Level of Abstraction*](#_bookmark7)

It is important to create abstractions that separate higher level general concepts from lower level detailed concepts. Sometimes we do this by creating abstract classes to hold the higher level concepts and derivatives to hold the lower level concepts. When we do this, we need to make sure that the separation is complete. We want *all* the lower level concepts to be in the derivatives and *all* the higher level concepts to be in the base class.

For example, constants, variables, or utility functions that pertain only to the detailed implementation should not be present in the base class. The base class should know noth- ing about them.

This rule also pertains to source ﬁles, components, and modules. Good software design requires that we separate concepts at different levels and place them in different containers. Sometimes these containers are base classes or derivatives and sometimes they are source ﬁles, modules, or components. Whatever the case may be, the separation needs to be complete. We don’t want lower and higher level concepts mixed together.

Consider the following code:

public interface Stack {

Object pop() throws EmptyException;

void push(Object o) throws FullException; double percentFull();

1. [GOF].
2. [GOF].
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class EmptyException extends Exception {} class FullException extends Exception {}

}

The percentFull function is at the wrong level of abstraction. Although there are many implementations of Stack where the concept of *fullness* is reasonable, there are other implementations that simply *could not know* how full they are. So the function would be better placed in a derivative interface such as BoundedStack.

Perhaps you are thinking that the implementation could just return zero if the stack were boundless. The problem with that is that no stack is truly boundless. You cannot really prevent an OutOfMemoryException by checking for

stack.percentFull() < 50.0.

Implementing the function to return 0 would be telling a lie.

The point is that you cannot lie or fake your way out of a misplaced abstraction. Iso- lating abstractions is one of the hardest things that software developers do, and there is no quick ﬁx when you get it wrong.

[G7: *Base Classes Depending on Their Derivatives*](#_bookmark7)

The most common reason for partitioning concepts into base and derivative classes is so that the higher level base class concepts can be independent of the lower level derivative class concepts. Therefore, when we see base classes mentioning the names of their deriva- tives, we suspect a problem. In general, base classes should know nothing about their derivatives.

There are exceptions to this rule, of course. Sometimes the number of derivatives is strictly ﬁxed, and the base class has code that selects between the derivatives. We see this a lot in ﬁnite state machine implementations. However, in that case the derivatives and base class are strongly coupled and always deploy together in the same jar ﬁle. In the general case we want to be able to deploy derivatives and bases in different jar ﬁles.

Deploying derivatives and bases in different jar ﬁles and making sure the base jar ﬁles know nothing about the contents of the derivative jar ﬁles allow us to deploy our systems in discrete and independent components. When such components are modiﬁed, they can be redeployed without having to redeploy the base components. This means that the impact of a change is greatly lessened, and maintaining systems in the ﬁeld is made much simpler.

[G8: *Too Much Information*](#_bookmark7)

Well-deﬁned modules have very small interfaces that allow you to do a lot with a little. Poorly deﬁned modules have wide and deep interfaces that force you to use many different gestures to get simple things done. A well-deﬁned interface does not offer very many func- tions to depend upon, so coupling is low. A poorly deﬁned interface provides lots of func- tions that you must call, so coupling is high.
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Good software developers learn to limit what they expose at the interfaces of their classes and modules. The fewer methods a class has, the better. The fewer variables a func- tion knows about, the better. The fewer instance variables a class has, the better.

Hide your data. Hide your utility functions. Hide your constants and your temporaries. Don’t create classes with lots of methods or lots of instance variables. Don’t create lots of protected variables and functions for your subclasses. Concentrate on keeping interfaces very tight and very small. Help keep coupling low by limiting information.

[**G9: *Dead Code***](#_bookmark7)

Dead code is code that isn’t executed. You ﬁnd it in the body of an if statement that checks for a condition that can’t happen. You ﬁnd it in the catch block of a try that never throws. You ﬁnd it in little utility methods that are never called or switch/case conditions that never occur.

The problem with dead code is that after awhile it starts to smell. The older it is, the stronger and sourer the odor becomes. This is because dead code is not completely updated when designs change. It still *compiles*, but it does not follow newer conventions or rules. It was written at a time when the system was *different*. When you ﬁnd dead code, do the right thing. Give it a decent burial. Delete it from the system.

[**G10: *Vertical Separation***](#_bookmark7)

Variables and function should be deﬁned close to where they are used. Local variables should be declared just above their ﬁrst usage and should have a small vertical scope. We don’t want local variables declared hundreds of lines distant from their usages.

Private functions should be deﬁned just below their ﬁrst usage. Private functions belong to the scope of the whole class, but we’d still like to limit the vertical distance between the invocations and deﬁnitions. Finding a private function should just be a matter of scanning downward from the ﬁrst usage.

[**G11: *Inconsistency***](#_bookmark7)

If you do something a certain way, do all similar things in the same way. This goes back to the principle of least surprise. Be careful with the conventions you choose, and once chosen, be careful to continue to follow them.

If within a particular function you use a variable named response to hold an HttpServletResponse, then use the same variable name consistently in the other functions that use HttpServletResponse objects. If you name a method processVerificationRequest, then use a similar name, such as processDeletionRequest, for the methods that process other kinds of requests.

Simple consistency like this, when reliably applied, can make code much easier to read and modify.
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[**G12: *Clutter***](#_bookmark7)

Of what use is a default constructor with no implementation? All it serves to do is clutter up the code with meaningless artifacts. Variables that aren’t used, functions that are never called, comments that add no information, and so forth. All these things are clutter and should be removed. Keep your source ﬁles clean, well organized, and free of clutter.

[**G13: *Artiﬁcial Coupling***](#_bookmark8)

Things that don’t depend upon each other should not be artiﬁcially coupled. For example, general enums should not be contained within more speciﬁc classes because this forces the whole application to know about these more speciﬁc classes. The same goes for general purpose static functions being declared in speciﬁc classes.

In general an artiﬁcial coupling is a coupling between two modules that serves no direct purpose. It is a result of putting a variable, constant, or function in a temporarily convenient, though inappropriate, location. This is lazy and careless.

Take the time to ﬁgure out where functions, constants, and variables ought to be declared. Don’t just toss them in the most convenient place at hand and then leave them there.

[**G14: *Feature Envy***](#_bookmark8)

This is one of Martin Fowler’s code smells.6 The methods of a class should be interested in the variables and functions of the class they belong to, and not the variables and functions of other classes. When a method uses accessors and mutators of some other object to manipulate the data within that object, then it *envies* the scope of the class of that other object. It wishes that it were inside that other class so that it could have direct access to the variables it is manipulating. For example:

public class HourlyPayCalculator {

public Money calculateWeeklyPay(HourlyEmployee e) { int tenthRate = e.getTenthRate().getPennies(); int tenthsWorked = e.getTenthsWorked();

int straightTime = Math.min(400, tenthsWorked);

int overTime = Math.max(0, tenthsWorked - straightTime); int straightPay = straightTime \* tenthRate;

int overtimePay = (int)Math.round(overTime\*tenthRate\*1.5); return new Money(straightPay + overtimePay);

}

}

The calculateWeeklyPay method reaches into the HourlyEmployee object to get the data on which it operates. The calculateWeeklyPay method *envies* the scope of HourlyEmployee. It “wishes” that it could be inside HourlyEmployee.

1. [Refactoring].
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All else being equal, we want to eliminate Feature Envy because it exposes the internals of one class to another. Sometimes, however, Feature Envy is a necessary evil. Consider the following:

public class HourlyEmployeeReport { private HourlyEmployee employee ;

public HourlyEmployeeReport(HourlyEmployee e) { this.employee = e;

}

String reportHours() { return String.format(

"Name: %s\tHours:%d.%1d\n", employee.getName(), employee.getTenthsWorked()/10, employee.getTenthsWorked()%10);

}

}

Clearly, the reportHours method envies the HourlyEmployee class. On the other hand, we don’t want HourlyEmployee to have to know about the format of the report. Moving that for- mat string into the HourlyEmployee class would violate several principles of object oriented design.7 It would couple HourlyEmployee to the format of the report, exposing it to changes in that format.

[**G15: *Selector Arguments***](#_bookmark8)

There is hardly anything more abominable than a dangling false argument at the end of a function call. What does it mean? What would it change if it were true? Not only is the purpose of a selector argument difﬁcult to remember, each selector argument combines many functions into one. Selector arguments are just a lazy way to avoid splitting a large function into several smaller functions. Consider:

public int calculateWeeklyPay(boolean overtime) { int tenthRate = getTenthRate();

int tenthsWorked = getTenthsWorked();

int straightTime = Math.min(400, tenthsWorked);

int overTime = Math.max(0, tenthsWorked - straightTime); int straightPay = straightTime \* tenthRate;

double overtimeRate = overtime ? 1.5 : 1.0 \* tenthRate; int overtimePay = (int)Math.round(overTime\*overtimeRate); return straightPay + overtimePay;

}

You call this function with a true if overtime is paid as time and a half, and with a false if overtime is paid as straight time. It’s bad enough that you must remember what calculateWeeklyPay(false) means whenever you happen to stumble across it. But the

1. Speciﬁcally, the Single Responsibility Principle, the Open Closed Principle, and the Common Closure Principle. See [PPP].
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real shame of a function like this is that the author missed the opportunity to write the following:

public int straightPay() {

return getTenthsWorked() \* getTenthRate();

}

public int overTimePay() {

int overTimeTenths = Math.max(0, getTenthsWorked() - 400); int overTimePay = overTimeBonus(overTimeTenths);

return straightPay() + overTimePay;

}

private int overTimeBonus(int overTimeTenths) {

double bonus = 0.5 \* getTenthRate() \* overTimeTenths; return (int) Math.round(bonus);

}

Of course, selectors need not be boolean. They can be enums, integers, or any other type of argument that is used to select the behavior of the function. In general it is better to have many functions than to pass some code into a function to select the behavior.

[**G16: *Obscured Intent***](#_bookmark8)

We want code to be as expressive as possible. Run-on expressions, Hungarian notation, and magic numbers all obscure the author’s intent. For example, here is the overTimePay function as it might have appeared:

public int m\_otCalc() { return iThsWkd \* iThsRte +

(int) Math.round(0.5 \* iThsRte \* Math.max(0, iThsWkd - 400)

);

}

Small and dense as this might appear, it’s also virtually impenetrable. It is worth tak- ing the time to make the intent of our code visible to our readers.

[G17: *Misplaced Responsibility*](#_bookmark8)

One of the most important decisions a software developer can make is where to put code. For example, where should the PI constant go? Should it be in the Math class? Perhaps it belongs in the Trigonometry class? Or maybe in the Circle class?

The principle of least surprise comes into play here. Code should be placed where a reader would naturally expect it to be. The PI constant should go where the trig functions are declared. The OVERTIME\_RATE constant should be declared in the HourlyPay- Calculator class.

Sometimes we get “clever” about where to put certain functionality. We’ll put it in a function that’s convenient for us, but not necessarily intuitive to the reader. For example, perhaps we need to print a report with the total of hours that an employee worked. We
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could sum up those hours in the code that prints the report, or we could try to keep a run- ning total in the code that accepts time cards.

One way to make this decision is to look at the names of the functions. Let’s say that our report module has a function named getTotalHours. Let’s also say that the module that accepts time cards has a saveTimeCard function. Which of these two functions, by it’s name, implies that it calculates the total? The answer should be obvious.

Clearly, there are sometimes performance reasons why the total should be calculated as time cards are accepted rather than when the report is printed. That’s ﬁne, but the names of the functions ought to reﬂect this. For example, there should be a computeRunning- TotalOfHours function in the timecard module.

[G18: *Inappropriate Static*](#_bookmark8)

Math.max(double a, double b) is a good static method. It does not operate on a single instance; indeed, it would be silly to have to say new Math().max(a,b) or even a.max(b). All the data that max uses comes from its two arguments, and not from any “owning” object. More to the point, there is almost *no chance* that we’d want Math.max to be polymorphic.

Sometimes, however, we write static functions that should not be static. For example, consider:

HourlyPayCalculator.calculatePay(employee, overtimeRate).

Again, this seems like a reasonable static function. It doesn’t operate on any particular object and gets all it’s data from it’s arguments. However, there is a reasonable chance that we’ll want this function to be polymorphic. We may wish to implement several different algorithms for calculating hourly pay, for example, OvertimeHourlyPayCalculator and StraightTimeHourlyPayCalculator. So in this case the function should not be static. It should be a nonstatic member function of Employee.

In general you should prefer nonstatic methods to static methods. When in doubt, make the function nonstatic. If you really want a function to be static, make sure that there is no chance that you’ll want it to behave polymorphically.

[G19: *Use Explanatory Variables*](#_bookmark8)

Kent Beck wrote about this in his great book *Smalltalk Best Practice Patterns*8 and again more recently in his equally great book *Implementation Patterns*.9 One of the more power- ful ways to make a program readable is to break the calculations up into intermediate val- ues that are held in variables with meaningful names.

1. [Beck97], p. 108.
2. [Beck07].
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Consider this example from FitNesse:

Matcher match = headerPattern.matcher(line); if(match.find())

{

String key = match.group(1); String value = match.group(2);

headers.put(key.toLowerCase(), value);

}

The simple use of explanatory variables makes it clear that the ﬁrst matched group is the *key,* and the second matched group is the *value*.

It is hard to overdo this. More explanatory variables are generally better than fewer. It is remarkable how an opaque module can suddenly become transparent simply by break- ing the calculations up into well-named intermediate values.

[G20: *Function Names Should Say What They Do*](#_bookmark8)

Look at this code:

Date newDate = date.add(5);

Would you expect this to add ﬁve days to the date? Or is it weeks, or hours? Is the date instance changed or does the function just return a new Date without changing the old one? *You can’t tell from the call what the function does*.

If the function adds ﬁve days to the date and changes the date, then it should be called addDaysTo or increaseByDays. If, on the other hand, the function returns a new date that is ﬁve days later but does not change the date instance, it should be called daysLater or daysSince.

If you have to look at the implementation (or documentation) of the function to know what it does, then you should work to ﬁnd a better name or rearrange the functionality so that it can be placed in functions with better names.

[G21: *Understand the Algorithm*](#_bookmark8)

Lots of very funny code is written because people don’t take the time to understand the algorithm. They get something to work by plugging in enough if statements and ﬂags, without really stopping to consider what is really going on.

Programming is often an exploration. You *think* you know the right algorithm for something, but then you wind up ﬁddling with it, prodding and poking at it, until you get it to “work.” How do you know it “works”? Because it passes the test cases you can think of.

There is nothing wrong with this approach. Indeed, often it is the only way to get a function to do what you think it should. However, it is not sufﬁcient to leave the quotation marks around the word “work.”
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Before you consider yourself to be done with a function, make sure you *understand* how it works. It is not good enough that it passes all the tests. You must *know*10 that the solution is correct.

Often the best way to gain this knowledge and understanding is to refactor the func- tion into something that is so clean and expressive that it is *obvious* how it works.

[G22: *Make Logical Dependencies Physical*](#_bookmark8)

If one module depends upon another, that dependency should be physical, not just logical. The dependent module should not make assumptions (in other words, logical dependen- cies) about the module it depends upon. Rather it should explicitly ask that module for all the information it depends upon.

For example, imagine that you are writing a function that prints a plain text report of hours worked by employees. One class named HourlyReporter gathers all the data into a convenient form and then passes it to HourlyReportFormatter to print it. (See Listing 17-1.)

Listing 17-1

**HourlyReporter.java**

public class HourlyReporter {

private HourlyReportFormatter formatter; private List<LineItem> page;

private final int PAGE\_SIZE = 55;

public HourlyReporter(HourlyReportFormatter formatter) { this.formatter = formatter;

page = new ArrayList<LineItem>();

}

public void generateReport(List<HourlyEmployee> employees) { for (HourlyEmployee e : employees) {

addLineItemToPage(e);

if (page.size() == PAGE\_SIZE) printAndClearItemList();

}

if (page.size() > 0) printAndClearItemList();

}

private void printAndClearItemList() { formatter.format(page); page.clear();

}

private void addLineItemToPage(HourlyEmployee e) { LineItem item = new LineItem();

item.name = e.getName();

item.hours = e.getTenthsWorked() / 10;

1. There is a difference between knowing how the code works and knowing whether the algorithm will do the job required of it. Being unsure that an algorithm is appropriate is often a fact of life. Being unsure what your code does is just laziness.
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|  |
| --- |
| **Listing 17-1 (continued)**  **HourlyReporter.java** |
| item.tenths = e.getTenthsWorked() % 10; |
| page.add(item); |
| } |
| public class LineItem { |
| public String name; |
| public int hours; |
| public int tenths; |
| } |
| } |

This code has a logical dependency that has not been physicalized. Can you spot it? It is the constant PAGE\_SIZE. Why should the HourlyReporter know the size of the page? Page size should be the responsibility of the HourlyReportFormatter.

The fact that PAGE\_SIZE is declared in HourlyReporter represents a misplaced responsibility [G17] that causes HourlyReporter to assume that it knows what the page size ought to be. Such an assumption is a logical dependency. HourlyReporter depends on the fact that HourlyReportFormatter can deal with page sizes of 55. If some implementation of HourlyReportFormatter could not deal with such sizes, then there would be an error.

We can physicalize this dependency by creating a new method in HourlyReport- Formatter named getMaxPageSize(). HourlyReporter will then call that function rather than using the PAGE\_SIZE constant.

[G23: *Prefer Polymorphism to If/Else or Switch/Case*](#_bookmark8)

This might seem a strange suggestion given the topic of Chapter 6. After all, in that chapter I make the point that switch statements are probably appropriate in the parts of the system where adding new functions is more likely than adding new types.

First, most people use switch statements because it’s the obvious brute force solution, not because it’s the right solution for the situation. So this heuristic is here to remind us to consider polymorphism before using a switch.

Second, the cases where functions are more volatile than types are relatively rare. So

*every* switch statement should be suspect.

I use the following “ONE SWITCH” rule: *There may be no more than one switch state- ment for a given type of selection. The cases in that switch statement must create polymor- phic objects that take the place of other such switch statements in the rest of the system.*

[G24: *Follow Standard Conventions*](#_bookmark8)

Every team should follow a coding standard based on common industry norms. This cod- ing standard should specify things like where to declare instance variables; how to name classes, methods, and variables; where to put braces; and so on. The team should not need a document to describe these conventions because their code provides the examples.
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Everyone on the team should follow these conventions. This means that each team member must be mature enough to realize that it doesn’t matter a whit where you put your braces so long as you all agree on where to put them.

If you would like to know what conventions I follow, you’ll see them in the refactored code in Listing B-7 on page 394, through Listing B-14.

[G25: *Replace Magic Numbers with Named Constants*](#_bookmark8)

This is probably one of the oldest rules in software development. I remember reading it in the late sixties in introductory COBOL, FORTRAN, and PL/1 manuals. In general it is a bad idea to have raw numbers in your code. You should hide them behind well-named constants.

For example, the number 86,400 should be hidden behind the constant SECONDS\_PER\_DAY. If you are printing 55 lines per page, then the constant 55 should be hid- den behind the constant LINES\_PER\_PAGE.

Some constants are so easy to recognize that they don’t always need a named constant to hide behind so long as they are used in conjunction with very self-explanatory code. For example:

double milesWalked = feetWalked/5280.0; int dailyPay = hourlyRate \* 8;

double circumference = radius \* Math.PI \* 2;

Do we really need the constants FEET\_PER\_MILE, WORK\_HOURS\_PER\_DAY, and TWO in the above examples? Clearly, the last case is absurd. There are some formulae in which con- stants are simply better written as raw numbers. You might quibble about the WORK\_HOURS\_PER\_DAY case because the laws or conventions might change. On the other hand, that formula reads so nicely with the 8 in it that I would be reluctant to add 17 extra characters to the readers’ burden. And in the FEET\_PER\_MILE case, the number 5280 is so very well known and so unique a constant that readers would recognize it even if it stood alone on a page with no context surrounding it.

Constants like 3.141592653589793 are also very well known and easily recognizable. However, the chance for error is too great to leave them raw. Every time someone sees 3.1415927535890793, they know that it is *p,* and so they fail to scrutinize it. (Did you catch the single-digit error?) We also don’t want people using 3.14, 3.14159, 3.142, and so forth. Therefore, it is a good thing that Math.PI has already been deﬁned for us.

The term “Magic Number” does not apply only to numbers. It applies to any token that has a value that is not self-describing. For example:

assertEquals(7777, Employee.find(“John Doe”).employeeNumber());

There are two magic numbers in this assertion. The ﬁrst is obviously 7777, though what it might mean is not obvious. The second magic number is "John Doe," and again the intent is not clear.

It turns out that "John Doe" is the name of employee #7777 in a well-known test data- base created by our team. Everyone in the team knows that when you connect to this
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database, it will have several employees already cooked into it with well-known values and attributes. It also turns out that "John Doe" represents the sole hourly employee in that test database. So this test should really read:

assertEquals( HOURLY\_EMPLOYEE\_ID,

Employee.find(HOURLY\_EMPLOYEE\_NAME).employeeNumber());

[**G26: *Be Precise***](#_bookmark8)

Expecting the ﬁrst match to be the *only* match to a query is probably naive. Using ﬂoating point numbers to represent currency is almost criminal. Avoiding locks and/or transaction management because you don’t think concurrent update is likely is lazy at best. Declaring a variable to be an ArrayList when a List will due is overly constraining. Making all vari- ables protected by default is not constraining enough.

When you make a decision in your code, make sure you make it *precisely*. Know why you have made it and how you will deal with any exceptions. Don’t be lazy about the pre- cision of your decisions. If you decide to call a function that might return null, make sure you check for null. If you query for what you think is the only record in the database, make sure your code checks to be sure there aren’t others. If you need to deal with cur- rency, use integers11 and deal with rounding appropriately. If there is the possibility of concurrent update, make sure you implement some kind of locking mechanism.

Ambiguities and imprecision in code are either a result of disagreements or laziness.

In either case they should be eliminated.

[G27: *Structure over Convention*](#_bookmark8)

Enforce design decisions with structure over convention. Naming conventions are good, but they are inferior to structures that force compliance. For example, switch/cases with nicely named enumerations are inferior to base classes with abstract methods. No one is forced to implement the switch/case statement the same way each time; but the base classes do enforce that concrete classes have all abstract methods implemented.

[G28: *Encapsulate Conditionals*](#_bookmark8)

Boolean logic is hard enough to understand without having to see it in the context of an if

or while statement. Extract functions that explain the intent of the conditional.

For example:

if (shouldBeDeleted(timer))

is preferable to

if (timer.hasExpired() && !timer.isRecurrent())

1. Or better yet, a Money class that uses integers.

302 **Chapter 17: Smells and Heuristics**

[G29: *Avoid Negative Conditionals*](#_bookmark8)

Negatives are just a bit harder to understand than positives. So, when possible, condition- als should be expressed as positives. For example:

if (buffer.shouldCompact())

is preferable to

if (!buffer.shouldNotCompact())

[G30: *Functions Should Do One Thing*](#_bookmark8)

It is often tempting to create functions that have multiple sections that perform a series of operations. Functions of this kind do more than *one thing*, and should be converted into many smaller functions, each of which does *one thing*.

For example:

public void pay() {

for (Employee e : employees) { if (e.isPayday()) {

Money pay = e.calculatePay(); e.deliverPay(pay);

}

}

}

This bit of code does three things. It loops over all the employees, checks to see whether each employee ought to be paid, and then pays the employee. This code would be better written as:

public void pay() {

for (Employee e : employees) payIfNecessary(e);

}

private void payIfNecessary(Employee e) { if (e.isPayday())

calculateAndDeliverPay(e);

}

private void calculateAndDeliverPay(Employee e) { Money pay = e.calculatePay(); e.deliverPay(pay);

}

Each of these functions does one thing. (See “Do One Thing” on page 35.)

[G31: *Hidden Temporal Couplings*](#_bookmark8)

Temporal couplings are often necessary, but you should not hide the coupling. Structure the arguments of your functions such that the order in which they should be called is obvi- ous. Consider the following:
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public class MoogDiver { Gradient gradient; List<Spline> splines;

public void dive(String reason) { saturateGradient(); reticulateSplines(); diveForMoog(reason);

}

...

}

The order of the three functions is important. You must saturate the gradient before you can reticulate the splines, and only then can you dive for the moog. Unfortunately, the code does not enforce this temporal coupling. Another programmer could call reticulate- Splines before saturateGradient was called, leading to an UnsaturatedGradientException. A better solution is:

public class MoogDiver { Gradient gradient; List<Spline> splines;

public void dive(String reason) { Gradient gradient = saturateGradient();

List<Spline> splines = reticulateSplines(gradient); diveForMoog(splines, reason);

}

...

}

This exposes the temporal coupling by creating a bucket brigade. Each function produces a result that the next function needs, so there is no reasonable way to call them out of order.

You might complain that this increases the complexity of the functions, and you’d be right. But that extra syntactic complexity exposes the true temporal complexity of the situation.

Note that I left the instance variables in place. I presume that they are needed by pri- vate methods in the class. Even so, I want the arguments in place to make the temporal coupling explicit.

[**G32: *Don’t Be Arbitrary***](#_bookmark8)

Have a reason for the way you structure your code, and make sure that reason is communi- cated by the structure of the code. If a structure appears arbitrary, others will feel empowered to change it. If a structure appears consistently throughout the system, others will use it and preserve the convention. For example, I was recently merging changes to FitNesse and discovered that one of our committers had done this:

public class AliasLinkWidget extends ParentWidget

{

public static class VariableExpandingWidgetRoot {

...

...

}

304 Chapter 17: Smells and Heuristics

The problem with this was that VariableExpandingWidgetRoot had no need to be inside the scope of AliasLinkWidget. Moreover, other unrelated classes made use of AliasLinkWidget.VariableExpandingWidgetRoot. These classes had no need to know about AliasLinkWidget.

Perhaps the programmer had plopped the VariableExpandingWidgetRoot into AliasWidget as a matter of convenience, or perhaps he thought it really needed to be scoped inside AliasWidget. Whatever the reason, the result wound up being arbitrary. Pub- lic classes that are not utilities of some other class should not be scoped inside another class. The convention is to make them public at the top level of their package.

[G33: *Encapsulate Boundary Conditions*](#_bookmark8)

Boundary conditions are hard to keep track of. Put the processing for them in one place. Don’t let them leak all over the code. We don’t want swarms of +1s and -1s scattered hither and yon. Consider this simple example from FIT:

if(level + 1 < tags.length)

{

parts = new Parse(body, tags, level + 1, offset + endTag); body = null;

}

Notice that level+1 appears twice. This is a boundary condition that should be encapsu- lated within a variable named something like nextLevel.

int nextLevel = level + 1; if(nextLevel < tags.length)

{

parts = new Parse(body, tags, nextLevel, offset + endTag); body = null;

}

[G34: *Functions Should Descend Only One Level of Abstraction*](#_bookmark8)

The statements within a function should all be written at the same level of abstraction, which should be one level below the operation described by the name of the function. This may be the hardest of these heuristics to interpret and follow. Though the idea is plain enough, humans are just far too good at seamlessly mixing levels of abstraction. Consider, for example, the following code taken from FitNesse:

public String render() throws Exception

{

StringBuffer html = new StringBuffer("<hr"); if(size > 0)

html.append(" size=\"").append(size + 1).append("\""); html.append(">");

return html.toString();

}
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A moment’s study and you can see what’s going on. This function constructs the HTML tag that draws a horizontal rule across the page. The height of that rule is speciﬁed in the size variable.

Now look again. This method is mixing at least two levels of abstraction. The ﬁrst is the notion that a horizontal rule has a size. The second is the syntax of the HR tag itself. This code comes from the HruleWidget module in FitNesse. This module detects a row of four or more dashes and converts it into the appropriate HR tag. The more dashes, the larger the size.

I refactored this bit of code as follows. Note that I changed the name of the size ﬁeld to reﬂect its true purpose. It held the number of extra dashes.

public String render() throws Exception

{

HtmlTag hr = new HtmlTag("hr"); if (extraDashes > 0)

hr.addAttribute("size", hrSize(extraDashes)); return hr.html();

}

private String hrSize(int height)

{

int hrSize = height + 1;

return String.format("%d", hrSize);

}

This change separates the two levels of abstraction nicely. The render function simply con- structs an HR tag, without having to know anything about the HTML syntax of that tag. The HtmlTag module takes care of all the nasty syntax issues.

Indeed, by making this change I caught a subtle error. The original code did not put the closing slash on the HR tag, as the XHTML standard would have it. (In other words, it emitted <hr> instead of <hr/>.) The HtmlTag module had been changed to conform to XHTML long ago.

Separating levels of abstraction is one of the most important functions of refactor- ing, and it’s one of the hardest to do well. As an example, look at the code below. This was my ﬁrst attempt at separating the abstraction levels in the HruleWidget.render method.

public String render() throws Exception

{

HtmlTag hr = new HtmlTag("hr"); if (size > 0) {

hr.addAttribute("size", ""+(size+1));

}

return hr.html();

}

My goal, at this point, was to create the necessary separation and get the tests to pass. I accomplished that goal easily, but the result was a function that *still* had mixed levels of abstraction. In this case the mixed levels were the construction of the HR tag and the
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interpretation and formatting of the size variable. This points out that when you break a function along lines of abstraction, you often uncover new lines of abstraction that were obscured by the previous structure.

[G35: *Keep Conﬁgurable Data at High Levels*](#_bookmark8)

If you have a constant such as a default or conﬁguration value that is known and expected at a high level of abstraction, do not bury it in a low-level function. Expose it as an argu- ment to that low-level function called from the high-level function. Consider the following code from FitNesse:

public static void main(String[] args) throws Exception

{

Arguments arguments = parseCommandLine(args);

...

}

public class Arguments

{

public static final String DEFAULT\_PATH = ".";

public static final String DEFAULT\_ROOT = "FitNesseRoot"; public static final int DEFAULT\_PORT = 80;

public static final int DEFAULT\_VERSION\_DAYS = 14;

...

}

The command-line arguments are parsed in the very ﬁrst executable line of FitNesse. The default values of those arguments are speciﬁed at the top of the Argument class. You don’t have to go looking in low levels of the system for statements like this one:

if (arguments.port == 0) // use 80 by default

The conﬁguration constants reside at a very high level and are easy to change. They get passed down to the rest of the application. The lower levels of the application do not own the values of these constants.

[G36: *Avoid Transitive Navigation*](#_bookmark8)

In general we don’t want a single module to know much about its collaborators. More spe- ciﬁcally, if A collaborates with B, and B collaborates with C, we don’t want modules that use A to know about C. (For example, we don’t want a.getB().getC().doSomething();.)

This is sometimes called the Law of Demeter. The Pragmatic Programmers call it “Writing Shy Code.”12 In either case it comes down to making sure that modules know only about their immediate collaborators and do not know the navigation map of the whole system.

If many modules used some form of the statement a.getB().getC(), then it would be difﬁcult to change the design and architecture to interpose a Q between B and C. You’d

1. [PRAG], p. 138.
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have to ﬁnd every instance of a.getB().getC() and convert it to a.getB().getQ().getC(). This is how architectures become rigid. Too many modules know too much about the architecture.

Rather we want our immediate collaborators to offer all the services we need. We should not have to roam through the object graph of the system, hunting for the method we want to call. Rather we should simply be able to say:

myCollaborator.doSomething().

##### [Java](#_bookmark8)

[J1: *Avoid Long Import Lists by Using Wildcards*](#_bookmark8)

If you use two or more classes from a package, then import the whole package with

import package.\*;

Long lists of imports are daunting to the reader. We don’t want to clutter up the tops of our modules with 80 lines of imports. Rather we want the imports to be a concise statement about which packages we collaborate with.

Speciﬁc imports are hard dependencies, whereas wildcard imports are not. If you spe- ciﬁcally import a class, then that class *must* exist. But if you import a package with a wild- card, no particular classes need to exist. The import statement simply adds the package to the search path when hunting for names. So no true dependency is created by such imports, and they therefore serve to keep our modules less coupled.

There are times when the long list of speciﬁc imports can be useful. For example, if you are dealing with legacy code and you want to ﬁnd out what classes you need to build mocks and stubs for, you can walk down the list of speciﬁc imports to ﬁnd out the true qualiﬁed names of all those classes and then put the appropriate stubs in place. However, this use for speciﬁc imports is very rare. Furthermore, most modern IDEs will allow you to convert the wildcarded imports to a list of speciﬁc imports with a single command. So even in the legacy case it’s better to import wildcards.

Wildcard imports can sometimes cause name conﬂicts and ambiguities. Two classes with the same name, but in different packages, will need to be speciﬁcally imported, or at least speciﬁcally qualiﬁed when used. This can be a nuisance but is rare enough that using wildcard imports is still generally better than speciﬁc imports.

[J2: *Don’t Inherit Constants*](#_bookmark8)

I have seen this several times and it always makes me grimace. A programmer puts some constants in an interface and then gains access to those constants by inheriting that inter- face. Take a look at the following code:

public class HourlyEmployee extends Employee { private int tenthsWorked;

private double hourlyRate;
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public Money calculatePay() {

int straightTime = Math.min(tenthsWorked, TENTHS\_PER\_WEEK); int overTime = tenthsWorked - straightTime;

return new Money(

hourlyRate \* (tenthsWorked + OVERTIME\_RATE \* overTime)

);

}

...

}

Where did the constants TENTHS\_PER\_WEEK and OVERTIME\_RATE come from? They might have come from class Employee; so let’s take a look at that:

public abstract class Employee implements PayrollConstants { public abstract boolean isPayday();

public abstract Money calculatePay(); public abstract void deliverPay(Money pay);

}

Nope, not there. But then where? Look closely at class Employee. It implements

PayrollConstants.

public interface PayrollConstants {

public static final int TENTHS\_PER\_WEEK = 400; public static final double OVERTIME\_RATE = 1.5;

}

This is a hideous practice! The constants are hidden at the top of the inheritance hierarchy. Ick! Don’t use inheritance as a way to cheat the scoping rules of the language. Use a static import instead.

**import static PayrollConstants.\*;**

public class HourlyEmployee extends Employee { private int tenthsWorked;

private double hourlyRate;

public Money calculatePay() {

int straightTime = Math.min(tenthsWorked, TENTHS\_PER\_WEEK); int overTime = tenthsWorked - straightTime;

return new Money(

hourlyRate \* (tenthsWorked + OVERTIME\_RATE \* overTime)

);

}

...

}

[J3: *Constants versus Enums*](#_bookmark8)

Now that enums have been added to the language (Java 5), use them! Don’t keep using the old trick of public static final ints. The meaning of ints can get lost. The meaning of enums cannot, because they belong to an enumeration that is named.

What’s more, study the syntax for enums carefully. They can have methods and ﬁelds. This makes them very powerful tools that allow much more expression and ﬂexibility than ints. Consider this variation on the payroll code:
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public class HourlyEmployee extends Employee { private int tenthsWorked;

**HourlyPayGrade grade;**

public Money calculatePay() {

int straightTime = Math.min(tenthsWorked, TENTHS\_PER\_WEEK); int overTime = tenthsWorked - straightTime;

return new Money(

**grade.rate()** \* (tenthsWorked + OVERTIME\_RATE \* overTime)

);

}

...

}

public enum HourlyPayGrade { APPRENTICE {

public double rate() { return 1.0;

}

}, LEUTENANT\_JOURNEYMAN {

public double rate() { return 1.2;

}

}, JOURNEYMAN {

public double rate() { return 1.5;

}

}, MASTER {

public double rate() { return 2.0;

}

};

public abstract double rate();

}

##### [Names](#_bookmark8)

[N1: *Choose Descriptive Names*](#_bookmark8)

Don’t be too quick to choose a name. Make sure the name is descriptive. Remember that meanings tend to drift as software evolves, so frequently reevaluate the appropriateness of the names you choose.

This is not just a “feel-good” recommendation. Names in software are 90 percent of what make software readable. You need to take the time to choose them wisely and keep them relevant. Names are too important to treat carelessly.

Consider the code below. What does it do? If I show you the code with well-chosen names, it will make perfect sense to you, but like this it’s just a hodge-podge of symbols and magic numbers.
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public int x() { int q = 0; int z = 0;

for (int kk = 0; kk < 10; kk++) { if (l[z] == 10)

{

q += 10 + (l[z + 1] + l[z + 2]); z += 1;

}

else if (l[z] + l[z + 1] == 10)

{

q += 10 + l[z + 2]; z += 2;

} else {

q += l[z] + l[z + 1]; z += 2;

}

}

return q;

}

Here is the code the way it should be written. This snippet is actually less complete than the one above. Yet you can infer immediately what it is trying to do, and you could very likely write the missing functions based on that inferred meaning. The magic num- bers are no longer magic, and the structure of the algorithm is compellingly descriptive.

public int score() { int score = 0; int frame = 0;

for (int frameNumber = 0; frameNumber < 10; frameNumber++) { if (isStrike(frame)) {

score += 10 + nextTwoBallsForStrike(frame); frame += 1;

} else if (isSpare(frame)) {

score += 10 + nextBallForSpare(frame); frame += 2;

} else {

score += twoBallsInFrame(frame); frame += 2;

}

}

return score;

}

The power of carefully chosen names is that they overload the structure of the code with description. That overloading sets the readers’ expectations about what the other functions in the module do. You can infer the implementation of isStrike() by looking at the code above. When you read the isStrike method, it will be “pretty much what you expected.”13

private boolean isStrike(int frame) { return rolls[frame] == 10;

}

1. See Ward Cunningham’s quote on page 11.
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[N2: *Choose Names at the Appropriate Level of Abstraction*](#_bookmark8)

Don’t pick names that communicate implementation; choose names the reﬂect the level of abstraction of the class or function you are working in. This is hard to do. Again, people are just too good at mixing levels of abstractions. Each time you make a pass over your code, you will likely ﬁnd some variable that is named at too low a level. You should take the opportunity to change those names when you ﬁnd them. Making code readable requires a dedication to continuous improvement. Consider the Modem interface below:

public interface Modem {

boolean dial(String phoneNumber); boolean disconnect();

boolean send(char c); char recv();

String getConnectedPhoneNumber();

}

At ﬁrst this looks ﬁne. The functions all seem appropriate. Indeed, for many applications they are. But now consider an application in which some modems aren’t connected by dialling. Rather they are connected permanently by hard wiring them together (think of the cable modems that provide Internet access to most homes nowadays). Perhaps some are connected by sending a port number to a switch over a USB connection. Clearly the notion of phone numbers is at the wrong level of abstraction. A better naming strategy for this scenario might be:

public interface Modem {

boolean connect(String connectionLocator); boolean disconnect();

boolean send(char c); char recv();

String getConnectedLocator();

}

Now the names don’t make any commitments about phone numbers. They can still be used for phone numbers, or they could be used for any other kind of connection strategy.

[N3: *Use Standard Nomenclature Where Possible*](#_bookmark8)

Names are easier to understand if they are based on existing convention or usage. For exam- ple, if you are using the DECORATOR pattern, you should use the word Decorator in the names of the decorating classes. For example, AutoHangupModemDecorator might be the name of a class that decorates a Modem with the ability to automatically hang up at the end of a session.

Patterns are just one kind of standard. In Java, for example, functions that convert objects to string representations are often named toString. It is better to follow conven- tions like these than to invent your own.

Teams will often invent their own standard system of names for a particular project. Eric Evans refers to this as a *ubiquitous language* for the project.14 Your code should use

1. [DDD].
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the terms from this language extensively. In short, the more you can use names that are overloaded with special meanings that are relevant to your project, the easier it will be for readers to know what your code is talking about.

[N4: *Unambiguous Names*](#_bookmark8)

Choose names that make the workings of a function or variable unambiguous. Consider this example from FitNesse:

private String doRename() throws Exception

{

if(refactorReferences) renameReferences();

renamePage();

pathToRename.removeNameFromEnd(); pathToRename.addNameToEnd(newName); return PathParser.render(pathToRename);

}

The name of this function does not say what the function does except in broad and vague terms. This is emphasized by the fact that there is a function named renamePage inside the function named doRename! What do the names tell you about the difference between the two functions? Nothing.

A better name for that function is renamePageAndOptionallyAllReferences. This may seem long, and it is, but it’s only called from one place in the module, so it’s explanatory value outweighs the length.

[N5: *Use Long Names for Long Scopes*](#_bookmark8)

The length of a name should be related to the length of the scope. You can use very short variable names for tiny scopes, but for big scopes you should use longer names.

Variable names like i and j are just ﬁne if their scope is ﬁve lines long. Consider this snippet from the old standard “Bowling Game”:

private void rollMany(int n, int pins)

{

for (int i=0; i<n; i++) g.roll(pins);

}

This is perfectly clear and would be obfuscated if the variable i were replaced with some- thing annoying like rollCount. On the other hand, variables and functions with short names lose their meaning over long distances. So the longer the scope of the name, the longer and more precise the name should be.

[**N6: *Avoid Encodings***](#_bookmark8)

Names should not be encoded with type or scope information. Preﬁxes such as m\_ or f

are useless in today’s environments. Also project and/or subsystem encodings such as
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vis\_ (for visual imaging system) are distracting and redundant. Again, today’s environ- ments provide all that information without having to mangle the names. Keep your names free of Hungarian pollution.

[N7: *Names Should Describe Side-Effects*](#_bookmark8)

Names should describe everything that a function, variable, or class is or does. Don’t hide side effects with a name. Don’t use a simple verb to describe a function that does more than just that simple action. For example, consider this code from TestNG:

public ObjectOutputStream getOos() throws IOException { if (m\_oos == null) {

m\_oos = new ObjectOutputStream(m\_socket.getOutputStream());

}

return m\_oos;

}

This function does a bit more than get an “oos”; it creates the “oos” if it hasn’t been cre- ated already. Thus, a better name might be createOrReturnOos.

##### [Tests](#_bookmark9)

[T1: *Insufﬁcient Tests*](#_bookmark9)

How many tests should be in a test suite? Unfortunately, the metric many programmers use is “That seems like enough.” A test suite should test everything that could possibly break. The tests are insufﬁcient so long as there are conditions that have not been explored by the tests or calculations that have not been validated.

[T2: *Use a Coverage Tool!*](#_bookmark9)

Coverage tools reports gaps in your testing strategy. They make it easy to ﬁnd modules, classes, and functions that are insufﬁciently tested. Most IDEs give you a visual indication, marking lines that are covered in green and those that are uncovered in red. This makes it quick and easy to ﬁnd if or catch statements whose bodies haven’t been checked.

[T3: *Don’t Skip Trivial Tests*](#_bookmark9)

They are easy to write and their documentary value is higher than the cost to produce them.

[T4: *An Ignored Test Is a Question about an Ambiguity*](#_bookmark9)

Sometimes we are uncertain about a behavioral detail because the requirements are unclear. We can express our question about the requirements as a test that is commented out, or as a test that annotated with @Ignore. Which you choose depends upon whether the ambiguity is about something that would compile or not.
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[T5: *Test Boundary Conditions*](#_bookmark9)

Take special care to test boundary conditions. We often get the middle of an algorithm right but misjudge the boundaries.

[T6: *Exhaustively Test Near Bugs*](#_bookmark9)

Bugs tend to congregate. When you ﬁnd a bug in a function, it is wise to do an exhaustive test of that function. You’ll probably ﬁnd that the bug was not alone.

[T7: *Patterns of Failure Are Revealing*](#_bookmark9)

Sometimes you can diagnose a problem by ﬁnding patterns in the way the test cases fail. This is another argument for making the test cases as complete as possible. Complete test cases, ordered in a reasonable way, expose patterns.

As a simple example, suppose you noticed that all tests with an input larger than ﬁve characters failed? Or what if any test that passed a negative number into the second argu- ment of a function failed? Sometimes just seeing the pattern of red and green on the test report is enough to spark the “Aha!” that leads to the solution. Look back at page 267 to see an interesting example of this in the SerialDate example.

[T8: *Test Coverage Patterns Can Be Revealing*](#_bookmark9)

Looking at the code that is or is not executed by the passing tests gives clues to why the failing tests fail.

[T9: *Tests Should Be Fast*](#_bookmark9)

A slow test is a test that won’t get run. When things get tight, it’s the slow tests that will be dropped from the suite. So *do what you must* to keep your tests fast.

##### [Conclusion](#_bookmark9)

This list of heuristics and smells could hardly be said to be complete. Indeed, I’m not sure that such a list can *ever* be complete. But perhaps completeness should not be the goal, because what this list *does* do is imply a value system.

Indeed, that value system has been the goal, and the topic, of this book. Clean code is not written by following a set of rules. You don’t become a software craftsman by learn- ing a list of heuristics. Professionalism and craftsmanship come from values that drive disciplines.
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# [Appendix A](#_bookmark9)

[**Concurrency II**](#_bookmark9)

by Brett L. Schuchert

This appendix supports and ampliﬁes the *Concurrency* chapter on page 177. It is written as a series of independent topics and you can generally read them in any order. There is some duplication between sections to allow for such reading.

##### [Client/Server Example](#_bookmark9)

Imagine a simple client/server application. A server sits and waits listening on a socket for a client to connect. A client connects and sends a request.

###### [The Server](#_bookmark9)

Here is a simpliﬁed version of a server application. Full source for this example is avail- able starting on page 343, *Client/Server Nonthreaded*.

ServerSocket serverSocket = new ServerSocket(8009); while (keepProcessing) {

try {

Socket socket = serverSocket.accept(); process(socket);

} catch (Exception e) { handle(e);

}

}
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This simple application waits for a connection, processes an incoming message, and then again waits for the next client request to come in. Here’s client code that connects to this server:

private void connectSendReceive(int i) { try {

Socket socket = new Socket("localhost", PORT); MessageUtils.sendMessage(socket, Integer.toString(i)); MessageUtils.getMessage(socket);

socket.close();

} catch (Exception e) { e.printStackTrace();

}

}

How well does this client/server pair perform? How can we formally describe that perfor- mance? Here’s a test that asserts that the performance is “acceptable”:

@Test(timeout = 10000)

public void shouldRunInUnder10Seconds() throws Exception { Thread[] threads = createThreads(); startAllThreadsw(threads); waitForAllThreadsToFinish(threads);

}

The setup is left out to keep the example simple (see “ClientTest.java” on page 344). This test asserts that it should complete within 10,000 milliseconds.

This is a classic example of validating the throughput of a system. This system should complete a series of client requests in ten seconds. So long as the server can process each individual client request in time, the test will pass.

What happens if the test fails? Short of developing some kind of event polling loop, there is not much to do within a single thread that will make this code any faster. Will using multiple threads solve the problem? It might, but we need to know where the time is being spent. There are two possibilities:

* I/O—using a socket, connecting to a database, waiting for virtual memory swapping, and so on.
* Processor—numerical calculations, regular expression processing, garbage collection, and so on.

Systems typically have some of each, but for a given operation one tends to dominate. If the code is processor bound, more processing hardware can improve throughput, making our test pass. But there are only so many CPU cycles available, so adding threads to a processor-bound problem will not make it go faster.

On the other hand, if the process is I/O bound, then concurrency can increase efﬁ- ciency. When one part of the system is waiting for I/O, another part can use that wait time to process something else, making more effective use of the available CPU.
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###### [Adding Threading](#_bookmark9)

Assume for the moment that the performance test fails. How can we improve the through- put so that the performance test passes? If the process method of the server is I/O bound, then here is one way to make the server use threads (just change the processMessage):

void process(final Socket socket) { if (socket == null)

return;

Runnable clientHandler = new Runnable() { public void run() {

try {

String message = MessageUtils.getMessage(socket); MessageUtils.sendMessage(socket, "Processed: " + message); closeIgnoringException(socket);

} catch (Exception e) { e.printStackTrace();

}

}

};

Thread clientConnection = new Thread(clientHandler); clientConnection.start();

}

Assume that this change causes the test to pass;1 the code is complete, correct?

###### [Server Observations](#_bookmark9)

The updated server completes the test successfully in just over one second. Unfortunately, this solution is a bit naive and introduces some new problems.

How many threads might our server create? The code sets no limit, so the we could feasibly hit the limit imposed by the Java Virtual Machine (JVM). For many simple sys- tems this may sufﬁce. But what if the system is meant to support many users on the public net? If too many users connect at the same time, the system might grind to a halt.

But set the behavioral problem aside for the moment. The solution shown has prob- lems of cleanliness and structure. How many responsibilities does the server code have?

* Socket connection management
* Client processing
* Threading policy
* Server shutdown policy

Unfortunately, all these responsibilities live in the process function. In addition, the code crosses many different levels of abstraction. So, small as the process function is, it needs to be repartitioned.

1. You can verify that for yourself by trying out the before and after code. Review the nonthreaded code starting on page 343. Review the threaded code starting on page 346.
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The server has several reasons to change; therefore it violates the Single Responsibility Principle. To keep concurrent systems clean, thread management should be kept to a few, well-controlled places. What’s more, any code that manages threads should do nothing other than thread management. Why? If for no other reason than that tracking down con- currency issues is hard enough without having to unwind other nonconcurrency issues at the same time.

If we create a separate class for each of the responsibilities listed above, including the thread management responsibility, then when we change the thread management strategy, the change will impact less overall code and will not pollute the other responsibilities. This also makes it much easier to test all the other responsibilities without having to worry about threading. Here is an updated version that does just that:

public void run() {

while (keepProcessing) { try {

ClientConnection clientConnection = connectionManager.awaitClient(); ClientRequestProcessor requestProcessor

= new ClientRequestProcessor(clientConnection); clientScheduler.schedule(requestProcessor);

} catch (Exception e) { e.printStackTrace();

}

}

connectionManager.shutdown();

}

This now focuses all things thread-related into one place, clientScheduler. If there are concurrency problems, there is just one place to look:

public interface ClientScheduler {

void schedule(ClientRequestProcessor requestProcessor);

}

The current policy is easy to implement:

public class ThreadPerRequestScheduler implements ClientScheduler { public void schedule(final ClientRequestProcessor requestProcessor) {

Runnable runnable = new Runnable() { public void run() {

requestProcessor.process();

}

};

Thread thread = new Thread(runnable); thread.start();

}

}

Having isolated all the thread management into a single place, it is much easier to change the way we control threads. For example, moving to the Java 5 Executor framework involves writing a new class and plugging it in (Listing A-1).
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import java.util.concurrent.Executor; import java.util.concurrent.Executors;

public class ExecutorClientScheduler implements ClientScheduler { Executor executor;

public ExecutorClientScheduler(int availableThreads) { executor = Executors.newFixedThreadPool(availableThreads);

}

public void schedule(final ClientRequestProcessor requestProcessor) { Runnable runnable = new Runnable() {

public void run() { requestProcessor.process();

}

};

executor.execute(runnable);

}

}

**Listing A-1**

**ExecutorClientScheduler.java**

###### [Conclusion](#_bookmark9)

Introducing concurrency in this particular example demonstrates a way to improve the throughput of a system and one way of validating that throughput through a testing frame- work. Focusing all concurrency code into a small number of classes is an example of applying the Single Responsibility Principle. In the case of concurrent programming, this becomes especially important because of its complexity.

##### [Possible Paths of Execution](#_bookmark9)

Review the method incrementValue, a one-line Java method with no looping or branching:

public class IdGenerator { int lastIdUsed;

public int incrementValue() { return ++lastIdUsed;

}

}

Ignore integer overﬂow and assume that only one thread has access to a single instance of IdGenerator. In this case there is a single path of execution and a single guaranteed result:

* The value returned is equal to the value of lastIdUsed, both of which are one greater than just before calling the method.
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What happens if we use two threads and leave the method unchanged? What are the possible outcomes if each thread calls incrementValue once? How many possible paths of execution are there? First, the outcomes (assume lastIdUsed starts with a value of 93):

* Thread 1 gets the value of 94, thread 2 gets the value of 95, and lastIdUsed is now 95.
* Thread 1 gets the value of 95, thread 2 gets the value of 94, and lastIdUsed is now 95.
* Thread 1 gets the value of 94, thread 2 gets the value of 94, and lastIdUsed is now 94.

The ﬁnal result, while surprising, is possible. To see how these different results are possi- ble, we need to understand the number of possible paths of execution and how the Java Virtual Machine executes them.

###### [Number of Paths](#_bookmark9)

To calculate the number of possible execution paths, we’ll start with the generated byte- code. The one line of java (return ++lastIdUsed;) becomes eight byte-code instructions. It is possible for the two threads to interleave the execution of these eight instructions the way a card dealer interleaves cards as he shufﬂes a deck.2 Even with only eight cards in each hand, there are a remarkable number of shufﬂed outcomes.

For this simple case of *N* instructions in a sequence, no looping or conditionals, and *T*

threads, the total number of possible execution paths is equal to

*NT*!

*N*!*T*

This comes from an email from Uncle Bob to Brett:

With *N* steps and *T* threads there are *T* \* *N* total steps. Prior to each step there is a context switch that chooses between the *T* threads. Each path can thus be represented as a string of digits denoting the context switches. Given steps A and B and threads 1 and 2, the six possible paths are 1122, 1212, 1221, 2112, 2121, and 2211. Or, in terms of steps it is A1B1A2B2, A1A2B1B2, A1A2B2B1, A2A1B1B2, A2A1B2B1, and A2B2A1B1. For

three threads the sequence is 112233, 112323, 113223, 113232, 112233,

121233, 121323, 121332, 123132, 123123, . . . .

One characteristic of these strings is that there must always be *N* instances of each *T*. So the string 111111 is invalid because it has six instances of 1 and zero instances of 2 and 3.

**Calculating the Possible Orderings**

1. This is a bit of a simpliﬁcation. However, for the purpose of this discussion, we can use this simplifying model.
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So we want the permutations of *N* 1’s, *N* 2’s, . . . and *N T’*s. This is really just the permutations of *N* \* *T* things taken *N* \* *T* at a time, which is (*N* \* *T* )!, but with all the duplicates removed. So the trick is to count the duplicates and subtract that from (*N* \* *T* )!.

Given two steps and two threads, how many duplicates are there? Each four-digit string has two 1s and two 2s. Each of those pairs could be swapped without changing the sense of the string. You could swap the 1s or the 2s both, or neither. So there are four isomorphs for each string, which means that there are three duplicates. So three out of four of the options are duplicates; alternatively one of four of the permutations are NOT dupli- cates. 4! \* .25 = 6. So this reasoning seems to work.

How many duplicates are there? In the case where *N* = 2 and *T* = 2, I could swap the 1s, the 2s, or both. In the case where *N* = 2 and *T* = 3, I could swap the 1s, the 2s, the 3s, 1s and 2s, 1s and 3s, or 2s and 3s. Swap- ping is just the permutations of *N*. Let’s say there are *P* permutations of *N*. The number of different ways to arrange those permutations are *P*\*\**T*.

So the number of possible isomorphs is *N*!\*\**T*. And so the number of paths is (*T*\**N*)!/(*N*!\*\**T*). Again, in our *T* = 2, *N* = 2 case we get 6 (24/4).

For *N* = 2 and *T* = 3 we get 720/8 = 90. For *N* = 3 and *T* = 3 we get 9!/6^3 = 1680.

**Calculating the Possible Orderings (continued)**

For our simple case of one line of Java code, which equates to eight lines of byte-code and two threads, the total number of possible paths of execution is 12,870. If the type of lastIdUsed is a long, then every read/write becomes two operations instead of one, and the number of possible orderings becomes 2,704,156.

What happens if we make one change to this method?

public **synchronized** void incrementValue() {

++lastIdUsed;

}

The number of possible execution pathways becomes two for two threads and N! in the general case.

###### [Digging Deeper](#_bookmark9)

What about the surprising result that two threads could both call the method once (before we added synchronized) and get the same numeric result? How is that possible? First things ﬁrst.

What is an atomic operation? We can deﬁne an atomic operation as any operation that is uninterruptable. For example, in the following code, line 5, where 0 is assigned to lastid, is atomic because according to the Java Memory model, assignment to a 32-bit value is uninterruptable.
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01: public class Example { 02: int lastId;

03:

04: public void resetId() { 05: value = 0;

06: }

07:

08: public int getNextId() { 09: ++value;

10: }

11:}

What happens if we change type of lastId from int to long? Is line 5 still atomic? Not according to the JVM speciﬁcation. It could be atomic on a particular processor, but according to the JVM speciﬁcation, assignment to any 64-bit value requires two 32-bit assignments. This means that between the ﬁrst 32-bit assignment and the second 32-bit assignment, some other thread could sneak in and change one of the values.

What about the pre-increment operator, ++, on line 9? The pre-increment operator can be interrupted, so it is not atomic. To understand, let’s review the byte-code of both of these methods in detail.

Before we go any further, here are three deﬁnitions that will be important:

* Frame—Every method invocation requires a frame. The frame includes the return address, any parameters passed into the method and the local variables deﬁned in the method. This is a standard technique used to deﬁne a call stack, which is used by modern languages to allow for basic function/method invocation and to allow for recursive invocation.
* Local variable—Any variables deﬁned in the scope of the method. All nonstatic meth- ods have at least one variable, **this**, which represents the current object, the object that received the most recent message (in the current thread), which caused the method invocation.
* Operand stack—Many of the instructions in the Java Virtual Machine take parame- ters. The operand stack is where those parameters are put. The stack is a standard last-in, ﬁrst-out (LIFO) data structure.

Here is the byte-code generated for resetId():

|  |  |  |
| --- | --- | --- |
| **Mnemonic** | **Description** | **Operand Stack After** |
| ALOAD 0 | Load the 0th variable onto the operand stack. What is the 0th variable? It is **this**., the current object. When the method was called, the receiver of the message, an instance of Example, was pushed into the local variable array of the frame created for method invocation. This is always the ﬁrst variable put in every instance method. | this |
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|  |  |  |
| --- | --- | --- |
| **Mnemonic** | **Description** | **Operand Stack After** |
| ICONST\_0 | Put the constant value 0 onto the operand stack. | this, 0 |
| PUTFIELD lastId | Store the top value on the stack (which is 0) into the ﬁeld value of the object referred to by the object reference one away from the top of the stack, **this**. | <empty> |

These three instructions are guaranteed to be atomic because, although the thread executing them could be interrupted after any one of them, the information for the PUTFIELD instruction (the constant value 0 on the top of the stack and the reference to this one below the top, along with the ﬁeld value) cannot be touched by another thread. So when the assignment occurs, we are guaranteed that the value 0 will be stored in the ﬁeld value. The operation is atomic. The operands all deal with information local to the method, so there is no interference between multiple threads.

So if these three instructions are executed by ten threads, there are 4.38679733629e+24 possible orderings. However, there is only one possible outcome, so the different orderings are irrelevant. It just so happens that the same outcome is guaranteed for longs in this case as well. Why? All ten threads are assigning a constant value. Even if they interleave with each other, the end result is the same.

With the ++ operation in the getNextId method, there are going to be problems. Assume that lastId holds 42 at the beginning of this method. Here is the byte-code for this new method:

|  |  |  |
| --- | --- | --- |
| **Mnemonic** | **Description** | **Operand Stack After** |
| ALOAD 0 | Load this onto the operand stack | this |
| DUP | Copy the top of the stack. We now have two copies of this on the operand stack. | this, this |
| GETFIELD lastId | Retrieve the value of the ﬁeld lastId from the object pointed to on the top of the stack (this) and store that value back on to the stack. | this, 42 |
| ICONST\_1 | Push the integer constant 1 on the stack. | this, 42, 1 |
| IADD | Integer add the top two values on the operand stack and store the result back on to the operand stack. | this, 43 |
| DUP\_X1 | Duplicate the value 43 and put it before this. | 43, this, 43 |
| PUTFIELD value | Store the top value on the operand stack, 43, into the ﬁeld value of the current object, represented by the next-to-top value on the operand stack, this. | 43 |
| IRETURN | return the top (and only) value on the stack. | <empty> |
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Imagine the case where the ﬁrst thread completes the ﬁrst three instructions, up to and including GETFIELD, and then it is interrupted. A second thread takes over and performs the entire method, incrementing lastId by one; it gets 43 back. Then the ﬁrst thread picks up where it left off; 42 is still on the operand stack because that was the value of lastId when it executed GETFIELD. It adds one to get 43 again and stores the result. The value 43 is returned to the ﬁrst thread as well. The result is that one of the increments is lost because the ﬁrst thread stepped on the second thread after the second thread interrupted the ﬁrst thread.

Making the getNexId() method synchronized ﬁxes this problem.

###### [Conclusion](#_bookmark9)

An intimate understanding of byte-code is not necessary to understand how threads can step on each other. If you can understand this one example, it should demonstrate the pos- sibility of multiple threads stepping on each other, which is enough knowledge.

That being said, what this trivial example demonstrates is a need to understand the memory model enough to know what is and is not safe. It is a common misconception that the ++ (pre- or post-increment) operator is atomic, and it clearly is not. This means you need to know:

* Where there are shared objects/values
* The code that can cause concurrent read/update issues
* How to guard such concurrent issues from happening

##### [Knowing Your Library](#_bookmark9)

###### [Executor Framework](#_bookmark9)

As demonstrated in the ExecutorClientScheduler.java on page 321, the Executor frame- work introduced in Java 5 allows for sophisticated execution using thread pools. This is a class in the java.util.concurrent package.

If you are creating threads and are not using a thread pool or *are* using a hand-written one, you should consider using the Executor. It will make your code cleaner, easier to fol- low, and smaller.

The Executor framework will pool threads, resize automatically, and recreate threads if necessary. It also supports *futures,* a common concurrent programming construct. The Executor framework works with classes that implement Runnable and also works with classes that implement the Callable interface. A Callable looks like a Runnable, but it can return a result, which is a common need in multithreaded solutions.

A *future* is handy when code needs to execute multiple, independent operations and wait for both to ﬁnish:

public String processRequest(String message) throws Exception { Callable<String> makeExternalCall = new Callable<String>() {
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public String call() throws Exception { String result = "";

// make external request return result;

}

};

Future<String> result = executorService.submit(makeExternalCall); String partialResult = doSomeLocalProcessing();

return result.get() + partialResult;

}

In this example, the method starts executing the makeExternalCall object. The method con- tinues other processing. The ﬁnal line calls result.get(), which blocks until the future completes.

###### [Nonblocking Solutions](#_bookmark9)

The Java 5 VM takes advantage of modern processor design, which supports reliable, nonblocking updates. Consider, for example, a class that uses synchronization (and there- fore blocking) to provide a thread-safe update of a value:

public class ObjectWithValue { private int value;

public void synchronized incrementValue() { ++value; } public int getValue() { return value; }

}

Java 5 has a series of new classes for situations like this: AtomicBoolean, AtomicInteger, and AtomicReference are three examples; there are several more. We can rewrite the above code to use a nonblocking approach as follows:

public class ObjectWithValue {

private AtomicInteger value = new AtomicInteger(0);

public void incrementValue() { value.incrementAndGet();

}

public int getValue() { return value.get();

}

}

Even though this uses an object instead of a primitive and sends messages like incrementAndGet() instead of ++, the performance of this class will nearly always beat the previous version. In some cases it will only be slightly faster, but the cases where it will be slower are virtually nonexistent.

How is this possible? Modern processors have an operation typically called *Compare and Swap (CAS)*. This operation is analogous to optimistic locking in databases, whereas the synchronized version is analogous to pessimistic locking.
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The synchronized keyword always acquires a lock, even when a second thread is not trying to update the same value. Even though the performance of intrinsic locks has improved from version to version, they are still costly.

The nonblocking version starts with the assumption that multiple threads generally do not modify the same value often enough that a problem will arise. Instead, it efﬁciently detects whether such a situation has occurred and retries until the update happens success- fully. This detection is almost always less costly than acquiring a lock, even in moderate to high contention situations.

How does the Virtual Machine accomplish this? The CAS operation is atomic. Logi- cally, the CAS operation looks something like the following:

int variableBeingSet;

void simulateNonBlockingSet(int newValue) { int currentValue;

do {

currentValue = variableBeingSet

} while(currentValue != compareAndSwap(currentValue, newValue));

}

int synchronized compareAndSwap(int currentValue, int newValue) { if(variableBeingSet == currentValue) {

variableBeingSet = newValue; return currentValue;

}

return variableBeingSet;

}

When a method attempts to update a shared variable, the CAS operation veriﬁes that the variable getting set still has the last known value. If so, then the variable is changed. If not, then the variable is not set because another thread managed to get in the way. The method making the attempt (using the CAS operation) sees that the change was not made and retries.

###### [Nonthread-Safe Classes](#_bookmark9)

There are some classes that are inherently not thread safe. Here are a few examples:

* SimpleDateFormat
* Database Connections
* Containers in java.util
* Servlets

Note that some collection classes have individual methods that are thread-safe. However, any operation that involves calling more than one method is not. For example, if you do not want to replace something in a HashTable because it is already there, you might write the following code:

if(!hashTable.containsKey(someKey)) { hashTable.put(someKey, new SomeValue());

}
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Each individual method is thread-safe. However, another thread might add a value in between the containsKey and put calls. There are several options to ﬁx this problem.

* Lock the HashTable ﬁrst, and make sure all other users of the HashTable do the same— client-based locking:

synchronized(map) { if(!map.conainsKey(key))

map.put(key,value);

}

* Wrap the HashTable in its own object and use a different API—server-based locking using an ADAPTER:

public class WrappedHashtable<K, V> {

private Map<K, V> map = new Hashtable<K, V>();

public synchronized void putIfAbsent(K key, V value) { if (map.containsKey(key))

map.put(key, value);

}

}

* Use the thread-safe collections:

ConcurrentHashMap<Integer, String> map = new ConcurrentHashMap<Integer, String>();

map.putIfAbsent(key, value);

The collections in java.util.concurrent have operations like putIfAbsent() to accommo- date such operations.

[**Dependencies Between Methods Can Break Concurrent Code**](#_bookmark9)

Here is a trivial example of a way to introduce dependencies between methods:

public class IntegerIterator implements Iterator<Integer> private Integer nextValue = 0;

public synchronized boolean hasNext() { return nextValue < 100000;

}

public synchronized Integer next() { if (nextValue == 100000)

throw new IteratorPastEndException(); return nextValue++;

}

public synchronized Integer getNextValue() { return nextValue;

}

}

Here is some code to use this IntegerIterator:

IntegerIterator iterator = new IntegerIterator(); while(iterator.hasNext()) {
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int nextValue = iterator.next();

// do something with nextValue

}

If one thread executes this code, there will be no problem. But what happens if two threads attempt to share a single instance of IngeterIterator with the intent that each thread will process the values it gets, but that each element of the list is processed only once? Most of the time, nothing bad happens; the threads happily share the list, processing the elements they are given by the iterator and stopping when the iterator is complete. However, there is a small chance that, at the end of the iteration, the two threads will interfere with each other and cause one thread to go beyond the end of the iterator and throw an exception.

Here’s the problem: Thread 1 asks the question hasNext(), which returns true. Thread 1 gets preempted and then Thread 2 asks the same question, which is still true. Thread 2 then calls next(), which returns a value as expected but has a side effect of making hasNext() return false. Thread 1 starts up again, thinking hasNext() is still true, and then calls next(). Even though the individual methods are synchronized, the client uses ***two*** methods.

This is a real problem and an example of the kinds of problems that crop up in con- current code. In this particular situation this problem is especially subtle because the only time where this causes a fault is when it happens during the ﬁnal iteration of the iterator. If the threads happen to break just right, then one of the threads could go beyond the end of the iterator. This is the kind of bug that happens long after a system has been in pro- duction, and it is hard to track down.

You have three options:

* Tolerate the failure.
* Solve the problem by changing the client: client-based locking
* Solve the problem by changing the server, which additionally changes the client: server-based locking

###### [Tolerate the Failure](#_bookmark9)

Sometimes you can set things up such that the failure causes no harm. For example, the above client could catch the exception and clean up. Frankly, this is a bit sloppy. It’s rather like cleaning up memory leaks by rebooting at midnight.

###### [Client-Based Locking](#_bookmark9)

To make IntegerIterator work correctly with multiple threads, change this client (and every other client) as follows:

IntegerIterator iterator = new IntegerIterator(); while (true) {

int nextValue;

**Dependencies Between Methods Can Break Concurrent Code** 331

synchronized (iterator) { if (!iterator.hasNext())

break;

nextValue = iterator.next();

}

doSometingWith(nextValue);

}

Each client introduces a lock via the synchronized keyword. This duplication violates the DRY principle, but it might be necessary if the code uses non-thread-safe third-party tools.

This strategy is risky because all programmers who use the server must remember to lock it before using it and unlock it when done. Many (many!) years ago I worked on a system that employed client-based locking on a shared resource. The resource was used in hundreds of different places throughout the code. One poor programmer forgot to lock the resource in one of those places.

The system was a multi-terminal time-sharing system running accounting software for Local 705 of the trucker’s union. The computer was in a raised-ﬂoor, environment- controlled room 50 miles north of the Local 705 headquarters. At the headquarters they had dozens of data entry clerks typing union dues postings into the terminals. The termi- nals were connected to the computer using dedicated phone lines and 600bps half-duplex modems. (This was a very, *very* long time ago.)

About once per day, one of the terminals would “lock up.” There was no rhyme or rea- son to it. The lock up showed no preference for particular terminals or particular times. It was as though there were someone rolling dice choosing the time and terminal to lock up. Sometimes more than one terminal would lock up. Sometimes days would go by without any lock-ups.

At ﬁrst the only solution was a reboot. But reboots were tough to coordinate. We had to call the headquarters and get everyone to ﬁnish what they were doing on all the termi- nals. Then we could shut down and restart. If someone was doing something important that took an hour or two, the locked up terminal simply had to stay locked up.

After a few weeks of debugging we found that the cause was a ring-buffer counter that had gotten out of sync with its pointer. This buffer controlled output to the terminal. The pointer value indicated that the buffer was empty, but the counter said it was full. Because it was empty, there was nothing to display; but because it was also full, nothing could be added to the buffer to be displayed on the screen.

So we knew why the terminals were locking, but we didn’t know why the ring buffer was getting out of sync. So we added a hack to work around the problem. It was possible to read the front panel switches on the computer. (This was a very, very, *very* long time ago.) We wrote a little trap function that detected when one of these switches was thrown and then looked for a ring buffer that was both empty and full. If one was found, it reset that buffer to empty. *Voila!* The locked-up terminal(s) started displaying again.

So now we didn’t have to reboot the system when a terminal locked up. The Local would simply call us and tell us we had a lock-up, and then we just walked into the com- puter room and ﬂicked a switch.
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Of course sometimes they worked on the weekends, and we didn’t. So we added a function to the scheduler that checked all the ring buffers once per minute and reset any that were both empty and full. This caused the displays to unclog before the Local could even get on the phone.

It was several more weeks of poring over page after page of monolithic assembly lan- guage code before we found the culprit. We had done the math and calculated that the fre- quency of the lock-ups was consistent with a single unprotected use of the ring buffer. So all we had to do was ﬁnd that one faulty usage. Unfortunately, this was so very long ago that we didn’t have search tools or cross references or any other kind of automated help. We simply had to pore over listings.

I learned an important lesson that cold Chicago winter of 1971. Client-based locking really blows.

###### [Server-Based Locking](#_bookmark9)

The duplication can be removed by making the following changes to IntegerIterator: public class IntegerIteratorServerLocked {

private Integer nextValue = 0;

public synchronized Integer getNextOrNull() { if (nextValue < 100000)

return nextValue++; else

return null;

}

}

And the client code changes as well:

while (true) {

Integer nextValue = iterator.getNextOrNull(); if (next == null)

break;

// do something with nextValue

}

In this case we actually change the API of our class to be multithread aware.3 The client needs to perform a null check instead of checking hasNext().

In general you should prefer server-based locking for these reasons:

* It reduces repeated code—Client-based locking forces each client to lock the server properly. By putting the locking code into the server, clients are free to use the object and not worry about writing additional locking code.

1. In fact, the Iterator interface is inherently not thread-safe. It was never designed to be used by multiple threads, so this should come as no surprise.
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* It allows for better performance—You can swap out a thread-safe server for a non- thread safe one in the case of single-threaded deployment, thereby avoiding all overhead.
* It reduces the possibility of error—All it takes is for one programmer to forget to lock properly.
* It enforces a single policy—The policy is in one place, the server, rather than many places, each client.
* It reduces the scope of the shared variables—The client is not aware of them or how they are locked. All of that is hidden in the server. When things break, the number of places to look is smaller.

What if you do not own the server code?

* Use an ADAPTER to change the API and add locking

public class ThreadSafeIntegerIterator {

private IntegerIterator iterator = new IntegerIterator();

public synchronized Integer getNextOrNull() { if(iterator.hasNext())

return iterator.next(); return null;

}

}

* OR better yet, use the thread-safe collections with extended interfaces

[**Increasing Throughput**](#_bookmark9)

Let’s assume that we want to go out on the net and read the contents of a set of pages from a list of URLs. As each page is read, we will parse it to accumulate some statistics. Once all the pages are read, we will print a summary report.

The following class returns the contents of one page, given a URL.

public class PageReader {

//...

public String getPageFor(String url) { HttpMethod method = new GetMethod(url);

try {

httpClient.executeMethod(method);

String response = method.getResponseBodyAsString(); return response;

} catch (Exception e) { handle(e);

} finally { method.releaseConnection();

}

}

}
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The next class is the iterator that provides the contents of the pages based on an iterator of URLs:

public class PageIterator { private PageReader reader; private URLIterator urls;

public PageIterator(PageReader reader, URLIterator urls) { this.urls = urls;

this.reader = reader;

}

public synchronized String getNextPageOrNull() { if (urls.hasNext())

getPageFor(urls.next()); else

return null;

}

public String getPageFor(String url) { return reader.getPageFor(url);

}

}

An instance of the PageIterator can be shared between many different threads, each one using it’s own instance of the PageReader to read and parse the pages it gets from the iterator.

Notice that we’ve kept the synchronized block very small. It contains just the critical section deep inside the PageIterator. It is always better to synchronize as little as possible as opposed to synchronizing as much as possible.

###### [Single-Thread Calculation of Throughput](#_bookmark9)

Now lets do some simple calculations. For the purpose of argument, assume the following:

* I/O time to retrieve a page (average): 1 second
* Processing time to parse page (average): .5 seconds
* I/O requires 0 percent of the CPU while processing requires 100 percent.

For *N* pages being processed by a single thread, the total execution time is 1.5 sec- onds \* *N*. Figure A-1 shows a snapshot of 13 pages or about 19.5 seconds.
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**Figure A-1**
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###### [Multithread Calculation of Throughput](#_bookmark9)

If it is possible to retrieve pages in any order and process the pages independently, then it is possible to use multiple threads to increase throughput. What happens if we use three threads? How many pages can we acquire in the same time?

As you can see in Figure A-2, the multithreaded solution allows the process-bound parsing of the pages to overlap with the I/O-bound reading of the pages. In an idealized world this means that the processor is fully utilized. Each one-second page read is over- lapped with two parses. Thus, we can process two pages per second, which is three times the throughput of the single-threaded solution.
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**Figure A-2**

Three concurrent threads

##### [Deadlock](#_bookmark9)

Imagine a Web application with two shared resource pools of some ﬁnite size:

* A pool of database connections for local work in process storage
* A pool of MQ connections to a master repository

Assume there are two operations in this application, create and update:

* Create—Acquire connection to master repository and database. Talk to service master repository and then store work in local work in process database.
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* Update—Acquire connection to database and then master repository. Read from work in process database and then send to the master repository

What happens when there are more users than the pool sizes? Consider each pool has a size of ten.

* Ten users attempt to use create, so all ten database connections are acquired, and each thread is interrupted after acquiring a database connection but before acquiring a con- nection to the master repository.
* Ten users attempt to use update, so all ten master repository connections are acquired, and each thread is interrupted after acquiring the master repository but before acquir- ing a database connection.
* Now the ten “create” threads must wait to acquire a master repository connection, but the ten “update” threads must wait to acquire a database connection.
* Deadlock. The system never recovers.

This might sound like an unlikely situation, but who wants a system that freezes solid every other week? Who wants to debug a system with symptoms that are so difﬁcult to reproduce? This is the kind of problem that happens in the ﬁeld, then takes weeks to solve.

A typical “solution” is to introduce debugging statements to ﬁnd out what is happen- ing. Of course, the debug statements change the code enough so that the deadlock happens in a different situation and takes months to again occur.4

To really solve the problem of deadlock, we need to understand what causes it. There are four conditions required for deadlock to occur:

* Mutual exclusion
* Lock & wait
* No preemption
* Circular wait

###### [Mutual Exclusion](#_bookmark9)

Mutual exclusion occurs when multiple threads need to use the same resources and those resources

* Cannot be used by multiple threads at the same time.
* Are limited in number.

A common example of such a resource is a database connection, a ﬁle open for write, a record lock, or a semaphore.

1. For example, someone adds some debugging output and the problem “disappears.” The debugging code “ﬁxes” the problem so it remains in the system.
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###### [Lock & Wait](#_bookmark9)

Once a thread acquires a resource, it will not release the resource until it has acquired all of the other resources it requires and has completed its work.

###### [No Preemption](#_bookmark10)

One thread cannot take resources away from another thread. Once a thread holds a resource, the only way for another thread to get it is for the holding thread to release it.

###### [Circular Wait](#_bookmark10)

This is also referred to as the deadly embrace. Imagine two threads, T1 and T2, and two resources, R1 and R2. T1 has R1, T2 has R2. T1 also requires R2, and T2 also requires R1. This gives something like Figure A-3:
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**Figure A-3**

All four of these conditions must hold for deadlock to be possible. Break any one of these conditions and deadlock is not possible.

###### [Breaking Mutual Exclusion](#_bookmark10)

One strategy for avoiding deadlock is to sidestep the mutual exclusion condition. You might be able to do this by

* Using resources that allow simultaneous use, for example, AtomicInteger.
* Increasing the number of resources such that it equals or exceeds the number of com- peting threads.
* Checking that all your resources are free before seizing any.

Unfortunately, most resources are limited in number and don’t allow simultaneous use. And it’s not uncommon for the identity of the second resource to be predicated on the results of operating on the ﬁrst. But don’t be discouraged; there are three conditions left.
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###### [Breaking Lock & Wait](#_bookmark10)

You can also eliminate deadlock if you refuse to wait. Check each resource before you seize it, and release all resources and start over if you run into one that’s busy.

This approach introduces several potential problems:

* Starvation—One thread keeps being unable to acquire the resources it needs (maybe it has a unique combination of resources that seldom all become available).
* Livelock—Several threads might get into lockstep and all acquire one resource and then release one resource, over and over again. This is especially likely with simplistic CPU scheduling algorithms (think embedded devices or simplistic hand-written thread balancing algorithms).

Both of these can cause poor throughput. The ﬁrst results in low CPU utilization, whereas the second results in high and useless CPU utilization.

As inefﬁcient as this strategy sounds, it’s better than nothing. It has the beneﬁt that it can almost always be implemented if all else fails.

###### [Breaking Preemption](#_bookmark10)

Another strategy for avoiding deadlock is to allow threads to take resources away from other threads. This is usually done through a simple request mechanism. When a thread discovers that a resource is busy, it asks the owner to release it. If the owner is also waiting for some other resource, it releases them all and starts over.

This is similar to the previous approach but has the beneﬁt that a thread is allowed to wait for a resource. This decreases the number of startovers. Be warned, however, that managing all those requests can be tricky.

###### [Breaking Circular Wait](#_bookmark10)

This is the most common approach to preventing deadlock. For most systems it requires no more than a simple convention agreed to by all parties.

In the example above with Thread 1 wanting both Resource 1 and Resource 2 and Thread 2 wanting both Resource 2 and then Resource 1, simply forcing both Thread 1 and Thread 2 to allocate resources in the same order makes circular wait impossible.

More generally, if all threads can agree on a global ordering of resources and if they all allocate resources in that order, then deadlock is impossible. Like all the other strate- gies, this can cause problems:

* The order of acquisition might not correspond to the order of use; thus a resource acquired at the start might not be used until the end. This can cause resources to be locked longer than strictly necessary.
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* Sometimes you cannot impose an order on the acquisition of resources. If the ID of the second resource comes from an operation performed on the ﬁrst, then ordering is not feasible.

So there are many ways to avoid deadlock. Some lead to starvation, whereas others make heavy use of the CPU and reduce responsiveness. TANSTAAFL!5

Isolating the thread-related part of your solution to allow for tuning and experimenta- tion is a powerful way to gain the insights needed to determine the best strategies.

[**Testing Multithreaded Code**](#_bookmark10)

How can we write a test to demonstrate the following code is broken?

01: public class ClassWithThreadingProblem { 02: int nextId;

03:

04: public int takeNextId() { 05: return nextId++;

06: }

07:}

Here’s a description of a test that will prove the code is broken:

* Remember the current value of nextId.
* Create two threads, both of which call takeNextId() once.
* Verify that nextId is two more than what we started with.
* Run this until we demonstrate that nextId was only incremented by one instead of two.

Listing A-2 shows such a test:

01: package example;

**Listing A-2**

**ClassWithThreadingProblemTest.java**

02:

03: import static org.junit.Assert.fail; 04:

05: import org.junit.Test;

06:

07: public class ClassWithThreadingProblemTest { 08: @Test

09: public void twoThreadsShouldFailEventually() throws Exception { 10: final ClassWithThreadingProblem classWithThreadingProblem

= new ClassWithThreadingProblem();

11:

1. There ain’t no such thing as a free lunch.
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|  |  |  |  |
| --- | --- | --- | --- |
| **Listing A-2 (continued)**  **ClassWithThreadingProblemTest.java** | | | |
| 12: |  |  | Runnable runnable = new Runnable() { |
| 13: |  |  | public void run() { |
| 14: |  |  | classWithThreadingProblem.takeNextId(); |
| 15: |  |  | } |
| 16: |  |  | }; |
| 17: |  |  |  |
| 18: |  |  | for (int i = 0; i < 50000; ++i) { |
| 19: |  |  | int startingId = classWithThreadingProblem.lastId; |
| 20: |  |  | int expectedResult = 2 + startingId; |
| 21: |  |  |  |
| 22: |  |  | Thread t1 = new Thread(runnable); |
| 23: |  |  | Thread t2 = new Thread(runnable); |
| 24: |  |  | t1.start(); |
| 25: |  |  | t2.start(); |
| 26: |  |  | t1.join(); |
| 27: |  |  | t2.join(); |
| 28: |  |  |  |
| 29: |  |  | int endingId = classWithThreadingProblem.lastId; |
| 30: |  |  |  |
| 31: |  |  | if (endingId != expectedResult) |
| 32: |  |  | return; |
| 33: |  |  | } |
| 34: |  |  |  |
| 35: |  |  | fail("Should have exposed a threading issue but it did not."); |
| 36: |  | } |  |
| 37: | } |  |  |

|  |  |
| --- | --- |
| **Line** | **Description** |
| 10 | Create a single instance of ClassWithThreadingProblem. Note, we must use the ﬁnal keyword because we use it below in an anonymous inner class. |
| 12–16 | Create an anonymous inner class that uses the single instance of  ClassWithThreadingProblem. |
| 18 | Run this code “enough” times to demonstrate that the code failed, but not so much that the test “takes too long.” This is a balancing act; we don’t want to wait too long to demonstrate failure. Picking this number is hard— although later we’ll see that we can greatly reduce this number. |
| 19 | Remember the starting value. This test is trying to prove that the code in ClassWithThreadingProblem is broken. If this test passes, it proved that the code was broken. If this test fails, the test was unable to prove that the code is broken. |
| 20 | We expect the ﬁnal value to be two more than the current value. |
| 22–23 | Create two threads, both of which use the object we created in lines 12–16. This gives us the potential of two threads trying to use our single instance of ClassWithThreadingProblem and interfering with each other. |
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|  |  |
| --- | --- |
| **Line** | **Description** |
| 24–25 | Make our two threads eligible to run. |
| 26–27 | Wait for both threads to ﬁnish before we check the results. |
| 29 | Record the actual ﬁnal value. |
| 31–32 | Did our endingId differ from what we expected? If so, return end the test— we’ve proven that the code is broken. If not, try again. |
| 35 | If we got to here, our test was unable to prove the production code was bro- ken in a “reasonable” amount of time; our code has failed. Either the code is not broken or we didn’t run enough iterations to get the failure condition to occur. |

This test certainly sets up the conditions for a concurrent update problem. However, the problem occurs so infrequently that the vast majority of times this test won’t detect it.

Indeed, to truly detect the problem we need to set the number of iterations to over one million. Even then, in ten executions with a loop count of 1,000,000, the problem occurred only once. That means we probably ought to set the iteration count to well over one hun- dred million to get reliable failures. How long are we prepared to wait?

Even if we tuned the test to get reliable failures on one machine, we’ll probably have to retune the test with different values to demonstrate the failure on another machine, operating system, or version of the JVM.

And this is a *simple* problem. If we cannot demonstrate broken code easily with this problem, how will we ever detect truly complex problems?

So what approaches can we take to demonstrate this simple failure? And, more impor- tantly, how can we write tests that will demonstrate failures in more complex code? How will we be able to discover if our code has failures when we do not know where to look?

Here are a few ideas:

* **Monte Carlo Testing.** Make tests ﬂexible, so they can be tuned. Then run the test over and over—say on a test server—randomly changing the tuning values. If the tests ever fail, the code is broken. Make sure to start writing those tests early so a continuous integration server starts running them soon. By the way, make sure you carefully log the conditions under which the test failed.
* Run the test on every one of the target deployment platforms. Repeatedly. Continu- ously. The longer the tests run without failure, the more likely that
  + The production code is correct or
  + The tests aren’t adequate to expose problems.
* Run the tests on a machine with varying loads. If you can simulate loads close to a production environment, do so.
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Yet, even if you do all of these things, you still don’t stand a very good chance of ﬁnd- ing threading problems with your code. The most insidious problems are the ones that have such a small cross section that they only occur once in a billion opportunities. Such problems are the terror of complex systems.

##### [Tool Support for Testing Thread-Based Code](#_bookmark10)

IBM has created a tool called ConTest.6 It instruments classes to make it more likely that non-thread-safe code fails.

We do not have any direct relationship with IBM or the team that developed ConTest. A colleague of ours pointed us to it. We noticed vast improvement in our ability to ﬁnd threading issues after a few minutes of using it.

Here’s an outline of how to use ConTest:

* Write tests and production code, making sure there are tests speciﬁcally designed to simulate multiple users under varying loads, as mentioned above.
* Instrument test and production code with ConTest.
* Run the tests.

When we instrumented code with ConTest, our success rate went from roughly one fail- ure in ten million iterations to roughly one failure in *thirty* iterations. Here are the loop values for several runs of the test after instrumentation: 13, 23, 0, 54, 16, 14, 6, 69, 107, 49, 2. So clearly the instrumented classes failed much earlier and with much greater reliability.

##### [Conclusion](#_bookmark10)

This chapter has been a very brief sojourn through the large and treacherous territory of concurrent programming. We barely scratched the surface. Our emphasis here was on dis- ciplines to help keep concurrent code clean, but there is much more you should learn if you are going to be writing concurrent systems. We recommend you start with Doug Lea’s wonderful book *Concurrent Programming in Java: Design Principles and Patterns.*7

In this chapter we talked about concurrent update, and the disciplines of clean syn- chronization and locking that can prevent it. We talked about how threads can enhance the throughput of an I/O-bound system and showed the clean techniques for achieving such improvements. We talked about deadlock and the disciplines for preventing it in a clean

1. [http://www.haifa.ibm.com/projects/veriﬁcation/contest/index.html](http://www.haifa.ibm.com/projects/verification/contest/index.html)
2. See [Lea99] p. 191.
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way. Finally, we talked about strategies for exposing concurrent problems by instrumenting your code.

[**Tutorial: Full Code Examples**](#_bookmark10)

###### [Client/Server Nonthreaded](#_bookmark10)

**Listing A-3**

**Server.java**

package com.objectmentor.clientserver.nonthreaded;

import java.io.IOException; import java.net.ServerSocket; import java.net.Socket;

import java.net.SocketException;

import common.MessageUtils;

public class Server implements Runnable { ServerSocket serverSocket;

volatile boolean keepProcessing = true;

public Server(int port, int millisecondsTimeout) throws IOException { serverSocket = new ServerSocket(port); serverSocket.setSoTimeout(millisecondsTimeout);

}

public void run() { System.out.printf("Server Starting\n");

while (keepProcessing) { try {

System.out.printf("accepting client\n"); Socket socket = serverSocket.accept(); System.out.printf("got client\n"); process(socket);

} catch (Exception e) { handle(e);

}

}

}

private void handle(Exception e) {

if (!(e instanceof SocketException)) { e.printStackTrace();

}

}

public void stopProcessing() { keepProcessing = false; closeIgnoringException(serverSocket);

}

344 **Appendix A: Concurrency II**

**Listing A-3 (continued)**

**Server.java**

void process(Socket socket) { if (socket == null)

return;

try {

System.out.printf("Server: getting message\n"); String message = MessageUtils.getMessage(socket);

System.out.printf("Server: got message: %s\n", message); Thread.sleep(1000);

System.out.printf("Server: sending reply: %s\n", message); MessageUtils.sendMessage(socket, "Processed: " + message); System.out.printf("Server: sent\n"); closeIgnoringException(socket);

} catch (Exception e) { e.printStackTrace();

}

}

private void closeIgnoringException(Socket socket) { if (socket != null)

try {

socket.close();

} catch (IOException ignore) {

}

}

private void closeIgnoringException(ServerSocket serverSocket) { if (serverSocket != null)

try {

serverSocket.close();

} catch (IOException ignore) {

}

}

}

package com.objectmentor.clientserver.nonthreaded; import java.io.IOException;

**Listing A-4**

**ClientTest.java**

import java.net.ServerSocket; import java.net.Socket;

import java.net.SocketException;

import common.MessageUtils;

public class Server implements Runnable { ServerSocket serverSocket;

volatile boolean keepProcessing = true;
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**Listing A-4 (continued)**

**ClientTest.java**

public Server(int port, int millisecondsTimeout) throws IOException { serverSocket = new ServerSocket(port); serverSocket.setSoTimeout(millisecondsTimeout);

}

public void run() { System.out.printf("Server Starting\n");

while (keepProcessing) { try {

System.out.printf("accepting client\n"); Socket socket = serverSocket.accept(); System.out.printf("got client\n"); process(socket);

} catch (Exception e) { handle(e);

}

}

}

private void handle(Exception e) {

if (!(e instanceof SocketException)) { e.printStackTrace();

}

}

public void stopProcessing() { keepProcessing = false; closeIgnoringException(serverSocket);

}

void process(Socket socket) { if (socket == null)

return;

try {

System.out.printf("Server: getting message\n"); String message = MessageUtils.getMessage(socket);

System.out.printf("Server: got message: %s\n", message); Thread.sleep(1000);

System.out.printf("Server: sending reply: %s\n", message); MessageUtils.sendMessage(socket, "Processed: " + message); System.out.printf("Server: sent\n"); closeIgnoringException(socket);

} catch (Exception e) { e.printStackTrace();

}

}

private void closeIgnoringException(Socket socket) { if (socket != null)

try {

socket.close();
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}

} catch (IOException ignore) {

}

}

private void closeIgnoringException(ServerSocket serverSocket) { if (serverSocket != null)

try {

serverSocket.close();

} catch (IOException ignore) {

}

}

**Listing A-4 (continued)**

**ClientTest.java**

package common;

import java.io.IOException; import java.io.InputStream; import java.io.ObjectInputStream;

import java.io.ObjectOutputStream; import java.io.OutputStream; import java.net.Socket;

public class MessageUtils {

public static void sendMessage(Socket socket, String message) throws IOException {

OutputStream stream = socket.getOutputStream(); ObjectOutputStream oos = new ObjectOutputStream(stream); oos.writeUTF(message);

oos.flush();

}

public static String getMessage(Socket socket) throws IOException { InputStream stream = socket.getInputStream();

ObjectInputStream ois = new ObjectInputStream(stream); return ois.readUTF();

}

}

**Listing A-5**

**MessageUtils.java**

###### [Client/Server Using Threads](#_bookmark10)

Changing the server to use threads simply requires a change to the process message (new lines are emphasized to stand out):

void process(final Socket socket) { if (socket == null)

return;

**Runnable clientHandler = new Runnable() {**

public void run() {
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try {

System.out.printf("Server: getting message\n"); String message = MessageUtils.getMessage(socket);

System.out.printf("Server: got message: %s\n", message); Thread.sleep(1000);

System.out.printf("Server: sending reply: %s\n", message); MessageUtils.sendMessage(socket, "Processed: " + message); System.out.printf("Server: sent\n"); closeIgnoringException(socket);

} catch (Exception e) { e.printStackTrace();

}

}

};

**Thread clientConnection = new Thread(clientHandler); clientConnection.start();**

}

*This page intentionally left blank*

# [Appendix B](#_bookmark10)

### [org.jfree.date.SerialDate](#_bookmark10)

Listing B-1

**SerialDate.Java**

1. /\* ========================================================================
2. \* JCommon : a free general purpose class library for the Java(tm) platform
3. \* ========================================================================
4. \*
5. \* (C) Copyright 2000-2005, by Object Refinery Limited and Contributors.
6. \*
7. \* Project Info: <http://www.jfree.org/jcommon/index.html>
8. \*
9. \* This library is free software; you can redistribute it and/or modify it
10. \* under the terms of the GNU Lesser General Public License as published by
11. \* the Free Software Foundation; either version 2.1 of the License, or
12. \* (at your option) any later version.
13. \*
14. \* This library is distributed in the hope that it will be useful, but
15. \* WITHOUT ANY WARRANTY; without even the implied warranty of MERCHANTABILITY
16. \* or FITNESS FOR A PARTICULAR PURPOSE. See the GNU Lesser General Public
17. \* License for more details.
18. \*
19. \* You should have received a copy of the GNU Lesser General Public
20. \* License along with this library; if not, write to the Free Software
21. \* Foundation, Inc., 51 Franklin Street, Fifth Floor, Boston, MA 02110-1301,
22. \* USA.
23. \*
24. \* [Java is a trademark or registered trademark of Sun Microsystems, Inc.
25. \* in the United States and other countries.]
26. \*
27. \*
28. \* SerialDate.java
29. \*
30. \* (C) Copyright 2001-2005, by Object Refinery Limited.
31. \*
32. \* Original Author: David Gilbert (for Object Refinery Limited);
33. \* Contributor(s): -;
34. \*
35. \* $Id: SerialDate.java,v 1.7 2005/11/03 09:25:17 mungady Exp $
36. \*
37. \* Changes (from 11-Oct-2001)
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**Listing B-1 (continued)**

**SerialDate.Java**

1. \*
2. \* 11-Oct-2001 : Re-organised the class and moved it to new package
3. \* com.jrefinery.date (DG);
4. \* 05-Nov-2001 : Added a getDescription() method, and eliminated NotableDate
5. \* class (DG);
6. \* 12-Nov-2001 : IBD requires setDescription() method, now that NotableDate
7. \* class is gone (DG); Changed getPreviousDayOfWeek(),
8. \* getFollowingDayOfWeek() and getNearestDayOfWeek() to correct
9. \* bugs (DG);
10. \* 05-Dec-2001 : Fixed bug in SpreadsheetDate class (DG);
11. \* 29-May-2002 : Moved the month constants into a separate interface
12. \* (MonthConstants) (DG);
13. \* 27-Aug-2002 : Fixed bug in addMonths() method, thanks to N???levka Petr (DG);
14. \* 03-Oct-2002 : Fixed errors reported by Checkstyle (DG);
15. \* 13-Mar-2003 : Implemented Serializable (DG);
16. \* 29-May-2003 : Fixed bug in addMonths method (DG);
17. \* 04-Sep-2003 : Implemented Comparable. Updated the isInRange javadocs (DG);
18. \* 05-Jan-2005 : Fixed bug in addYears() method (1096282) (DG);
19. \*
20. \*/

58

59 package org.jfree.date;

60

61 import java.io.Serializable;

62 import java.text.DateFormatSymbols;

63 import java.text.SimpleDateFormat;

64 import java.util.Calendar;

65 import java.util.GregorianCalendar;

66

67 /\*\*

1. \* An abstract class that defines our requirements for manipulating dates,
2. \* without tying down a particular implementation.
3. \* <P>
4. \* Requirement 1 : match at least what Excel does for dates;
5. \* Requirement 2 : class is immutable;
6. \* <P>
7. \* Why not just use java.util.Date? We will, when it makes sense. At times,
8. \* java.util.Date can be \*too\* precise - it represents an instant in time,
9. \* accurate to 1/1000th of a second (with the date itself depending on the
10. \* time-zone). Sometimes we just want to represent a particular day (e.g. 21
11. \* January 2015) without concerning ourselves about the time of day, or the
12. \* time-zone, or anything else. That's what we've defined SerialDate for.
13. \* <P>
14. \* You can call getInstance() to get a concrete subclass of SerialDate,
15. \* without worrying about the exact implementation.
16. \*
17. \* @author David Gilbert
18. \*/
19. public abstract class SerialDate implements Comparable,
20. Serializable,
21. MonthConstants {

89

1. /\*\* For serialization. \*/
2. private static final long serialVersionUID = -293716040467423637L; 92
3. /\*\* Date format symbols. \*/
4. public static final DateFormatSymbols
5. DATE\_FORMAT\_SYMBOLS = new SimpleDateFormat().getDateFormatSymbols(); 96
6. /\*\* The serial number for 1 January 1900. \*/
7. public static final int SERIAL\_LOWER\_BOUND = 2; 99
8. /\*\* The serial number for 31 December 9999. \*/
9. public static final int SERIAL\_UPPER\_BOUND = 2958465; 102
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1. /\*\* The lowest year value supported by this date format. \*/
2. public static final int MINIMUM\_YEAR\_SUPPORTED = 1900; 105
3. /\*\* The highest year value supported by this date format. \*/
4. public static final int MAXIMUM\_YEAR\_SUPPORTED = 9999; 108
5. /\*\* Useful constant for Monday. Equivalent to java.util.Calendar.MONDAY. \*/
6. public static final int MONDAY = Calendar.MONDAY; 111

112 /\*\*

1. \* Useful constant for Tuesday. Equivalent to java.util.Calendar.TUESDAY.
2. \*/
3. public static final int TUESDAY = Calendar.TUESDAY; 116

117 /\*\*

1. \* Useful constant for Wednesday. Equivalent to
2. \* java.util.Calendar.WEDNESDAY.
3. \*/
4. public static final int WEDNESDAY = Calendar.WEDNESDAY; 122

123 /\*\*

1. \* Useful constant for Thrusday. Equivalent to java.util.Calendar.THURSDAY.
2. \*/
3. public static final int THURSDAY = Calendar.THURSDAY; 127
4. /\*\* Useful constant for Friday. Equivalent to java.util.Calendar.FRIDAY. \*/
5. public static final int FRIDAY = Calendar.FRIDAY; 130

131 /\*\*

1. \* Useful constant for Saturday. Equivalent to java.util.Calendar.SATURDAY.
2. \*/
3. public static final int SATURDAY = Calendar.SATURDAY; 135
4. /\*\* Useful constant for Sunday. Equivalent to java.util.Calendar.SUNDAY. \*/
5. public static final int SUNDAY = Calendar.SUNDAY; 138
6. /\*\* The number of days in each month in non leap years. \*/
7. static final int[] LAST\_DAY\_OF\_MONTH =

141 {0, 31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31};

142

1. /\*\* The number of days in a (non-leap) year up to the end of each month. \*/
2. static final int[] AGGREGATE\_DAYS\_TO\_END\_OF\_MONTH =

145 {0, 31, 59, 90, 120, 151, 181, 212, 243, 273, 304, 334, 365};

146

1. /\*\* The number of days in a year up to the end of the preceding month. \*/
2. static final int[] AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH =

149 {0, 0, 31, 59, 90, 120, 151, 181, 212, 243, 273, 304, 334, 365};

150

1. /\*\* The number of days in a leap year up to the end of each month. \*/
2. static final int[] LEAP\_YEAR\_AGGREGATE\_DAYS\_TO\_END\_OF\_MONTH =

153 {0, 31, 60, 91, 121, 152, 182, 213, 244, 274, 305, 335, 366};

154

155 /\*\*

1. \* The number of days in a leap year up to the end of the preceding month.
2. \*/
3. static final int[]
4. LEAP\_YEAR\_AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH =

160 {0, 0, 31, 60, 91, 121, 152, 182, 213, 244, 274, 305, 335, 366};

161

1. /\*\* A useful constant for referring to the first week in a month. \*/
2. public static final int FIRST\_WEEK\_IN\_MONTH = 1; 164
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1. /\*\* A useful constant for referring to the second week in a month. \*/
2. public static final int SECOND\_WEEK\_IN\_MONTH = 2; 167
3. /\*\* A useful constant for referring to the third week in a month. \*/
4. public static final int THIRD\_WEEK\_IN\_MONTH = 3; 170
5. /\*\* A useful constant for referring to the fourth week in a month. \*/
6. public static final int FOURTH\_WEEK\_IN\_MONTH = 4; 173
7. /\*\* A useful constant for referring to the last week in a month. \*/
8. public static final int LAST\_WEEK\_IN\_MONTH = 0; 176
9. /\*\* Useful range constant. \*/
10. public static final int INCLUDE\_NONE = 0; 179
11. /\*\* Useful range constant. \*/
12. public static final int INCLUDE\_FIRST = 1; 182
13. /\*\* Useful range constant. \*/
14. public static final int INCLUDE\_SECOND = 2; 185
15. /\*\* Useful range constant. \*/
16. public static final int INCLUDE\_BOTH = 3; 188

189 /\*\*

1. \* Useful constant for specifying a day of the week relative to a fixed
2. \* date.
3. \*/
4. public static final int PRECEDING = -1; 194

195 /\*\*

1. \* Useful constant for specifying a day of the week relative to a fixed
2. \* date.
3. \*/
4. public static final int NEAREST = 0; 200

201 /\*\*

1. \* Useful constant for specifying a day of the week relative to a fixed
2. \* date.
3. \*/
4. public static final int FOLLOWING = 1; 206
5. /\*\* A description for the date. \*/
6. private String description; 209

210 /\*\*

1. \* Default constructor.
2. \*/
3. protected SerialDate() {
4. }

215

216 /\*\*

1. \* Returns <code>true</code> if the supplied integer code represents a
2. \* valid day-of-the-week, and <code>false</code> otherwise.
3. \*
4. \* @param code the code being checked for validity.
5. \*
6. \* @return <code>true</code> if the supplied integer code represents a
7. \* valid day-of-the-week, and <code>false</code> otherwise.
8. \*/
9. public static boolean isValidWeekdayCode(final int code) { 226
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1. switch(code) {
2. case SUNDAY:
3. case MONDAY:
4. case TUESDAY:
5. case WEDNESDAY:
6. case THURSDAY:
7. case FRIDAY:
8. case SATURDAY:
9. return true;
10. default:
11. return false;

238 }

239

240 }

241

242 /\*\*

243 \* Converts the supplied string to a day of the week.

244 \*

245 \* @param s a string representing the day of the week.

246 \*

247 \* @return <code>-1</code> if the string is not convertable, the day of

248 \* the week otherwise.

249 \*/

250 public static int stringToWeekdayCode(String s) { 251

252 final String[] shortWeekdayNames

253 = DATE\_FORMAT\_SYMBOLS.getShortWeekdays();

254 final String[] weekDayNames = DATE\_FORMAT\_SYMBOLS.getWeekdays(); 255

1. int result = -1;
2. s = s.trim();
3. for (int i = 0; i < weekDayNames.length; i++) {
4. if (s.equals(shortWeekdayNames[i])) {
5. result = i;
6. break;

262 }

1. if (s.equals(weekDayNames[i])) {
2. result = i;
3. break;

266 }

267 }

268 return result;

269

270 }

271

272 /\*\*

1. \* Returns a string representing the supplied day-of-the-week.
2. \* <P>
3. \* Need to find a better approach.
4. \*
5. \* @param weekday the day of the week.
6. \*
7. \* @return a string representing the supplied day-of-the-week.
8. \*/
9. public static String weekdayCodeToString(final int weekday) { 282
10. final String[] weekdays = DATE\_FORMAT\_SYMBOLS.getWeekdays();
11. return weekdays[weekday];

285

286 }

287

288 /\*\*
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1. \* Returns an array of month names.
2. \*
3. \* @return an array of month names.
4. \*/
5. public static String[] getMonths() { 294

295 return getMonths(false);

296

297 }

298

299 /\*\*

1. \* Returns an array of month names.
2. \*
3. \* @param shortened a flag indicating that shortened month names should
4. \* be returned.
5. \*
6. \* @return an array of month names.
7. \*/
8. public static String[] getMonths(final boolean shortened) { 308
9. if (shortened) {
10. return DATE\_FORMAT\_SYMBOLS.getShortMonths();

311 }

1. else {
2. return DATE\_FORMAT\_SYMBOLS.getMonths();

314 }

315

316 }

317

318 /\*\*

1. \* Returns true if the supplied integer code represents a valid month.
2. \*
3. \* @param code the code being checked for validity.
4. \*
5. \* @return <code>true</code> if the supplied integer code represents a
6. \* valid month.
7. \*/
8. public static boolean isValidMonthCode(final int code) { 327
9. switch(code) {
10. case JANUARY:
11. case FEBRUARY:
12. case MARCH:
13. case APRIL:
14. case MAY:
15. case JUNE:
16. case JULY:
17. case AUGUST:
18. case SEPTEMBER:
19. case OCTOBER:
20. case NOVEMBER:
21. case DECEMBER:
22. return true;
23. default:
24. return false;

344 }

345

346 }

347

348 /\*\*

1. \* Returns the quarter for the specified month.
2. \*
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1. \* @param code the month code (1-12).
2. \*
3. \* @return the quarter that the month belongs to.
4. \* @throws java.lang.IllegalArgumentException
5. \*/
6. public static int monthCodeToQuarter(final int code) { 357
7. switch(code) {
8. case JANUARY:
9. case FEBRUARY:
10. case MARCH: return 1;
11. case APRIL:
12. case MAY:
13. case JUNE: return 2;
14. case JULY:
15. case AUGUST:
16. case SEPTEMBER: return 3;
17. case OCTOBER:
18. case NOVEMBER:
19. case DECEMBER: return 4;
20. default: throw new IllegalArgumentException(
21. "SerialDate.monthCodeToQuarter: invalid month code.");

373 }

374

375 }

376

377 /\*\*

1. \* Returns a string representing the supplied month.
2. \* <P>
3. \* The string returned is the long form of the month name taken from the
4. \* default locale.
5. \*
6. \* @param month the month.
7. \*
8. \* @return a string representing the supplied month.
9. \*/
10. public static String monthCodeToString(final int month) { 388

389 return monthCodeToString(month, false); 390

391 }

392

393 /\*\*

1. \* Returns a string representing the supplied month.
2. \* <P>
3. \* The string returned is the long or short form of the month name taken
4. \* from the default locale.
5. \*
6. \* @param month the month.
7. \* @param shortened if <code>true</code> return the abbreviation of the
8. \* month.
9. \*
10. \* @return a string representing the supplied month.
11. \* @throws java.lang.IllegalArgumentException
12. \*/
13. public static String monthCodeToString(final int month,
14. final boolean shortened) {

408

409 // check arguments...

410 if (!isValidMonthCode(month)) {

411 throw new IllegalArgumentException(

412 "SerialDate.monthCodeToString: month outside valid range.");
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413 }

414

415 final String[] months; 416

417 if (shortened) {

418 months = DATE\_FORMAT\_SYMBOLS.getShortMonths();

419 }

420 else {

421 months = DATE\_FORMAT\_SYMBOLS.getMonths();

422 }

423

424 return months[month - 1];

425

426 }

427

428 /\*\*

1. \* Converts a string to a month code.
2. \* <P>
3. \* This method will return one of the constants JANUARY, FEBRUARY, ...,
4. \* DECEMBER that corresponds to the string. If the string is not
5. \* recognised, this method returns -1.
6. \*
7. \* @param s the string to parse.
8. \*
9. \* @return <code>-1</code> if the string is not parseable, the month of the
10. \* year otherwise.
11. \*/
12. public static int stringToMonthCode(String s) { 441

442 final String[] shortMonthNames = DATE\_FORMAT\_SYMBOLS.getShortMonths();

443 final String[] monthNames = DATE\_FORMAT\_SYMBOLS.getMonths(); 444

445 int result = -1;

446 s = s.trim(); 447

448 // first try parsing the string as an integer (1-12)...

449 try {

450 result = Integer.parseInt(s);

451 }

452 catch (NumberFormatException e) {

453 // suppress

454 }

455

1. // now search through the month names...
2. if ((result < 1) || (result > 12)) {
3. for (int i = 0; i < monthNames.length; i++) {
4. if (s.equals(shortMonthNames[i])) {
5. result = i + 1;
6. break;

462 }

463 if (s.equals(monthNames[i])) {

464 result = i + 1;

465 break;

466 }

467 }

468 }

469

470 return result;

471

472 }

473

474 /\*\*
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1. \* Returns true if the supplied integer code represents a valid
2. \* week-in-the-month, and false otherwise.
3. \*
4. \* @param code the code being checked for validity.
5. \* @return <code>true</code> if the supplied integer code represents a
6. \* valid week-in-the-month.
7. \*/
8. public static boolean isValidWeekInMonthCode(final int code) { 483
9. switch(code) {
10. case FIRST\_WEEK\_IN\_MONTH:
11. case SECOND\_WEEK\_IN\_MONTH:
12. case THIRD\_WEEK\_IN\_MONTH:
13. case FOURTH\_WEEK\_IN\_MONTH:
14. case LAST\_WEEK\_IN\_MONTH: return true;
15. default: return false;

491 }

492

493 }

494

495 /\*\*

496 \* Determines whether or not the specified year is a leap year.

497 \*

498 \* @param yyyy the year (in the range 1900 to 9999).

499 \*

500 \* @return <code>true</code> if the specified year is a leap year.

501 \*/

502 public static boolean isLeapYear(final int yyyy) { 503

504 if ((yyyy % 4) != 0) {

505 return false;

506 }

507 else if ((yyyy % 400) == 0) {

508 return true;

509 }

510 else if ((yyyy % 100) == 0) {

511 return false;

512 }

513 else {

514 return true;

515 }

516

517 }

518

519 /\*\*

1. \* Returns the number of leap years from 1900 to the specified year
2. \* INCLUSIVE.
3. \* <P>
4. \* Note that 1900 is not a leap year.
5. \*
6. \* @param yyyy the year (in the range 1900 to 9999).
7. \*
8. \* @return the number of leap years from 1900 to the specified year.
9. \*/
10. public static int leapYearCount(final int yyyy) { 530

531 final int leap4 = (yyyy - 1896) / 4;

532 final int leap100 = (yyyy - 1800) / 100;

533 final int leap400 = (yyyy - 1600) / 400;

534 return leap4 - leap100 + leap400; 535

536 }
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537

538 /\*\*

1. \* Returns the number of the last day of the month, taking into account
2. \* leap years.
3. \*
4. \* @param month the month.
5. \* @param yyyy the year (in the range 1900 to 9999).
6. \*
7. \* @return the number of the last day of the month.
8. \*/
9. public static int lastDayOfMonth(final int month, final int yyyy) { 548

549 final int result = LAST\_DAY\_OF\_MONTH[month];

550 if (month != FEBRUARY) {

551 return result;

552 }

553 else if (isLeapYear(yyyy)) {

554 return result + 1;

555 }

556 else {

557 return result;

558 }

559

560 }

561

562 /\*\*

1. \* Creates a new date by adding the specified number of days to the base
2. \* date.
3. \*
4. \* @param days the number of days to add (can be negative).
5. \* @param base the base date.
6. \*
7. \* @return a new date.
8. \*/
9. public static SerialDate addDays(final int days, final SerialDate base) { 572

573 final int serialDayNumber = base.toSerial() + days;

574 return SerialDate.createInstance(serialDayNumber);

575

576 }

577

578 /\*\*

1. \* Creates a new date by adding the specified number of months to the base
2. \* date.
3. \* <P>
4. \* If the base date is close to the end of the month, the day on the result
5. \* may be adjusted slightly: 31 May + 1 month = 30 June.
6. \*
7. \* @param months the number of months to add (can be negative).
8. \* @param base the base date.
9. \*
10. \* @return a new date.
11. \*/
12. public static SerialDate addMonths(final int months,
13. final SerialDate base) {

592

593 final int yy = (12 \* base.getYYYY() + base.getMonth() + months - 1)

594 / 12;

595 final int mm = (12 \* base.getYYYY() + base.getMonth() + months - 1)

596 % 12 + 1;

597 final int dd = Math.min(

598 base.getDayOfMonth(), SerialDate.lastDayOfMonth(mm, yy)
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| 599 | ); |
| 600 | return SerialDate.createInstance(dd, mm, yy); |
| 601 |  |
| 602 | } |
| 603 |  |
| 604 | /\*\* |
| 605 | \* Creates a new date by adding the specified number of years to the base |
| 606 | \* date. |
| 607 | \* |
| 608 | \* @param years the number of years to add (can be negative). |
| 609 | \* @param base the base date. |
| 610 | \* |
| 611 | \* @return A new date. |
| 612 | \*/ |
| 613 | public static SerialDate addYears(final int years, final SerialDate base) { |
| 614 |  |
| 615 | final int baseY = base.getYYYY(); |
| 616 | final int baseM = base.getMonth(); |
| 617 | final int baseD = base.getDayOfMonth(); |
| 618 |  |
| 619 | final int targetY = baseY + years; |
| 620 | final int targetD = Math.min( |
| 621 | baseD, SerialDate.lastDayOfMonth(baseM, targetY) |
| 622 | ); |
| 623 |  |
| 624 | return SerialDate.createInstance(targetD, baseM, targetY); |
| 625 |  |
| 626 | } |
| 627 |  |
| 628 | /\*\* |
| 629 | \* Returns the latest date that falls on the specified day-of-the-week and |
| 630 | \* is BEFORE the base date. |
| 631 | \* |
| 632 | \* @param targetWeekday a code for the target day-of-the-week. |
| 633 | \* @param base the base date. |
| 634 | \* |
| 635 | \* @return the latest date that falls on the specified day-of-the-week and |
| 636 | \* is BEFORE the base date. |
| 637 | \*/ |
| 638 | public static SerialDate getPreviousDayOfWeek(final int targetWeekday, |
| 639 | final SerialDate base) { |
| 640 |  |
| 641 | // check arguments... |
| 642 | if (!SerialDate.isValidWeekdayCode(targetWeekday)) { |
| 643 | throw new IllegalArgumentException( |
| 644 | "Invalid day-of-the-week code." |
| 645 | ); |
| 646 | } |
| 647 |  |
| 648 | // find the date... |
| 649 | final int adjust; |
| 650 | final int baseDOW = base.getDayOfWeek(); |
| 651 | if (baseDOW > targetWeekday) { |
| 652 | adjust = Math.min(0, targetWeekday - baseDOW); |
| 653 | } |
| 654 | else { |
| 655 | adjust = -7 + Math.max(0, targetWeekday - baseDOW); |
| 656 | } |
| 657 |  |
| 658 | return SerialDate.addDays(adjust, base); |
| 659 |  |
| 660 | } |
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| 661 |  |
| 662 | /\*\* |
| 663 | \* Returns the earliest date that falls on the specified day-of-the-week |
| 664 | \* and is AFTER the base date. |
| 665 | \* |
| 666 | \* @param targetWeekday a code for the target day-of-the-week. |
| 667 | \* @param base the base date. |
| 668 | \* |
| 669 | \* @return the earliest date that falls on the specified day-of-the-week |
| 670 | \* and is AFTER the base date. |
| 671 | \*/ |
| 672 | public static SerialDate getFollowingDayOfWeek(final int targetWeekday, |
| 673 | final SerialDate base) { |
| 674 |  |
| 675 | // check arguments... |
| 676 | if (!SerialDate.isValidWeekdayCode(targetWeekday)) { |
| 677 | throw new IllegalArgumentException( |
| 678 | "Invalid day-of-the-week code." |
| 679 | ); |
| 680 | } |
| 681 |  |
| 682 | // find the date... |
| 683 | final int adjust; |
| 684 | final int baseDOW = base.getDayOfWeek(); |
| 685 | if (baseDOW > targetWeekday) { |
| 686 | adjust = 7 + Math.min(0, targetWeekday - baseDOW); |
| 687 | } |
| 688 | else { |
| 689 | adjust = Math.max(0, targetWeekday - baseDOW); |
| 690 | } |
| 691 |  |
| 692 | return SerialDate.addDays(adjust, base); |
| 693 | } |
| 694 |  |
| 695 | /\*\* |
| 696 | \* Returns the date that falls on the specified day-of-the-week and is |
| 697 | \* CLOSEST to the base date. |
| 698 | \* |
| 699 | \* @param targetDOW a code for the target day-of-the-week. |
| 700 | \* @param base the base date. |
| 701 | \* |
| 702 | \* @return the date that falls on the specified day-of-the-week and is |
| 703 | \* CLOSEST to the base date. |
| 704 | \*/ |
| 705 | public static SerialDate getNearestDayOfWeek(final int targetDOW, |
| 706 | final SerialDate base) { |
| 707 |  |
| 708 | // check arguments... |
| 709 | if (!SerialDate.isValidWeekdayCode(targetDOW)) { |
| 710 | throw new IllegalArgumentException( |
| 711 | "Invalid day-of-the-week code." |
| 712 | ); |
| 713 | } |
| 714 |  |
| 715 | // find the date... |
| 716 | final int baseDOW = base.getDayOfWeek(); |
| 717 | int adjust = -Math.abs(targetDOW - baseDOW); |
| 718 | if (adjust >= 4) { |
| 719 | adjust = 7 - adjust; |
| 720 | } |
| 721 | if (adjust <= -4) { |
| 722 | adjust = 7 + adjust; |
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| 723 | } |
| 724 | return SerialDate.addDays(adjust, base); |
| 725 |  |
| 726 | } |
| 727 |  |
| 728 | /\*\* |
| 729 | \* Rolls the date forward to the last day of the month. |
| 730 | \* |
| 731 | \* @param base the base date. |
| 732 | \* |
| 733 | \* @return a new serial date. |
| 734 | \*/ |
| 735 | public SerialDate getEndOfCurrentMonth(final SerialDate base) { |
| 736 | final int last = SerialDate.lastDayOfMonth( |
| 737 | base.getMonth(), base.getYYYY() |
| 738 | ); |
| 739 | return SerialDate.createInstance(last, base.getMonth(), base.getYYYY()); |
| 740 | } |
| 741 |  |
| 742 | /\*\* |
| 743 | \* Returns a string corresponding to the week-in-the-month code. |
| 744 | \* <P> |
| 745 | \* Need to find a better approach. |
| 746 | \* |
| 747 | \* @param count an integer code representing the week-in-the-month. |
| 748 | \* |
| 749 | \* @return a string corresponding to the week-in-the-month code. |
| 750 | \*/ |
| 751 | public static String weekInMonthToString(final int count) { |
| 752 |  |
| 753 | switch (count) { |
| 754 | case SerialDate.FIRST\_WEEK\_IN\_MONTH : return "First"; |
| 755 | case SerialDate.SECOND\_WEEK\_IN\_MONTH : return "Second"; |
| 756 | case SerialDate.THIRD\_WEEK\_IN\_MONTH : return "Third"; |
| 757 | case SerialDate.FOURTH\_WEEK\_IN\_MONTH : return "Fourth"; |
| 758 | case SerialDate.LAST\_WEEK\_IN\_MONTH : return "Last"; |
| 759 | default : |
| 760 | return "SerialDate.weekInMonthToString(): invalid code."; |
| 761 | } |
| 762 |  |
| 763 | } |
| 764 |  |
| 765 | /\*\* |
| 766 | \* Returns a string representing the supplied 'relative'. |
| 767 | \* <P> |
| 768 | \* Need to find a better approach. |
| 769 | \* |
| 770 | \* @param relative a constant representing the 'relative'. |
| 771 | \* |
| 772 | \* @return a string representing the supplied 'relative'. |
| 773 | \*/ |
| 774 | public static String relativeToString(final int relative) { |
| 775 |  |
| 776 | switch (relative) { |
| 777 | case SerialDate.PRECEDING : return "Preceding"; |
| 778 | case SerialDate.NEAREST : return "Nearest"; |
| 779 | case SerialDate.FOLLOWING : return "Following"; |
| 780 | default : return "ERROR : Relative To String"; |
| 781 | } |
| 782 |  |
| 783 | } |
| 784 |  |

362 **Appendix B: org.jfree.date.SerialDate**

|  |  |
| --- | --- |
| **Listing B-1 (continued)**  **SerialDate.Java** | |
| 785 | /\*\* |
| 786 | \* Factory method that returns an instance of some concrete subclass of |
| 787 | \* {@link SerialDate}. |
| 788 | \* |
| 789 | \* @param day the day (1-31). |
| 790 | \* @param month the month (1-12). |
| 791 | \* @param yyyy the year (in the range 1900 to 9999). |
| 792 | \* |
| 793 | \* @return An instance of {@link SerialDate}. |
| 794 | \*/ |
| 795 | public static SerialDate createInstance(final int day, final int month, |
| 796 | final int yyyy) { |
| 797 | return new SpreadsheetDate(day, month, yyyy); |
| 798 | } |
| 799 |  |
| 800 | /\*\* |
| 801 | \* Factory method that returns an instance of some concrete subclass of |
| 802 | \* {@link SerialDate}. |
| 803 | \* |
| 804 | \* @param serial the serial number for the day (1 January 1900 = 2). |
| 805 | \* |
| 806 | \* @return a instance of SerialDate. |
| 807 | \*/ |
| 808 | public static SerialDate createInstance(final int serial) { |
| 809 | return new SpreadsheetDate(serial); |
| 810 | } |
| 811 |  |
| 812 | /\*\* |
| 813 | \* Factory method that returns an instance of a subclass of SerialDate. |
| 814 | \* |
| 815 | \* @param date A Java date object. |
| 816 | \* |
| 817 | \* @return a instance of SerialDate. |
| 818 | \*/ |
| 819 | public static SerialDate createInstance(final java.util.Date date) { |
| 820 |  |
| 821 | final GregorianCalendar calendar = new GregorianCalendar(); |
| 822 | calendar.setTime(date); |
| 823 | return new SpreadsheetDate(calendar.get(Calendar.DATE), |
| 824 | calendar.get(Calendar.MONTH) + 1, |
| 825 | calendar.get(Calendar.YEAR)); |
| 826 |  |
| 827 | } |
| 828 |  |
| 829 | /\*\* |
| 830 | \* Returns the serial number for the date, where 1 January 1900 = 2 (this |
| 831 | \* corresponds, almost, to the numbering system used in Microsoft Excel for |
| 832 | \* Windows and Lotus 1-2-3). |
| 833 | \* |
| 834 | \* @return the serial number for the date. |
| 835 | \*/ |
| 836 | public abstract int toSerial(); |
| 837 |  |
| 838 | /\*\* |
| 839 | \* Returns a java.util.Date. Since java.util.Date has more precision than |
| 840 | \* SerialDate, we need to define a convention for the 'time of day'. |
| 841 | \* |
| 842 | \* @return this as <code>java.util.Date</code>. |
| 843 | \*/ |
| 844 | public abstract java.util.Date toDate(); |
| 845 |  |
| 846 | /\*\* |
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|  |  |
| --- | --- |
| **Listing B-1 (continued)**  **SerialDate.Java** | |
| 847 | \* Returns a description of the date. |
| 848 | \* |
| 849 | \* @return a description of the date. |
| 850 | \*/ |
| 851 | public String getDescription() { |
| 852 | return this.description; |
| 853 | } |
| 854 |  |
| 855 | /\*\* |
| 856 | \* Sets the description for the date. |
| 857 | \* |
| 858 | \* @param description the new description for the date. |
| 859 | \*/ |
| 860 | public void setDescription(final String description) { |
| 861 | this.description = description; |
| 862 | } |
| 863 |  |
| 864 | /\*\* |
| 865 | \* Converts the date to a string. |
| 866 | \* |
| 867 | \* @return a string representation of the date. |
| 868 | \*/ |
| 869 | public String toString() { |
| 870 | return getDayOfMonth() + "-" + SerialDate.monthCodeToString(getMonth()) |
| 871 | + "-" + getYYYY(); |
| 872 | } |
| 873 |  |
| 874 | /\*\* |
| 875 | \* Returns the year (assume a valid range of 1900 to 9999). |
| 876 | \* |
| 877 | \* @return the year. |
| 878 | \*/ |
| 879 | public abstract int getYYYY(); |
| 880 |  |
| 881 | /\*\* |
| 882 | \* Returns the month (January = 1, February = 2, March = 3). |
| 883 | \* |
| 884 | \* @return the month of the year. |
| 885 | \*/ |
| 886 | public abstract int getMonth(); |
| 887 |  |
| 888 | /\*\* |
| 889 | \* Returns the day of the month. |
| 890 | \* |
| 891 | \* @return the day of the month. |
| 892 | \*/ |
| 893 | public abstract int getDayOfMonth(); |
| 894 |  |
| 895 | /\*\* |
| 896 | \* Returns the day of the week. |
| 897 | \* |
| 898 | \* @return the day of the week. |
| 899 | \*/ |
| 900 | public abstract int getDayOfWeek(); |
| 901 |  |
| 902 | /\*\* |
| 903 | \* Returns the difference (in days) between this date and the specified |
| 904 | \* 'other' date. |
| 905 | \* <P> |
| 906 | \* The result is positive if this date is after the 'other' date and |
| 907 | \* negative if it is before the 'other' date. |
| 908 | \* |
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|  |  |
| --- | --- |
| **Listing B-1 (continued)**  **SerialDate.Java** | |
| 909 | \* @param other the date being compared to. |
| 910 | \* |
| 911 | \* @return the difference between this and the other date. |
| 912 | \*/ |
| 913 | public abstract int compare(SerialDate other); |
| 914 |  |
| 915 | /\*\* |
| 916 | \* Returns true if this SerialDate represents the same date as the |
| 917 | \* specified SerialDate. |
| 918 | \* |
| 919 | \* @param other the date being compared to. |
| 920 | \* |
| 921 | \* @return <code>true</code> if this SerialDate represents the same date as |
| 922 | \* the specified SerialDate. |
| 923 | \*/ |
| 924 | public abstract boolean isOn(SerialDate other); |
| 925 |  |
| 926 | /\*\* |
| 927 | \* Returns true if this SerialDate represents an earlier date compared to |
| 928 | \* the specified SerialDate. |
| 929 | \* |
| 930 | \* @param other The date being compared to. |
| 931 | \* |
| 932 | \* @return <code>true</code> if this SerialDate represents an earlier date |
| 933 | \* compared to the specified SerialDate. |
| 934 | \*/ |
| 935 | public abstract boolean isBefore(SerialDate other); |
| 936 |  |
| 937 | /\*\* |
| 938 | \* Returns true if this SerialDate represents the same date as the |
| 939 | \* specified SerialDate. |
| 940 | \* |
| 941 | \* @param other the date being compared to. |
| 942 | \* |
| 943 | \* @return <code>true<code> if this SerialDate represents the same date |
| 944 | \* as the specified SerialDate. |
| 945 | \*/ |
| 946 | public abstract boolean isOnOrBefore(SerialDate other); |
| 947 |  |
| 948 | /\*\* |
| 949 | \* Returns true if this SerialDate represents the same date as the |
| 950 | \* specified SerialDate. |
| 951 | \* |
| 952 | \* @param other the date being compared to. |
| 953 | \* |
| 954 | \* @return <code>true</code> if this SerialDate represents the same date |
| 955 | \* as the specified SerialDate. |
| 956 | \*/ |
| 957 | public abstract boolean isAfter(SerialDate other); |
| 958 |  |
| 959 | /\*\* |
| 960 | \* Returns true if this SerialDate represents the same date as the |
| 961 | \* specified SerialDate. |
| 962 | \* |
| 963 | \* @param other the date being compared to. |
| 964 | \* |
| 965 | \* @return <code>true</code> if this SerialDate represents the same date |
| 966 | \* as the specified SerialDate. |
| 967 | \*/ |
| 968 | public abstract boolean isOnOrAfter(SerialDate other); |
| 969 |  |
| 970 | /\*\* |
| 971 | \* Returns <code>true</code> if this {@link SerialDate} is within the |
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|  |  |  |
| --- | --- | --- |
| **Listing B-1 (continued)**  **SerialDate.Java** | | |
| 972 |  | \* specified range (INCLUSIVE). The date order of d1 and d2 is not |
| 973 |  | \* important. |
| 974 |  | \* |
| 975 |  | \* @param d1 a boundary date for the range. |
| 976 |  | \* @param d2 the other boundary date for the range. |
| 977 |  | \* |
| 978 |  | \* @return A boolean. |
| 979 |  | \*/ |
| 980 |  | public abstract boolean isInRange(SerialDate d1, SerialDate d2); |
| 981 |  |  |
| 982 |  | /\*\* |
| 983 |  | \* Returns <code>true</code> if this {@link SerialDate} is within the |
| 984 |  | \* specified range (caller specifies whether or not the end-points are |
| 985 |  | \* included). The date order of d1 and d2 is not important. |
| 986 |  | \* |
| 987 |  | \* @param d1 a boundary date for the range. |
| 988 |  | \* @param d2 the other boundary date for the range. |
| 989 |  | \* @param include a code that controls whether or not the start and end |
| 990 |  | \* dates are included in the range. |
| 991 |  | \* |
| 992 |  | \* @return A boolean. |
| 993 |  | \*/ |
| 994 |  | public abstract boolean isInRange(SerialDate d1, SerialDate d2, |
| 995 |  | int include); |
| 996 |  |  |
| 997 |  | /\*\* |
| 998 |  | \* Returns the latest date that falls on the specified day-of-the-week and |
| 999 |  | \* is BEFORE this date. |
| 1000 |  | \* |
| 1001 |  | \* @param targetDOW a code for the target day-of-the-week. |
| 1002 |  | \* |
| 1003 |  | \* @return the latest date that falls on the specified day-of-the-week and |
| 1004 |  | \* is BEFORE this date. |
| 1005 |  | \*/ |
| 1006 |  | public SerialDate getPreviousDayOfWeek(final int targetDOW) { |
| 1007 |  | return getPreviousDayOfWeek(targetDOW, this); |
| 1008 |  | } |
| 1009 |  |  |
| 1010 |  | /\*\* |
| 1011 |  | \* Returns the earliest date that falls on the specified day-of-the-week |
| 1012 |  | \* and is AFTER this date. |
| 1013 |  | \* |
| 1014 |  | \* @param targetDOW a code for the target day-of-the-week. |
| 1015 |  | \* |
| 1016 |  | \* @return the earliest date that falls on the specified day-of-the-week |
| 1017 |  | \* and is AFTER this date. |
| 1018 |  | \*/ |
| 1019 |  | public SerialDate getFollowingDayOfWeek(final int targetDOW) { |
| 1020 |  | return getFollowingDayOfWeek(targetDOW, this); |
| 1021 |  | } |
| 1022 |  |  |
| 1023 |  | /\*\* |
| 1024 |  | \* Returns the nearest date that falls on the specified day-of-the-week. |
| 1025 |  | \* |
| 1026 |  | \* @param targetDOW a code for the target day-of-the-week. |
| 1027 |  | \* |
| 1028 |  | \* @return the nearest date that falls on the specified day-of-the-week. |
| 1029 |  | \*/ |
| 1030 |  | public SerialDate getNearestDayOfWeek(final int targetDOW) { |
| 1031 |  | return getNearestDayOfWeek(targetDOW, this); |
| 1032 |  | } |
| 1033 |  |  |
| 1034 | } |  |
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**Listing B-2**

**SerialDateTest.java**

1. /\* ========================================================================
2. \* JCommon : a free general purpose class library for the Java(tm) platform
3. \* ========================================================================
4. \*
5. \* (C) Copyright 2000-2005, by Object Refinery Limited and Contributors.
6. \*
7. \* Project Info: <http://www.jfree.org/jcommon/index.html>
8. \*
9. \* This library is free software; you can redistribute it and/or modify it
10. \* under the terms of the GNU Lesser General Public License as published by
11. \* the Free Software Foundation; either version 2.1 of the License, or
12. \* (at your option) any later version.
13. \*
14. \* This library is distributed in the hope that it will be useful, but
15. \* WITHOUT ANY WARRANTY; without even the implied warranty of MERCHANTABILITY
16. \* or FITNESS FOR A PARTICULAR PURPOSE. See the GNU Lesser General Public
17. \* License for more details.
18. \*
19. \* You should have received a copy of the GNU Lesser General Public
20. \* License along with this library; if not, write to the Free Software
21. \* Foundation, Inc., 51 Franklin Street, Fifth Floor, Boston, MA 02110-1301,
22. \* USA.
23. \*
24. \* [Java is a trademark or registered trademark of Sun Microsystems, Inc.
25. \* in the United States and other countries.]
26. \*
27. \*
28. \* SerialDateTests.java
29. \*
30. \* (C) Copyright 2001-2005, by Object Refinery Limited.
31. \*
32. \* Original Author: David Gilbert (for Object Refinery Limited);
33. \* Contributor(s): -;
34. \*
35. \* $Id: SerialDateTests.java,v 1.6 2005/11/16 15:58:40 taqua Exp $
36. \*
37. \* Changes
38. \*
39. \* 15-Nov-2001 : Version 1 (DG);
40. \* 25-Jun-2002 : Removed unnecessary import (DG);
41. \* 24-Oct-2002 : Fixed errors reported by Checkstyle (DG);
42. \* 13-Mar-2003 : Added serialization test (DG);
43. \* 05-Jan-2005 : Added test for bug report 1096282 (DG);
44. \*
45. \*/

46

47 package org.jfree.date.junit;

48

49 import java.io.ByteArrayInputStream;

50 import java.io.ByteArrayOutputStream;

51 import java.io.ObjectInput;

52 import java.io.ObjectInputStream;

53 import java.io.ObjectOutput;

54 import java.io.ObjectOutputStream;

55

56 import junit.framework.Test;

57 import junit.framework.TestCase;

58 import junit.framework.TestSuite;

59

60 import org.jfree.date.MonthConstants;

61 import org.jfree.date.SerialDate;

62
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**Listing B-2 (continued)**

**SerialDateTest.java**

63 /\*\*

1. \* Some JUnit tests for the {@link SerialDate} class.
2. \*/
3. public class SerialDateTests extends TestCase { 67
4. /\*\* Date representing November 9. \*/
5. private SerialDate nov9Y2001; 70

71 /\*\*

1. \* Creates a new test case.
2. \*
3. \* @param name the name.
4. \*/
5. public SerialDateTests(final String name) {
6. super(name);

78 }

79

80 /\*\*

1. \* Returns a test suite for the JUnit test runner.
2. \*
3. \* @return The test suite.
4. \*/
5. public static Test suite() {
6. return new TestSuite(SerialDateTests.class);

87 }

88

89 /\*\*

1. \* Problem set up.
2. \*/
3. protected void setUp() {
4. this.nov9Y2001 = SerialDate.createInstance(9, MonthConstants.NOVEMBER, 2001);

94 }

95

96 /\*\*

1. \* 9 Nov 2001 plus two months should be 9 Jan 2002.
2. \*/
3. public void testAddMonthsTo9Nov2001() {
4. final SerialDate jan9Y2002 = SerialDate.addMonths(2, this.nov9Y2001);
5. final SerialDate answer = SerialDate.createInstance(9, 1, 2002);
6. assertEquals(answer, jan9Y2002);

103 }

104

105 /\*\*

1. \* A test case for a reported bug, now fixed.
2. \*/
3. public void testAddMonthsTo5Oct2003() {
4. final SerialDate d1 = SerialDate.createInstance(5, MonthConstants.OCTOBER, 2003);
5. final SerialDate d2 = SerialDate.addMonths(2, d1);
6. assertEquals(d2, SerialDate.createInstance(5, MonthConstants.DECEMBER, 2003));

112 }

113

114 /\*\*

1. \* A test case for a reported bug, now fixed.
2. \*/
3. public void testAddMonthsTo1Jan2003() {
4. final SerialDate d1 = SerialDate.createInstance(1, MonthConstants.JANUARY, 2003);
5. final SerialDate d2 = SerialDate.addMonths(0, d1);
6. assertEquals(d2, d1);

121 }

122

123 /\*\*

1. \* Monday preceding Friday 9 November 2001 should be 5 November.
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**Listing B-2 (continued)**

**SerialDateTest.java**

1. \*/
2. public void testMondayPrecedingFriday9Nov2001() {
3. SerialDate mondayBefore = SerialDate.getPreviousDayOfWeek(
4. SerialDate.MONDAY, this.nov9Y2001

129 );

130 assertEquals(5, mondayBefore.getDayOfMonth());

131 }

132

133 /\*\*

1. \* Monday following Friday 9 November 2001 should be 12 November.
2. \*/
3. public void testMondayFollowingFriday9Nov2001() {
4. SerialDate mondayAfter = SerialDate.getFollowingDayOfWeek(
5. SerialDate.MONDAY, this.nov9Y2001

139 );

140 assertEquals(12, mondayAfter.getDayOfMonth());

141 }

142

143 /\*\*

1. \* Monday nearest Friday 9 November 2001 should be 12 November.
2. \*/
3. public void testMondayNearestFriday9Nov2001() {
4. SerialDate mondayNearest = SerialDate.getNearestDayOfWeek(
5. SerialDate.MONDAY, this.nov9Y2001

149 );

150 assertEquals(12, mondayNearest.getDayOfMonth());

151 }

152

153 /\*\*

1. \* The Monday nearest to 22nd January 1970 falls on the 19th.
2. \*/
3. public void testMondayNearest22Jan1970() {
4. SerialDate jan22Y1970 = SerialDate.createInstance(22, MonthConstants.JANUARY, 1970);
5. SerialDate mondayNearest=SerialDate.getNearestDayOfWeek(SerialDate.MONDAY, jan22Y1970);
6. assertEquals(19, mondayNearest.getDayOfMonth());

160 }

161

162 /\*\*

1. \* Problem that the conversion of days to strings returns the right result. Actually, this
2. \* result depends on the Locale so this test needs to be modified.
3. \*/
4. public void testWeekdayCodeToString() { 167
5. final String test = SerialDate.weekdayCodeToString(SerialDate.SATURDAY);
6. assertEquals("Saturday", test);

170

171 }

172

173 /\*\*

1. \* Test the conversion of a string to a weekday. Note that this test will fail if the
2. \* default locale doesn't use English weekday names...devise a better test!
3. \*/
4. public void testStringToWeekday() { 178
5. int weekday = SerialDate.stringToWeekdayCode("Wednesday");
6. assertEquals(SerialDate.WEDNESDAY, weekday);

181

1. weekday = SerialDate.stringToWeekdayCode(" Wednesday ");
2. assertEquals(SerialDate.WEDNESDAY, weekday);

184
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**Listing B-2 (continued)**

**SerialDateTest.java**

1. weekday = SerialDate.stringToWeekdayCode("Wed");
2. assertEquals(SerialDate.WEDNESDAY, weekday);

187

188 }

189

190 /\*\*

1. \* Test the conversion of a string to a month. Note that this test will fail if the
2. \* default locale doesn't use English month names...devise a better test!
3. \*/
4. public void testStringToMonthCode() { 195
5. int m = SerialDate.stringToMonthCode("January");
6. assertEquals(MonthConstants.JANUARY, m);

198

1. m = SerialDate.stringToMonthCode(" January ");
2. assertEquals(MonthConstants.JANUARY, m);

201

1. m = SerialDate.stringToMonthCode("Jan");
2. assertEquals(MonthConstants.JANUARY, m);

204

205 }

206

207 /\*\*

1. \* Tests the conversion of a month code to a string.
2. \*/
3. public void testMonthCodeToStringCode() { 211
4. final String test = SerialDate.monthCodeToString(MonthConstants.DECEMBER);
5. assertEquals("December", test);

214

215 }

216

217 /\*\*

1. \* 1900 is not a leap year.
2. \*/
3. public void testIsNotLeapYear1900() {
4. assertTrue(!SerialDate.isLeapYear(1900));

222 }

223

224 /\*\*

1. \* 2000 is a leap year.
2. \*/
3. public void testIsLeapYear2000() {
4. assertTrue(SerialDate.isLeapYear(2000));

229 }

230

231 /\*\*

1. \* The number of leap years from 1900 up-to-and-including 1899 is 0.
2. \*/
3. public void testLeapYearCount1899() {
4. assertEquals(SerialDate.leapYearCount(1899), 0);

236 }

237

238 /\*\*

1. \* The number of leap years from 1900 up-to-and-including 1903 is 0.
2. \*/
3. public void testLeapYearCount1903() {
4. assertEquals(SerialDate.leapYearCount(1903), 0);

243 }

244

245 /\*\*

1. \* The number of leap years from 1900 up-to-and-including 1904 is 1.
2. \*/
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**Listing B-2 (continued)**

**SerialDateTest.java**

1. public void testLeapYearCount1904() {
2. assertEquals(SerialDate.leapYearCount(1904), 1);

250 }

251

252 /\*\*

1. \* The number of leap years from 1900 up-to-and-including 1999 is 24.
2. \*/
3. public void testLeapYearCount1999() {
4. assertEquals(SerialDate.leapYearCount(1999), 24);

257 }

258

259 /\*\*

1. \* The number of leap years from 1900 up-to-and-including 2000 is 25.
2. \*/
3. public void testLeapYearCount2000() {
4. assertEquals(SerialDate.leapYearCount(2000), 25);

264 }

265

266 /\*\*

1. \* Serialize an instance, restore it, and check for equality.
2. \*/
3. public void testSerialization() { 270
4. SerialDate d1 = SerialDate.createInstance(15, 4, 2000);
5. SerialDate d2 = null; 273
6. try {
7. ByteArrayOutputStream buffer = new ByteArrayOutputStream();
8. ObjectOutput out = new ObjectOutputStream(buffer);
9. out.writeObject(d1);
10. out.close();

279

1. ObjectInput in = new ObjectInputStream(

new ByteArrayInputStream(buffer.toByteArray()));

1. d2 = (SerialDate) in.readObject();
2. in.close();

283 }

1. catch (Exception e) {
2. System.out.println(e.toString());

286 }

287 assertEquals(d1, d2);

288

289 }

290

291 /\*\*

1. \* A test for bug report 1096282 (now fixed).
2. \*/
3. public void test1096282() {
4. SerialDate d = SerialDate.createInstance(29, 2, 2004);
5. d = SerialDate.addYears(1, d);
6. SerialDate expected = SerialDate.createInstance(28, 2, 2005);
7. assertTrue(d.isOn(expected));

299 }

300

301 /\*\*

1. \* Miscellaneous tests for the addMonths() method.
2. \*/
3. public void testAddMonths() {
4. SerialDate d1 = SerialDate.createInstance(31, 5, 2004);

306
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|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Listing B-2 (continued)**  **SerialDateTest.java** | | | | | |
| 307 |  |  | SerialDate d2 = SerialDate.addMonths(1, | d1); |  |
| 308 |  |  | assertEquals(30, d2.getDayOfMonth()); |  |  |
| 309 |  |  | assertEquals(6, d2.getMonth()); |  |  |
| 310 |  |  | assertEquals(2004, d2.getYYYY()); |  |  |
| 311 |  |  |  |  |  |
| 312 |  |  | SerialDate d3 = SerialDate.addMonths(2, | d1); |  |
| 313 |  |  | assertEquals(31, d3.getDayOfMonth()); |  |  |
| 314 |  |  | assertEquals(7, d3.getMonth()); |  |  |
| 315 |  |  | assertEquals(2004, d3.getYYYY()); |  |  |
| 316 |  |  |  |  |  |
| 317 |  |  | SerialDate d4 = SerialDate.addMonths(1, | SerialDate.addMonths(1, | d1)); |
| 318 |  |  | assertEquals(30, d4.getDayOfMonth()); |  |  |
| 319 |  |  | assertEquals(7, d4.getMonth()); |  |  |
| 320 |  |  | assertEquals(2004, d4.getYYYY()); |  |  |
| 321 |  | } |  |  |  |
| 322 | } |  |  |  |  |
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**Listing B-3**

**MonthConstants.java**

1. /\* ========================================================================
2. \* JCommon : a free general purpose class library for the Java(tm) platform
3. \* ========================================================================
4. \*
5. \* (C) Copyright 2000-2005, by Object Refinery Limited and Contributors.
6. \*
7. \* Project Info: <http://www.jfree.org/jcommon/index.html>
8. \*
9. \* This library is free software; you can redistribute it and/or modify it
10. \* under the terms of the GNU Lesser General Public License as published by
11. \* the Free Software Foundation; either version 2.1 of the License, or
12. \* (at your option) any later version.
13. \*
14. \* This library is distributed in the hope that it will be useful, but
15. \* WITHOUT ANY WARRANTY; without even the implied warranty of MERCHANTABILITY
16. \* or FITNESS FOR A PARTICULAR PURPOSE. See the GNU Lesser General Public
17. \* License for more details.
18. \*
19. \* You should have received a copy of the GNU Lesser General Public
20. \* License along with this library; if not, write to the Free Software
21. \* Foundation, Inc., 51 Franklin Street, Fifth Floor, Boston, MA 02110-1301,
22. \* USA.
23. \*
24. \* [Java is a trademark or registered trademark of Sun Microsystems, Inc.
25. \* in the United States and other countries.]
26. \*
27. \*
28. \* MonthConstants.java
29. \*
30. \* (C) Copyright 2002, 2003, by Object Refinery Limited.
31. \*
32. \* Original Author: David Gilbert (for Object Refinery Limited);
33. \* Contributor(s): -;
34. \*
35. \* $Id: MonthConstants.java,v 1.4 2005/11/16 15:58:40 taqua Exp $
36. \*
37. \* Changes
38. \*
39. \* 29-May-2002 : Version 1 (code moved from SerialDate class) (DG);
40. \*
41. \*/

42

43 package org.jfree.date;

44

45 /\*\*

1. \* Useful constants for months. Note that these are NOT equivalent to the
2. \* constants defined by java.util.Calendar (where JANUARY=0 and DECEMBER=11).
3. \* <P>
4. \* Used by the SerialDate and RegularTimePeriod classes.
5. \*
6. \* @author David Gilbert
7. \*/
8. public interface MonthConstants { 54
9. /\*\* Constant for January. \*/
10. public static final int JANUARY = 1; 57
11. /\*\* Constant for February. \*/
12. public static final int FEBRUARY = 2; 60
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/\*\* Constant for April. \*/

public static final int APRIL = 4;

/\*\* Constant for May. \*/

public static final int MAY = 5;

/\*\* Constant for June. \*/

public static final int JUNE = 6;

/\*\* Constant for July. \*/

public static final int JULY = 7;

/\*\* Constant for August. \*/

public static final int AUGUST = 8;

/\*\* Constant for September. \*/

public static final int SEPTEMBER = 9;

/\*\* Constant for October. \*/

public static final int OCTOBER = 10;

/\*\* Constant for November. \*/

public static final int NOVEMBER = 11;

/\*\* Constant for December. \*/

public static final int DECEMBER = 12;

/\*\* Constant for March. \*/

public static final int MARCH = 3;

61

62

63

64

65

66

67

68

69

70

71

72

73

74

75

76

77

78

79

80

81

82

83

84

85

86

87

88

89

90

91 }
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**Listing B-4**

**BobsSerialDateTest.java**

1 package org.jfree.date.junit;

2

3 import junit.framework.TestCase;

4 import org.jfree.date.\*;

5 import static org.jfree.date.SerialDate.\*; 6

7 import java.util.\*;

8

9 public class BobsSerialDateTest extends TestCase { 10

1. public void testIsValidWeekdayCode() throws Exception {
2. for (int day = 1; day <= 7; day++)
3. assertTrue(isValidWeekdayCode(day));
4. assertFalse(isValidWeekdayCode(0));
5. assertFalse(isValidWeekdayCode(8));

16 }

17

18 public void testStringToWeekdayCode() throws Exception { 19

1. assertEquals(-1, stringToWeekdayCode("Hello"));
2. assertEquals(MONDAY, stringToWeekdayCode("Monday"));
3. assertEquals(MONDAY, stringToWeekdayCode("Mon"));
4. //todo assertEquals(MONDAY,stringToWeekdayCode("monday"));
5. // assertEquals(MONDAY,stringToWeekdayCode("MONDAY"));
6. // assertEquals(MONDAY, stringToWeekdayCode("mon")); 26
7. assertEquals(TUESDAY, stringToWeekdayCode("Tuesday"));
8. assertEquals(TUESDAY, stringToWeekdayCode("Tue"));
9. // assertEquals(TUESDAY,stringToWeekdayCode("tuesday"));
10. // assertEquals(TUESDAY,stringToWeekdayCode("TUESDAY"));
11. // assertEquals(TUESDAY, stringToWeekdayCode("tue"));
12. // assertEquals(TUESDAY, stringToWeekdayCode("tues")); 33
13. assertEquals(WEDNESDAY, stringToWeekdayCode("Wednesday"));
14. assertEquals(WEDNESDAY, stringToWeekdayCode("Wed"));
15. // assertEquals(WEDNESDAY,stringToWeekdayCode("wednesday"));
16. // assertEquals(WEDNESDAY,stringToWeekdayCode("WEDNESDAY"));
17. // assertEquals(WEDNESDAY, stringToWeekdayCode("wed")); 39
18. assertEquals(THURSDAY, stringToWeekdayCode("Thursday"));
19. assertEquals(THURSDAY, stringToWeekdayCode("Thu"));
20. // assertEquals(THURSDAY,stringToWeekdayCode("thursday"));
21. // assertEquals(THURSDAY,stringToWeekdayCode("THURSDAY"));
22. // assertEquals(THURSDAY, stringToWeekdayCode("thu"));
23. // assertEquals(THURSDAY, stringToWeekdayCode("thurs")); 46
24. assertEquals(FRIDAY, stringToWeekdayCode("Friday"));
25. assertEquals(FRIDAY, stringToWeekdayCode("Fri"));
26. // assertEquals(FRIDAY,stringToWeekdayCode("friday"));
27. // assertEquals(FRIDAY,stringToWeekdayCode("FRIDAY"));
28. // assertEquals(FRIDAY, stringToWeekdayCode("fri")); 52
29. assertEquals(SATURDAY, stringToWeekdayCode("Saturday"));
30. assertEquals(SATURDAY, stringToWeekdayCode("Sat"));
31. // assertEquals(SATURDAY,stringToWeekdayCode("saturday"));
32. // assertEquals(SATURDAY,stringToWeekdayCode("SATURDAY"));
33. // assertEquals(SATURDAY, stringToWeekdayCode("sat")); 58
34. assertEquals(SUNDAY, stringToWeekdayCode("Sunday"));
35. assertEquals(SUNDAY, stringToWeekdayCode("Sun"));
36. // assertEquals(SUNDAY,stringToWeekdayCode("sunday"));
37. // assertEquals(SUNDAY,stringToWeekdayCode("SUNDAY"));
38. // assertEquals(SUNDAY, stringToWeekdayCode("sun"));

64 }

65
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1. public void testWeekdayCodeToString() throws Exception {
2. assertEquals("Sunday", weekdayCodeToString(SUNDAY));
3. assertEquals("Monday", weekdayCodeToString(MONDAY));
4. assertEquals("Tuesday", weekdayCodeToString(TUESDAY));
5. assertEquals("Wednesday", weekdayCodeToString(WEDNESDAY));
6. assertEquals("Thursday", weekdayCodeToString(THURSDAY));
7. assertEquals("Friday", weekdayCodeToString(FRIDAY));
8. assertEquals("Saturday", weekdayCodeToString(SATURDAY));

74 }

75

76 public void testIsValidMonthCode() throws Exception {

77 for (int i = 1; i <= 12; i++)

1. assertTrue(isValidMonthCode(i));
2. assertFalse(isValidMonthCode(0));
3. assertFalse(isValidMonthCode(13));

81 }

82

1. public void testMonthToQuarter() throws Exception {
2. assertEquals(1, monthCodeToQuarter(JANUARY));
3. assertEquals(1, monthCodeToQuarter(FEBRUARY));
4. assertEquals(1, monthCodeToQuarter(MARCH));
5. assertEquals(2, monthCodeToQuarter(APRIL));
6. assertEquals(2, monthCodeToQuarter(MAY));
7. assertEquals(2, monthCodeToQuarter(JUNE));
8. assertEquals(3, monthCodeToQuarter(JULY));
9. assertEquals(3, monthCodeToQuarter(AUGUST));
10. assertEquals(3, monthCodeToQuarter(SEPTEMBER));
11. assertEquals(4, monthCodeToQuarter(OCTOBER));
12. assertEquals(4, monthCodeToQuarter(NOVEMBER));
13. assertEquals(4, monthCodeToQuarter(DECEMBER));

96

1. try {
2. monthCodeToQuarter(-1);
3. fail("Invalid Month Code should throw exception");
4. } catch (IllegalArgumentException e) {
5. }

102 }

103

1. public void testMonthCodeToString() throws Exception {
2. assertEquals("January", monthCodeToString(JANUARY));
3. assertEquals("February", monthCodeToString(FEBRUARY));
4. assertEquals("March", monthCodeToString(MARCH));
5. assertEquals("April", monthCodeToString(APRIL));
6. assertEquals("May", monthCodeToString(MAY));
7. assertEquals("June", monthCodeToString(JUNE));
8. assertEquals("July", monthCodeToString(JULY));
9. assertEquals("August", monthCodeToString(AUGUST));
10. assertEquals("September", monthCodeToString(SEPTEMBER));
11. assertEquals("October", monthCodeToString(OCTOBER));
12. assertEquals("November", monthCodeToString(NOVEMBER));
13. assertEquals("December", monthCodeToString(DECEMBER));

117

1. assertEquals("Jan", monthCodeToString(JANUARY, true));
2. assertEquals("Feb", monthCodeToString(FEBRUARY, true));
3. assertEquals("Mar", monthCodeToString(MARCH, true));
4. assertEquals("Apr", monthCodeToString(APRIL, true));
5. assertEquals("May", monthCodeToString(MAY, true));
6. assertEquals("Jun", monthCodeToString(JUNE, true));
7. assertEquals("Jul", monthCodeToString(JULY, true));
8. assertEquals("Aug", monthCodeToString(AUGUST, true));
9. assertEquals("Sep", monthCodeToString(SEPTEMBER, true));
10. assertEquals("Oct", monthCodeToString(OCTOBER, true));
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1. assertEquals("Nov", monthCodeToString(NOVEMBER, true));
2. assertEquals("Dec", monthCodeToString(DECEMBER, true)); 130
3. try {
4. monthCodeToString(-1);
5. fail("Invalid month code should throw exception");
6. } catch (IllegalArgumentException e) {
7. }

136

137 }

138

1. public void testStringToMonthCode() throws Exception {
2. assertEquals(JANUARY,stringToMonthCode("1"));
3. assertEquals(FEBRUARY,stringToMonthCode("2"));
4. assertEquals(MARCH,stringToMonthCode("3"));
5. assertEquals(APRIL,stringToMonthCode("4"));
6. assertEquals(MAY,stringToMonthCode("5"));
7. assertEquals(JUNE,stringToMonthCode("6"));
8. assertEquals(JULY,stringToMonthCode("7"));
9. assertEquals(AUGUST,stringToMonthCode("8"));
10. assertEquals(SEPTEMBER,stringToMonthCode("9"));
11. assertEquals(OCTOBER,stringToMonthCode("10"));
12. assertEquals(NOVEMBER, stringToMonthCode("11"));
13. assertEquals(DECEMBER,stringToMonthCode("12"));

152

153 //todo assertEquals(-1, stringToMonthCode("0"));

154 // assertEquals(-1, stringToMonthCode("13")); 155

156 assertEquals(-1,stringToMonthCode("Hello"));

157

158 for (int m = 1; m <= 12; m++) {

1. assertEquals(m, stringToMonthCode(monthCodeToString(m, false)));
2. assertEquals(m, stringToMonthCode(monthCodeToString(m, true)));

161 }

162

1. // assertEquals(1,stringToMonthCode("jan"));
2. // assertEquals(2,stringToMonthCode("feb"));
3. // assertEquals(3,stringToMonthCode("mar"));
4. // assertEquals(4,stringToMonthCode("apr"));
5. // assertEquals(5,stringToMonthCode("may"));
6. // assertEquals(6,stringToMonthCode("jun"));
7. // assertEquals(7,stringToMonthCode("jul"));
8. // assertEquals(8,stringToMonthCode("aug"));
9. // assertEquals(9,stringToMonthCode("sep"));
10. // assertEquals(10,stringToMonthCode("oct"));
11. // assertEquals(11,stringToMonthCode("nov"));
12. // assertEquals(12,stringToMonthCode("dec"));

175

1. // assertEquals(1,stringToMonthCode("JAN"));
2. // assertEquals(2,stringToMonthCode("FEB"));
3. // assertEquals(3,stringToMonthCode("MAR"));
4. // assertEquals(4,stringToMonthCode("APR"));
5. // assertEquals(5,stringToMonthCode("MAY"));
6. // assertEquals(6,stringToMonthCode("JUN"));
7. // assertEquals(7,stringToMonthCode("JUL"));
8. // assertEquals(8,stringToMonthCode("AUG"));
9. // assertEquals(9,stringToMonthCode("SEP"));
10. // assertEquals(10,stringToMonthCode("OCT"));
11. // assertEquals(11,stringToMonthCode("NOV"));
12. // assertEquals(12,stringToMonthCode("DEC"));

188

1. // assertEquals(1,stringToMonthCode("january"));
2. // assertEquals(2,stringToMonthCode("february"));
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1. // assertEquals(3,stringToMonthCode("march"));
2. // assertEquals(4,stringToMonthCode("april"));
3. // assertEquals(5,stringToMonthCode("may"));
4. // assertEquals(6,stringToMonthCode("june"));
5. // assertEquals(7,stringToMonthCode("july"));
6. // assertEquals(8,stringToMonthCode("august"));
7. // assertEquals(9,stringToMonthCode("september"));
8. // assertEquals(10,stringToMonthCode("october"));
9. // assertEquals(11,stringToMonthCode("november"));
10. // assertEquals(12,stringToMonthCode("december"));

201

1. // assertEquals(1,stringToMonthCode("JANUARY"));
2. // assertEquals(2,stringToMonthCode("FEBRUARY"));
3. // assertEquals(3,stringToMonthCode("MAR"));
4. // assertEquals(4,stringToMonthCode("APRIL"));
5. // assertEquals(5,stringToMonthCode("MAY"));
6. // assertEquals(6,stringToMonthCode("JUNE"));
7. // assertEquals(7,stringToMonthCode("JULY"));
8. // assertEquals(8,stringToMonthCode("AUGUST"));
9. // assertEquals(9,stringToMonthCode("SEPTEMBER"));
10. // assertEquals(10,stringToMonthCode("OCTOBER"));
11. // assertEquals(11,stringToMonthCode("NOVEMBER"));
12. // assertEquals(12,stringToMonthCode("DECEMBER"));

214 }

215

216 public void testIsValidWeekInMonthCode() throws Exception {

217 for (int w = 0; w <= 4; w++) {

218 assertTrue(isValidWeekInMonthCode(w));

219 }

220 assertFalse(isValidWeekInMonthCode(5));

221 }

222

1. public void testIsLeapYear() throws Exception {
2. assertFalse(isLeapYear(1900));
3. assertFalse(isLeapYear(1901));
4. assertFalse(isLeapYear(1902));
5. assertFalse(isLeapYear(1903));
6. assertTrue(isLeapYear(1904));
7. assertTrue(isLeapYear(1908));
8. assertFalse(isLeapYear(1955));
9. assertTrue(isLeapYear(1964));
10. assertTrue(isLeapYear(1980));
11. assertTrue(isLeapYear(2000));
12. assertFalse(isLeapYear(2001));
13. assertFalse(isLeapYear(2100));

236 }

237

1. public void testLeapYearCount() throws Exception {
2. assertEquals(0, leapYearCount(1900));
3. assertEquals(0, leapYearCount(1901));
4. assertEquals(0, leapYearCount(1902));
5. assertEquals(0, leapYearCount(1903));
6. assertEquals(1, leapYearCount(1904));
7. assertEquals(1, leapYearCount(1905));
8. assertEquals(1, leapYearCount(1906));
9. assertEquals(1, leapYearCount(1907));
10. assertEquals(2, leapYearCount(1908));
11. assertEquals(24, leapYearCount(1999));
12. assertEquals(25, leapYearCount(2001));
13. assertEquals(49, leapYearCount(2101));
14. assertEquals(73, leapYearCount(2201));
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1. assertEquals(97, leapYearCount(2301));
2. assertEquals(122, leapYearCount(2401));

254 }

255

1. public void testLastDayOfMonth() throws Exception {
2. assertEquals(31, lastDayOfMonth(JANUARY, 1901));
3. assertEquals(28, lastDayOfMonth(FEBRUARY, 1901));
4. assertEquals(31, lastDayOfMonth(MARCH, 1901));
5. assertEquals(30, lastDayOfMonth(APRIL, 1901));
6. assertEquals(31, lastDayOfMonth(MAY, 1901));
7. assertEquals(30, lastDayOfMonth(JUNE, 1901));
8. assertEquals(31, lastDayOfMonth(JULY, 1901));
9. assertEquals(31, lastDayOfMonth(AUGUST, 1901));
10. assertEquals(30, lastDayOfMonth(SEPTEMBER, 1901));
11. assertEquals(31, lastDayOfMonth(OCTOBER, 1901));
12. assertEquals(30, lastDayOfMonth(NOVEMBER, 1901));
13. assertEquals(31, lastDayOfMonth(DECEMBER, 1901));
14. assertEquals(29, lastDayOfMonth(FEBRUARY, 1904));

270 }

271

1. public void testAddDays() throws Exception {
2. SerialDate newYears = d(1, JANUARY, 1900);
3. assertEquals(d(2, JANUARY, 1900), addDays(1, newYears));
4. assertEquals(d(1, FEBRUARY, 1900), addDays(31, newYears));
5. assertEquals(d(1, JANUARY, 1901), addDays(365, newYears));
6. assertEquals(d(31, DECEMBER, 1904), addDays(5 \* 365, newYears));

278 }

279

280 private static SpreadsheetDate d(int day, int month, int year) {return new SpreadsheetDate(day, month, year);}

281

1. public void testAddMonths() throws Exception {
2. assertEquals(d(1, FEBRUARY, 1900), addMonths(1, d(1, JANUARY, 1900)));
3. assertEquals(d(28, FEBRUARY, 1900), addMonths(1, d(31, JANUARY, 1900)));
4. assertEquals(d(28, FEBRUARY, 1900), addMonths(1, d(30, JANUARY, 1900)));
5. assertEquals(d(28, FEBRUARY, 1900), addMonths(1, d(29, JANUARY, 1900)));
6. assertEquals(d(28, FEBRUARY, 1900), addMonths(1, d(28, JANUARY, 1900)));
7. assertEquals(d(27, FEBRUARY, 1900), addMonths(1, d(27, JANUARY, 1900)));

289

1. assertEquals(d(30, JUNE, 1900), addMonths(5, d(31, JANUARY, 1900)));
2. assertEquals(d(30, JUNE, 1901), addMonths(17, d(31, JANUARY, 1900)));

292

293 assertEquals(d(29, FEBRUARY, 1904), addMonths(49, d(31, JANUARY, 1900)));

294

295 }

296

1. public void testAddYears() throws Exception {
2. assertEquals(d(1, JANUARY, 1901), addYears(1, d(1, JANUARY, 1900)));
3. assertEquals(d(28, FEBRUARY, 1905), addYears(1, d(29, FEBRUARY, 1904)));
4. assertEquals(d(28, FEBRUARY, 1905), addYears(1, d(28, FEBRUARY, 1904)));
5. assertEquals(d(28, FEBRUARY, 1904), addYears(1, d(28, FEBRUARY, 1903)));

302 }

303

1. public void testGetPreviousDayOfWeek() throws Exception {
2. assertEquals(d(24, FEBRUARY, 2006), getPreviousDayOfWeek(FRIDAY, d(1, MARCH, 2006)));
3. assertEquals(d(22, FEBRUARY, 2006), getPreviousDayOfWeek(WEDNESDAY, d(1, MARCH, 2006)));
4. assertEquals(d(29, FEBRUARY, 2004), getPreviousDayOfWeek(SUNDAY, d(3, MARCH, 2004)));
5. assertEquals(d(29, DECEMBER, 2004), getPreviousDayOfWeek(WEDNESDAY, d(5, JANUARY, 2005)));

309

1. try {
2. getPreviousDayOfWeek(-1, d(1, JANUARY, 2006));
3. fail("Invalid day of week code should throw exception");
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1. } catch (IllegalArgumentException e) {
2. }

315 }

316

1. public void testGetFollowingDayOfWeek() throws Exception {
2. // assertEquals(d(1, JANUARY, 2005),getFollowingDayOfWeek(SATURDAY, d(25, DECEMBER, 2004)));
3. assertEquals(d(1, JANUARY, 2005), getFollowingDayOfWeek(SATURDAY, d(26, DECEMBER, 2004)));
4. assertEquals(d(3, MARCH, 2004), getFollowingDayOfWeek(WEDNESDAY, d(28, FEBRUARY, 2004)));

321

1. try {
2. getFollowingDayOfWeek(-1, d(1, JANUARY, 2006));
3. fail("Invalid day of week code should throw exception");
4. } catch (IllegalArgumentException e) {
5. }

327 }

328

1. public void testGetNearestDayOfWeek() throws Exception {
2. assertEquals(d(16, APRIL, 2006), getNearestDayOfWeek(SUNDAY, d(16, APRIL, 2006)));
3. assertEquals(d(16, APRIL, 2006), getNearestDayOfWeek(SUNDAY, d(17, APRIL, 2006)));
4. assertEquals(d(16, APRIL, 2006), getNearestDayOfWeek(SUNDAY, d(18, APRIL, 2006)));
5. assertEquals(d(16, APRIL, 2006), getNearestDayOfWeek(SUNDAY, d(19, APRIL, 2006)));
6. assertEquals(d(23, APRIL, 2006), getNearestDayOfWeek(SUNDAY, d(20, APRIL, 2006)));
7. assertEquals(d(23, APRIL, 2006), getNearestDayOfWeek(SUNDAY, d(21, APRIL, 2006)));
8. assertEquals(d(23, APRIL, 2006), getNearestDayOfWeek(SUNDAY, d(22, APRIL, 2006)));

337

1. //todo assertEquals(d(17, APRIL, 2006), getNearestDayOfWeek(MONDAY, d(16, APRIL, 2006)));
2. assertEquals(d(17, APRIL, 2006), getNearestDayOfWeek(MONDAY, d(17, APRIL, 2006)));
3. assertEquals(d(17, APRIL, 2006), getNearestDayOfWeek(MONDAY, d(18, APRIL, 2006)));
4. assertEquals(d(17, APRIL, 2006), getNearestDayOfWeek(MONDAY, d(19, APRIL, 2006)));
5. assertEquals(d(17, APRIL, 2006), getNearestDayOfWeek(MONDAY, d(20, APRIL, 2006)));
6. assertEquals(d(24, APRIL, 2006), getNearestDayOfWeek(MONDAY, d(21, APRIL, 2006)));
7. assertEquals(d(24, APRIL, 2006), getNearestDayOfWeek(MONDAY, d(22, APRIL, 2006)));

345

1. // assertEquals(d(18, APRIL, 2006), getNearestDayOfWeek(TUESDAY, d(16, APRIL, 2006)));
2. // assertEquals(d(18, APRIL, 2006), getNearestDayOfWeek(TUESDAY, d(17, APRIL, 2006)));
3. assertEquals(d(18, APRIL, 2006), getNearestDayOfWeek(TUESDAY, d(18, APRIL, 2006)));
4. assertEquals(d(18, APRIL, 2006), getNearestDayOfWeek(TUESDAY, d(19, APRIL, 2006)));
5. assertEquals(d(18, APRIL, 2006), getNearestDayOfWeek(TUESDAY, d(20, APRIL, 2006)));
6. assertEquals(d(18, APRIL, 2006), getNearestDayOfWeek(TUESDAY, d(21, APRIL, 2006)));
7. assertEquals(d(25, APRIL, 2006), getNearestDayOfWeek(TUESDAY, d(22, APRIL, 2006)));

353

1. // assertEquals(d(19, APRIL, 2006), getNearestDayOfWeek(WEDNESDAY, d(16, APRIL, 2006)));
2. // assertEquals(d(19, APRIL, 2006), getNearestDayOfWeek(WEDNESDAY, d(17, APRIL, 2006)));
3. // assertEquals(d(19, APRIL, 2006), getNearestDayOfWeek(WEDNESDAY, d(18, APRIL, 2006)));
4. assertEquals(d(19, APRIL, 2006), getNearestDayOfWeek(WEDNESDAY, d(19, APRIL, 2006)));
5. assertEquals(d(19, APRIL, 2006), getNearestDayOfWeek(WEDNESDAY, d(20, APRIL, 2006)));
6. assertEquals(d(19, APRIL, 2006), getNearestDayOfWeek(WEDNESDAY, d(21, APRIL, 2006)));
7. assertEquals(d(19, APRIL, 2006), getNearestDayOfWeek(WEDNESDAY, d(22, APRIL, 2006)));

361

1. // assertEquals(d(13, APRIL, 2006), getNearestDayOfWeek(THURSDAY, d(16, APRIL, 2006)));
2. // assertEquals(d(20, APRIL, 2006), getNearestDayOfWeek(THURSDAY, d(17, APRIL, 2006)));
3. // assertEquals(d(20, APRIL, 2006), getNearestDayOfWeek(THURSDAY, d(18, APRIL, 2006)));
4. // assertEquals(d(20, APRIL, 2006), getNearestDayOfWeek(THURSDAY, d(19, APRIL, 2006)));
5. assertEquals(d(20, APRIL, 2006), getNearestDayOfWeek(THURSDAY, d(20, APRIL, 2006)));
6. assertEquals(d(20, APRIL, 2006), getNearestDayOfWeek(THURSDAY, d(21, APRIL, 2006)));
7. assertEquals(d(20, APRIL, 2006), getNearestDayOfWeek(THURSDAY, d(22, APRIL, 2006)));

369

1. // assertEquals(d(14, APRIL, 2006), getNearestDayOfWeek(FRIDAY, d(16, APRIL, 2006)));
2. // assertEquals(d(14, APRIL, 2006), getNearestDayOfWeek(FRIDAY, d(17, APRIL, 2006)));
3. // assertEquals(d(21, APRIL, 2006), getNearestDayOfWeek(FRIDAY, d(18, APRIL, 2006)));
4. // assertEquals(d(21, APRIL, 2006), getNearestDayOfWeek(FRIDAY, d(19, APRIL, 2006)));
5. // assertEquals(d(21, APRIL, 2006), getNearestDayOfWeek(FRIDAY, d(20, APRIL, 2006)));
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1. assertEquals(d(21, APRIL, 2006), getNearestDayOfWeek(FRIDAY, d(21, APRIL, 2006)));
2. assertEquals(d(21, APRIL, 2006), getNearestDayOfWeek(FRIDAY, d(22, APRIL, 2006)));

377

1. // assertEquals(d(15, APRIL, 2006), getNearestDayOfWeek(SATURDAY, d(16, APRIL, 2006)));
2. // assertEquals(d(15, APRIL, 2006), getNearestDayOfWeek(SATURDAY, d(17, APRIL, 2006)));
3. // assertEquals(d(15, APRIL, 2006), getNearestDayOfWeek(SATURDAY, d(18, APRIL, 2006)));
4. // assertEquals(d(22, APRIL, 2006), getNearestDayOfWeek(SATURDAY, d(19, APRIL, 2006)));
5. // assertEquals(d(22, APRIL, 2006), getNearestDayOfWeek(SATURDAY, d(20, APRIL, 2006)));
6. // assertEquals(d(22, APRIL, 2006), getNearestDayOfWeek(SATURDAY, d(21, APRIL, 2006)));
7. assertEquals(d(22, APRIL, 2006), getNearestDayOfWeek(SATURDAY, d(22, APRIL, 2006)));

385

1. try {
2. getNearestDayOfWeek(-1, d(1, JANUARY, 2006));
3. fail("Invalid day of week code should throw exception");
4. } catch (IllegalArgumentException e) {
5. }

391 }

392

1. public void testEndOfCurrentMonth() throws Exception {
2. SerialDate d = SerialDate.createInstance(2);
3. assertEquals(d(31, JANUARY, 2006), d.getEndOfCurrentMonth(d(1, JANUARY, 2006)));
4. assertEquals(d(28, FEBRUARY, 2006), d.getEndOfCurrentMonth(d(1, FEBRUARY, 2006)));
5. assertEquals(d(31, MARCH, 2006), d.getEndOfCurrentMonth(d(1, MARCH, 2006)));
6. assertEquals(d(30, APRIL, 2006), d.getEndOfCurrentMonth(d(1, APRIL, 2006)));
7. assertEquals(d(31, MAY, 2006), d.getEndOfCurrentMonth(d(1, MAY, 2006)));
8. assertEquals(d(30, JUNE, 2006), d.getEndOfCurrentMonth(d(1, JUNE, 2006)));
9. assertEquals(d(31, JULY, 2006), d.getEndOfCurrentMonth(d(1, JULY, 2006)));
10. assertEquals(d(31, AUGUST, 2006), d.getEndOfCurrentMonth(d(1, AUGUST, 2006)));
11. assertEquals(d(30, SEPTEMBER, 2006), d.getEndOfCurrentMonth(d(1, SEPTEMBER, 2006)));
12. assertEquals(d(31, OCTOBER, 2006), d.getEndOfCurrentMonth(d(1, OCTOBER, 2006)));
13. assertEquals(d(30, NOVEMBER, 2006), d.getEndOfCurrentMonth(d(1, NOVEMBER, 2006)));
14. assertEquals(d(31, DECEMBER, 2006), d.getEndOfCurrentMonth(d(1, DECEMBER, 2006)));
15. assertEquals(d(29, FEBRUARY, 2008), d.getEndOfCurrentMonth(d(1, FEBRUARY, 2008)));

408 }

409

1. public void testWeekInMonthToString() throws Exception {
2. assertEquals("First",weekInMonthToString(FIRST\_WEEK\_IN\_MONTH));
3. assertEquals("Second",weekInMonthToString(SECOND\_WEEK\_IN\_MONTH));
4. assertEquals("Third",weekInMonthToString(THIRD\_WEEK\_IN\_MONTH));
5. assertEquals("Fourth",weekInMonthToString(FOURTH\_WEEK\_IN\_MONTH));
6. assertEquals("Last",weekInMonthToString(LAST\_WEEK\_IN\_MONTH));

416

417 //todo try {

418 // weekInMonthToString(-1);

419 // fail("Invalid week code should throw exception");

420 // } catch (IllegalArgumentException e) {

421 // }

422 }

423

424 public void testRelativeToString() throws Exception {

425 assertEquals("Preceding",relativeToString(PRECEDING));

426 assertEquals("Nearest",relativeToString(NEAREST));

427 assertEquals("Following",relativeToString(FOLLOWING));

428

429 //todo try {

430 // relativeToString(-1000);

431 // fail("Invalid relative code should throw exception");

432 // } catch (IllegalArgumentException e) {

433 // }

434 }

435
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public static void main(String[] args) { junit.textui.TestRunner.run(BobsSerialDateTest.class);

}

public void testCreateInstanceFromJavaDate() throws Exception { assertEquals(d(1, JANUARY, 1900),

createInstance(new GregorianCalendar(1900,0,1).getTime())); assertEquals(d(1, JANUARY, 2006),

createInstance(new GregorianCalendar(2006,0,1).getTime()));

}

452

453

454

455

456

457 }

451

public void testCreateInstanceFromSerial() throws Exception { assertEquals(d(1, JANUARY, 1900),createInstance(2)); assertEquals(d(1, JANUARY, 1901), createInstance(367));

}

public void testCreateInstanceFromDDMMYYY() throws Exception { SerialDate date = createInstance(1, JANUARY, 1900); assertEquals(1,date.getDayOfMonth()); assertEquals(JANUARY,date.getMonth()); assertEquals(1900,date.getYYYY()); assertEquals(2,date.toSerial());

}

436

437

438

439

440

441

442

443

444

445

446

447

448

449

450
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**BobsSerialDateTest.java**
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1. /\* ========================================================================
2. \* JCommon : a free general purpose class library for the Java(tm) platform
3. \* ========================================================================
4. \*
5. \* (C) Copyright 2000-2005, by Object Refinery Limited and Contributors.
6. \*
7. \* Project Info: <http://www.jfree.org/jcommon/index.html>
8. \*
9. \* This library is free software; you can redistribute it and/or modify it
10. \* under the terms of the GNU Lesser General Public License as published by
11. \* the Free Software Foundation; either version 2.1 of the License, or
12. \* (at your option) any later version.
13. \*
14. \* This library is distributed in the hope that it will be useful, but
15. \* WITHOUT ANY WARRANTY; without even the implied warranty of MERCHANTABILITY
16. \* or FITNESS FOR A PARTICULAR PURPOSE. See the GNU Lesser General Public
17. \* License for more details.
18. \*
19. \* You should have received a copy of the GNU Lesser General Public
20. \* License along with this library; if not, write to the Free Software
21. \* Foundation, Inc., 51 Franklin Street, Fifth Floor, Boston, MA 02110-1301,
22. \* USA.
23. \*
24. \* [Java is a trademark or registered trademark of Sun Microsystems, Inc.
25. \* in the United States and other countries.]
26. \*
27. \*
28. \* SpreadsheetDate.java
29. \*
30. \* (C) Copyright 2000-2005, by Object Refinery Limited and Contributors.
31. \*
32. \* Original Author: David Gilbert (for Object Refinery Limited);
33. \* Contributor(s): -;
34. \*
35. \* $Id: SpreadsheetDate.java,v 1.8 2005/11/03 09:25:39 mungady Exp $
36. \*
37. \* Changes
38. \*
39. \* 11-Oct-2001 : Version 1 (DG);
40. \* 05-Nov-2001 : Added getDescription() and setDescription() methods (DG);
41. \* 12-Nov-2001 : Changed name from ExcelDate.java to SpreadsheetDate.java (DG);
42. \* Fixed a bug in calculating day, month and year from serial
43. \* number (DG);
44. \* 24-Jan-2002 : Fixed a bug in calculating the serial number from the day,
45. \* month and year. Thanks to Trevor Hills for the report (DG);
46. \* 29-May-2002 : Added equals(Object) method (SourceForge ID 558850) (DG);
47. \* 03-Oct-2002 : Fixed errors reported by Checkstyle (DG);
48. \* 13-Mar-2003 : Implemented Serializable (DG);
49. \* 04-Sep-2003 : Completed isInRange() methods (DG);
50. \* 05-Sep-2003 : Implemented Comparable (DG);
51. \* 21-Oct-2003 : Added hashCode() method (DG);
52. \*
53. \*/

54

55 package org.jfree.date;

56

57 import java.util.Calendar;

58 import java.util.Date;

59

60 /\*\*

1. \* Represents a date using an integer, in a similar fashion to the
2. \* implementation in Microsoft Excel. The range of dates supported is
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1. \* 1-Jan-1900 to 31-Dec-9999.
2. \* <P>
3. \* Be aware that there is a deliberate bug in Excel that recognises the year
4. \* 1900 as a leap year when in fact it is not a leap year. You can find more
5. \* information on the Microsoft website in article Q181370:
6. \* <P>
7. \* <http://support.microsoft.com/support/kb/articles/Q181/3/70.asp>
8. \* <P>
9. \* Excel uses the convention that 1-Jan-1900 = 1. This class uses the
10. \* convention 1-Jan-1900 = 2.
11. \* The result is that the day number in this class will be different to the
12. \* Excel figure for January and February 1900...but then Excel adds in an extra
13. \* day (29-Feb-1900 which does not actually exist!) and from that point forward
14. \* the day numbers will match.
15. \*
16. \* @author David Gilbert
17. \*/
18. public class SpreadsheetDate extends SerialDate { 81
19. /\*\* For serialization. \*/
20. private static final long serialVersionUID = -2039586705374454461L; 84

85 /\*\*

86 \* The day number (1-Jan-1900 = 2, 2-Jan-1900 = 3, ..., 31-Dec-9999 =

87 \* 2958465).

88 \*/

89 private int serial; 90

1. /\*\* The day of the month (1 to 28, 29, 30 or 31 depending on the month). \*/
2. private int day; 93
3. /\*\* The month of the year (1 to 12). \*/
4. private int month; 96

97 /\*\* The year (1900 to 9999). \*/

98 private int year; 99

1. /\*\* An optional description for the date. \*/
2. private String description; 102

103 /\*\*

1. \* Creates a new date instance.
2. \*
3. \* @param day the day (in the range 1 to 28/29/30/31).
4. \* @param month the month (in the range 1 to 12).
5. \* @param year the year (in the range 1900 to 9999).
6. \*/
7. public SpreadsheetDate(final int day, final int month, final int year) { 111

112 if ((year >= 1900) && (year <= 9999)) {

113 this.year = year;

114 }

1. else {
2. throw new IllegalArgumentException(
3. "The 'year' argument must be in range 1900 to 9999."

118 );

119 }

120

1. if ((month >= MonthConstants.JANUARY)
2. && (month <= MonthConstants.DECEMBER)) {
3. this.month = month;

124 }
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1. else {
2. throw new IllegalArgumentException(
3. "The 'month' argument must be in the range 1 to 12."

128 );

129 }

130

1. if ((day >= 1) && (day <= SerialDate.lastDayOfMonth(month, year))) {
2. this.day = day;

133 }

1. else {
2. throw new IllegalArgumentException("Invalid 'day' argument.");

136 }

137

1. // the serial number needs to be synchronised with the day-month-year...
2. this.serial = calcSerial(day, month, year); 140

141 this.description = null; 142

143 }

144

145 /\*\*

1. \* Standard constructor - creates a new date object representing the
2. \* specified day number (which should be in the range 2 to 2958465.
3. \*
4. \* @param serial the serial number for the day (range: 2 to 2958465).
5. \*/
6. public SpreadsheetDate(final int serial) { 152
7. if ((serial >= SERIAL\_LOWER\_BOUND) && (serial <= SERIAL\_UPPER\_BOUND)) {
8. this.serial = serial;

155 }

1. else {
2. throw new IllegalArgumentException(
3. "SpreadsheetDate: Serial must be in range 2 to 2958465.");

159 }

160

1. // the day-month-year needs to be synchronised with the serial number...
2. calcDayMonthYear();

163

164 }

165

166 /\*\*

1. \* Returns the description that is attached to the date. It is not
2. \* required that a date have a description, but for some applications it
3. \* is useful.
4. \*
5. \* @return The description that is attached to the date.
6. \*/
7. public String getDescription() {
8. return this.description;

175 }

176

177 /\*\*

1. \* Sets the description for the date.
2. \*
3. \* @param description the description for this date (<code>null</code>
4. \* permitted).
5. \*/
6. public void setDescription(final String description) {
7. this.description = description;

185 }

186
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187 /\*\*

1. \* Returns the serial number for the date, where 1 January 1900 = 2
2. \* (this corresponds, almost, to the numbering system used in Microsoft
3. \* Excel for Windows and Lotus 1-2-3).
4. \*
5. \* @return The serial number of this date.
6. \*/
7. public int toSerial() {
8. return this.serial;

196 }

197

198 /\*\*

1. \* Returns a <code>java.util.Date</code> equivalent to this date.
2. \*
3. \* @return The date.
4. \*/
5. public Date toDate() {
6. final Calendar calendar = Calendar.getInstance();
7. calendar.set(getYYYY(), getMonth() - 1, getDayOfMonth(), 0, 0, 0);
8. return calendar.getTime();

207 }

208

209 /\*\*

1. \* Returns the year (assume a valid range of 1900 to 9999).
2. \*
3. \* @return The year.
4. \*/
5. public int getYYYY() {
6. return this.year;

216 }

217

218 /\*\*

1. \* Returns the month (January = 1, February = 2, March = 3).
2. \*
3. \* @return The month of the year.
4. \*/
5. public int getMonth() {
6. return this.month;

225 }

226

227 /\*\*

1. \* Returns the day of the month.
2. \*
3. \* @return The day of the month.
4. \*/
5. public int getDayOfMonth() {
6. return this.day;

234 }

235

236 /\*\*

1. \* Returns a code representing the day of the week.
2. \* <P>
3. \* The codes are defined in the {@link SerialDate} class as:
4. \* <code>SUNDAY</code>, <code>MONDAY</code>, <code>TUESDAY</code>,
5. \* <code>WEDNESDAY</code>, <code>THURSDAY</code>, <code>FRIDAY</code>, and
6. \* <code>SATURDAY</code>.
7. \*
8. \* @return A code representing the day of the week.
9. \*/
10. public int getDayOfWeek() {
11. return (this.serial + 6) % 7 + 1;

248 }
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249

250 /\*\*

1. \* Tests the equality of this date with an arbitrary object.
2. \* <P>
3. \* This method will return true ONLY if the object is an instance of the
4. \* {@link SerialDate} base class, and it represents the same day as this
5. \* {@link SpreadsheetDate}.
6. \*
7. \* @param object the object to compare (<code>null</code> permitted).
8. \*
9. \* @return A boolean.
10. \*/
11. public boolean equals(final Object object) { 262
12. if (object instanceof SerialDate) {
13. final SerialDate s = (SerialDate) object;
14. return (s.toSerial() == this.toSerial());

266 }

1. else {
2. return false;

269 }

270

271 }

272

273 /\*\*

1. \* Returns a hash code for this object instance.
2. \*
3. \* @return A hash code.
4. \*/
5. public int hashCode() {
6. return toSerial();

280 }

281

282 /\*\*

1. \* Returns the difference (in days) between this date and the specified
2. \* 'other' date.
3. \*
4. \* @param other the date being compared to.
5. \*
6. \* @return The difference (in days) between this date and the specified
7. \* 'other' date.
8. \*/
9. public int compare(final SerialDate other) {
10. return this.serial - other.toSerial();

293 }

294

295 /\*\*

1. \* Implements the method required by the Comparable interface.
2. \*
3. \* @param other the other object (usually another SerialDate).
4. \*
5. \* @return A negative integer, zero, or a positive integer as this object
6. \* is less than, equal to, or greater than the specified object.
7. \*/
8. public int compareTo(final Object other) {
9. return compare((SerialDate) other);

305 }

306

307 /\*\*

1. \* Returns true if this SerialDate represents the same date as the
2. \* specified SerialDate.
3. \*
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1. \* @param other the date being compared to.
2. \*
3. \* @return <code>true</code> if this SerialDate represents the same date as
4. \* the specified SerialDate.
5. \*/
6. public boolean isOn(final SerialDate other) {
7. return (this.serial == other.toSerial());

318 }

319

320 /\*\*

1. \* Returns true if this SerialDate represents an earlier date compared to
2. \* the specified SerialDate.
3. \*
4. \* @param other the date being compared to.
5. \*
6. \* @return <code>true</code> if this SerialDate represents an earlier date
7. \* compared to the specified SerialDate.
8. \*/
9. public boolean isBefore(final SerialDate other) {
10. return (this.serial < other.toSerial());

331 }

332

333 /\*\*

1. \* Returns true if this SerialDate represents the same date as the
2. \* specified SerialDate.
3. \*
4. \* @param other the date being compared to.
5. \*
6. \* @return <code>true</code> if this SerialDate represents the same date
7. \* as the specified SerialDate.
8. \*/
9. public boolean isOnOrBefore(final SerialDate other) {
10. return (this.serial <= other.toSerial());

344 }

345

346 /\*\*

1. \* Returns true if this SerialDate represents the same date as the
2. \* specified SerialDate.
3. \*
4. \* @param other the date being compared to.
5. \*
6. \* @return <code>true</code> if this SerialDate represents the same date
7. \* as the specified SerialDate.
8. \*/
9. public boolean isAfter(final SerialDate other) {
10. return (this.serial > other.toSerial());

357 }

358

359 /\*\*

1. \* Returns true if this SerialDate represents the same date as the
2. \* specified SerialDate.
3. \*
4. \* @param other the date being compared to.
5. \*
6. \* @return <code>true</code> if this SerialDate represents the same date as
7. \* the specified SerialDate.
8. \*/
9. public boolean isOnOrAfter(final SerialDate other) {
10. return (this.serial >= other.toSerial());

370 }

371

372 /\*\*

1. \* Returns <code>true</code> if this {@link SerialDate} is within the
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1. \* specified range (INCLUSIVE). The date order of d1 and d2 is not
2. \* important.
3. \*
4. \* @param d1 a boundary date for the range.
5. \* @param d2 the other boundary date for the range.
6. \*
7. \* @return A boolean.
8. \*/
9. public boolean isInRange(final SerialDate d1, final SerialDate d2) {
10. return isInRange(d1, d2, SerialDate.INCLUDE\_BOTH);

384 }

385

386 /\*\*

1. \* Returns true if this SerialDate is within the specified range (caller
2. \* specifies whether or not the end-points are included). The order of d1
3. \* and d2 is not important.
4. \*
5. \* @param d1 one boundary date for the range.
6. \* @param d2 a second boundary date for the range.
7. \* @param include a code that controls whether or not the start and end
8. \* dates are included in the range.
9. \*
10. \* @return <code>true</code> if this SerialDate is within the specified
11. \* range.
12. \*/
13. public boolean isInRange(final SerialDate d1, final SerialDate d2,
14. final int include) {
15. final int s1 = d1.toSerial();
16. final int s2 = d2.toSerial();
17. final int start = Math.min(s1, s2);
18. final int end = Math.max(s1, s2); 405

406 final int s = toSerial();

407 if (include == SerialDate.INCLUDE\_BOTH) {

408 return (s >= start && s <= end);

409 }

410 else if (include == SerialDate.INCLUDE\_FIRST) {

411 return (s >= start && s < end);

412 }

413 else if (include == SerialDate.INCLUDE\_SECOND) {

414 return (s > start && s <= end);

415 }

416 else {

417 return (s > start && s < end);

418 }

419 }

420

421 /\*\*

1. \* Calculate the serial number from the day, month and year.
2. \* <P>
3. \* 1-Jan-1900 = 2.
4. \*
5. \* @param d the day.
6. \* @param m the month.
7. \* @param y the year.
8. \*
9. \* @return the serial number from the day, month and year.
10. \*/
11. private int calcSerial(final int d, final int m, final int y) {
12. final int yy = ((y - 1900) \* 365) + SerialDate.leapYearCount(y - 1);
13. int mm = SerialDate.AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH[m];
14. if (m > MonthConstants.FEBRUARY) {
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1. if (SerialDate.isLeapYear(y)) {
2. mm = mm + 1;

438 }

439 }

440 final int dd = d;

441 return yy + mm + dd + 1;

442 }

443

444 /\*\*

445 \* Calculate the day, month and year from the serial number.

446 \*/

447 private void calcDayMonthYear() { 448

1. // get the year from the serial date
2. final int days = this.serial - SERIAL\_LOWER\_BOUND;
3. // overestimated because we ignored leap days
4. final int overestimatedYYYY = 1900 + (days / 365);
5. final int leaps = SerialDate.leapYearCount(overestimatedYYYY);
6. final int nonleapdays = days - leaps;
7. // underestimated because we overestimated years
8. int underestimatedYYYY = 1900 + (nonleapdays / 365);

457

458 if (underestimatedYYYY == overestimatedYYYY) {

459 this.year = underestimatedYYYY;

460 }

461 else {

462 int ss1 = calcSerial(1, 1, underestimatedYYYY);

463 while (ss1 <= this.serial) {

464 underestimatedYYYY = underestimatedYYYY + 1;

465 ss1 = calcSerial(1, 1, underestimatedYYYY);

466 }

467 this.year = underestimatedYYYY - 1;

468 }

469

470 final int ss2 = calcSerial(1, 1, this.year); 471

472 int[] daysToEndOfPrecedingMonth

473 = AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH;

474

475 if (isLeapYear(this.year)) {

476 daysToEndOfPrecedingMonth

477 = LEAP\_YEAR\_AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH;

478 }

479

480 // get the month from the serial date

481 int mm = 1;

482 int sss = ss2 + daysToEndOfPrecedingMonth[mm] - 1;

483 while (sss < this.serial) {

484 mm = mm + 1;

485 sss = ss2 + daysToEndOfPrecedingMonth[mm] - 1;

486 }

487 this.month = mm - 1;

488

489 // what's left is d(+1);

490 this.day = this.serial - ss2

491 - daysToEndOfPrecedingMonth[this.month] + 1;

492

493 }

494

495 }
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1. /\* ========================================================================
2. \* JCommon : a free general purpose class library for the Java(tm) platform
3. \* ========================================================================
4. \*
5. \* (C) Copyright 2000-2005, by Object Refinery Limited and Contributors.
6. \*
7. \* Project Info: <http://www.jfree.org/jcommon/index.html>
8. \*
9. \* This library is free software; you can redistribute it and/or modify it
10. \* under the terms of the GNU Lesser General Public License as published by
11. \* the Free Software Foundation; either version 2.1 of the License, or
12. \* (at your option) any later version.
13. \*
14. \* This library is distributed in the hope that it will be useful, but
15. \* WITHOUT ANY WARRANTY; without even the implied warranty of MERCHANTABILITY
16. \* or FITNESS FOR A PARTICULAR PURPOSE. See the GNU Lesser General Public
17. \* License for more details.
18. \*
19. \* You should have received a copy of the GNU Lesser General Public
20. \* License along with this library; if not, write to the Free Software
21. \* Foundation, Inc., 51 Franklin Street, Fifth Floor, Boston, MA 02110-1301,
22. \* USA.
23. \*
24. \* [Java is a trademark or registered trademark of Sun Microsystems, Inc.
25. \* in the United States and other countries.]
26. \*
27. \*
28. \* RelativeDayOfWeekRule.java
29. \*
30. \* (C) Copyright 2000-2003, by Object Refinery Limited and Contributors.
31. \*
32. \* Original Author: David Gilbert (for Object Refinery Limited);
33. \* Contributor(s): -;
34. \*
35. \* $Id: RelativeDayOfWeekRule.java,v 1.6 2005/11/16 15:58:40 taqua Exp $
36. \*
37. \* Changes (from 26-Oct-2001)
38. \*
39. \* 26-Oct-2001 : Changed package to com.jrefinery.date.\*;
40. \* 03-Oct-2002 : Fixed errors reported by Checkstyle (DG);
41. \*
42. \*/

43

44 package org.jfree.date;

45

46 /\*\*

1. \* An annual date rule that returns a date for each year based on (a) a
2. \* reference rule; (b) a day of the week; and (c) a selection parameter
3. \* (SerialDate.PRECEDING, SerialDate.NEAREST, SerialDate.FOLLOWING).
4. \* <P>
5. \* For example, Good Friday can be specified as 'the Friday PRECEDING Easter
6. \* Sunday'.
7. \*
8. \* @author David Gilbert
9. \*/
10. public class RelativeDayOfWeekRule extends AnnualDateRule { 57
11. /\*\* A reference to the annual date rule on which this rule is based. \*/
12. private AnnualDateRule subrule; 60

61 /\*\*

1. \* The day of the week (SerialDate.MONDAY, SerialDate.TUESDAY, and so on).
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1. \*/
2. private int dayOfWeek; 65
3. /\*\* Specifies which day of the week (PRECEDING, NEAREST or FOLLOWING). \*/
4. private int relative; 68

69 /\*\*

1. \* Default constructor - builds a rule for the Monday following 1 January.
2. \*/
3. public RelativeDayOfWeekRule() {
4. this(new DayAndMonthRule(), SerialDate.MONDAY, SerialDate.FOLLOWING);

74 }

75

76 /\*\*

1. \* Standard constructor - builds rule based on the supplied sub-rule.
2. \*
3. \* @param subrule the rule that determines the reference date.
4. \* @param dayOfWeek the day-of-the-week relative to the reference date.
5. \* @param relative indicates \*which\* day-of-the-week (preceding, nearest
6. \* or following).
7. \*/
8. public RelativeDayOfWeekRule(final AnnualDateRule subrule,
9. final int dayOfWeek, final int relative) {
10. this.subrule = subrule;
11. this.dayOfWeek = dayOfWeek;
12. this.relative = relative;

89 }

90

91 /\*\*

1. \* Returns the sub-rule (also called the reference rule).
2. \*
3. \* @return The annual date rule that determines the reference date for this
4. \* rule.
5. \*/
6. public AnnualDateRule getSubrule() {
7. return this.subrule;

99 }

100

101 /\*\*

1. \* Sets the sub-rule.
2. \*
3. \* @param subrule the annual date rule that determines the reference date
4. \* for this rule.
5. \*/
6. public void setSubrule(final AnnualDateRule subrule) {
7. this.subrule = subrule;

109 }

110

111 /\*\*

1. \* Returns the day-of-the-week for this rule.
2. \*
3. \* @return the day-of-the-week for this rule.
4. \*/
5. public int getDayOfWeek() {
6. return this.dayOfWeek;

118 }

119

120 /\*\*

1. \* Sets the day-of-the-week for this rule.
2. \*
3. \* @param dayOfWeek the day-of-the-week (SerialDate.MONDAY,
4. \* SerialDate.TUESDAY, and so on).
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1. \*/
2. public void setDayOfWeek(final int dayOfWeek) {
3. this.dayOfWeek = dayOfWeek;

128 }

129

130 /\*\*

1. \* Returns the 'relative' attribute, that determines \*which\*
2. \* day-of-the-week we are interested in (SerialDate.PRECEDING,
3. \* SerialDate.NEAREST or SerialDate.FOLLOWING).
4. \*
5. \* @return The 'relative' attribute.
6. \*/
7. public int getRelative() {
8. return this.relative;

139 }

140

141 /\*\*

1. \* Sets the 'relative' attribute (SerialDate.PRECEDING, SerialDate.NEAREST,
2. \* SerialDate.FOLLOWING).
3. \*
4. \* @param relative determines \*which\* day-of-the-week is selected by this
5. \* rule.
6. \*/
7. public void setRelative(final int relative) {
8. this.relative = relative;

150 }

151

152 /\*\*

1. \* Creates a clone of this rule.
2. \*
3. \* @return a clone of this rule.
4. \*
5. \* @throws CloneNotSupportedException this should never happen.
6. \*/
7. public Object clone() throws CloneNotSupportedException {
8. final RelativeDayOfWeekRule duplicate

161 = (RelativeDayOfWeekRule) super.clone();

1. duplicate.subrule = (AnnualDateRule) duplicate.getSubrule().clone();
2. return duplicate;

164 }

165

166 /\*\*

1. \* Returns the date generated by this rule, for the specified year.
2. \*
3. \* @param year the year (1900 &lt;= year &lt;= 9999).
4. \*
5. \* @return The date generated by the rule for the given year (possibly
6. \* <code>null</code>).
7. \*/
8. public SerialDate getDate(final int year) { 175
9. // check argument...
10. if ((year < SerialDate.MINIMUM\_YEAR\_SUPPORTED)
11. || (year > SerialDate.MAXIMUM\_YEAR\_SUPPORTED)) {
12. throw new IllegalArgumentException(
13. "RelativeDayOfWeekRule.getDate(): year outside valid range.");

181 }

182

1. // calculate the date...
2. SerialDate result = null;
3. final SerialDate base = this.subrule.getDate(year); 186
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}

if (base != null) {

switch (this.relative) { case(SerialDate.PRECEDING):

result = SerialDate.getPreviousDayOfWeek(this.dayOfWeek, base);

break; case(SerialDate.NEAREST):

result = SerialDate.getNearestDayOfWeek(this.dayOfWeek, base);

break; case(SerialDate.FOLLOWING):

result = SerialDate.getFollowingDayOfWeek(this.dayOfWeek, base);

break; default:

break;

}

}

return result;

187

188

189

190

191

192

193

194

195

196

197

198

199

200

201

202

203

204

205

206

207

208

209 }

**Listing B-6 (continued)**

**RelativeDayOfWeekRule.java**
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**Listing B-7**

**DayDate.java (Final)**

1. /\* ========================================================================
2. \* JCommon : a free general purpose class library for the Java(tm) platform
3. \* ========================================================================
4. \*
5. \* (C) Copyright 2000-2005, by Object Refinery Limited and Contributors.

...

36 \*/

37 package org.jfree.date;

38

39 import java.io.Serializable;

40 import java.util.\*;

41

42 /\*\*

1. \* An abstract class that represents immutable dates with a precision of
2. \* one day. The implementation will map each date to an integer that
3. \* represents an ordinal number of days from some fixed origin.
4. \*
5. \* Why not just use java.util.Date? We will, when it makes sense. At times,
6. \* java.util.Date can be \*too\* precise - it represents an instant in time,
7. \* accurate to 1/1000th of a second (with the date itself depending on the
8. \* time-zone). Sometimes we just want to represent a particular day (e.g. 21
9. \* January 2015) without concerning ourselves about the time of day, or the
10. \* time-zone, or anything else. That's what we've defined DayDate for.
11. \*
12. \* Use DayDateFactory.makeDate to create an instance.
13. \*
14. \* @author David Gilbert
15. \* @author Robert C. Martin did a lot of refactoring.
16. \*/

59

1. public abstract class DayDate implements Comparable, Serializable {
2. public abstract int getOrdinalDay();
3. public abstract int getYear();
4. public abstract Month getMonth();
5. public abstract int getDayOfMonth(); 65

66 protected abstract Day getDayOfWeekForOrdinalZero(); 67

1. public DayDate plusDays(int days) {
2. return DayDateFactory.makeDate(getOrdinalDay() + days);

70 }

71

1. public DayDate plusMonths(int months) {
2. int thisMonthAsOrdinal = getMonth().toInt() - Month.JANUARY.toInt();
3. int thisMonthAndYearAsOrdinal = 12 \* getYear() + thisMonthAsOrdinal;
4. int resultMonthAndYearAsOrdinal = thisMonthAndYearAsOrdinal + months;
5. int resultYear = resultMonthAndYearAsOrdinal / 12;
6. int resultMonthAsOrdinal = resultMonthAndYearAsOrdinal % 12 + Month.JANUARY.toInt();
7. Month resultMonth = Month.fromInt(resultMonthAsOrdinal);
8. int resultDay = correctLastDayOfMonth(getDayOfMonth(), resultMonth, resultYear);
9. return DayDateFactory.makeDate(resultDay, resultMonth, resultYear);

81 }

82

1. public DayDate plusYears(int years) {
2. int resultYear = getYear() + years;
3. int resultDay = correctLastDayOfMonth(getDayOfMonth(), getMonth(), resultYear);
4. return DayDateFactory.makeDate(resultDay, getMonth(), resultYear);

87 }

88

1. private int correctLastDayOfMonth(int day, Month month, int year) {
2. int lastDayOfMonth = DateUtil.lastDayOfMonth(month, year);
3. if (day > lastDayOfMonth)
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**Listing B-7 (continued)**

**DayDate.java (Final)**

1. day = lastDayOfMonth;
2. return day;

94 }

95

1. public DayDate getPreviousDayOfWeek(Day targetDayOfWeek) {
2. int offsetToTarget = targetDayOfWeek.toInt() - getDayOfWeek().toInt();
3. if (offsetToTarget >= 0)
4. offsetToTarget -= 7;
5. return plusDays(offsetToTarget);

101 }

102

1. public DayDate getFollowingDayOfWeek(Day targetDayOfWeek) {
2. int offsetToTarget = targetDayOfWeek.toInt() - getDayOfWeek().toInt();
3. if (offsetToTarget <= 0)
4. offsetToTarget += 7;
5. return plusDays(offsetToTarget);

108 }

109

1. public DayDate getNearestDayOfWeek(Day targetDayOfWeek) {
2. int offsetToThisWeeksTarget = targetDayOfWeek.toInt() - getDayOfWeek().toInt();
3. int offsetToFutureTarget = (offsetToThisWeeksTarget + 7) % 7;
4. int offsetToPreviousTarget = offsetToFutureTarget - 7; 114
5. if (offsetToFutureTarget > 3)
6. return plusDays(offsetToPreviousTarget);
7. else
8. return plusDays(offsetToFutureTarget);

119 }

120

1. public DayDate getEndOfMonth() {
2. Month month = getMonth();
3. int year = getYear();
4. int lastDay = DateUtil.lastDayOfMonth(month, year);
5. return DayDateFactory.makeDate(lastDay, month, year);

126 }

127

1. public Date toDate() {
2. final Calendar calendar = Calendar.getInstance();
3. int ordinalMonth = getMonth().toInt() - Month.JANUARY.toInt();
4. calendar.set(getYear(), ordinalMonth, getDayOfMonth(), 0, 0, 0);
5. return calendar.getTime();

133 }

134

1. public String toString() {
2. return String.format("%02d-%s-%d", getDayOfMonth(), getMonth(), getYear());

137 }

138

1. public Day getDayOfWeek() {
2. Day startingDay = getDayOfWeekForOrdinalZero();
3. int startingOffset = startingDay.toInt() - Day.SUNDAY.toInt();
4. int ordinalOfDayOfWeek = (getOrdinalDay() + startingOffset) % 7;
5. return Day.fromInt(ordinalOfDayOfWeek + Day.SUNDAY.toInt());

144 }

145

1. public int daysSince(DayDate date) {
2. return getOrdinalDay() - date.getOrdinalDay();

148 }

149

1. public boolean isOn(DayDate other) {
2. return getOrdinalDay() == other.getOrdinalDay();

152 }

153
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public boolean isOnOrBefore(DayDate other) { return getOrdinalDay() <= other.getOrdinalDay();

}

public boolean isAfter(DayDate other) {

return getOrdinalDay() > other.getOrdinalDay();

}

public boolean isOnOrAfter(DayDate other) {

return getOrdinalDay() >= other.getOrdinalDay();

}

public boolean isInRange(DayDate d1, DayDate d2) { return isInRange(d1, d2, DateInterval.CLOSED);

}

public boolean isInRange(DayDate d1, DayDate d2, DateInterval interval) { int left = Math.min(d1.getOrdinalDay(), d2.getOrdinalDay());

int right = Math.max(d1.getOrdinalDay(), d2.getOrdinalDay()); return interval.isIn(getOrdinalDay(), left, right);

}

public boolean isBefore(DayDate other) {

return getOrdinalDay() < other.getOrdinalDay();

}

154

155

156

157

158

159

160

161

162

163

164

165

166

167

168

169

170

171

172

173

174

175

176

177

178

179 }

**Listing B-7 (continued)**

**DayDate.java (Final)**
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**Listing B-8**

**Month.java (Final)**

1 package org.jfree.date;

2

3 import java.text.DateFormatSymbols;

4

1. public enum Month {
2. JANUARY(1), FEBRUARY(2), MARCH(3),
3. APRIL(4), MAY(5), JUNE(6),
4. JULY(7), AUGUST(8), SEPTEMBER(9),
5. OCTOBER(10),NOVEMBER(11),DECEMBER(12);
6. private static DateFormatSymbols dateFormatSymbols = new DateFormatSymbols();
7. private static final int[] LAST\_DAY\_OF\_MONTH =

12 {0, 31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31};

13

14 private int index; 15

1. Month(int index) {
2. this.index = index;

18 }

19

1. public static Month fromInt(int monthIndex) {
2. for (Month m : Month.values()) {
3. if (m.index == monthIndex)
4. return m;

24 }

25 throw new IllegalArgumentException("Invalid month index " + monthIndex);

26 }

27

1. public int lastDay() {
2. return LAST\_DAY\_OF\_MONTH[index];

30 }

31

1. public int quarter() {
2. return 1 + (index - 1) / 3;

34 }

35

1. public String toString() {
2. return dateFormatSymbols.getMonths()[index - 1];

38 }

39

1. public String toShortString() {
2. return dateFormatSymbols.getShortMonths()[index - 1];

42 }

43

1. public static Month parse(String s) {
2. s = s.trim();
3. for (Month m : Month.values())
4. if (m.matches(s))
5. return m;

49

1. try {
2. return fromInt(Integer.parseInt(s));

52 }

1. catch (NumberFormatException e) {}
2. throw new IllegalArgumentException("Invalid month " + s);

55 }

56

1. private boolean matches(String s) {
2. return s.equalsIgnoreCase(toString()) ||
3. s.equalsIgnoreCase(toShortString());

60 }

61

1. public int toInt() {
2. return index;

64 }

65 }
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**Listing B-9**

**Day.java (Final)**

1 package org.jfree.date;

2

3 import java.util.Calendar;

4 import java.text.DateFormatSymbols;

5

1. public enum Day {
2. MONDAY(Calendar.MONDAY),
3. TUESDAY(Calendar.TUESDAY),
4. WEDNESDAY(Calendar.WEDNESDAY),
5. THURSDAY(Calendar.THURSDAY),
6. FRIDAY(Calendar.FRIDAY),
7. SATURDAY(Calendar.SATURDAY),
8. SUNDAY(Calendar.SUNDAY);

14

1. private final int index;
2. private static DateFormatSymbols dateSymbols = new DateFormatSymbols(); 17
3. Day(int day) {
4. index = day;

20 }

21

1. public static Day fromInt(int index) throws IllegalArgumentException {
2. for (Day d : Day.values())
3. if (d.index == index)
4. return d;
5. throw new IllegalArgumentException(
6. String.format("Illegal day index: %d.", index));

28 }

29

1. public static Day parse(String s) throws IllegalArgumentException {
2. String[] shortWeekdayNames =
3. dateSymbols.getShortWeekdays();
4. String[] weekDayNames =
5. dateSymbols.getWeekdays();

35

1. s = s.trim();
2. for (Day day : Day.values()) {
3. if (s.equalsIgnoreCase(shortWeekdayNames[day.index]) ||
4. s.equalsIgnoreCase(weekDayNames[day.index])) {
5. return day;

41 }

42 }

1. throw new IllegalArgumentException(
2. String.format("%s is not a valid weekday string", s));

45 }

46

1. public String toString() {
2. return dateSymbols.getWeekdays()[index];

49 }

50

1. public int toInt() {
2. return index;

53 }

54 }
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public abstract boolean isIn(int d, int left, int right);

OPEN {

public boolean isIn(int d, int left, int right) { return d > left && d < right;

}

}, CLOSED\_LEFT {

public boolean isIn(int d, int left, int right) { return d >= left && d < right;

}

}, CLOSED\_RIGHT {

public boolean isIn(int d, int left, int right) { return d > left && d <= right;

}

}, CLOSED {

public boolean isIn(int d, int left, int right) { return d >= left && d <= right;

}

};

4

5

6

7

8

9

10

11

12

13

14

15

16

17

18

19

20

21

22

23

24

25

26 }

1 package org.jfree.date;

2

3 public enum DateInterval {

**Listing B-10**

**DateInterval.java (Final)**
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WeekInMonth(int index) { this.index = index;

}

public int toInt() { return index;

}

FIRST(1), SECOND(2), THIRD(3), FOURTH(4), LAST(0);

private final int index;

4

5

6

7

8

9

10

11

12

13

14 }

1 package org.jfree.date;

2

3 public enum WeekInMonth {

**Listing B-11**

**WeekInMonth.java (Final)**
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1 package org.jfree.date;

2

3 public enum WeekdayRange {

4 LAST, NEAREST, NEXT

5 }

**Listing B-12**

**WeekdayRange.java (Final)**
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**Listing B-13**

**DateUtil.java (Final)**

1 package org.jfree.date;

2

3 import java.text.DateFormatSymbols;

4

5 public class DateUtil {

6 private static DateFormatSymbols dateFormatSymbols = new DateFormatSymbols(); 7

1. public static String[] getMonthNames() {
2. return dateFormatSymbols.getMonths();

10 }

11

1. public static boolean isLeapYear(int year) {
2. boolean fourth = year % 4 == 0;
3. boolean hundredth = year % 100 == 0;
4. boolean fourHundredth = year % 400 == 0;
5. return fourth && (!hundredth || fourHundredth);

17 }

18

1. public static int lastDayOfMonth(Month month, int year) {
2. if (month == Month.FEBRUARY && isLeapYear(year))
3. return month.lastDay() + 1;
4. else
5. return month.lastDay();

24 }

25

26 public static int leapYearCount(int year) {

27 int leap4 = (year - 1896) / 4;

28 int leap100 = (year - 1800) / 100;

29 int leap400 = (year - 1600) / 400;

30 return leap4 - leap100 + leap400;

31 }

32 }
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**Listing B-14**

**DayDateFactory.java (Final)**

1 package org.jfree.date;

2

1. public abstract class DayDateFactory {
2. private static DayDateFactory factory = new SpreadsheetDateFactory();
3. public static void setInstance(DayDateFactory factory) {
4. DayDateFactory.factory = factory;

7 }

8

1. protected abstract DayDate \_makeDate(int ordinal);
2. protected abstract DayDate \_makeDate(int day, Month month, int year);
3. protected abstract DayDate \_makeDate(int day, int month, int year);
4. protected abstract DayDate \_makeDate(java.util.Date date);
5. protected abstract int \_getMinimumYear();
6. protected abstract int \_getMaximumYear(); 15
7. public static DayDate makeDate(int ordinal) {
8. return factory.\_makeDate(ordinal);

18 }

19

1. public static DayDate makeDate(int day, Month month, int year) {
2. return factory.\_makeDate(day, month, year);

22 }

23

1. public static DayDate makeDate(int day, int month, int year) {
2. return factory.\_makeDate(day, month, year);

26 }

27

1. public static DayDate makeDate(java.util.Date date) {
2. return factory.\_makeDate(date);

30 }

31

1. public static int getMinimumYear() {
2. return factory.\_getMinimumYear();

34 }

35

1. public static int getMaximumYear() {
2. return factory.\_getMaximumYear();

38 }

39 }
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**Listing B-15**

**SpreadsheetDateFactory.java (Final)**

1 package org.jfree.date;

2

3 import java.util.\*;

4

1. public class SpreadsheetDateFactory extends DayDateFactory {
2. public DayDate \_makeDate(int ordinal) {
3. return new SpreadsheetDate(ordinal);

8 }

9

1. public DayDate \_makeDate(int day, Month month, int year) {
2. return new SpreadsheetDate(day, month, year);

12 }

13

1. public DayDate \_makeDate(int day, int month, int year) {
2. return new SpreadsheetDate(day, month, year);

16 }

17

1. public DayDate \_makeDate(Date date) {
2. final GregorianCalendar calendar = new GregorianCalendar();
3. calendar.setTime(date);
4. return new SpreadsheetDate(
5. calendar.get(Calendar.DATE),
6. Month.fromInt(calendar.get(Calendar.MONTH) + 1),
7. calendar.get(Calendar.YEAR));

25 }

26

27 protected int \_getMinimumYear() {

28 return SpreadsheetDate.MINIMUM\_YEAR\_SUPPORTED;

29 }

30

31 protected int \_getMaximumYear() {

32 return SpreadsheetDate.MAXIMUM\_YEAR\_SUPPORTED;

33 }

34 }
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**Listing B-16**

**SpreadsheetDate.java (Final)**

1. /\* ========================================================================
2. \* JCommon : a free general purpose class library for the Java(tm) platform
3. \* ========================================================================
4. \*
5. \* (C) Copyright 2000-2005, by Object Refinery Limited and Contributors.
6. \*

...

52 \*

53 \*/

54

55 package org.jfree.date;

56

57 import static org.jfree.date.Month.FEBRUARY; 58

59 import java.util.\*;

60

61 /\*\*

1. \* Represents a date using an integer, in a similar fashion to the
2. \* implementation in Microsoft Excel. The range of dates supported is
3. \* 1-Jan-1900 to 31-Dec-9999.
4. \* <p/>
5. \* Be aware that there is a deliberate bug in Excel that recognises the year
6. \* 1900 as a leap year when in fact it is not a leap year. You can find more
7. \* information on the Microsoft website in article Q181370:
8. \* <p/>
9. \* <http://support.microsoft.com/support/kb/articles/Q181/3/70.asp>
10. \* <p/>
11. \* Excel uses the convention that 1-Jan-1900 = 1. This class uses the
12. \* convention 1-Jan-1900 = 2.
13. \* The result is that the day number in this class will be different to the
14. \* Excel figure for January and February 1900...but then Excel adds in an extra
15. \* day (29-Feb-1900 which does not actually exist!) and from that point forward
16. \* the day numbers will match.
17. \*
18. \* @author David Gilbert
19. \*/
20. public class SpreadsheetDate extends DayDate {
21. public static final int EARLIEST\_DATE\_ORDINAL = 2; // 1/1/1900
22. public static final int LATEST\_DATE\_ORDINAL = 2958465; // 12/31/9999
23. public static final int MINIMUM\_YEAR\_SUPPORTED = 1900;
24. public static final int MAXIMUM\_YEAR\_SUPPORTED = 9999;
25. static final int[] AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH =

87 {0, 0, 31, 59, 90, 120, 151, 181, 212, 243, 273, 304, 334, 365};

88 static final int[] LEAP\_YEAR\_AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH =

89 {0, 0, 31, 60, 91, 121, 152, 182, 213, 244, 274, 305, 335, 366};

90

1. private int ordinalDay;
2. private int day;
3. private Month month;
4. private int year; 95
5. public SpreadsheetDate(int day, Month month, int year) {
6. if (year < MINIMUM\_YEAR\_SUPPORTED || year > MAXIMUM\_YEAR\_SUPPORTED)
7. throw new IllegalArgumentException(
8. "The 'year' argument must be in range " +
9. MINIMUM\_YEAR\_SUPPORTED + " to " + MAXIMUM\_YEAR\_SUPPORTED + ".");
10. if (day < 1 || day > DateUtil.lastDayOfMonth(month, year))
11. throw new IllegalArgumentException("Invalid 'day' argument."); 103
12. this.year = year;
13. this.month = month;
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**Listing B-16 (continued)**

**SpreadsheetDate.java (Final)**

1. this.day = day;
2. ordinalDay = calcOrdinal(day, month, year);

108 }

109

1. public SpreadsheetDate(int day, int month, int year) {
2. this(day, Month.fromInt(month), year);

112 }

113

1. public SpreadsheetDate(int serial) {
2. if (serial < EARLIEST\_DATE\_ORDINAL || serial > LATEST\_DATE\_ORDINAL)
3. throw new IllegalArgumentException(
4. "SpreadsheetDate: Serial must be in range 2 to 2958465."); 118
5. ordinalDay = serial;
6. calcDayMonthYear();

121 }

122

1. public int getOrdinalDay() {
2. return ordinalDay;

125 }

126

1. public int getYear() {
2. return year;

129 }

130

1. public Month getMonth() {
2. return month;

133 }

134

1. public int getDayOfMonth() {
2. return day;

137 }

138

139 protected Day getDayOfWeekForOrdinalZero() {return Day.SATURDAY;} 140

1. public boolean equals(Object object) {
2. if (!(object instanceof DayDate))
3. return false;

144

1. DayDate date = (DayDate) object;
2. return date.getOrdinalDay() == getOrdinalDay();

147 }

148

1. public int hashCode() {
2. return getOrdinalDay();

151 }

152

1. public int compareTo(Object other) {
2. return daysSince((DayDate) other);

155 }

156

1. private int calcOrdinal(int day, Month month, int year) {
2. int leapDaysForYear = DateUtil.leapYearCount(year - 1);
3. int daysUpToYear = (year - MINIMUM\_YEAR\_SUPPORTED) \* 365 + leapDaysForYear;
4. int daysUpToMonth = AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH[month.toInt()];
5. if (DateUtil.isLeapYear(year) && month.toInt() > FEBRUARY.toInt())
6. daysUpToMonth++;
7. int daysInMonth = day - 1;
8. return daysUpToYear + daysUpToMonth + daysInMonth + EARLIEST\_DATE\_ORDINAL;

165 }

166
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**Listing B-16 (continued)**

**SpreadsheetDate.java (Final)**

1. private void calcDayMonthYear() {
2. int days = ordinalDay - EARLIEST\_DATE\_ORDINAL;
3. int overestimatedYear = MINIMUM\_YEAR\_SUPPORTED + days / 365;
4. int nonleapdays = days - DateUtil.leapYearCount(overestimatedYear);
5. int underestimatedYear = MINIMUM\_YEAR\_SUPPORTED + nonleapdays / 365; 172
6. year = huntForYearContaining(ordinalDay, underestimatedYear);
7. int firstOrdinalOfYear = firstOrdinalOfYear(year);
8. month = huntForMonthContaining(ordinalDay, firstOrdinalOfYear);
9. day = ordinalDay - firstOrdinalOfYear - daysBeforeThisMonth(month.toInt());

177 }

178

1. private Month huntForMonthContaining(int anOrdinal, int firstOrdinalOfYear) {
2. int daysIntoThisYear = anOrdinal - firstOrdinalOfYear;
3. int aMonth = 1;
4. while (daysBeforeThisMonth(aMonth) < daysIntoThisYear)
5. aMonth++;

184

185 return Month.fromInt(aMonth - 1);

186 }

187

1. private int daysBeforeThisMonth(int aMonth) {
2. if (DateUtil.isLeapYear(year))
3. return LEAP\_YEAR\_AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH[aMonth] - 1;
4. else
5. return AGGREGATE\_DAYS\_TO\_END\_OF\_PRECEDING\_MONTH[aMonth] - 1;

193 }

194

195 private int huntForYearContaining(int anOrdinalDay, int startingYear) {

196 int aYear = startingYear;

197 while (firstOrdinalOfYear(aYear) <= anOrdinalDay)

198 aYear++;

199

200 return aYear - 1;

201 }

202

203 private int firstOrdinalOfYear(int year) {

204 return calcOrdinal(1, Month.JANUARY, year);

205 }

206

207 public static DayDate createInstance(Date date) {

208 GregorianCalendar calendar = new GregorianCalendar();

209 calendar.setTime(date);

210 return new SpreadsheetDate(calendar.get(Calendar.DATE),

211 Month.fromInt(calendar.get(Calendar.MONTH) + 1),

212 calendar.get(Calendar.YEAR));

213

214 }

215 }
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# [Appendix C](#_bookmark10)

### [Cross References of Heuristics](#_bookmark10)

Cross references of Smells and Heuristics. All other cross references can be deleted.

C1 .16-276, 16-279, 17-292

C2 ......................................................... 16-279, 16-285, 16-295, 17-292

C3 ......................................................... 16-283, 16-285, 16-288, 17-293

C4 17-293

C5 17-293

E1 17-294

E2 17-294

F1 .................................................................................... 14-239, 17-295

F2 17-295

F3 17-295

F4 ...............................14-289, 16-273, 16-285, 16-287, 16-288, 17-295

G1 .................................................................................... 16-276, 17-295

G2 .......................................................................16-273, 16-274, 17-296

G3 .................................................................................... 16-274, 17-296

G4 ................................................ 9-31, 16-279, 16-286, 16-291, 17-297

G5 ...................................9-31, 16-279, 16-286, 16-291, 16-296, 17-297

G6 ..6-106, 16-280, 16-283, 16-284, 16-289, 16-293,

16-294, 16-296, 17-299

G7 .......................................................................16-281, 16-283, 17-300

G8 .................................................................................... 16-283, 17-301

G9 ............................................ 16-283, 16-285, 16-286, 16-287, 17-302

G10 .............................................. 5-86, 15-264, 16-276, 16-284, 17-302

G11 .......................................... 15-264, 16-284, 16-288, 16-292, 17-302

G12 ............... 16-284, 16-285, 16-286, 16-287, 16-288, 16-295, 17-303

G13 .....................................................................16-286, 16-288, 17-303

G14 .....................................................................16-288, 16-292, 17-304

409

410 **Appendix C: Cross References of Heuristics**

G15 . 16-288, 17-305

G16 .................................................................................. 16-289, 17-306

G17 .....................................................................16-289, 17-307, 17-312

G18 ....................................................... 16-289, 16-290, 16-291, 17-308

G19 ....................................................... 16-290, 16-291, 16-292, 17-309

G20 .................................................................................. 16-290, 17-309

G21 .................................................................................. 16-291, 17-310

G22 .................................................................................. 16-294, 17-322

G23 ..........................................................??-44, 14-239, 16-295, 17-313

G24 .................................................................................. 16-296, 17-313

G25 .................................................................................. 16-296, 17-314

G26 17-316

G27 17-316

G28 .................................................................................. 15-262, 17-317
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## [Epilogue](#_bookmark10)

In 2005, while attending the Agile conference in Denver, Elisabeth Hedrickson1 handed me a green wrist band similar to the kind that Lance Armstrong made so popular. This one said “Test Obsessed” on it. I gladly put it on and wore it proudly. Since learning TDD from Kent Beck in 1999, I have indeed become obsessed with test-driven development.

But then something strange happened. I found I could not take the band off. Not because it was physically stuck, but because it was *morally* stuck. The band made an overt statement about my professional ethics. It was a visible indication of my committment to writing the best code I could write. Taking it off seemed like a betrayal of those ethics and of that committment.

So it is on my wrist still. When I write code, I see it there in my peripheral vision. It is a constant reminder of the promise I made to myself to write clean code.
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1. <http://www.qualitytree.com/>
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## [Index](#_bookmark10)

## detection, 237–238

++ (pre- or post-increment) operator, 325, 326

#### A

aborted computation, 109

abstract classes, 149, 271, 290

ABSTRACT FACTORY pattern, 38, 156,

273, 274

abstract interfaces, 94 abstract methods

adding to ArgumentMarshaler, 234–235 modifying, 282

abstract terms, 95 abstraction

classes depending on, 150

code at wrong level of, 290–291 descending one level at a time, 37 functions descending only one level

of, 304–306

mixing levels of, 36–37

names at the appropriate level of, 311 separating levels of, 305

wrapping an implementation, 11 abstraction levels

raising, 290

separating, 305

accessor functions, Law of Demeter and, 98

accessors, naming, 25

Active Records, 101

adapted server, 185

affinity, 84

*Agile Software Development: Principles,*

*Patterns, Practices (PPP)*, 15 algorithms

correcting, 269–270

repeating, 48

understanding, 297–298 ambiguities

in code, 301 ignored tests as, 313

amplification comments, 59

analysis functions, 265 “annotation form”, of AspectJ, 166 Ant project, 76, 77

AOP (aspect-oriented programming), 160, 163

APIs. *See also* public APIs

calling a null-returning method from, 110

specialized for tests, 127 wrapping third-party, 108

applications

decoupled from Spring, 164 decoupling from construction

details, 156

infrastructure of, 163

keeping concurrency-related code separate, 181

arbitrary structure, 303–304

args array, converting into a list, 231–232

Args class

constructing, 194

implementation of, 194–200

rough drafts of, 201–212, 226–231
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ArgsException class listing, 198–200

merging exceptions into, 239–242 argument(s)

flag, 41

for a function, 40 in functions, 288

monadic forms of, 41 reducing, 43

argument lists, 43

argument objects, 43 argument types

adding, 200, 237 negative impact of, 208

ArgumentMarshaler class

adding the skeleton of, 213–214 birth of, 212

ArgumentMarshaler interface, 197–198

arrays, moving, 279 art, of clean code, 6–7 artificial coupling, 293

AspectJ language, 166

aspect-oriented programming (AOP), 160, 163

aspects

in AOP, 160–161

“first-class” support for, 166 assert statements, 130–131

assertEquals, 42

assertions, using a set of, 111 assignments, unaligned, 87–88

atomic operation, 323–324

attributes, 68 authors

of JUnit, 252

programmers as, 13–14

authorship statements, 55

automated code instrumentation, 189–190 automated suite, of unit tests, 124

#### B

bad code, 3–4. *See also* dirty code; messy code

degrading effect of, 250

example, 71–72

experience of cleaning, 250 not making up for, 55

bad comments, 59–74

banner, gathering functions beneath, 67 base classes, 290, 291

BDUF (Big Design Up Front), 167 beans, private variables manipulated,

100–101

Beck, Kent, 3, 34, 71, 171, 252,

289, 296

behaviors, 288–289

Big Design Up Front (BDUF), 167 blank lines, in code, 78–79

blocks, calling functions within, 35 Booch,Grady, 8–9

boolean, passing into a function, 41 boolean arguments, 194, 288 boolean map, deleting, 224

boolean output, of tests, 132 bound resources, 183, 184 boundaries

clean, 120

exploring and learning, 116 incorrect behavior at, 289 separating known from unknown,

118–119

boundary condition errors, 269 boundary conditions

encapsulating, 304

testing, 314

boundary tests, easing a migration, 118 “Bowling Game”, 312

Boy Scout Rule, 14–15, 257

following, 284

satisfying, 265

broken windows metaphor, 8 bucket brigade, 303

BUILD-OPERATE-CHECK pattern, 127

builds, 287

business logic, separating from error handling, 109

bylines, 68

byte-manipulation libraries, 161,

162–163
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#### C

*The C++ Programming Language*, 7 calculations, breaking into intermediate

values, 296

call stack, 324

Callable interface, 326

caller, cluttering, 104

calling hierarchy, 106

calls, avoiding chains of, 98 caring, for code, 10 Cartesian points, 42

CAS operation, as atomic, 328 change(s)

isolating from, 149–150

large number of very tiny, 213 organizing for, 147–150

tests enabling, 124 change history, deleting, 270 check exceptions, in Java, 106 circular wait, 337, 338–339 clarification, comments as, 57 clarity, 25, 26

class names, 25 classes

cohesion of, 140–141

creating for bigger concepts, 28–29 declaring instance variables, 81 enforcing design and business

rules, 115

exposing internals of, 294 instrumenting into ConTest, 342 keeping small, 136, 175 minimizing the number of, 176 naming, 25, 138

nonthread-safe, 328–329 as nouns of a language, 49 organization of, 136

organizing to reduce risk of change, 147

supporting advanced concurrency design, 183

classification, of errors, 107
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clean boundaries, 120 clean code

art of, 6–7

described, 7–12

writing, 6–7

clean tests, 124–127 cleanliness

acquired sense of, 6–7 tied to tests, 9

cleanup, of code, 14–15 clever names, 26

client, using two methods, 330

client code, connecting to a server, 318 client-based locking, 185, 329, 330–332

clientScheduler, 320

client/server application, concurrency in, 317–321

Client/Server nonthreaded, code for, 343–346

client-server using threads, code changes, 346–347

ClientTest.java, 318, 344–346 closing braces, comments on, 67–68 Clover, 268, 269

clutter

Javadocs as, 276 keeping free of, 293

code, 2

bad, 3–4

Beck's rules of, 10 commented-out, 68–69, 287

dead, 292

explaining yourself in, 55 expressing yourself in, 54 formatting of, 76

implicity of, 18–19

instrumenting, 188, 342

jiggling, 190

making readable, 311

necessity of, 2

reading from top to bottom, 37 simplicity of, 18, 19

technique for shrouding, 20
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code, *continued*

third-party, 114–115 width of lines in, 85–90

at wrong level of abstraction, 290–291 code bases, dominated by error

handling, 103

code changes, comments not always following, 54

code completion, automatic, 20 code coverage analysis, 254–256 code instrumentation, 188–190

“code sense”, 6, 7

code smells, listing of, 285–314 coding standard, 299

cohesion

of classes, 140–141

maintaining, 141–146 command line arguments, 193–194

commands, separating from queries, 45–46 comment header standard, 55–56 comment headers, replacing, 70 commented-out code, 68–69, 287 commenting style, example of bad, 71–72 comments

amplifying importance of something, 59

bad, 59–74

deleting, 282

as failures, 54

good, 55–59

heuristics on, 286–287

HTML, 69

inaccurate, 54

informative, 56

journal, 63–64

legal, 55–56

mandated, 63

misleading, 63

mumbling, 59–60

as a necessary evil, 53–59 noise, 64–66

not making up for bad code, 55 obsolete, 286

poorly written, 287 proper use of, 54

redundant, 60–62, 272, 275, 286–287

restating the obvious, 64 separated from code, 54 TODO, 58–59

too much information in, 70 venting in, 65

writing, 287

“communication gap”, minimizing, 168 Compare and Swap (CAS) operation,

327–328

ComparisonCompactor module, 252–265

defactored, 256–261

final, 263–265

interim, 261–263

original code, 254–256 compiler warnings, turning off, 289

complex code, demonstrating failures in, 341

complexity, managing, 139–140 computer science (CS) terms, using for

names, 27

concepts

keeping close to each other, 80 naming, 19

one word per, 26

separating at different levels, 290 spelling similar similarly, 20 vertical openness between, 78–79

conceptual affinity, of code, 84 concerns

cross-cutting, 160–161

separating, 154, 166, 178, 250

concrete classes, 149

concrete details, 149

concrete terms, 94 concurrency

defense principles, 180–182

issues, 190

motives for adopting, 178–179 myths and misconceptions about,

179–180

concurrency code

compared to nonconcurrency-related code, 181

focusing, 321

Index

concurrent algorithms, 179 concurrent applications, partition

behavior, 183 concurrent code

breaking, 329–333

defending from problems of, 180 flaws hiding in, 188

concurrent programming, 180

*Concurrent Programming in Java: Design Principles and Patterns*, 182, 342

concurrent programs, 178 concurrent update problems, 341

ConcurrentHashMap implementation, 183 conditionals

avoiding negative, 302

encapsulating, 257–258, 301

configurable data, 306

configuration constants, 306 consequences, warning of, 58 consistency

in code, 292

of enums, 278

in names, 40

consistent conventions, 259 constants

versus enums, 308–309

hiding, 308

inheriting, 271, 307–308

keeping at the appropriate level, 83 leaving as raw numbers, 300

not inheriting, 307–308 passing as symbols, 276 turning into enums, 275–276

construction

moving all to main, 155, 156 separating with factory, 156 of a system, 154

constructor arguments, 157

constructors, overloading, 25

consumer threads, 184

ConTest tool, 190, 342 context

adding meaningful, 27–29 not adding gratuitous, 29–30

providing with exceptions, 107

417

continuous readers, 184

control variables, within loop statements, 80–81

convenient idioms, 155 convention(s)

following standard, 299–300

over configuration, 164

structure over, 301

using consistent, 259

convoluted code, 175

copyright statements, 55 cosmic-rays. *See* one-offs CountDownLatch class, 183

coupling. *See also* decoupling; temporal coupling; tight coupling

artificial, 293

hidden temporal, 302–303

lack of, 150

coverage patterns, testing, 314 coverage tools, 313

“crisp abstraction”, 8–9

cross-cutting concerns, 160

Cunningham, Ward, 11–12 cuteness, in code, 26

#### D

dangling false argument, 294 data

abstraction, 93–95

copies of, 181–182

encapsulation, 181 limiting the scope of, 181

sets processed in parallel, 179 types, 97, 101

data structures. *See also* structure(s) compared to objects, 95, 97

defined, 95

interfaces representing, 94 treating Active Records as, 101

data transfer-objects (DTOs), 100–101, 160

database normal forms, 48

DateInterval enum, 282–283

DAY enumeration, 277
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DayDate class, running SerialDate

as, 271

DayDateFactory, 273–274

dead code, 288, 292

dead functions, 288

deadlock, 183, 335–339

deadly embrace. *See* circular wait debugging, finding deadlocks, 336 decision making, optimizing, 167–168 decisions, postponing, 168

declarations, unaligned, 87–88

DECORATOR objects, 164

DECORATOR pattern, 274

decoupled architecture, 167 decoupling, from construction

details, 156

decoupling strategy, concurrency as, 178

default constructor, deleting, 276 degradation, preventing, 14 deletions, as the majority of

changes, 250

density, vertical in code, 79–80 dependencies

finding and breaking, 250 injecting, 157

logical, 282

making logical physical, 298–299 between methods, 329–333 between synchronized

methods, 185 Dependency Injection (DI), 157

Dependency Inversion Principle (DIP), 15, 150

dependency magnet, 47

dependent functions, formatting, 82–83 derivatives

base classes depending on, 291 base classes knowing about, 273 of the exception class, 48 moving set functions into, 232,

233–235

pushing functionality into, 217

description

of a class, 138

overloading the structure of code into, 310

descriptive names choosing, 309–310

using, 39–40 design(s)

of concurrent algorithms, 179 minimally coupled, 167

principles of, 15

design patterns, 290

details, paying attention to, 8 DI (Dependency Injection), 157 Dijkstra, Edsger, 48

dining philosophers execution model, 184–185

DIP (Dependency Inversion Principle), 15, 150

dirty code. *See also* bad code; messy code

dirty code, cleaning, 200 dirty tests, 123

disinformation, avoiding, 19–20 distance, vertical in code, 80–84 distinctions, making meaningful, 20–21 domain-specific languages (DSLs),

168–169

domain-specific testing language, 127 DoubleArgumentMarshaler class, 238 DRY principle (Don't Repeat Yourself),

181, 289

DTOs (data transfer objects), 100–101, 160

dummy scopes, 90 duplicate if statements, 276 duplication

of code, 48

in code, 289–290

eliminating, 173–175

focusing on, 10

forms of, 173, 290

reduction of, 48

strategies for eliminating, 48
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dyadic argument, 40

dyadic functions, 42

dynamic proxies, 161

#### E

e, as a variable name, 22 Eclipse, 26

edit sessions, playing back, 13–14 efficiency, of code, 7

EJB architecture, early as over-engineered, 167

EJB standard, complete overhaul of, 164 EJB2 beans, 160

EJB3, Bank object rewritten in, 165–166 “elegant” code, 7

emergent design, 171–176

encapsulation, 136

of boundary conditions, 304 breaking, 106–107

of conditionals, 301

encodings, avoiding, 23–24, 312–313

entity bean, 158–160

enum(s)

changing MonthConstants to, 272 using, 308–309

enumeration, moving, 277 environment, heuristics on, 287 environment control system, 128–129 envying, the scope of a class, 293 error check, hiding a side effect, 258 Error class, 47–48

error code constants, 198–200 error codes

implying a class or enum, 47–48 preferring exceptions to, 46 returning, 103–104

reusing old, 48

separating from the Args module, 242–250

error detection, pushing to the edges, 109 error flags, 103–104

error handling, 8, 47–48
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error messages, 107, 250

error processing, testing, 238–239

errorMessage method, 250

errors. *See also* boundary condition errors; spelling errors; string comparison errors

classifying, 107

Evans, Eric, 311

events, 41

exception classification, 107

exception clauses, 107–108 exception management code, 223 exceptions

instead of return codes, 103–105 narrowing the type of, 105–106 preferring to error codes, 46 providing context with, 107 separating from Args, 242–250 throwing, 104–105, 194

unchecked, 106–107

execution, possible paths of, 321–326 execution models, 183–185

Executor framework, 326–327

ExecutorClientScheduler.java, 321 explanation, of intent, 56–57 explanatory variables, 296–297 explicitness, of code, 19 expressive code, 295 expressiveness

in code, 10–11

ensuring, 175–176

Extract Method refactoring, 11

*Extreme Programming Adventures in C#*, 10

*Extreme Programming Installed*, 10 “eye-full”, code fitting into, 79–80

#### F

factories, 155–156

factory classes, 273–275 failure

to express ourselves in code, 54
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failure, *continued*

patterns of, 314

tolerating with no harm, 330

false argument, 294

fast tests, 132

fast-running threads, starving longer running, 183

fear, of renaming, 30 Feathers, Michael, 10 feature envy

eliminating, 293–294

smelling of, 278 file size, in Java, 76 final keywords, 276

F.I.R.S.T. acronym, 132–133

First Law, of TDD, 122 FitNesse project

coding style for, 90 file sizes, 76, 77

function in, 32–33 invoking all tests, 224

flag arguments, 41, 288

focussed code, 8

foreign code. *See* third-party code formatting

horizontal, 85–90

purpose of, 76

Uncle Bob’s rules, 90–92 vertical, 76–85

formatting style, for a team of

developers, 90 Fortran, forcing encodings, 23 Fowler, Martin, 285, 293

frame, 324

function arguments, 40–45 function call dependencies, 84–85 function headers, 70

function signature, 45

functionality, placement of, 295–296 functions

breaking into smaller, 141–146 calling within a block, 35 dead, 288

defining private, 292

descending one level of abstraction, 304–306

doing one thing, 35–36, 302

dyadic, 42

eliminating extraneous if statements, 262

establishing the temporal nature of, 260

formatting dependent, 82–83 gathering beneath a banner, 67 heuristics on, 288

intention-revealing, 19

keeping small, 175

length of, 34–35

moving, 279

naming, 39, 297

number of arguments in, 288

one level of abstraction per, 36–37 in place of comments, 67 renaming for clarity, 258 rewriting for clarity, 258–259 sections within, 36

small as better, 34

structured programming with, 49 understanding, 297–298

as verbs of a language, 49 writing, 49

futures, 326

#### G

Gamma, Eric, 252

general heuristics, 288–307

generated byte-code, 180

generics, improving code readability, 115

get functions, 218

getBoolean function, 224

GETFIELD instruction, 325, 326

getNextId method, 326

getState function, 129

Gilbert, David, 267, 268

given-when-then convention, 130 glitches. *See* one-offs
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global setup strategy, 155 “God class”, 136–137

good comments, 55–59

goto statements, avoiding, 48, 49

grand redesign, 5

gratuitous context, 29–30

#### H

hand-coded instrumentation, 189

HashTable, 328–329

headers. *See* comment headers; function headers

heuristics

cross references of, 286, 409

general, 288–307

listing of, 285–314

hidden temporal coupling, 259, 302–303 hidden things, in a function, 44

hiding

implementation, 94

structures, 99 hierarchy of scopes, 88

HN. *See* Hungarian Notation horizontal alignment, of code, 87–88 horizontal formatting, 85–90 horizontal white space, 86

HTML, in source code, 69

Hungarian Notation (HN), 23–24, 295

Hunt, Andy, 8, 289

hybrid structures, 99

#### I

if statements

duplicate, 276

eliminating, 262

if-else chain

appearing again and again, 290 eliminating, 233

ignored tests, 313 implementation

duplication of, 173

encoding, 24

421

exposing, 94

hiding, 94

wrapping an abstraction, 11 *Implementation Patterns*, 3, 296 implicity, of code, 18

import lists

avoiding long, 307 shortening in SerialDate, 270

imports, as hard dependencies, 307 imprecision, in code, 301 inaccurate comments, 54 inappropriate information, in

comments, 286 inappropriate static methods, 296 include method, 48 inconsistency, in code, 292 inconsistent spellings, 20

incrementalism, 212–214 indent level, of a function, 35 indentation, of code, 88–89 indentation rules, 89

independent tests, 132 information

inappropriate, 286

too much, 70, 291–292

informative comments, 56

inheritance hierarchy, 308

inobvious connection, between a comment and code, 70

input arguments, 41 instance variables

in classes, 140

declaring, 81

hiding the declaration of, 81–82 passing as function

arguments, 231

proliferation of, 140

instrumented classes, 342

insufficient tests, 313 integer argument(s)

defining, 194

integrating, 224–225

integer argument functionality,

moving into ArgumentMarshaler, 215–216
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integer argument type, adding to Args, 212

integers, pattern of changes for, 220 IntelliJ, 26

intent

explaining in code, 55 explanation of, 56–57

obscured, 295

intention-revealing function, 19

intention-revealing names, 18–19 interface(s)

defining local or remote, 158–160 encoding, 24

implementing, 149–150 representing abstract concerns, 150 turning ArgumentMarshaler into, 237 well-defined, 291–292

writing, 119

internal structures, objects hiding, 97 intersection, of domains, 160 intuition, not relying on, 289 inventor of C++, 7

Inversion of Control (IoC), 157

InvocationHandler object, 162

I/O bound, 318

isolating, from change, 149–150 isxxxArg methods, 221–222 iterative process, refactoring as, 265

#### J

jar files, deploying derivatives and bases in, 291

Java programmers, encoding not needed, 24

Java proxies, 161–163 Java source files, 76–77 javadocs

as clutter, 276

in nonpublic code, 71 preserving formatting in, 270 in public APIs, 59

requiring for every function, 63

java.util.concurrent package, collections in, 182–183

JBoss AOP, proxies in, 163 JCommon library, 267 JCommon unit tests, 270 JDepend project, 76, 77

JDK proxy, providing persistence support, 161–163

Jeffries, Ron, 10–11, 289

jiggling strategies, 190

JNDI lookups, 157

journal comments, 63–64

JUnit, 34

JUnit framework, 252–265

Junit project, 76, 77

Just-In-Time Compiler, 180

#### K

keyword form, of a function name, 43

#### L

Java

aspects or aspect-like mechanisms, 161–166

heuristics on, 307–309

as a wordy language, 200

L, lower-case in variable names, 20 language design, art of programming as, 49 languages

appearing to be simple, 12

Java 5, improvements for concurrent development, 182–183

Java 5 Executor framework, 320–321 Java 5 VM, nonblocking solutions in,

327–328

Java AOP frameworks, 163–166

level of abstraction, 2

multiple in one source file, 288 multiples in a comment, 270

last-in, first-out (LIFO) data structure, operand stack as, 324

Law of Demeter, 97–98, 306
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LAZY INITIALIZATION/

EVALUATION idiom, 154

LAZY-INITIALIZATION, 157

Lea, Doug, 182, 342

learning tests, 116, 118

LeBlanc’s law, 4

legacy code, 307

legal comments, 55–56 level of abstraction, 36–37 levels of detail, 99

lexicon, having a consistent, 26 lines of code

duplicating, 173

width of, 85 list(s)

of arguments, 43

meaning specific to programmers, 19 returning a predefined immutable, 110

literate code, 9

literate programming, 9

*Literate Programming*, 141

livelock, 183, 338

local comments, 69–70

local variables, 324

declaring, 292

at the top of each function, 80 lock & wait, 337, 338

locks, introducing, 185

log4j package, 116–118

logical dependencies, 282, 298–299

LOGO language, 36

long descriptive names, 39

long names, for long scopes, 312

loop counters, single-letter names for, 25

#### M

magic numbers obscuring intent, 295

replacing with named constants, 300–301

main function, moving construction to, 155, 156

423

managers, role of, 6 mandated comments, 63

manual control, over a serial ID, 272

Map

adding for ArgumentMarshaler, 221 methods of, 114

maps, breaking the use of, 222–223 marshalling implementation,

214–215

meaningful context, 27–29 member variables

f prefix for, 257 prefixing, 24

renaming for clarity, 259 mental mapping, avoiding, 25

messy code. *See also* bad code; dirty code total cost of owning, 4–12

method invocations, 324

method names, 25 methods

affecting the order of execution, 188 calling a twin with a flag, 278 changing from static to instance, 280 of classes, 140

dependencies between, 329–333 eliminating duplication between,

173–174

minimizing assert statements in, 176 naming, 25

tests exposing bugs in, 269 minimal code, 9

misleading comments, 63

misplaced responsibility, 295–296, 299 MOCK OBJECT, assigning, 155 monadic argument, 40

monadic forms, of arguments, 41 monads, converting dyads into, 42 Monte Carlo testing, 341

Month enum, 278

MonthConstants class, 271

multithread aware, 332

multithread-calculation, of throughput, 335
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multithreaded code, 188, 339–342

mumbling, 59–60

mutators, naming, 25

mutual exclusion, 183, 336, 337

#### N

named constants, replacing magic numbers, 300–301

name-length-challenged languages, 23 names

abstractions, appropriate level of, 311 changing, 40

choosing, 175, 309–310

of classes, 270–271

clever, 26

descriptive, 39–40

of functions, 297

heuristics on, 309–313

importance of, 309–310

intention-revealing, 18–19 length of corresponding to scope,

22–23

long names for long scopes, 312 making unambiguous, 258

problem domain, 27

pronounceable, 21–22 rules for creating, 18–30 searchable, 22–23

shorter generally better than longer, 30 solution domain, 27

with subtle differences, 20 unambiguous, 312

at the wrong level of abstraction, 271 naming, classes, 138

naming conventions, as inferior to structures, 301

navigational methods, in Active Records, 101

near bugs, testing, 314

negative conditionals, avoiding, 302 negatives, 258

nested structures, 46

Newkirk, Jim, 116

newspaper metaphor, 77–78

niladic argument, 40

no preemption, 337 noise

comments, 64–66

scary, 66

words, 21

nomenclature, using standard, 311–312 nonblocking solutions, 327–328

nonconcurrency-related code, 181

noninformative names, 21

nonlocal information, 69–70 nonpublic code, javadocs in, 71

nonstatic methods, preferred to static, 296 nonthreaded code, getting working

first, 187

nonthread-safe classes, 328–329

normal flow, 109

null

not passing into methods, 111–112 not returning, 109–110

passed by a caller accidentally, 111 null detection logic, for ArgumentMarshaler,

214

NullPointerException, 110, 111

number-series naming, 21

#### O

*Object Oriented Analysis and Design with Applications*, 8

object-oriented design, 15 objects

compared to data structures, 95, 97 compared to data types and proce-

dures, 101

copying read-only, 181

defined, 95

obscured intent, 295

obsolete comments, 286

obvious behavior, 288–289

obvious code, 12

Index

“Once and only once” principle, 289

“ONE SWITCH” rule, 299

one thing, functions doing, 35–36, 302

one-offs, 180, 187, 191

OO code, 97

OO design, 139

Open Closed Principle (OCP), 15, 38 by checked exceptions, 106 supporting, 149

operand stack, 324

operating systems, threading policies, 188 operators, precedence of, 86

optimistic locking, 327

optimizations, LAZY-EVALUATION as, 157

optimizing, decision making, 167–168 orderings, calculating the possible, 322–323 organization

for change, 147–150

of classes, 136

managing complexity, 139–140 outbound tests, exercising an interface, 118 output arguments, 41, 288

avoiding, 45

need for disappearing, 45 outputs, arguments as, 45

overhead, incurred by concurrency, 179 overloading, of code with description, 310

#### P

paperback model, as an academic model, 27

parameters, taken by instructions, 324

parse operation, throwing an

exception, 220

partitioning, 250

paths of execution, 321–326

pathways, through critical sections, 188 pattern names, using standard, 175 patterns

of failure, 314

as one kind of standard, 311

425

performance

of a client/server pair, 318 concurrency improving, 179 of server-based locking, 333

permutations, calculating, 323

persistence, 160, 161

pessimistic locking, 327 phraseology, in similar names, 40 physicalizing, a dependency, 299 Plain-Old Java Objects. *See* POJOs

platforms, running threaded code, 188 pleasing code, 7

pluggable thread-based code, 187 POJO system, agility provided by, 168 POJOs (Plain-Old Java Objects)

creating, 187

implementing business logic, 162 separating threaded-aware code, 190 in Spring, 163

writing application domain logic, 166 polyadic argument, 40

polymorphic behavior, of functions, 296 polymorphic changes, 96–97

polymorphism, 37, 299

position markers, 67 positives

as easier to understand, 258 expressing conditionals as, 302 of decisions, 301precision

as the point of all naming, 30 predicates, naming, 25

preemption, breaking, 338 prefixes

for member variables, 24

as useless in today’s environments, 312–313

pre-increment operator, ++, 324, 325, 326 “prequel”, this book as, 15

principle of least surprise, 288–289, 295 principles, of design, 15

PrintPrimes program, translation into Java, 141

private behavior, isolating, 148–149
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private functions, 292

private method behavior, 147 problem domain names, 27 procedural code, 97

procedural shape example, 95–96 procedures, compared to objects, 101 process function, repartitioning, 319–320 process method, I/O bound, 319 processes, competing for resources, 184 processor bound, code as, 318

producer consumer execution model, 184 producer threads, 184

production environment, 127–130 productivity, decreased by messy code, 4 professional programmer, 25 professional review, of code, 268 programmers

as authors, 13–14 conundrum faced by, 6

responsibility for messes, 5–6 unprofessional, 5–6

programming

defined, 2

structured, 48–49

programs, getting them to work, 201 pronounceable names, 21–22 protected variables, avoiding, 80 proxies, drawbacks of, 163

public APIs, javadocs in, 59 puns, avoiding, 26–27

PUTFIELD instruction, as atomic, 325

#### Q

queries, separating from commands, 45–46

#### R

random jiggling, tests running, 190 range, including end-point dates in, 276 readability

of clean tests, 124 of code, 76

Dave Thomas on, 9 improving using generics, 115

readability perspective, 8 readers

of code, 13–14

continuous, 184

readers-writers execution model, 184 reading

clean code, 8

code from top to bottom, 37 versus writing, 14

reboots, as a lock up solution, 331 recommendations, in this book, 13 redesign, demanded by the team, 5 redundancy, of noise words, 21 redundant comments, 60–62, 272, 275,

286–287

ReentrantLock class, 183

refactored programs, as longer, 146 refactoring

Args, 212

code incrementally, 172

as an iterative process, 265 putting things in to take out, 233 test code, 127

*Refactoring* (Fowler), 285 renaming, fear of, 30

repeatability, of concurrency bugs, 180 repeatable tests, 132

requirements, specifying, 2

resetId, byte-code generated for, 324–325 resources

bound, 183

processes competing for, 184

threads agreeing on a global ordering of, 338

responsibilities

counting in classes, 136 definition of, 138

identifying, 139

misplaced, 295–296, 299

splitting a program into main, 146 return codes, using exceptions instead,

103–105

Index

reuse, 174

risk of change, reducing, 147 robust clear code, writing, 112 rough drafts, writing, 200 runnable interface, 326

run-on expressions, 295

run-on journal entries, 63–64

runtime logic, separating startup from, 154

#### S

safety mechanisms, overridden, 289 scaling up, 157–161

scary noise, 66 schema, of a class, 194

schools of thought, about clean code, 12–13

scissors rule, in C++, 81 scope(s)

defined by exceptions, 105 dummy, 90

envying, 293

expanding and indenting, 89 hierarchy in a source file, 88 limiting for data, 181

names related to the length of, 22–23, 312

of shared variables, 333 searchable names, 22–23 Second Law, of TDD, 122 sections, within functions, 36

selector arguments, avoiding, 294–295 self validating tests, 132

Semaphore class, 183 semicolon, making visible, 90

“serial number”, SerialDate using, 271

SerialDate class

making it right, 270–284 naming of, 270–271

refactoring, 267–284

SerialDateTests class, 268

serialization, 272

server, threads created by, 319–321

427

server application, 317–318, 343–344 server code, responsibilities of, 319 server-based locking, 329

as preferred, 332–333

with synchronized methods, 185 “Servlet” model, of Web applications, 178 Servlets, synchronization problems, 182 set functions, moving into appropriate

derivatives, 232, 233–235

setArgument, changing, 232–233

setBoolean function, 217

setter methods, injecting dependencies, 157

setup strategy, 155

SetupTeardownIncluder.java listing, 50–52

shape classes, 95–96

shared data, limiting access, 181 shared variables

method updating, 328 reducing the scope of, 333

shotgun approach, hand-coded instrumen- tation as, 189

shut-down code, 186

shutdowns, graceful, 186 side effects

having none, 44

names describing, 313

Simmons, Robert, 276

simple code, 10, 12

Simple Design, rules of, 171–176 simplicity, of code, 18, 19

single assert rule, 130–131

single concepts, in each test function, 131–132

Single Responsibility Principle (SRP), 15, 138–140

applying, 321

breaking, 155

as a concurrency defense principle, 181

recognizing violations of, 174 server violating, 320
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Single Responsibility Principle (SRP),

*continued*

Sql class violating, 147 supporting, 157

in test classes conforming to, 172 violating, 38

single value, ordered components of, 42 single-letter names, 22, 25

single-thread calculation, of throughput, 334

SINGLETON pattern, 274

small classes, 136

*Smalltalk Best Practice Patterns*, 296 smart programmer, 25

software project, maintenance of, 175 software systems. *See also* system(s)

compared to physical systems, 158 SOLID class design principle, 150 solution domain names, 27

source code control systems, 64, 68, 69 source files

compared to newspaper articles, 77–78

multiple languages in, 288

*Sparkle* program, 34

spawned threads, deadlocked, 186 special case objects, 110 SPECIAL CASE PATTERN, 109

specifications, purpose of, 2 spelling errors, correcting, 20 SpreadsheetDateFactory, 274–275 Spring AOP, proxies in, 163 Spring Framework, 157

Spring model, following EJB3, 165 Spring V2.5 configuration file, 163–164 spurious failures, 187

Sql class, changing, 147–149 square root, as the iteration limit, 74

SRP. *See* Single Responsibility Principle standard conventions, 299–300

standard nomenclature, 175, 311–312 standards, using wisely, 168

startup process, separating from runtime logic, 154

starvation, 183, 184, 338

static function, 279

static import, 308

static methods, inappropriate, 296

*The Step-down Rule*, 37

stories, implementing only today’s, 158 STRATEGY pattern, 290

string arguments, 194, 208–212, 214–225 string comparison errors, 252 StringBuffers, 129

Stroustrup, Bjarne, 7–8

structure(s). *See also* data structures hiding, 99

hybrid, 99

making massive changes to, 212 over convention, 301

structured programming, 48–49

SuperDashboard class, 136–137 swapping, as permutations, 323 switch statements

burying, 37, 38 considering polymorphism

before, 299

reasons to tolerate, 38–39

switch/case chain, 290

synchronization problems, avoiding with

Servlets, 182

synchronized block, 334

synchronized keyword, 185

adding, 323

always acquiring a lock, 328 introducing a lock via, 331 protecting a critical section

in code, 181

synchronized methods, 185

synchronizing, avoiding, 182

synthesis functions, 265

system(s). *See also* software systems file sizes of significant, 77

keeping running during development, 213

needing domain-specific, 168 system architecture, test driving,

166–167

Index

system failures, not ignoring

one-offs, 187

system level, staying clean at, 154 system-wide information, in a local comment, 69–70

#### T

tables, moving, 275

target deployment platforms, running tests on, 341

task swapping, encouraging, 188 TDD (Test Driven Development), 213

building logic, 106

as fundamental discipline, 9 laws of, 122–123

team rules, 90 teams

coding standard for every, 299–300 slowed by messy code, 4

technical names, choosing, 27 technical notes, reserving comments

for, 286

TEMPLATE METHOD pattern addressing duplication, 290 removing higher-level duplication,

174–175

using, 130

temporal coupling. *See also* coupling exposing, 259–260

hidden, 302–303

side effect creating, 44

temporary variables, explaining, 279–281 test cases

adding to check arguments, 237 in ComparisonCompactor, 252–254

patterns of failure, 269, 314

turning off, 58

test code, 124, 127

TEST DOUBLE, assigning, 155 Test Driven Development. *See* TDD test driving, architecture, 166–167 test environment, 127–130
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test functions, single concepts in, 131–132 test implementation, of an interface, 150 test suite

automated, 213

of unit tests, 124, 268 verifying precise behavior, 146

testable systems, 172

test-driven development. *See* TDD testing

arguments making harder, 40 construction logic mixed with

runtime, 155

testing language, domain-specific, 127 testNG project, 76, 77

tests

clean, 124–127 cleanliness tied to, 9

commented out for SerialDate, 268–270

dirty, 123

enabling the -ilities, 124 fast, 132

fast versus slow, 314 heuristics on, 313–314

ignored, 313

independent, 132

insufficient, 313

keeping clean, 123–124 minimizing assert statements in,

130–131

not stopping trivial, 313 refactoring, 126–127

repeatable, 132

requiring more than one step, 287 running, 341

self validating, 132

simple design running all, 172 suite of automated, 213 timely, 133

writing for multithreaded code, 339–342

writing for threaded code, 186–190 writing good, 122–123
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Third Law, of TDD, 122 third-party code

integrating, 116

learning, 116

using, 114–115 writing tests for, 116

this variable, 324

Thomas, Dave, 8, 9, 289 thread(s)

adding to a method, 322 interfering with each other, 330 making as independent as

possible, 182

stepping on each other, 180, 326 taking resources from other

threads, 338

thread management strategy, 320 thread pools, 326

thread-based code, testing, 342 threaded code

making pluggable, 187

making tunable, 187–188 symptoms of bugs in, 187 testing, 186–190

writing in Java 5, 182–183 threading

adding to a client/server application, 319, 346–347

problems in complex systems, 342 thread-safe collections, 182–183, 329 throughput

causing starvation, 184

improving, 319

increasing, 333–335

validating, 318

throws clause, 106

tiger team, 5

tight coupling, 172 time, taking to go fast, 6

Time and Money project, 76 file sizes, 77

timely tests, 133

timer program, testing, 121–122 “TO” keyword, 36

TO paragraphs, 37

TODO comments, 58–59

tokens, used as magic numbers, 300 Tomcat project, 76, 77

tools

ConTest tool, 190, 342

coverage, 313

handling proxy boilerplate, 163 testing thread-based code, 342

train wrecks, 98–99 transformations, as return values, 41

transitive navigation, avoiding, 306–307 triadic argument, 40

triads, 42

try blocks, 105

try/catch blocks, 46–47, 65–66

try-catch-finally statement, 105–106 tunable threaded-based code, 187–188 type encoding, 24

#### U

ubiquitous language, 311–312

unambiguous names, 312

unchecked exceptions, 106–107 unencapsulated conditional, encapsulating,

257

unit testing, isolated as difficult, 160 unit tests, 124, 175, 268

unprofessional programming, 5–6 uppercase C, in variable names, 20 usability, of newspapers, 78

use, of a system, 154

users, handling concurrently, 179

#### V

validation, of throughput, 318 variable names, single-letter, 25

Index

variables

1 based versus zero based, 261

declaring, 80, 81, 292

explaining temporary, 279–281

explanatory, 296–297

keeping private, 93

local, 292, 324

moving to a different class, 273 in place of comments, 67 promoting to instance variables of

classes, 141

with unclear context, 28 venting, in comments, 65 verbs, keywords and, 43 Version class, 139

versions, not deserializing across, 272 vertical density, in code, 79–80 vertical distance, in code, 80–84 vertical formatting, 76–85

vertical openness, between concepts, 78–79

vertical ordering, in code, 84–85 vertical separation, 292

#### W

wading, through bad code, 3

Web containers, decoupling provided by, 178

what, decoupling from when, 178 white space, use of horizontal, 86 wildcards, 307

*Working Effectively with Legacy Code*, 10

“working” programs, 201

workmanship, 176

wrappers, 108

wrapping, 108

writers, starvation of, 184 “Writing Shy Code”, 306

#### X

XML

deployment descriptors, 160 “policy” specified configuration

files, 164

431