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**Тема:** «Алгоритм відпалу»

# Завдання

Розв’язати із використанням алгоритму відпалу задачу розстановки N шахових ферзів на шаховій дошці розміру N×N таким чином, аби жоден ферзь не загрожував будьякому іншому.

# Етапи виконання завдання

1. Вивчити із використанням запропонованих літературних джерел зміст алгоритму відпалу.
2. Обрати для визначеності фіксоване значення N (для прикладу, стандартний розмір шахової дошки 8×8, тому можна покласти N=8).
3. Реалізація допоміжних функцій випадкової зміни розв’язку та початкової ініціалізації.
4. Реалізація допоміжної функції для оцінки розв’язку.
5. Реалізація допоміжної функції копіювання одного розв’язку в інший.
6. Реалізація допоміжної функції виводу результату на екран у вигляді шахової дошки.
7. Безпосередня реалізація алгоритму відпалу.
8. Знайти інші алгоритми розв’язку задачі та спробувати розробити програмний код для їх реалізації.

# Варіант-3

Код програми:

import random  
import math  
  
def initial\_state(n):  
 state = list(range(n))  
 random.shuffle(state)  
 return state  
  
def conflicts(state):  
 n = len(state)  
 count = 0  
 for i in range(n):  
 for j in range(i+1, n):  
 if state[i] == state[j] or abs(state[i]-state[j]) == abs(i-j):  
 count += 1  
 return count  
  
def anneal(n, initial\_temp, cooling\_rate, max\_iterations):  
 current\_state = initial\_state(n)  
 current\_energy = conflicts(current\_state)  
 best\_state = current\_state.copy()  
 best\_energy = current\_energy  
 temperature = initial\_temp  
  
 for i in range(max\_iterations):  
 if current\_energy == 0:  
 break  
  
 new\_state = current\_state.copy()  
 a, b = random.sample(range(n), 2)  
 new\_state[a], new\_state[b] = new\_state[b], new\_state[a]  
 new\_energy = conflicts(new\_state)  
  
 if new\_energy == 0:  
 current\_state = new\_state  
 current\_energy = new\_energy  
 best\_state = new\_state  
 best\_energy = new\_energy  
 else:  
 delta\_energy = new\_energy - current\_energy  
 if delta\_energy < 0:  
 current\_state = new\_state  
 current\_energy = new\_energy  
 else:  
 p = math.exp(-delta\_energy / temperature)  
 if random.random() < p:  
 current\_state = new\_state  
 current\_energy = new\_energy  
  
 temperature \*= cooling\_rate  
  
 return best\_state  
  
n = 8  
initial\_temp = 100  
cooling\_rate = 0.95  
max\_iterations = 10000  
  
initial\_board = initial\_state(n)  
  
print('Початкова дошка:')  
for row in range(n):  
 line = ''  
 for col in range(n):  
 if initial\_board[row] == col:  
 line += 'Q '  
 else:  
 line += '- '  
 print(line)  
  
solution = anneal(n, initial\_temp, cooling\_rate, max\_iterations)  
  
print('Кінцева дошка:')  
for row in range(n):  
 line = ''  
 for col in range(n):  
 if solution[row] == col:  
 line += 'Q '  
 else:  
 line += '- '  
 print(line)

**Результат виконання:**

![](data:image/png;base64,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)

**Висновок:**

На лабораторній роботі я ознайомилась та застосувала ра практиці алгоритм відпалу