Assignment 2 - Group: 86

Tutors: (list all your tutors)

Group members: Jiawei Sun (500409987), Jenny Lin (470322974), Jinxuan Yang (SID HERE)

**Introduction** the dataset that you chose, discuss its relevance indiverse applications, and give an overview of the methods you used.

Chess Positions dataset is download from Kaggle website, with 100,000 images generated by custom build tool. The website describes dataset “*a randomly generated chess positions of 5-15 pieces (2 kings and 3-13 pawns/pieces). Images were generated using 28 styles of chess boards and 32 styles of chess pieces totalling 896 board/piece style combinations*” [1]. Labels can be found at file name in Forsyth–Edwards Notation format [2]. In most cases chess positions are legal.

Images are same dimensions of 400 by 400 pixels. No resizing, rotation, or adjustment of regions are required. From observation, 32 styles of chessboard have similar layout and image segmentation is relative straight forward. Each image is partitioning to individual 64 squares location attribute using common chess notation of “*by the letters a to h, from left to right from the white player’s point of view, and the ranks by the numbers 1 to 8, with 1 being closest to the white player”* [3]. Individual squares are either place a piece of chess pieces or only with background. Variants of chess pieces are observed in sizes, colours, and shapes. Classes of piece is defined as: [ ‘q’, ‘k’, ‘b’, ‘n’, ‘r’, ‘p’, ‘Q’,’K’,’B’,’N’,’R’, ‘P’]

In this exercise, we will be using machine learning algorithm to develop classifier to assist identify labels (I.E. FEN format) for any random image data. [JL: we might need second objective (if time allows. As our current goal duplicate with previous 1 &2)

**Previous work** successful techniques utilised on the same or similar datasets and how they are different to yours.

There are several previous works using same datasets. Chess-Fen-generate [5] and Chess-FEN-Generator-Improved [6] use deep neural networks (python library TensorFlow Keras model) to identify image to FEN labels. Improved-Version-Using- PyTorch [7] uses another natural language processing library (PyTorch)

Pervious work around chess game. Python chess library [8] developed serious of codes about board, pieces, and chess movement. Extension of engine stockfish [9] [10] provide analysing and evaluating a position.

One work use python to develop rules for chess movement [11] and while the other develop ‘a chess engine and play with it’ in GUI [12]. Chess-evaluations-starter [13] provide dataset contain FEN and corresponding evaluations.

|  |
| --- |
| List of pervious work – need to sort and move to reference.   * <https://www.kaggle.com/koryakinp/chess-fen-generator> [5] * [https://www.kaggle.com/meditech101/chess-fen-generator-improved [6](https://www.kaggle.com/meditech101/chess-fen-generator-improved%20%5b6)] * [https://www.kaggle.com/ashwinbhatt/improved-version-using-pytorch [7](https://www.kaggle.com/ashwinbhatt/improved-version-using-pytorch%20%5b7)] * <https://python-chess.readthedocs.io/en/v0.15.0/core.html> [8] * [https://github.com/official-stockfish/Stockfish [9](https://github.com/official-stockfish/Stockfish%20%5b9)] * <https://python-chess.readthedocs.io/en/latest/engine.html#analysing-and-evaluating-a-position> [10] * <https://impythonist.wordpress.com/2017/01/01/modeling-a-chessboard-and-mechanics-of-its-pieces-in-python/> [11] * [https://github.com/fsmosca/Python-Easy-Chess-GUI](https://github.com/fsmosca/Python-Easy-Chess-GUI%20%5b11) [12] * [https://www.kaggle.com/ronakbadhe/chess-evaluations-starter](https://www.kaggle.com/ronakbadhe/chess-evaluations-starter%20%5b8) [13] * <https://en.wikipedia.org/wiki/Stockfish_(chess)> [this is reference] * <https://www.chessprogramming.org/Stockfish> [this is reference] * <https://hxim.github.io/Stockfish-Evaluation-Guide/> [this is reference] * <https://pypi.org/project/stockfish/> [this is reference] * <https://github.com/arnabdotorg/Playing-Card-Recognition> [this is reference]   Codes around computer vision of image recognition in cards |

**Methods** Explain the theory behind each of them and discuss your design choices. This part should at least include pre-processing approaches and machine learning techniques used.

**Pre-processing**

Label:

Labels contain 8 smaller sections (separated by a dash ‘-‘). Each section represent piece placed at rank 1 to 8. From Example label “B3K3-3r4-Q1rNN3-4R3-N1P1k1Q1-7P-8-bB6,” first section indicates that at rank 1 (top row of the cheeseboard), there are pieces of white bishop, unoccupied, unoccupied, unoccupied, white knight, unoccupied, unoccupied, and unoccupied). Label is pre-processes into array of [‘B’, ‘0’,’0’,’0’,’K’,’0’,’0’,’0’]. Zero (0) indicate unoccupied squares.

Illustration for image ‘1b1B1b2-2pK2q1-4p1rB-7k-8-8-3B4-3rb3.jpeg’ is converted to length 64 array. The matrix representation is showed as the following:

![](data:image/png;base64,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)

Note that the array shown above is of shape (8, 8). In our code the input shape is (64,).

There are in total 13 labels in our case (extracted from comments in code):

# pawn = "P", knight = "N", bishop = "B", rook = "R", queen = "Q" and king = "K"

# White pieces are designated using upper-case letters ("PNBRQK") while black pieces use lowercase ("pnbrqk")

# we use 0 to note an empty grid.

Images:

Images firstly are read into python using skimage.io.imread(), then partitioned into 64 squares.

Others pre-processing (Team considers to apply further image derivatives, or PCA, Gaussian blurring)

**Machine learning technique**

Convolutional Neural Network Classifier (CNN)

10-fold Cross Validation:

To do a 10-fold cross validation for our classifiers, we randomized the listing order of the 80k images in the training set, and divided them into 10 separate groups, with each group having 8k images. These groups are later used in our validation stage.

Pre-processing:

After looking into the process of generating the dataset [9], we found that the data is generated by a C# application which uses 28 board images and 32 different themes of chess pieces, meaning that the board images contains identical backgrounds and chess pieces. Any image of the dataset could be split into 64 grids of 50 \* 50 pixels by simple array indexing.

Creating Batches: the easy way, and the hard way.

From the overview of the dataset, we could conclude that, to create batches for our TensorFlow convolutional neural network (hereinafter referred to as CNN), the simplest way would be to split each image into 64 grids, and feed them to the training device (in our case, it is an Nvidia GeForce graphics card). This way, the samples in each individual batch will be guaranteed to own the same theme, thus facilitating our training.

Yet the one-board-after-another way to create batches could slow down the pipeline to a great extent. As we divide the 80k images into 80k batches, given the performance overhead of copying data from CPU to GPU, the training process took about 54 min to finish.

**Experiment** results and comparisons for the implemented algorithms. Include runtime, hardware and software specifications of the computer that you used for performance evaluations. You are then expected to include meaningful comments on the results of your experiments, and reflect on your design choices.

**Conclusion** sum up your results and provide suggestion for meaningful future work.
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**Appendix**

**Hyperlinks of the datasets & external open-source libraries**

|  |  |
| --- | --- |
| TensorFlow – machine learning library | https://www.tensorflow.org/install/pip#windows |
| OpenCV – computer vision and machine learning software library | https://opencv.org/ |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

**Contribution of each group member**

Group members:

Jiawei Sun (Unikey: jsun4242, SID: 5004099987) –33%

Jenny Lin (Unikey: tlin4302, SID: 470322974) – 33%

Jinxuan Yang () – 33%

**Unsorted data for reports**

|  |  |
| --- | --- |
| Some reference | |
| Book: Programming Computer Vision with Python | <https://www.oreilly.com/library/view/programming-computer-vision/9781449341916/>PDF uploaded to google driveA lot of functions for image processingPage 27 – apply PCA of imagesPage 33 - Image derivativesPage 39 -Image de-noisingPage 52 - Scale-Invariant Feature TransformPage 66 -Matching using local descriptorsPage 86 - Registering imagesPage 161- Chapter 6 - clustering method to group images base on similarity or contentPage 215 - Classifying images - hand gesture recognitionPage 226 – SVMPage 228 - Optical Character RecognitionPage 232 - Rectifying images ( this should be useful)Page 237 Image Segmentation + page 251 - normalized cuts algorithm.+ Page 255 Examples image segmentation by minimizing the Chan-Vese model using ROF de-noising. |
| Book: [OpenCV computer vision with Python](https://sydney.primo.exlibrisgroup.com/discovery/fulldisplay?docid=alma991020893349705106&context=L&vid=61USYD_INST:sydney&lang=en&search_scope=MyInst_and_CI&adaptor=Local%20Search%20Engine&tab=Everything&query=any,contains,Programming%20Computer%20Vision%20with%20Python&mode=basic) | We can find online version at university library [OpenCV computer vision with Python](https://sydney.primo.exlibrisgroup.com/discovery/fulldisplay?docid=alma991020893349705106&context=L&vid=61USYD_INST:sydney&lang=en&search_scope=MyInst_and_CI&adaptor=Local%20Search%20Engine&tab=Everything&query=any,contains,Programming%20Computer%20Vision%20with%20Python&mode=basic) |
| Deep Reinforcement Learning – example of chessboard | <https://colab.research.google.com/drive/1Xk9MibJ9Fli5tIlDvo88hcZrI76rqZN5>  Board matrix representation |
| Image segmentation | https://au.mathworks.com/discovery/image-segmentation.html |
| Chess strategy | https://en.wikipedia.org/wiki/Chess\_strategy |
| Stockfish (chess) | <https://en.wikipedia.org/wiki/Stockfish_(chess)>  <https://www.chessprogramming.org/Stockfish>  <https://hxim.github.io/Stockfish-Evaluation-Guide/>  <https://pypi.org/project/stockfish/> |
| python-chess: a pure Python chess library | <https://python-chess.readthedocs.io/en/latest/> |
|  |  |