**Exercise 2: E-commerce Platform Search Function**

**1.**

Big O notation is a powerful tool used in computer science to describe the time complexity or space complexity of algorithms. Big-O is a way to express the upper bound of an algorithm’s time or space complexity.

* It describes the asymptotic behavior (order of growth of time or space in terms of input size) of a function, not its exact value.
* It can be used to compare the efficiency of different algorithms or data structures.
* It provides an upper limit on the time taken by an algorithm in terms of the size of the input. We mainly consider the worst-case scenario of the algorithm to find its time complexity in terms of Big O.
* It’s denoted as O(f(n)), where f(n) is a function that represents the number of operations (steps) that an algorithm performs to solve a problem of size n.

Big O notation helps in analyzing algorithms in the following ways:

1. Comparing Algorithm Efficiency:

This allows us to compare the efficiency of different algorithms for solving the same problem. By looking at the Big O notation of two algorithms, we can quickly determine which one will perform better for large input sizes.

2. Predicting Algorithm Behaviour:

Big O notation helps us predict how an algorithm will perform as the input data grows. This is crucial for understanding algorithms' scalability and ensuring they can efficiently handle larger datasets.

3. Optimizing Code:

Understanding the Big O complexity of an algorithm is essential for optimizing code. By identifying complex algorithms, developers can focus on improving those parts of the codebase to make their software more efficient.

4. Resource Management:

Big O notation is also relevant for resource management, especially in resource-constrained environments such as embedded systems or server environments. It helps developers make informed decisions about memory usage, processing power, and other resources.

5. Problem-Solving Approach:

When solving complex problems, knowing the Big O complexity of different algorithms can guide the selection of appropriate data structures and algorithms. This helps devise efficient solutions to real-world problems.

The best, average, and worst-case scenarios for search operations.

1. Worst Case Analysis (Mostly used)

* In the worst-case analysis, we calculate the upper bound on the running time of an algorithm. We must know the case that causes a maximum number of operations to be executed.
* For Linear Search, the worst case happens when the element to be searched (x) is not present in the array. When x is not present, the search()function compares it with all the elements of arr[] one by one.
* This is the most commonly used analysis of algorithms (We will be discussing below why). Most of the time we consider the case that causes maximum operations.

2. Best Case Analysis (Very Rarely used)

* In the best-case analysis, we calculate the lower bound on the running time of an algorithm. We must know the case that causes a minimum number of operations to be executed.
* For Linear Search, the best case occurs when x is present at the first location. The number of operations in the best case is constant (not dependent on n). So, the order of growth of time taken in terms of input size is constant.

3. Average Case Analysis (Rarely used)

* In average case analysis, we take all possible inputs and calculate the computing time for all of the inputs. Sum all the calculated values and divide the sum by the total number of inputs.
* We must know (or predict) the distribution of cases. For the linear search problem, let us assume that all cases are uniformly distributed (including the case of x not being present in the array). So, we sum all the cases and divide the sum by (n+1). We take (n+1) to consider the case when the element is not present.

Summary of all the best, average, and worst-case scenarios for search operations is given in the following table.

|  |  |  |
| --- | --- | --- |
| Case | Linear Search | Binary Search |
| Best | O(1) | O(1) |
| Average | O(n/2) ≈ O(n) | O(log n) |
| Worst | O(n) | O(log n) |

**2,3.**

**Code**

public class Product{

    int productId;

    String productName;

    String category;

    public Product(int id, String name, String category){

        this.productId=id;

        this.productName=name;

        this.category=category;

    }

}

public class Search{

    public static Product linearSearch(Product[] products, String name) {

        for (int i=0;i<products.length;i++) {

            if (products[i].productName.equalsIgnoreCase(name)) {

                return products[i];

            }

        }

        return null;

    }

public static Product binarySearch(Product[] products, String name) {

        int low=0, high=products.length - 1;

        while (low<=high) {

            int mid = low + (high-low)/2;

            int cmp = products[mid].productName.compareToIgnoreCase(name);

            if (cmp == 0) {

                return products[mid];

            } else if (cmp<0) {

                low = mid + 1;

            } else {

                high = mid - 1;

            }

        }

        return null;

    }

}

public class ProductTest {

    public static void main(String[] args) {

        Product[] products = {

            new Product(1,"Keyboard", "Electronics"),

            new Product(2, "Laptop", "Electronics"),

            new Product(3,"Shoes", "Footwear"),

            new Product(4, "Book", "Stationery")

        };

        Product linearResult=Search.linearSearch(products,"keyboard");

        System.out.println("id: "+linearResult.productId+"\nCategory: "+linearResult.category);

        Product[] sorted\_products = {

            new Product(1, "Book", "Stationery"),

            new Product(2, "Keyboard", "Electronics"),

            new Product(3, "Laptop", "Electronics"),

            new Product(4, "Shoes", "Footwear")

        };

        Product binaryResult=Search.binarySearch(sorted\_products,"laptop");

        System.out.println("id: "+binaryResult.productId+"\nCategory: "+binaryResult.category);

    }

}

**Output**

**![](data:image/png;base64,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)**

**4.**

The time complexity of linear search is O(n), where n is the number of elements in the array. In the worst-case scenario, the algorithm has to check all elements before finding the target value, making it inefficient for large datasets.

The time complexity of binary search is O(log n), where n is the number of elements in the array. With each comparison, the search space is reduced by half, making it a highly efficient algorithm for searching large datasets.

Time complexity of Linear Search – O(n)

Time complexity of Binary Search – O(log n)

**Differences Between Binary Search and Linear Search**

1. **Type of input arrays**:

Binary search requires the input array to be sorted, whereas linear search can work on both sorted and unsorted arrays.

1. **Efficiency**:

Binary search is more efficient than linear search, especially for large datasets. Binary search has a time complexity of O(log n), while linear search has a time complexity of O(n).

1. **Algorithm Complexity**:

Linear search is a simpler algorithm compared to binary search, making it easier to understand and implement.

1. **Number of Comparisons**:

Linear search may require up to n comparisons (where n is the number of elements in the array), while binary search requires at most log2(n+1) comparisons.

**Binary search is better for performance, but only if the product list is sorted. For dynamic/unsorted data or very small datasets, linear search is simpler.**

**Exercise 7: Financial Forecasting**

**1,2,3.**

**Code**

public class FinancialForecast {

    public static double calcFutureValue(double principal, double rate, int years){

        if(years==0){

            return principal;

        }

        return calcFutureValue(principal\*(1+rate), rate, years-1);

    }

    public static void main(String[] args) {

        double principal=15000.00;

        double rate=0.05;

        int years=10;

        double futureValue=calcFutureValue(principal, rate, years);

        System.out.printf("The Future value will be = %.3f",futureValue);

    }

}

**Output**
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**4.**

Time Complexity of the recursive algorithm is O(n).

For each year, we perform one recursive call. So, for n years, n recursive calls.

Recursion can lead to stack overflow, if n is large.

We can use tail recursion or iterative approach or memoization for optimized results.