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# 一．Linux环境进程间通信（一）：管道及有名管道

## 1、 管道概述及相关API应用

### 1.1 管道相关的关键概念

管道是Linux支持的最初Unix IPC形式之一，具有以下特点：

* 管道是半双工的，数据只能向一个方向流动；需要双方通信时，需要建立起两个管道；
* 只能用于父子进程或者兄弟进程之间（具有亲缘关系的进程）；
* 单独构成一种独立的文件系统：管道对于管道两端的进程而言，就是一个文件，但它不是普通的文件，它不属于某种文件系统，而是自立门户，单独构成一种文件系统，并且只存在与内存中。
* 数据的读出和写入：一个进程向管道中写的内容被管道另一端的进程读出。写入的内容每次都添加在管道缓冲区的末尾，并且每次都是从缓冲区的头部读出数据。

### 1.2管道的创建：

|  |
| --- |
| #include <unistd.h>  int pipe(int fd[2]) |

该函数创建的管道的两端处于一个进程中间，在实际应用中没有太大意义，因此，一个进程在由pipe()创建管道后，一般再fork一个子进程，然后通过管道实现父子进程间的通信（因此也不难推出，只要两个进程中存在亲缘关系，这里的亲缘关系指的是具有共同的祖先，都可以采用管道方式来进行通信）。

### 1.3管道的读写规则：

管道两端可分别用描述字fd[0]以及fd[1]来描述，需要注意的是，管道的两端是固定了任务的。即一端只能用于读，由描述字fd[0]表示，称其为管道读端；另一端则只能用于写，由描述字fd[1]来表示，称其为管道写端。如果试图从管道写端读取数据，或者向管道读端写入数据都将导致错误发生。一般文件的I/O函数都可以用于管道，如close、read、write等等。

从管道中读取数据：

* 如果管道的写端不存在，则认为已经读到了数据的末尾，读函数返回的读出字节数为0；
* 当管道的写端存在时，如果请求的字节数目大于PIPE\_BUF，则返回管道中现有的数据字节数，如果请求的字节数目不大于PIPE\_BUF，则返回管道中现有数据字节数（此时，管道中数据量小于请求的数据量）；或者返回请求的字节数（此时，管道中数据量不小于请求的数据量）。注：（PIPE\_BUF在include/linux/limits.h中定义，不同的内核版本可能会有所不同。Posix.1要求PIPE\_BUF至少为512字节，red hat 7.2中为4096）。

关于管道的读规则验证：

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*  \* readtest.c \*  \*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include <unistd.h>  #include <sys/types.h>  #include <errno.h>  main()  {  int pipe\_fd[2];  pid\_t pid;  char r\_buf[100];  char w\_buf[4];  char\* p\_wbuf;  int r\_num;  int cmd;    memset(r\_buf,0,sizeof(r\_buf));  memset(w\_buf,0,sizeof(r\_buf));  p\_wbuf=w\_buf;  if(pipe(pipe\_fd)<0)  {  printf("pipe create error\n");  return -1;  }    if((pid=fork())==0)  {  printf("\n");  close(pipe\_fd[1]);  sleep(3);//确保父进程关闭写端  r\_num=read(pipe\_fd[0],r\_buf,100);  printf( "read num is %d the data read from the pipe is %d\n",r\_num,atoi(r\_buf));    close(pipe\_fd[0]);  exit();  }  else if(pid>0)  {  close(pipe\_fd[0]);//read  strcpy(w\_buf,"111");  if(write(pipe\_fd[1],w\_buf,4)!=-1)  printf("parent write over\n");  close(pipe\_fd[1]);//write  printf("parent close fd[1] over\n");  sleep(10);  }  }  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  \* 程序输出结果：  \* parent write over  \* parent close fd[1] over  \* read num is 4 the data read from the pipe is 111  \* 附加结论：  \* 管道写端关闭后，写入的数据将一直存在，直到读出为止.  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/ |

向管道中写入数据：

* 向管道中写入数据时，linux将不保证写入的原子性，管道缓冲区一有空闲区域，写进程就会试图向管道写入数据。如果读进程不读走管道缓冲区中的数据，那么写操作将一直阻塞。   
  注：只有在管道的读端存在时，向管道中写入数据才有意义。否则，向管道中写入数据的进程将收到内核传来的SIFPIPE信号，应用程序可以处理该信号，也可以忽略（默认动作则是应用程序终止）。

对管道的写规则的验证1：写端对读端存在的依赖性

|  |
| --- |
| #include <unistd.h>  #include <sys/types.h>  main()  {  int pipe\_fd[2];  pid\_t pid;  char r\_buf[4];  char\* w\_buf;  int writenum;  int cmd;    memset(r\_buf,0,sizeof(r\_buf));  if(pipe(pipe\_fd)<0)  {  printf("pipe create error\n");  return -1;  }    if((pid=fork())==0)  {  close(pipe\_fd[0]);  close(pipe\_fd[1]);  sleep(10);  exit();  }  else if(pid>0)  {  sleep(1); //等待子进程完成关闭读端的操作  close(pipe\_fd[0]);//write  w\_buf="111";  if((writenum=write(pipe\_fd[1],w\_buf,4))==-1)  printf("write to pipe error\n");  else  printf("the bytes write to pipe is %d \n", writenum);    close(pipe\_fd[1]);  }  } |

则输出结果为： Broken pipe,原因就是该管道以及它的所有fork()产物的读端都已经被关闭。如果在父进程中保留读端，即在写完pipe后，再关闭父进程的读端，也会正常写入pipe，读者可自己验证一下该结论。因此，在向管道写入数据时，至少应该存在某一个进程，其中管道读端没有被关闭，否则就会出现上述错误（管道断裂,进程收到了SIGPIPE信号，默认动作是进程终止）

对管道的写规则的验证2：linux不保证写管道的原子性验证

|  |
| --- |
| #include <unistd.h>  #include <sys/types.h>  #include <errno.h>  main(int argc,char\*\*argv)  {  int pipe\_fd[2];  pid\_t pid;  char r\_buf[4096];  char w\_buf[4096\*2];  int writenum;  int rnum;  memset(r\_buf,0,sizeof(r\_buf));  if(pipe(pipe\_fd)<0)  {  printf("pipe create error\n");  return -1;  }    if((pid=fork())==0)  {  close(pipe\_fd[1]);  while(1)  {  sleep(1);  rnum=read(pipe\_fd[0],r\_buf,1000);  printf("child: readnum is %d\n",rnum);  }  close(pipe\_fd[0]);    exit();  }  else if(pid>0)  {  close(pipe\_fd[0]);//write  memset(r\_buf,0,sizeof(r\_buf));  if((writenum=write(pipe\_fd[1],w\_buf,1024))==-1)  printf("write to pipe error\n");  else  printf("the bytes write to pipe is %d \n", writenum);  writenum=write(pipe\_fd[1],w\_buf,4096);  close(pipe\_fd[1]);  }  }  输出结果：  the bytes write to pipe 1000  the bytes write to pipe 1000 //注意，此行输出说明了写入的非原子性  the bytes write to pipe 1000  the bytes write to pipe 1000  the bytes write to pipe 1000  the bytes write to pipe 120 //注意，此行输出说明了写入的非原子性  the bytes write to pipe 0  the bytes write to pipe 0  ...... |

结论：

写入数目小于4096时写入是非原子的！   
如果把父进程中的两次写入字节数都改为5000，则很容易得出下面结论：   
写入管道的数据量大于4096字节时，缓冲区的空闲空间将被写入数据（补齐），直到写完所有数据为止，如果没有进程读数据，则一直阻塞。

### 1.4管道应用实例：

#### 实例一：用于shell

管道可用于输入输出重定向，它将一个命令的输出直接定向到另一个命令的输入。比如，当在某个shell程序（Bourne shell或C shell等）键入who│wc -l后，相应shell程序将创建who以及wc两个进程和这两个进程间的管道。考虑下面的命令行：

$kill -l 运行结果见 [附一](http://www.ibm.com/developerworks/cn/linux/l-ipc/part1/index.html#a)。

$kill -l | grep SIGRTMIN 运行结果如下：

|  |
| --- |
| 30) SIGPWR 31) SIGSYS 32) SIGRTMIN 33) SIGRTMIN+1  34) SIGRTMIN+2 35) SIGRTMIN+3 36) SIGRTMIN+4 37) SIGRTMIN+5  38) SIGRTMIN+6 39) SIGRTMIN+7 40) SIGRTMIN+8 41) SIGRTMIN+9  42) SIGRTMIN+10 43) SIGRTMIN+11 44) SIGRTMIN+12 45) SIGRTMIN+13  46) SIGRTMIN+14 47) SIGRTMIN+15 48) SIGRTMAX-15 49) SIGRTMAX-14 |

#### 实例二：用于具有亲缘关系的进程间通信

下面例子给出了管道的具体应用，父进程通过管道发送一些命令给子进程，子进程解析命令，并根据命令作相应处理。

|  |
| --- |
| #include <unistd.h>  #include <sys/types.h>  main()  {  int pipe\_fd[2];  pid\_t pid;  char r\_buf[4];  char\*\* w\_buf[256];  int childexit=0;  int i;  int cmd;    memset(r\_buf,0,sizeof(r\_buf));  if(pipe(pipe\_fd)<0)  {  printf("pipe create error\n");  return -1;  }  if((pid=fork())==0)  //子进程：解析从管道中获取的命令，并作相应的处理  {  printf("\n");  close(pipe\_fd[1]);  sleep(2);    while(!childexit)  {  read(pipe\_fd[0],r\_buf,4);  cmd=atoi(r\_buf);  if(cmd==0)  {  printf("child: receive command from parent over\n now child process exit\n");  childexit=1;  }    else if(handle\_cmd(cmd)!=0)  return;  sleep(1);  }  close(pipe\_fd[0]);  exit();  }  else if(pid>0)  //parent: send commands to child  {  close(pipe\_fd[0]);  w\_buf[0]="003";  w\_buf[1]="005";  w\_buf[2]="777";  w\_buf[3]="000";  for(i=0;i<4;i++)  write(pipe\_fd[1],w\_buf[i],4);  close(pipe\_fd[1]);  }  }  //下面是子进程的命令处理函数（特定于应用）：  int handle\_cmd(int cmd)  {  if((cmd<0)||(cmd>256))  //suppose child only support 256 commands  {  printf("child: invalid command \n");  return -1;  }  printf("child: the cmd from parent is %d\n", cmd);  return 0;  } |

### 1.5管道的局限性

管道的主要局限性正体现在它的特点上：

* 只支持单向数据流；
* 只能用于具有亲缘关系的进程之间；
* 没有名字；
* 管道的缓冲区是有限的（管道制存在于内存中，在管道创建时，为缓冲区分配一个页面大小）；
* 管道所传送的是无格式字节流，这就要求管道的读出方和写入方必须事先约定好数据的格式，比如多少字节算作一个消息（或命令、或记录）等等；

## 2、 有名管道概述及相关API应用

### 2.1 有名管道相关的关键概念

管道应用的一个重大限制是它没有名字，因此，只能用于具有亲缘关系的进程间通信，在有名管道（named pipe或FIFO）提出后，该限制得到了克服。FIFO不同于管道之处在于它提供一个路径名与之关联，以FIFO的文件形式存在于文件系统中。这样，即使与FIFO的创建进程不存在亲缘关系的进程，只要可以访问该路径，就能够彼此通过FIFO相互通信（能够访问该路径的进程以及FIFO的创建进程之间），因此，通过FIFO不相关的进程也能交换数据。值得注意的是，FIFO严格遵循先进先出（first in first out），对管道及FIFO的读总是从开始处返回数据，对它们的写则把数据添加到末尾。它们不支持诸如lseek()等文件定位操作。

### 2.2有名管道的创建

|  |
| --- |
| #include <sys/types.h>  #include <sys/stat.h>  int mkfifo(const char \* pathname, mode\_t mode) |

该函数的第一个参数是一个普通的路径名，也就是创建后FIFO的名字。第二个参数与打开普通文件的open()函数中的mode 参数相同。如果mkfifo的第一个参数是一个已经存在的路径名时，会返回EEXIST错误，所以一般典型的调用代码首先会检查是否返回该错误，如果确实返回该错误，那么只要调用打开FIFO的函数就可以了。一般文件的I/O函数都可以用于FIFO，如close、read、write等等。

### 2.3有名管道的打开规则

有名管道比管道多了一个打开操作：open。

FIFO的打开规则：

如果当前打开操作是为读而打开FIFO时，若已经有相应进程为写而打开该FIFO，则当前打开操作将成功返回；否则，可能阻塞直到有相应进程为写而打开该FIFO（当前打开操作设置了阻塞标志）；或者，成功返回（当前打开操作没有设置阻塞标志）。

如果当前打开操作是为写而打开FIFO时，如果已经有相应进程为读而打开该FIFO，则当前打开操作将成功返回；否则，可能阻塞直到有相应进程为读而打开该FIFO（当前打开操作设置了阻塞标志）；或者，返回ENXIO错误（当前打开操作没有设置阻塞标志）。

对打开规则的验证参见 [附2](http://www.ibm.com/developerworks/cn/linux/l-ipc/part1/index.html#b)。

### 2.4有名管道的读写规则

从FIFO中读取数据：

约定：如果一个进程为了从FIFO中读取数据而阻塞打开FIFO，那么称该进程内的读操作为设置了阻塞标志的读操作。

* 如果有进程写打开FIFO，且当前FIFO内没有数据，则对于设置了阻塞标志的读操作来说，将一直阻塞。对于没有设置阻塞标志读操作来说则返回-1，当前errno值为EAGAIN，提醒以后再试。
* 对于设置了阻塞标志的读操作说，造成阻塞的原因有两种：当前FIFO内有数据，但有其它进程在读这些数据；另外就是FIFO内没有数据。解阻塞的原因则是FIFO中有新的数据写入，不论信写入数据量的大小，也不论读操作请求多少数据量。
* 读打开的阻塞标志只对本进程第一个读操作施加作用，如果本进程内有多个读操作序列，则在第一个读操作被唤醒并完成读操作后，其它将要执行的读操作将不再阻塞，即使在执行读操作时，FIFO中没有数据也一样（此时，读操作返回0）。
* 如果没有进程写打开FIFO，则设置了阻塞标志的读操作会阻塞。

注：如果FIFO中有数据，则设置了阻塞标志的读操作不会因为FIFO中的字节数小于请求读的字节数而阻塞，此时，读操作会返回FIFO中现有的数据量。

向FIFO中写入数据：

约定：如果一个进程为了向FIFO中写入数据而阻塞打开FIFO，那么称该进程内的写操作为设置了阻塞标志的写操作。

对于设置了阻塞标志的写操作：

* 当要写入的数据量不大于PIPE\_BUF时，linux将保证写入的原子性。如果此时管道空闲缓冲区不足以容纳要写入的字节数，则进入睡眠，直到当缓冲区中能够容纳要写入的字节数时，才开始进行一次性写操作。
* 当要写入的数据量大于PIPE\_BUF时，linux将不再保证写入的原子性。FIFO缓冲区一有空闲区域，写进程就会试图向管道写入数据，写操作在写完所有请求写的数据后返回。

对于没有设置阻塞标志的写操作：

* 当要写入的数据量大于PIPE\_BUF时，linux将不再保证写入的原子性。在写满所有FIFO空闲缓冲区后，写操作返回。
* 当要写入的数据量不大于PIPE\_BUF时，linux将保证写入的原子性。如果当前FIFO空闲缓冲区能够容纳请求写入的字节数，写完后成功返回；如果当前FIFO空闲缓冲区不能够容纳请求写入的字节数，则返回EAGAIN错误，提醒以后再写；

对FIFO读写规则的验证：

下面提供了两个对FIFO的读写程序，适当调节程序中的很少地方或者程序的命令行参数就可以对各种FIFO读写规则进行验证。

#### 程序1：写FIFO的程序

|  |
| --- |
| #include <sys/types.h>  #include <sys/stat.h>  #include <errno.h>  #include <fcntl.h>  #define FIFO\_SERVER "/tmp/fifoserver"  main(int argc,char\*\* argv)  //参数为即将写入的字节数  {  int fd;  char w\_buf[4096\*2];  int real\_wnum;  memset(w\_buf,0,4096\*2);  if((mkfifo(FIFO\_SERVER,O\_CREAT|O\_EXCL)<0)&&(errno!=EEXIST))  printf("cannot create fifoserver\n");  if(fd==-1)  if(errno==ENXIO)  printf("open error; no reading process\n");    fd=open(FIFO\_SERVER,O\_WRONLY|O\_NONBLOCK,0);  //设置非阻塞标志  //fd=open(FIFO\_SERVER,O\_WRONLY,0);  //设置阻塞标志  real\_wnum=write(fd,w\_buf,2048);  if(real\_wnum==-1)  {  if(errno==EAGAIN)  printf("write to fifo error; try later\n");  }  else  printf("real write num is %d\n",real\_wnum);  real\_wnum=write(fd,w\_buf,5000);  //5000用于测试写入字节大于4096时的非原子性  //real\_wnum=write(fd,w\_buf,4096);  //4096用于测试写入字节不大于4096时的原子性    if(real\_wnum==-1)  if(errno==EAGAIN)  printf("try later\n");  } |

#### 程序2：与程序1一起测试写FIFO的规则，第一个命令行参数是请求从FIFO读出的字节数

|  |
| --- |
| #include <sys/types.h>  #include <sys/stat.h>  #include <errno.h>  #include <fcntl.h>  #define FIFO\_SERVER "/tmp/fifoserver"  main(int argc,char\*\* argv)  {  char r\_buf[4096\*2];  int fd;  int r\_size;  int ret\_size;  r\_size=atoi(argv[1]);  printf("requred real read bytes %d\n",r\_size);  memset(r\_buf,0,sizeof(r\_buf));  fd=open(FIFO\_SERVER,O\_RDONLY|O\_NONBLOCK,0);  //fd=open(FIFO\_SERVER,O\_RDONLY,0);  //在此处可以把读程序编译成两个不同版本：阻塞版本及非阻塞版本  if(fd==-1)  {  printf("open %s for read error\n");  exit();  }  while(1)  {    memset(r\_buf,0,sizeof(r\_buf));  ret\_size=read(fd,r\_buf,r\_size);  if(ret\_size==-1)  if(errno==EAGAIN)  printf("no data avlaible\n");  printf("real read bytes %d\n",ret\_size);  sleep(1);  }  pause();  unlink(FIFO\_SERVER);  } |

程序应用说明：

把读程序编译成两个不同版本：

* 阻塞读版本:br
* 以及非阻塞读版本nbr

把写程序编译成两个四个版本：

* 非阻塞且请求写的字节数大于PIPE\_BUF版本：nbwg
* 非阻塞且请求写的字节数不大于PIPE\_BUF版本：版本nbw
* 阻塞且请求写的字节数大于PIPE\_BUF版本：bwg
* 阻塞且请求写的字节数不大于PIPE\_BUF版本：版本bw

下面将使用br、nbr、w代替相应程序中的阻塞读、非阻塞读

验证阻塞写操作：

1. 当请求写入的数据量大于PIPE\_BUF时的非原子性：
   * nbr 1000
   * bwg
2. 当请求写入的数据量不大于PIPE\_BUF时的原子性：
   * nbr 1000
   * bw

验证非阻塞写操作：

1. 当请求写入的数据量大于PIPE\_BUF时的非原子性：
   * nbr 1000
   * nbwg
2. 请求写入的数据量不大于PIPE\_BUF时的原子性：
   * nbr 1000
   * nbw

不管写打开的阻塞标志是否设置，在请求写入的字节数大于4096时，都不保证写入的原子性。但二者有本质区别：

对于阻塞写来说，写操作在写满FIFO的空闲区域后，会一直等待，直到写完所有数据为止，请求写入的数据最终都会写入FIFO；

而非阻塞写则在写满FIFO的空闲区域后，就返回(实际写入的字节数)，所以有些数据最终不能够写入。

对于读操作的验证则比较简单，不再讨论。

### 2.5有名管道应用实例

在验证了相应的读写规则后，应用实例似乎就没有必要了。

## 小结：

管道常用于两个方面：（1）在shell中时常会用到管道（作为输入输入的重定向），在这种应用方式下，管道的创建对于用户来说是透明的；（2）用于具有亲缘关系的进程间通信，用户自己创建管道，并完成读写操作。

FIFO可以说是管道的推广，克服了管道无名字的限制，使得无亲缘关系的进程同样可以采用先进先出的通信机制进行通信。

管道和FIFO的数据是字节流，应用程序之间必须事先确定特定的传输"协议"，采用传播具有特定意义的消息。

要灵活应用管道及FIFO，理解它们的读写规则是关键。

#### 附1

kill -l 的运行结果，显示了当前系统支持的所有信号：

|  |
| --- |
| 1) SIGHUP 2) SIGINT 3) SIGQUIT 4) SIGILL  5) SIGTRAP 6) SIGABRT 7) SIGBUS 8) SIGFPE  9) SIGKILL 10) SIGUSR1 11) SIGSEGV 12) SIGUSR2  13) SIGPIPE 14) SIGALRM 15) SIGTERM 17) SIGCHLD  18) SIGCONT 19) SIGSTOP 20) SIGTSTP 21) SIGTTIN  22) SIGTTOU 23) SIGURG 24) SIGXCPU 25) SIGXFSZ  26) SIGVTALRM 27) SIGPROF 28) SIGWINCH 29) SIGIO  30) SIGPWR 31) SIGSYS 32) SIGRTMIN 33) SIGRTMIN+1  34) SIGRTMIN+2 35) SIGRTMIN+3 36) SIGRTMIN+4 37) SIGRTMIN+5  38) SIGRTMIN+6 39) SIGRTMIN+7 40) SIGRTMIN+8 41) SIGRTMIN+9  42) SIGRTMIN+10 43) SIGRTMIN+11 44) SIGRTMIN+12 45) SIGRTMIN+13  46) SIGRTMIN+14 47) SIGRTMIN+15 48) SIGRTMAX-15 49) SIGRTMAX-14  50) SIGRTMAX-13 51) SIGRTMAX-12 52) SIGRTMAX-11 53) SIGRTMAX-10  54) SIGRTMAX-9 55) SIGRTMAX-8 56) SIGRTMAX-7 57) SIGRTMAX-6  58) SIGRTMAX-5 59) SIGRTMAX-4 60) SIGRTMAX-3 61) SIGRTMAX-2  62) SIGRTMAX-1 63) SIGRTMAX |

除了在此处用来说明管道应用外，接下来的专题还要对这些信号分类讨论。

#### 附2

对FIFO打开规则的验证（主要验证写打开对读打开的依赖性）

|  |
| --- |
| #include <sys/types.h>  #include <sys/stat.h>  #include <errno.h>  #include <fcntl.h>  #define FIFO\_SERVER "/tmp/fifoserver"  int handle\_client(char\*);  main(int argc,char\*\* argv)  {  int r\_rd;  int w\_fd;  pid\_t pid;  if((mkfifo(FIFO\_SERVER,O\_CREAT|O\_EXCL)<0)&&(errno!=EEXIST))  printf("cannot create fifoserver\n");  handle\_client(FIFO\_SERVER);    }  int handle\_client(char\* arg)  {  int ret;  ret=w\_open(arg);  switch(ret)  {  case 0:  {  printf("open %s error\n",arg);  printf("no process has the fifo open for reading\n");  return -1;  }  case -1:  {  printf("something wrong with open the fifo except for ENXIO");  return -1;  }  case 1:  {  printf("open server ok\n");  return 1;  }  default:  {  printf("w\_no\_r return ----\n");  return 0;  }  }  unlink(FIFO\_SERVER);  }  int w\_open(char\*arg)  //0 open error for no reading  //-1 open error for other reasons  //1 open ok  {  if(open(arg,O\_WRONLY|O\_NONBLOCK,0)==-1)  { if(errno==ENXIO)  {  return 0;  }  else  return -1;  }  return 1;    } |

# 二．Linux环境进程间通信（二）：信号（上）

## 1、信号及信号来源

### 1.1信号本质

信号是在软件层次上对中断机制的一种模拟，在原理上，一个进程收到一个信号与处理器收到一个中断请求可以说是一样的。信号是异步的，一个进程不必通过任何操作来等待信号的到达，事实上，进程也不知道信号到底什么时候到达。

信号是进程间通信机制中唯一的异步通信机制，可以看作是异步通知，通知接收信号的进程有哪些事情发生了。信号机制经过POSIX实时扩展后，功能更加强大，除了基本通知功能外，还可以传递附加信息。

### 1.2信号来源

信号事件的发生有两个来源：硬件来源(比如我们按下了键盘或者其它硬件故障)；软件来源，最常用发送信号的系统函数是kill, raise, alarm和setitimer以及sigqueue函数，软件来源还包括一些非法运算等操作。

## 2、信号的种类

可以从两个不同的分类角度对信号进行分类：（1）可靠性方面：可靠信号与不可靠信号；（2）与时间的关系上：实时信号与非实时信号。在《Linux环境进程间通信（一）：管道及有名管道》的附1中列出了系统所支持的所有信号。

### 2.1可靠信号与不可靠信号

**"不可靠信号"**

Linux信号机制基本上是从Unix系统中继承过来的。早期Unix系统中的信号机制比较简单和原始，后来在实践中暴露出一些问题，因此，把那些建立在早期机制上的信号叫做"不可靠信号"，信号值小于SIGRTMIN(Red hat 7.2中，SIGRTMIN=32，SIGRTMAX=63)的信号都是不可靠信号。这就是"不可靠信号"的来源。它的主要问题是：

* 进程每次处理信号后，就将对信号的响应设置为默认动作。在某些情况下，将导致对信号的错误处理；因此，用户如果不希望这样的操作，那么就要在信号处理函数结尾再一次调用signal()，重新安装该信号。
* 信号可能丢失，后面将对此详细阐述。   
  因此，早期unix下的不可靠信号主要指的是进程可能对信号做出错误的反应以及信号可能丢失。

Linux支持不可靠信号，但是对不可靠信号机制做了改进：在调用完信号处理函数后，不必重新调用该信号的安装函数（信号安装函数是在可靠机制上的实现）。因此，Linux下的不可靠信号问题主要指的是信号可能丢失。

**"可靠信号"**

随着时间的发展，实践证明了有必要对信号的原始机制加以改进和扩充。所以，后来出现的各种Unix版本分别在这方面进行了研究，力图实现"可靠信号"。由于原来定义的信号已有许多应用，不好再做改动，最终只好又新增加了一些信号，并在一开始就把它们定义为可靠信号，这些信号支持排队，不会丢失。同时，信号的发送和安装也出现了新版本：信号发送函数sigqueue()及信号安装函数sigaction()。POSIX.4对可靠信号机制做了标准化。但是，POSIX只对可靠信号机制应具有的功能以及信号机制的对外接口做了标准化，对信号机制的实现没有作具体的规定。

信号值位于SIGRTMIN和SIGRTMAX之间的信号都是可靠信号，可靠信号克服了信号可能丢失的问题。Linux在支持新版本的信号安装函数sigation（）以及信号发送函数sigqueue()的同时，仍然支持早期的signal（）信号安装函数，支持信号发送函数kill()。

注：不要有这样的误解：由sigqueue()发送、sigaction安装的信号就是可靠的。事实上，可靠信号是指后来添加的新信号（信号值位于SIGRTMIN及SIGRTMAX之间）；不可靠信号是信号值小于SIGRTMIN的信号。信号的可靠与不可靠只与信号值有关，与信号的发送及安装函数无关。目前linux中的signal()是通过sigation()函数实现的，因此，即使通过signal（）安装的信号，在信号处理函数的结尾也不必再调用一次信号安装函数。同时，由signal()安装的实时信号支持排队，同样不会丢失。

对于目前linux的两个信号安装函数:signal()及sigaction()来说，它们都不能把SIGRTMIN以前的信号变成可靠信号（都不支持排队，仍有可能丢失，仍然是不可靠信号），而且对SIGRTMIN以后的信号都支持排队。这两个函数的最大区别在于，经过sigaction安装的信号都能传递信息给信号处理函数（对所有信号这一点都成立），而经过signal安装的信号却不能向信号处理函数传递信息。对于信号发送函数来说也是一样的。

### 2.2实时信号与非实时信号

早期Unix系统只定义了32种信号，Ret hat7.2支持64种信号，编号0-63(SIGRTMIN=31，SIGRTMAX=63)，将来可能进一步增加，这需要得到内核的支持。前32种信号已经有了预定义值，每个信号有了确定的用途及含义，并且每种信号都有各自的缺省动作。如按键盘的CTRL ^C时，会产生SIGINT信号，对该信号的默认反应就是进程终止。后32个信号表示实时信号，等同于前面阐述的可靠信号。这保证了发送的多个实时信号都被接收。实时信号是POSIX标准的一部分，可用于应用进程。

非实时信号都不支持排队，都是不可靠信号；实时信号都支持排队，都是可靠信号。

## 3、进程对信号的响应

进程可以通过三种方式来响应一个信号：（1）忽略信号，即对信号不做任何处理，其中，有两个信号不能忽略：SIGKILL及SIGSTOP；（2）捕捉信号。定义信号处理函数，当信号发生时，执行相应的处理函数；（3）执行缺省操作，Linux对每种信号都规定了默认操作，详细情况请参考[2]以及其它资料。注意，进程对实时信号的缺省反应是进程终止。

Linux究竟采用上述三种方式的哪一个来响应信号，取决于传递给相应API函数的参数。

## 4、信号的发送

发送信号的主要函数有：kill()、raise()、 sigqueue()、alarm()、setitimer()以及abort()。

1、kill()   
#include <sys/types.h>   
#include <signal.h>   
int kill(pid\_t pid,int signo)

|  |  |
| --- | --- |
| 参数pid的值 | 信号的接收进程 |
| pid>0 | 进程ID为pid的进程 |
| pid=0 | 同一个进程组的进程 |
| pid<0 pid!=-1 | 进程组ID为 -pid的所有进程 |
| pid=-1 | 除发送进程自身外，所有进程ID大于1的进程 |

Sinno是信号值，当为0时（即空信号），实际不发送任何信号，但照常进行错误检查，因此，可用于检查目标进程是否存在，以及当前进程是否具有向目标发送信号的权限（root权限的进程可以向任何进程发送信号，非root权限的进程只能向属于同一个session或者同一个用户的进程发送信号）。

Kill()最常用于pid>0时的信号发送，调用成功返回 0； 否则，返回 -1。注：对于pid<0时的情况，对于哪些进程将接受信号，各种版本说法不一，其实很简单，参阅内核源码kernal/signal.c即可，上表中的规则是参考red hat 7.2。

2、raise（）   
#include <signal.h>   
int raise(int signo)   
向进程本身发送信号，参数为即将发送的信号值。调用成功返回 0；否则，返回 -1。

3、sigqueue（）   
#include <sys/types.h>   
#include <signal.h>   
int sigqueue(pid\_t pid, int sig, const union sigval val)   
调用成功返回 0；否则，返回 -1。

sigqueue()是比较新的发送信号系统调用，主要是针对实时信号提出的（当然也支持前32种），支持信号带有参数，与函数sigaction()配合使用。

sigqueue的第一个参数是指定接收信号的进程ID，第二个参数确定即将发送的信号，第三个参数是一个联合数据结构union sigval，指定了信号传递的参数，即通常所说的4字节值。

|  |
| --- |
| typedef union sigval {  int sival\_int;  void \*sival\_ptr;  }sigval\_t; |

sigqueue()比kill()传递了更多的附加信息，但sigqueue()只能向一个进程发送信号，而不能发送信号给一个进程组。如果signo=0，将会执行错误检查，但实际上不发送任何信号，0值信号可用于检查pid的有效性以及当前进程是否有权限向目标进程发送信号。

在调用sigqueue时，sigval\_t指定的信息会拷贝到3参数信号处理函数（3参数信号处理函数指的是信号处理函数由sigaction安装，并设定了sa\_sigaction指针，稍后将阐述）的siginfo\_t结构中，这样信号处理函数就可以处理这些信息了。由于sigqueue系统调用支持发送带参数信号，所以比kill()系统调用的功能要灵活和强大得多。

注：sigqueue（）发送非实时信号时，第三个参数包含的信息仍然能够传递给信号处理函数； sigqueue（）发送非实时信号时，仍然不支持排队，即在信号处理函数执行过程中到来的所有相同信号，都被合并为一个信号。

4、alarm（）   
#include <unistd.h>   
unsigned int alarm(unsigned int seconds)   
专门为SIGALRM信号而设，在指定的时间seconds秒后，将向进程本身发送SIGALRM信号，又称为闹钟时间。进程调用alarm后，任何以前的alarm()调用都将无效。如果参数seconds为零，那么进程内将不再包含任何闹钟时间。   
返回值，如果调用alarm（）前，进程中已经设置了闹钟时间，则返回上一个闹钟时间的剩余时间，否则返回0。

5、setitimer（）   
#include <sys/time.h>   
int setitimer(int which, const struct itimerval \*value, struct itimerval \*ovalue));   
setitimer()比alarm功能强大，支持3种类型的定时器：

* ITIMER\_REAL： 设定绝对时间；经过指定的时间后，内核将发送SIGALRM信号给本进程；
* ITIMER\_VIRTUAL 设定程序执行时间；经过指定的时间后，内核将发送SIGVTALRM信号给本进程；
* ITIMER\_PROF 设定进程执行以及内核因本进程而消耗的时间和，经过指定的时间后，内核将发送ITIMER\_VIRTUAL信号给本进程；

Setitimer()第一个参数which指定定时器类型（上面三种之一）；第二个参数是结构itimerval的一个实例，结构itimerval形式见附录1。第三个参数可不做处理。

Setitimer()调用成功返回0，否则返回-1。

6、abort()   
#include <stdlib.h>   
void abort(void);

向进程发送SIGABORT信号，默认情况下进程会异常退出，当然可定义自己的信号处理函数。即使SIGABORT被进程设置为阻塞信号，调用abort()后，SIGABORT仍然能被进程接收。该函数无返回值。

## 5、信号的安装（设置信号关联动作）

如果进程要处理某一信号，那么就要在进程中安装该信号。安装信号主要用来确定信号值及进程针对该信号值的动作之间的映射关系，即进程将要处理哪个信号；该信号被传递给进程时，将执行何种操作。

linux主要有两个函数实现信号的安装：signal()、sigaction()。其中signal()在可靠信号系统调用的基础上实现, 是库函数。它只有两个参数，不支持信号传递信息，主要是用于前32种非实时信号的安装；而sigaction()是较新的函数（由两个系统调用实现：sys\_signal以及sys\_rt\_sigaction），有三个参数，支持信号传递信息，主要用来与 sigqueue() 系统调用配合使用，当然，sigaction()同样支持非实时信号的安装。sigaction()优于signal()主要体现在支持信号带有参数。

1、signal()   
#include <signal.h>   
void (\*signal(int signum, void (\*handler))(int)))(int);   
如果该函数原型不容易理解的话，可以参考下面的分解方式来理解：   
typedef void (\*sighandler\_t)(int)；   
sighandler\_t signal(int signum, sighandler\_t handler));   
第一个参数指定信号的值，第二个参数指定针对前面信号值的处理，可以忽略该信号（参数设为SIG\_IGN）；可以采用系统默认方式处理信号(参数设为SIG\_DFL)；也可以自己实现处理方式(参数指定一个函数地址)。   
如果signal()调用成功，返回最后一次为安装信号signum而调用signal()时的handler值；失败则返回SIG\_ERR。

2、sigaction()   
#include <signal.h>   
int sigaction(int signum,const struct sigaction \*act,struct sigaction \*oldact));

sigaction函数用于改变进程接收到特定信号后的行为。该函数的第一个参数为信号的值，可以为除SIGKILL及SIGSTOP外的任何一个特定有效的信号（为这两个信号定义自己的处理函数，将导致信号安装错误）。第二个参数是指向结构sigaction的一个实例的指针，在结构sigaction的实例中，指定了对特定信号的处理，可以为空，进程会以缺省方式对信号处理；第三个参数oldact指向的对象用来保存原来对相应信号的处理，可指定oldact为NULL。如果把第二、第三个参数都设为NULL，那么该函数可用于检查信号的有效性。

第二个参数最为重要，其中包含了对指定信号的处理、信号所传递的信息、信号处理函数执行过程中应屏蔽掉哪些函数等等。

sigaction结构定义如下：

|  |
| --- |
| struct sigaction {  union{  \_\_sighandler\_t \_sa\_handler;  void (\*\_sa\_sigaction)(int,struct siginfo \*, void \*)；  }\_u  sigset\_t sa\_mask；  unsigned long sa\_flags；  void (\*sa\_restorer)(void)；  } |

其中，sa\_restorer，已过时，POSIX不支持它，不应再被使用。

1、联合数据结构中的两个元素\_sa\_handler以及\*\_sa\_sigaction指定信号关联函数，即用户指定的信号处理函数。除了可以是用户自定义的处理函数外，还可以为SIG\_DFL(采用缺省的处理方式)，也可以为SIG\_IGN（忽略信号）。

2、由\_sa\_handler指定的处理函数只有一个参数，即信号值，所以信号不能传递除信号值之外的任何信息；由\_sa\_sigaction是指定的信号处理函数带有三个参数，是为实时信号而设的（当然同样支持非实时信号），它指定一个3参数信号处理函数。第一个参数为信号值，第三个参数没有使用（posix没有规范使用该参数的标准），第二个参数是指向siginfo\_t结构的指针，结构中包含信号携带的数据值，参数所指向的结构如下：

|  |
| --- |
| siginfo\_t {  int si\_signo; /\* 信号值，对所有信号有意义\*/  int si\_errno; /\* errno值，对所有信号有意义\*/  int si\_code; /\* 信号产生的原因，对所有信号有意义\*/  union{ /\* 联合数据结构，不同成员适应不同信号 \*/  //确保分配足够大的存储空间  int \_pad[SI\_PAD\_SIZE];  //对SIGKILL有意义的结构  struct{  ...  }...  ... ...  ... ...  //对SIGILL, SIGFPE, SIGSEGV, SIGBUS有意义的结构  struct{  ...  }...  ... ...  }  } |

注：为了更便于阅读，在说明问题时常把该结构表示为附录2所表示的形式。

siginfo\_t结构中的联合数据成员确保该结构适应所有的信号，比如对于实时信号来说，则实际采用下面的结构形式：

|  |
| --- |
| typedef struct {  int si\_signo;  int si\_errno;  int si\_code;  union sigval si\_value;  } siginfo\_t; |

结构的第四个域同样为一个联合数据结构：

|  |
| --- |
| union sigval {  int sival\_int;  void \*sival\_ptr;  } |

采用联合数据结构，说明siginfo\_t结构中的si\_value要么持有一个4字节的整数值，要么持有一个指针，这就构成了与信号相关的数据。在信号的处理函数中，包含这样的信号相关数据指针，但没有规定具体如何对这些数据进行操作，操作方法应该由程序开发人员根据具体任务事先约定。

前面在讨论系统调用sigqueue发送信号时，sigqueue的第三个参数就是sigval联合数据结构，当调用sigqueue时，该数据结构中的数据就将拷贝到信号处理函数的第二个参数中。这样，在发送信号同时，就可以让信号传递一些附加信息。信号可以传递信息对程序开发是非常有意义的。

信号参数的传递过程可图示如下：

![http://www.ibm.com/developerworks/cn/linux/l-ipc/part2/2.gif](data:image/gif;base64,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)

3、sa\_mask指定在信号处理程序执行过程中，哪些信号应当被阻塞。缺省情况下当前信号本身被阻塞，防止信号的嵌套发送，除非指定SA\_NODEFER或者SA\_NOMASK标志位。

注：请注意sa\_mask指定的信号阻塞的前提条件，是在由sigaction（）安装信号的处理函数执行过程中由sa\_mask指定的信号才被阻塞。

4、sa\_flags中包含了许多标志位，包括刚刚提到的SA\_NODEFER及SA\_NOMASK标志位。另一个比较重要的标志位是SA\_SIGINFO，当设定了该标志位时，表示信号附带的参数可以被传递到信号处理函数中，因此，应该为sigaction结构中的sa\_sigaction指定处理函数，而不应该为sa\_handler指定信号处理函数，否则，设置该标志变得毫无意义。即使为sa\_sigaction指定了信号处理函数，如果不设置SA\_SIGINFO，信号处理函数同样不能得到信号传递过来的数据，在信号处理函数中对这些信息的访问都将导致段错误（Segmentation fault）。

注：很多文献在阐述该标志位时都认为，如果设置了该标志位，就必须定义三参数信号处理函数。实际不是这样的，验证方法很简单：自己实现一个单一参数信号处理函数，并在程序中设置该标志位，可以察看程序的运行结果。实际上，可以把该标志位看成信号是否传递参数的开关，如果设置该位，则传递参数；否则，不传递参数。

## 6、信号集及信号集操作函数：

信号集被定义为一种数据类型：

|  |
| --- |
| typedef struct {  unsigned long sig[\_NSIG\_WORDS]；  } sigset\_t |

信号集用来描述信号的集合，linux所支持的所有信号可以全部或部分的出现在信号集中，主要与信号阻塞相关函数配合使用。下面是为信号集操作定义的相关函数：

|  |
| --- |
| #include <signal.h>  int sigemptyset(sigset\_t \*set)；  int sigfillset(sigset\_t \*set)；  int sigaddset(sigset\_t \*set, int signum)  int sigdelset(sigset\_t \*set, int signum)；  int sigismember(const sigset\_t \*set, int signum)；  sigemptyset(sigset\_t \*set)初始化由set指定的信号集，信号集里面的所有信号被清空；  sigfillset(sigset\_t \*set)调用该函数后，set指向的信号集中将包含linux支持的64种信号；  sigaddset(sigset\_t \*set, int signum)在set指向的信号集中加入signum信号；  sigdelset(sigset\_t \*set, int signum)在set指向的信号集中删除signum信号；  sigismember(const sigset\_t \*set, int signum)判定信号signum是否在set指向的信号集中。 |

## 7、信号阻塞与信号未决

每个进程都有一个用来描述哪些信号递送到进程时将被阻塞的信号集，该信号集中的所有信号在递送到进程后都将被阻塞。下面是与信号阻塞相关的几个函数：

|  |
| --- |
| #include <signal.h>  int sigprocmask(int how, const sigset\_t \*set, sigset\_t \*oldset))；  int sigpending(sigset\_t \*set));  int sigsuspend(const sigset\_t \*mask))； |

sigprocmask()函数能够根据参数how来实现对信号集的操作，操作主要有三种：

|  |  |
| --- | --- |
| 参数how | 进程当前信号集 |
| SIG\_BLOCK | 在进程当前阻塞信号集中添加set指向信号集中的信号 |
| SIG\_UNBLOCK | 如果进程阻塞信号集中包含set指向信号集中的信号，则解除对该信号的阻塞 |
| SIG\_SETMASK | 更新进程阻塞信号集为set指向的信号集 |

sigpending(sigset\_t \*set))获得当前已递送到进程，却被阻塞的所有信号，在set指向的信号集中返回结果。

sigsuspend(const sigset\_t \*mask))用于在接收到某个信号之前, 临时用mask替换进程的信号掩码, 并暂停进程执行，直到收到信号为止。sigsuspend 返回后将恢复调用之前的信号掩码。信号处理函数完成后，进程将继续执行。该系统调用始终返回-1，并将errno设置为EINTR。

#### 附录1

结构itimerval：

|  |
| --- |
| struct itimerval {  struct timeval it\_interval; /\* next value \*/  struct timeval it\_value; /\* current value \*/  };  struct timeval {  long tv\_sec; /\* seconds \*/  long tv\_usec; /\* microseconds \*/  }; |

#### 附录2

三参数信号处理函数中第二个参数的说明性描述：

|  |
| --- |
| siginfo\_t {  int si\_signo; /\* 信号值，对所有信号有意义\*/  int si\_errno; /\* errno值，对所有信号有意义\*/  int si\_code; /\* 信号产生的原因，对所有信号有意义\*/  pid\_t si\_pid; /\* 发送信号的进程ID,对kill(2),实时信号以及SIGCHLD有意义 \*/  uid\_t si\_uid; /\* 发送信号进程的真实用户ID，对kill(2),实时信号以及SIGCHLD有意义 \*/  int si\_status; /\* 退出状态，对SIGCHLD有意义\*/  clock\_t si\_utime; /\* 用户消耗的时间，对SIGCHLD有意义 \*/  clock\_t si\_stime; /\* 内核消耗的时间，对SIGCHLD有意义 \*/  sigval\_t si\_value; /\* 信号值，对所有实时有意义，是一个联合数据结构，  /\*可以为一个整数（由si\_int标示，也可以为一个指针，由si\_ptr标示）\*/    void \* si\_addr; /\* 触发fault的内存地址，对SIGILL,SIGFPE,SIGSEGV,SIGBUS 信号有意义\*/  int si\_band; /\* 对SIGPOLL信号有意义 \*/  int si\_fd; /\* 对SIGPOLL信号有意义 \*/  } |

实际上，除了前三个元素外，其他元素组织在一个联合结构中，在联合数据结构中，又根据不同的信号组织成不同的结构。注释中提到的对某种信号有意义指的是，在该信号的处理函数中可以访问这些域来获得与信号相关的有意义的信息，只不过特定信号只对特定信息感兴趣而已。

# 三．Linux环境进程间通信（二）：信号（下）

## 1、信号生命周期

从信号发送到信号处理函数的执行完毕

对于一个完整的信号生命周期(从信号发送到相应的处理函数执行完毕)来说，可以分为三个重要的阶段，这三个阶段由四个重要事件来刻画：信号诞生；信号在进程中注册完毕；信号在进程中的注销完毕；信号处理函数执行完毕。相邻两个事件的时间间隔构成信号生命周期的一个阶段。

![http://www.ibm.com/developerworks/cn/linux/l-ipc/part2/3.gif](data:image/gif;base64,R0lGODlhUgIiAJEAAAAAAP////4BAgAAACH5BAQUAP8ALAAAAABSAiIAAAL/jI+py+0Po5y02ouz3rz7D4biSJYmgKbqyrbuC8cy0M32jef6zqNhDwwKh7sP8YhMKocBmum5cG6k0KrVQq1dt1xIVvPtiscgWpis5ZzR7NEa827L0/S5/R5t4tX1vf8Sh/U3CGhEeIhmhlgRGNG4SPg4IQnpR/lwWalZmHnYqfC5yRbKQCo6ZoqQesqqqteaxwe7uOo6i1j7ertLochrsJr7KyKsO4yXW3w86OsgdfZysJYiXS0o62wN6lLarf1FzeKdAF4aTu3446VNzh0LamsM7CP+Hs9+DzxpiIkv7Y7vTQtVA605aXZvWpN68OzJ2xeISpiJrlQszPKsELYG/xId6vP4jR06Y9DMkYvl61GxiPk+ngTpMuM/mS5fbrMZ72DNcRt5UmwYsJ3FVwLhpbRX0pmMnWYuIcwTbWfNjkz9petpFODPizD0RY2Zs2u1rzp1XmWUlCPXFVafLdXzVRfVtQzhuhuqqFGyfmQdYkT5UeG4tA8L40Rp0YegOHphzqXL9iwmwWrXAW05GOjcx2YPByYqodNQzKQ9F1bpj6bchFIfSqzLczLl2LTl4UUc+W/FpWwjGzZtS/dipfN8Q1Z8mLNGLyNLLyw++vjWolMT+1Yu9edRyZOi/34OmWBBm9RJWh+N3XVy4M6FIneueLz0nPMami0b0i1Y1upl1//N+BhfxKnRFD0X2bacf+99t+AU+SCnWms4BbiaeGJlgwVDAgkTIISpWTaVZu49xVJosG3ogUzN1HPfZ8+V1WJFLo4FUDrxtSdjNwex+FZHT+EI0zYaqrVjbm8RNaRY51zHH43G4fddWEH8lhKPMRiUZFRLotekV//N5F2QQg6pI3TozABXhR6Gt9qKoG33T33mXWYigGES2Q939qWJUY0K8hAlagN+uF+cEUr3nnDBgaanIxfWJiZ4hFZoaGqPKhoSjgUCEWho2bhJp3B5ZeqVeAS1eRmadPbSKZtmRqcilQkqVRBjr742HokihogpScGVs2dneaLFYp7y9dUrTT7/eoZdg32Gw55V5txl7H9++mpUUIwaKM6PVCWbGYacGBstr0g2J+2wf1L4Uq+hMktqmq9CCmy7jILYy5PkaroeeSLJZRxp9Up5Z7kWwrpvukEd+mKxyt4rLKngvvPsowJi6O6EOzaKL63OJizhg/BiK7K4I9sbcWXEDgwYvyUvOmnIErJcasZAzltuxCWOFRDLAPoLJX2lZodUWxn82C5sMLu4M6uONtiqfPbuNhDS75pMda08R6kwR4ThVvC9XlbNNYJYO5lrZ1bfzBWkWAa8NKXcUagfpXDK66vPRsMRdbTO4krPkWeb5PaMMn+MMbLXGrZzXpKsBDKDNCet1Xyr1MosNOaax6myNzZLatuJ3KAZX5+Gy2k250IVfvEvwSyzB+Sw37HX7Lbjzcvrt8sh++6j8OP7MWuzonvwZPRuvBi1J5972ZoUzzwXyEd/xfLUwzL8KdBfX8X03D9h/feiZD9+H+KX4P35bgCv/vPOV7J9+8SoIz/67NePy/uQxI9/ivT3/z+sANAS+qOF+QbooDIgUIH+WyAzCpg/ATpwVhKcICPuZ8E5kG8T/Mug0zDowQ9WMITKQ9QSTqg0QKBwhSxcwg9aCMMYcipFMqyhDW+IggIAADs=)

下面阐述四个事件的实际意义：

1. 信号"诞生"。信号的诞生指的是触发信号的事件发生（如检测到硬件异常、定时器超时以及调用信号发送函数kill()或sigqueue()等）。
2. 信号在目标进程中"注册"；进程的task\_struct结构中有关于本进程中未决信号的数据成员：

|  |
| --- |
| struct sigpending pending：  struct sigpending{  struct sigqueue \*head, \*\*tail;  sigset\_t signal;  }; |

第三个成员是进程中所有未决信号集，第一、第二个成员分别指向一个sigqueue类型的结构链（称之为"未决信号信息链"）的首尾，信息链中的每个sigqueue结构刻画一个特定信号所携带的信息，并指向下一个sigqueue结构:

|  |
| --- |
| struct sigqueue{  struct sigqueue \*next;  siginfo\_t info;  } |

信号在进程中注册指的就是信号值加入到进程的未决信号集中（sigpending结构的第二个成员sigset\_t signal），并且信号所携带的信息被保留到未决信号信息链的某个sigqueue结构中。只要信号在进程的未决信号集中，表明进程已经知道这些信号的存在，但还没来得及处理，或者该信号被进程阻塞。

**注：**   
当一个实时信号发送给一个进程时，不管该信号是否已经在进程中注册，都会被再注册一次，因此，信号不会丢失，因此，实时信号又叫做"可靠信号"。这意味着同一个实时信号可以在同一个进程的未决信号信息链中占有多个sigqueue结构（进程每收到一个实时信号，都会为它分配一个结构来登记该信号信息，并把该结构添加在未决信号链尾，即所有诞生的实时信号都会在目标进程中注册）；   
当一个非实时信号发送给一个进程时，如果该信号已经在进程中注册，则该信号将被丢弃，造成信号丢失。因此，非实时信号又叫做"不可靠信号"。这意味着同一个非实时信号在进程的未决信号信息链中，至多占有一个sigqueue结构（一个非实时信号诞生后，（1）、如果发现相同的信号已经在目标结构中注册，则不再注册，对于进程来说，相当于不知道本次信号发生，信号丢失；（2）、如果进程的未决信号中没有相同信号，则在进程中注册自己）。

1. 信号在进程中的注销。在目标进程执行过程中，会检测是否有信号等待处理（每次从系统空间返回到用户空间时都做这样的检查）。如果存在未决信号等待处理且该信号没有被进程阻塞，则在运行相应的信号处理函数前，进程会把信号在未决信号链中占有的结构卸掉。是否将信号从进程未决信号集中删除对于实时与非实时信号是不同的。对于非实时信号来说，由于在未决信号信息链中最多只占用一个sigqueue结构，因此该结构被释放后，应该把信号在进程未决信号集中删除（信号注销完毕）；而对于实时信号来说，可能在未决信号信息链中占用多个sigqueue结构，因此应该针对占用sigqueue结构的数目区别对待：如果只占用一个sigqueue结构（进程只收到该信号一次），则应该把信号在进程的未决信号集中删除（信号注销完毕）。否则，不应该在进程的未决信号集中删除该信号（信号注销完毕）。   
   进程在执行信号相应处理函数之前，首先要把信号在进程中注销。
2. 信号生命终止。进程注销信号后，立即执行相应的信号处理函数，执行完毕后，信号的本次发送对进程的影响彻底结束。

**注：**   
1）信号注册与否，与发送信号的函数（如kill()或sigqueue()等）以及信号安装函数（signal()及sigaction()）无关，只与信号值有关（信号值小于SIGRTMIN的信号最多只注册一次，信号值在SIGRTMIN及SIGRTMAX之间的信号，只要被进程接收到就被注册）。   
2）在信号被注销到相应的信号处理函数执行完毕这段时间内，如果进程又收到同一信号多次，则对实时信号来说，每一次都会在进程中注册；而对于非实时信号来说，无论收到多少次信号，都会视为只收到一个信号，只在进程中注册一次。

## 2、信号编程注意事项

### 2.1 防止不该丢失的信号丢失

如果对八中所提到的信号生命周期理解深刻的话，很容易知道信号会不会丢失，以及在哪里丢失。

### 2.2 程序的可移植性

考虑到程序的可移植性，应该尽量采用POSIX信号函数，POSIX信号函数主要分为两类：

* + POSIX 1003.1信号函数： Kill()、sigaction()、sigaddset()、sigdelset()、sigemptyset()、sigfillset()、sigismember()、sigpending()、sigprocmask()、sigsuspend()。
  + POSIX 1003.1b信号函数。POSIX 1003.1b在信号的实时性方面对POSIX 1003.1做了扩展，包括以下三个函数： sigqueue()、sigtimedwait()、sigwaitinfo()。其中，sigqueue主要针对信号发送，而sigtimedwait及sigwaitinfo()主要用于取代sigsuspend()函数，后面有相应实例。

|  |
| --- |
| #include <signal.h>  int sigwaitinfo(sigset\_t \*set, siginfo\_t \*info). |

该函数与sigsuspend()类似，阻塞一个进程直到特定信号发生，但信号到来时不执行信号处理函数，而是返回信号值。因此为了避免执行相应的信号处理函数，必须在调用该函数前，使进程屏蔽掉set指向的信号，因此调用该函数的典型代码是：

|  |
| --- |
| sigset\_t newmask;  int rcvd\_sig;  siginfo\_t info;  sigemptyset(&newmask);  sigaddset(&newmask, SIGRTMIN);  sigprocmask(SIG\_BLOCK, &newmask, NULL);  rcvd\_sig = sigwaitinfo(&newmask, &info)  if (rcvd\_sig == -1) {  ..  } |

调用成功返回信号值，否则返回-1。sigtimedwait()功能相似，只不过增加了一个进程等待的时间。

### 2.3 程序的稳定性

为了增强程序的稳定性，在信号处理函数中应使用可重入函数。

信号处理程序中应当使用可再入（可重入）函数（注：所谓可重入函数是指一个可以被多个任务调用的过程，任务在调用时不必担心数据是否会出错）。因为进程在收到信号后，就将跳转到信号处理函数去接着执行。如果信号处理函数中使用了不可重入函数，那么信号处理函数可能会修改原来进程中不应该被修改的数据，这样进程从信号处理函数中返回接着执行时，可能会出现不可预料的后果。不可再入函数在信号处理函数中被视为不安全函数。

满足下列条件的函数多数是不可再入的：（1）使用静态的数据结构，如getlogin()，gmtime()，getgrgid()，getgrnam()，getpwuid()以及getpwnam()等等；（2）函数实现时，调用了malloc（）或者free()函数；（3）实现时使用了标准I/O函数的。The Open Group视下列函数为可再入的：

\_exit（）、access（）、alarm（）、cfgetispeed（）、cfgetospeed（）、cfsetispeed（）、cfsetospeed（）、chdir（）、chmod（）、chown（）、close（）、creat（）、dup（）、dup2（）、execle（）、execve（）、fcntl（）、fork（）、fpathconf（）、fstat（）、fsync（）、getegid（）、 geteuid（）、getgid（）、getgroups（）、getpgrp（）、getpid（）、getppid（）、getuid（）、kill（）、link（）、lseek（）、mkdir（）、mkfifo（）、 open（）、pathconf（）、pause（）、pipe（）、raise（）、read（）、rename（）、rmdir（）、setgid（）、setpgid（）、setsid（）、setuid（）、 sigaction（）、sigaddset（）、sigdelset（）、sigemptyset（）、sigfillset（）、sigismember（）、signal（）、sigpending（）、sigprocmask（）、sigsuspend（）、sleep（）、stat（）、sysconf（）、tcdrain（）、tcflow（）、tcflush（）、tcgetattr（）、tcgetpgrp（）、tcsendbreak（）、tcsetattr（）、tcsetpgrp（）、time（）、times（）、 umask（）、uname（）、unlink（）、utime（）、wait（）、waitpid（）、write（）。

即使信号处理函数使用的都是"安全函数"，同样要注意进入处理函数时，首先要保存errno的值，结束时，再恢复原值。因为，信号处理过程中，errno值随时可能被改变。另外，longjmp()以及siglongjmp()没有被列为可再入函数，因为不能保证紧接着两个函数的其它调用是安全的。

## 3、深入浅出：信号应用实例

linux下的信号应用并没有想象的那么恐怖，程序员所要做的最多只有三件事情：

1. 安装信号（推荐使用sigaction()）；
2. 实现三参数信号处理函数，handler(int signal,struct siginfo \*info, void \*)；
3. 发送信号，推荐使用sigqueue()。

实际上，对有些信号来说，只要安装信号就足够了（信号处理方式采用缺省或忽略）。其他可能要做的无非是与信号集相关的几种操作。

### 实例一：信号发送及处理

实现一个信号接收程序sigreceive（其中信号安装由sigaction（））。

|  |
| --- |
| #include <signal.h>  #include <sys/types.h>  #include <unistd.h>  void new\_op(int,siginfo\_t\*,void\*);  int main(int argc,char\*\*argv)  {  struct sigaction act;  int sig;  sig=atoi(argv[1]);    sigemptyset(&act.sa\_mask);  act.sa\_flags=SA\_SIGINFO;  act.sa\_sigaction=new\_op;    if(sigaction(sig,&act,NULL) < 0)  {  printf("install sigal error\n");  }    while(1)  {  sleep(2);  printf("wait for the signal\n");  }  }  void new\_op(int signum,siginfo\_t \*info,void \*myact)  {  printf("receive signal %d", signum);  sleep(5);  } |

说明，命令行参数为信号值，后台运行sigreceive signo &，可获得该进程的ID，假设为pid，然后再另一终端上运行kill -s signo pid验证信号的发送接收及处理。同时，可验证信号的排队问题。   
**注：**可以用sigqueue实现一个命令行信号发送程序sigqueuesend，见 [附录1](http://www.ibm.com/developerworks/cn/linux/l-ipc/part2/index2.html#5)。

### 实例二：信号传递附加信息

主要包括两个实例：

1. 向进程本身发送信号，并传递指针参数；

|  |
| --- |
| #include <signal.h>  #include <sys/types.h>  #include <unistd.h>  void new\_op(int,siginfo\_t\*,void\*);  int main(int argc,char\*\*argv)  {  struct sigaction act;  union sigval mysigval;  int i;  int sig;  pid\_t pid;  char data[10];  memset(data,0,sizeof(data));  for(i=0;i < 5;i++)  data[i]='2';  mysigval.sival\_ptr=data;    sig=atoi(argv[1]);  pid=getpid();    sigemptyset(&act.sa\_mask);  act.sa\_sigaction=new\_op;//三参数信号处理函数  act.sa\_flags=SA\_SIGINFO;//信息传递开关  if(sigaction(sig,&act,NULL) < 0)  {  printf("install sigal error\n");  }  while(1)  {  sleep(2);  printf("wait for the signal\n");  sigqueue(pid,sig,mysigval);//向本进程发送信号，并传递附加信息  }  }  void new\_op(int signum,siginfo\_t \*info,void \*myact)//三参数信号处理函数的实现  {  int i;  for(i=0;i<10;i++)  {  printf("%c\n ",(\*( (char\*)((\*info).si\_ptr)+i)));  }  printf("handle signal %d over;",signum);  } |

这个例子中，信号实现了附加信息的传递，信号究竟如何对这些信息进行处理则取决于具体的应用。

1. 2、 不同进程间传递整型参数：把1中的信号发送和接收放在两个程序中，并且在发送过程中传递整型参数。   
   信号接收程序：

|  |
| --- |
| #include <signal.h>  #include <sys/types.h>  #include <unistd.h>  void new\_op(int,siginfo\_t\*,void\*);  int main(int argc,char\*\*argv)  {  struct sigaction act;  int sig;  pid\_t pid;    pid=getpid();  sig=atoi(argv[1]);    sigemptyset(&act.sa\_mask);  act.sa\_sigaction=new\_op;  act.sa\_flags=SA\_SIGINFO;  if(sigaction(sig,&act,NULL)<0)  {  printf("install sigal error\n");  }  while(1)  {  sleep(2);  printf("wait for the signal\n");  }  }  void new\_op(int signum,siginfo\_t \*info,void \*myact)  {  printf("the int value is %d \n",info->si\_int);  } |

信号发送程序：命令行第二个参数为信号值，第三个参数为接收进程ID。

|  |
| --- |
| #include <signal.h>  #include <sys/time.h>  #include <unistd.h>  #include <sys/types.h>  main(int argc,char\*\*argv)  {  pid\_t pid;  int signum;  union sigval mysigval;  signum=atoi(argv[1]);  pid=(pid\_t)atoi(argv[2]);  mysigval.sival\_int=8;//不代表具体含义，只用于说明问题  if(sigqueue(pid,signum,mysigval)==-1)  printf("send error\n");  sleep(2);  } |

**注：**实例2的两个例子侧重点在于用信号来传递信息，目前关于在linux下通过信号传递信息的实例非常少，倒是Unix下有一些，但传递的基本上都是关于传递一个整数，传递指针的我还没看到。我一直没有实现不同进程间的指针传递（实际上更有意义），也许在实现方法上存在问题吧，请实现者email我。

### 实例三：信号阻塞及信号集操作

|  |
| --- |
| #include "signal.h"  #include "unistd.h"  static void my\_op(int);  main()  {  sigset\_t new\_mask,old\_mask,pending\_mask;  struct sigaction act;  sigemptyset(&act.sa\_mask);  act.sa\_flags=SA\_SIGINFO;  act.sa\_sigaction=(void\*)my\_op;  if(sigaction(SIGRTMIN+10,&act,NULL))  printf("install signal SIGRTMIN+10 error\n");  sigemptyset(&new\_mask);  sigaddset(&new\_mask,SIGRTMIN+10);  if(sigprocmask(SIG\_BLOCK, &new\_mask,&old\_mask))  printf("block signal SIGRTMIN+10 error\n");  sleep(10);  printf("now begin to get pending mask and unblock SIGRTMIN+10\n");  if(sigpending(&pending\_mask)<0)  printf("get pending mask error\n");  if(sigismember(&pending\_mask,SIGRTMIN+10))  printf("signal SIGRTMIN+10 is pending\n");  if(sigprocmask(SIG\_SETMASK,&old\_mask,NULL)<0)  printf("unblock signal error\n");  printf("signal unblocked\n");  sleep(10);  }  static void my\_op(int signum)  {  printf("receive signal %d \n",signum);  } |

编译该程序，并以后台方式运行。在另一终端向该进程发送信号(运行kill -s 42 pid，SIGRTMIN+10为42)，查看结果可以看出几个关键函数的运行机制，信号集相关操作比较简单。

**注：**在上面几个实例中，使用了printf()函数，只是作为诊断工具，pringf()函数是不可重入的，不应在信号处理函数中使用。

## 结束语：

系统地对linux信号机制进行分析、总结使我受益匪浅！感谢王小乐等网友的支持！   
Comments and suggestions are greatly welcome!

#### 附录1：

用sigqueue实现的命令行信号发送程序sigqueuesend，命令行第二个参数是发送的信号值，第三个参数是接收该信号的进程ID，可以配合实例一使用：

|  |
| --- |
| #include <signal.h>  #include <sys/types.h>  #include <unistd.h>  int main(int argc,char\*\*argv)  {  pid\_t pid;  int sig;  sig=atoi(argv[1]);  pid=atoi(argv[2]);  sigqueue(pid,sig,NULL);  sleep(2);  } |

# 四．Linux环境进程间通信（三）：消息队列

消息队列（也叫做报文队列）能够克服早期unix通信机制的一些缺点。作为早期unix通信机制之一的信号能够传送的信息量有限，后来虽然POSIX 1003.1b在信号的实时性方面作了拓广，使得信号在传递信息量方面有了相当程度的改进，但是信号这种通信方式更像"即时"的通信方式，它要求接受信号的进程在某个时间范围内对信号做出反应，因此该信号最多在接受信号进程的生命周期内才有意义，信号所传递的信息是接近于随进程持续的概念（process-persistent），见 [附录 1](http://www.ibm.com/developerworks/cn/linux/l-ipc/part3/index.html#listing1)；管道及有名管道及有名管道则是典型的随进程持续IPC，并且，只能传送无格式的字节流无疑会给应用程序开发带来不便，另外，它的缓冲区大小也受到限制。

消息队列就是一个消息的链表。可以把消息看作一个记录，具有特定的格式以及特定的优先级。对消息队列有写权限的进程可以向中按照一定的规则添加新消息；对消息队列有读权限的进程则可以从消息队列中读走消息。消息队列是随内核持续的（参见 [附录 1](http://www.ibm.com/developerworks/cn/linux/l-ipc/part3/index.html#listing1)）。

目前主要有两种类型的消息队列：POSIX消息队列以及系统V消息队列，系统V消息队列目前被大量使用。考虑到程序的可移植性，新开发的应用程序应尽量使用POSIX消息队列。

在本系列专题的序（深刻理解Linux进程间通信（IPC））中，提到对于消息队列、信号灯、以及共享内存区来说，有两个实现版本：POSIX的以及系统V的。Linux内核（内核2.4.18）支持POSIX信号灯、POSIX共享内存区以及POSIX消息队列，但对于主流Linux发行版本之一redhad8.0（内核2.4.18），还没有提供对POSIX进程间通信API的支持，不过应该只是时间上的事。

因此，本文将主要介绍系统V消息队列及其相应API。 **在没有声明的情况下，以下讨论中指的都是系统V消息队列。**

## 1、消息队列基本概念

1. 系统V消息队列是随内核持续的，只有在内核重起或者显示删除一个消息队列时，该消息队列才会真正被删除。因此系统中记录消息队列的数据结构（struct ipc\_ids msg\_ids）位于内核中，系统中的所有消息队列都可以在结构msg\_ids中找到访问入口。
2. 消息队列就是一个消息的链表。每个消息队列都有一个队列头，用结构struct msg\_queue来描述（参见 [附录 2](http://www.ibm.com/developerworks/cn/linux/l-ipc/part3/index.html#listing2)）。队列头中包含了该消息队列的大量信息，包括消息队列键值、用户ID、组ID、消息队列中消息数目等等，甚至记录了最近对消息队列读写进程的ID。读者可以访问这些信息，也可以设置其中的某些信息。
3. 下图说明了内核与消息队列是怎样建立起联系的：   
   其中：struct ipc\_ids msg\_ids是内核中记录消息队列的全局数据结构；struct msg\_queue是每个消息队列的队列头。   
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从上图可以看出，全局数据结构 struct ipc\_ids msg\_ids 可以访问到每个消息队列头的第一个成员：struct kern\_ipc\_perm；而每个struct kern\_ipc\_perm能够与具体的消息队列对应起来是因为在该结构中，有一个key\_t类型成员key，而key则唯一确定一个消息队列。kern\_ipc\_perm结构如下：

|  |
| --- |
| struct kern\_ipc\_perm{ //内核中记录消息队列的全局数据结构msg\_ids能够访问到该结构；  key\_t key; //该键值则唯一对应一个消息队列  uid\_t uid;  gid\_t gid;  uid\_t cuid;  gid\_t cgid;  mode\_t mode;  unsigned long seq;  } |

## 2、操作消息队列

对消息队列的操作无非有下面三种类型：

1、 打开或创建消息队列   
消息队列的内核持续性要求每个消息队列都在系统范围内对应唯一的键值，所以，要获得一个消息队列的描述字，只需提供该消息队列的键值即可；

注：消息队列描述字是由在系统范围内唯一的键值生成的，而键值可以看作对应系统内的一条路经。

2、 读写操作

消息读写操作非常简单，对开发人员来说，每个消息都类似如下的数据结构：

|  |
| --- |
| struct msgbuf{  long mtype;  char mtext[1];  }; |

mtype成员代表消息类型，从消息队列中读取消息的一个重要依据就是消息的类型；mtext是消息内容，当然长度不一定为1。因此，对于发送消息来说，首先预置一个msgbuf缓冲区并写入消息类型和内容，调用相应的发送函数即可；对读取消息来说，首先分配这样一个msgbuf缓冲区，然后把消息读入该缓冲区即可。

3、 获得或设置消息队列属性：

消息队列的信息基本上都保存在消息队列头中，因此，可以分配一个类似于消息队列头的结构(struct msqid\_ds，见 [附录 2](http://www.ibm.com/developerworks/cn/linux/l-ipc/part3/index.html#listing2))，来返回消息队列的属性；同样可以设置该数据结构。
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### 消息队列API

#### 1、文件名到键值

|  |
| --- |
| #include <sys/types.h>  #include <sys/ipc.h>  key\_t ftok (char\*pathname, char proj)； |

它返回与路径pathname相对应的一个键值。该函数不直接对消息队列操作，但在调用ipc(MSGGET,…)或msgget()来获得消息队列描述字前，往往要调用该函数。典型的调用代码是：

|  |
| --- |
| key=ftok(path\_ptr, 'a');  ipc\_id=ipc(MSGGET, (int)key, flags,0,NULL,0);  … |

#### 2、通信的三种方式

linux为操作系统V进程间通信的三种方式**（消息队列、信号灯、共享内存区）提供了一个统一的用户界面：**   
**int ipc**(unsigned int **call**, int **first**, int **second**, int **third**, void \* **ptr**, long **fifth**);

第一个参数指明对IPC对象的操作方式，对消息队列而言共有四种操作：MSGSND、MSGRCV、MSGGET以及MSGCTL，分别代表向消息队列发送消息、从消息队列读取消息、打开或创建消息队列、控制消息队列；first参数代表唯一的IPC对象；下面将介绍四种操作。

* **int ipc**( **MSGGET, int**first, **int**second, **int**third, **void**\*ptr, **long**fifth);   
  与该操作对应的系统V调用为：int msgget( (key\_t)first，second)。
* **int ipc**( **MSGCTL, int**first, **int**second, **int**third, **void**\*ptr, **long**fifth)   
  与该操作对应的系统V调用为：int msgctl( first，second, (struct msqid\_ds\*) ptr)。
* **int ipc**( **MSGSND, int**first, **int**second, **int**third, **void**\*ptr, **long**fifth);   
  与该操作对应的系统V调用为：int msgsnd( first, (struct msgbuf\*)ptr, second, third)。
* **int ipc**( **MSGRCV, int**first, **int**second, **int**third, **void**\*ptr, **long**fifth);   
  与该操作对应的系统V调用为：int msgrcv( first，(struct msgbuf\*)ptr, second, fifth,third)，

注：本人不主张采用系统调用ipc()，而更倾向于采用系统V或者POSIX进程间通信API。原因如下：

* 虽然该系统调用提供了统一的用户界面，但正是由于这个特性，它的参数几乎不能给出特定的实际意义（如以first、second来命名参数），在一定程度上造成开发不便。
* 正如ipc手册所说的：ipc()是linux所特有的，编写程序时应注意程序的移植性问题；
* 该系统调用的实现不过是把系统V IPC函数进行了封装，没有任何效率上的优势；
* 系统V在IPC方面的API数量不多，形式也较简洁。

#### 3.系统V消息队列API

系统V消息队列API共有四个，使用时需要包括几个头文件：

|  |
| --- |
| #include <sys/types.h>  #include <sys/ipc.h>  #include <sys/msg.h> |

**1）int msgget(key\_t key, int msgflg)**

参数key是一个键值，由ftok获得；msgflg参数是一些标志位。该调用返回与健值key相对应的消息队列描述字。

在以下两种情况下，该调用将创建一个新的消息队列：

* 如果没有消息队列与健值key相对应，并且msgflg中包含了IPC\_CREAT标志位；
* key参数为IPC\_PRIVATE；

参数msgflg可以为以下：IPC\_CREAT、IPC\_EXCL、IPC\_NOWAIT或三者的或结果。

**调用返回：**成功返回消息队列描述字，否则返回-1。

注：参数key设置成常数IPC\_PRIVATE并不意味着其他进程不能访问该消息队列，只意味着即将创建新的消息队列。

**2）int msgrcv(int msqid, struct msgbuf \*msgp, int msgsz, long msgtyp, int msgflg);**   
该系统调用从msgid代表的消息队列中读取一个消息，并把消息存储在msgp指向的msgbuf结构中。

msqid为消息队列描述字；消息返回后存储在msgp指向的地址，msgsz指定msgbuf的mtext成员的长度（即消息内容的长度），msgtyp为请求读取的消息类型；读消息标志msgflg可以为以下几个常值的或：

* IPC\_NOWAIT 如果没有满足条件的消息，调用立即返回，此时，errno=ENOMSG
* IPC\_EXCEPT 与msgtyp>0配合使用，返回队列中第一个类型不为msgtyp的消息
* IPC\_NOERROR 如果队列中满足条件的消息内容大于所请求的msgsz字节，则把该消息截断，截断部分将丢失。

msgrcv手册中详细给出了消息类型取不同值时(>0; <0; =0)，调用将返回消息队列中的哪个消息。

msgrcv()解除阻塞的条件有三个：

1. 消息队列中有了满足条件的消息；
2. msqid代表的消息队列被删除；
3. 调用msgrcv（）的进程被信号中断；

**调用返回：**成功返回读出消息的实际字节数，否则返回-1。

**3）int msgsnd(int msqid, struct msgbuf \*msgp, int msgsz, int msgflg);**   
向msgid代表的消息队列发送一个消息，即将发送的消息存储在msgp指向的msgbuf结构中，消息的大小由msgze指定。

对发送消息来说，有意义的msgflg标志为IPC\_NOWAIT，指明在消息队列没有足够空间容纳要发送的消息时，msgsnd是否等待。造成msgsnd()等待的条件有两种：

* 当前消息的大小与当前消息队列中的字节数之和超过了消息队列的总容量；
* 当前消息队列的消息数（单位"个"）不小于消息队列的总容量（单位"字节数"），此时，虽然消息队列中的消息数目很多，但基本上都只有一个字节。

msgsnd()解除阻塞的条件有三个：

1. 不满足上述两个条件，即消息队列中有容纳该消息的空间；
2. msqid代表的消息队列被删除；
3. 调用msgsnd（）的进程被信号中断；

**调用返回：**成功返回0，否则返回-1。

**4）int msgctl(int msqid, int cmd, struct msqid\_ds \*buf);**   
该系统调用对由msqid标识的消息队列执行cmd操作，共有三种cmd操作：IPC\_STAT、IPC\_SET 、IPC\_RMID。

1. IPC\_STAT：该命令用来获取消息队列信息，返回的信息存贮在buf指向的msqid结构中；
2. IPC\_SET：该命令用来设置消息队列的属性，要设置的属性存储在buf指向的msqid结构中；可设置属性包括：msg\_perm.uid、msg\_perm.gid、msg\_perm.mode以及msg\_qbytes，同时，也影响msg\_ctime成员。
3. IPC\_RMID：删除msqid标识的消息队列；

**调用返回：**成功返回0，否则返回-1。

## 3、消息队列的限制

每个消息队列的容量（所能容纳的字节数）都有限制，该值因系统不同而不同。在后面的应用实例中，输出了redhat 8.0的限制，结果参见 [附录 3](http://www.ibm.com/developerworks/cn/linux/l-ipc/part3/index.html#listing3)。

另一个限制是每个消息队列所能容纳的最大消息数：在redhad 8.0中，该限制是受消息队列容量制约的：消息个数要小于消息队列的容量（字节数）。

注：上述两个限制是针对每个消息队列而言的，系统对消息队列的限制还有系统范围内的最大消息队列个数，以及整个系统范围内的最大消息数。一般来说，实际开发过程中不会超过这个限制。

## 4、消息队列应用实例

消息队列应用相对较简单，下面实例基本上覆盖了对消息队列的所有操作，同时，程序输出结果有助于加深对前面所讲的某些规则及消息队列限制的理解。

|  |
| --- |
| #include <sys/types.h>  #include <sys/msg.h>  #include <unistd.h>  void msg\_stat(int,struct msqid\_ds );  main()  {  int gflags,sflags,rflags;  key\_t key;  int msgid;  int reval;  struct msgsbuf{  int mtype;  char mtext[1];  }msg\_sbuf;  struct msgmbuf  {  int mtype;  char mtext[10];  }msg\_rbuf;  struct msqid\_ds msg\_ginfo,msg\_sinfo;  char\* msgpath="/unix/msgqueue";  key=ftok(msgpath,'a');  gflags=IPC\_CREAT|IPC\_EXCL;  msgid=msgget(key,gflags|00666);  if(msgid==-1)  {  printf("msg create error\n");  return;  }  //创建一个消息队列后，输出消息队列缺省属性  msg\_stat(msgid,msg\_ginfo);  sflags=IPC\_NOWAIT;  msg\_sbuf.mtype=10;  msg\_sbuf.mtext[0]='a';  reval=msgsnd(msgid,&msg\_sbuf,sizeof(msg\_sbuf.mtext),sflags);  if(reval==-1)  {  printf("message send error\n");  }  //发送一个消息后，输出消息队列属性  msg\_stat(msgid,msg\_ginfo);  rflags=IPC\_NOWAIT|MSG\_NOERROR;  reval=msgrcv(msgid,&msg\_rbuf,4,10,rflags);  if(reval==-1)  printf("read msg error\n");  else  printf("read from msg queue %d bytes\n",reval);  //从消息队列中读出消息后，输出消息队列属性  msg\_stat(msgid,msg\_ginfo);  msg\_sinfo.msg\_perm.uid=8;//just a try  msg\_sinfo.msg\_perm.gid=8;//  msg\_sinfo.msg\_qbytes=16388;  //此处验证超级用户可以更改消息队列的缺省msg\_qbytes  //注意这里设置的值大于缺省值  reval=msgctl(msgid,IPC\_SET,&msg\_sinfo);  if(reval==-1)  {  printf("msg set info error\n");  return;  }  msg\_stat(msgid,msg\_ginfo);  //验证设置消息队列属性  reval=msgctl(msgid,IPC\_RMID,NULL);//删除消息队列  if(reval==-1)  {  printf("unlink msg queue error\n");  return;  }  }  void msg\_stat(int msgid,struct msqid\_ds msg\_info)  {  int reval;  sleep(1);//只是为了后面输出时间的方便  reval=msgctl(msgid,IPC\_STAT,&msg\_info);  if(reval==-1)  {  printf("get msg info error\n");  return;  }  printf("\n");  printf("current number of bytes on queue is %d\n",msg\_info.msg\_cbytes);  printf("number of messages in queue is %d\n",msg\_info.msg\_qnum);  printf("max number of bytes on queue is %d\n",msg\_info.msg\_qbytes);  //每个消息队列的容量（字节数）都有限制MSGMNB，值的大小因系统而异。在创建新的消息队列时，//msg\_qbytes的缺省值就是MSGMNB  printf("pid of last msgsnd is %d\n",msg\_info.msg\_lspid);  printf("pid of last msgrcv is %d\n",msg\_info.msg\_lrpid);  printf("last msgsnd time is %s", ctime(&(msg\_info.msg\_stime)));  printf("last msgrcv time is %s", ctime(&(msg\_info.msg\_rtime)));  printf("last change time is %s", ctime(&(msg\_info.msg\_ctime)));  printf("msg uid is %d\n",msg\_info.msg\_perm.uid);  printf("msg gid is %d\n",msg\_info.msg\_perm.gid);  } |

程序输出结果见 [附录 3](http://www.ibm.com/developerworks/cn/linux/l-ipc/part3/index.html#listing3)。

## 小结：

消息队列与管道以及有名管道相比，具有更大的灵活性，首先，它提供有格式字节流，有利于减少开发人员的工作量；其次，消息具有类型，在实际应用中，可作为优先级使用。这两点是管道以及有名管道所不能比的。同样，消息队列可以在几个进程间复用，而不管这几个进程是否具有亲缘关系，这一点与有名管道很相似；但消息队列是随内核持续的，与有名管道（随进程持续）相比，生命力更强，应用空间更大。

#### 附录 1

在参考文献[1]中，给出了IPC随进程持续、随内核持续以及随文件系统持续的定义：

1. 随进程持续：IPC一直存在到打开IPC对象的最后一个进程关闭该对象为止。如管道和有名管道；
2. 随内核持续：IPC一直持续到内核重新自举或者显示删除该对象为止。如消息队列、信号灯以及共享内存等；
3. 随文件系统持续：IPC一直持续到显示删除该对象为止。

#### 附录 2 结构msg\_queue用来描述消息队列头，存在于系统空间：

|  |
| --- |
| struct msg\_queue {  struct kern\_ipc\_perm q\_perm;  time\_t q\_stime; /\* last msgsnd time \*/  time\_t q\_rtime; /\* last msgrcv time \*/  time\_t q\_ctime; /\* last change time \*/  unsigned long q\_cbytes; /\* current number of bytes on queue \*/  unsigned long q\_qnum; /\* number of messages in queue \*/  unsigned long q\_qbytes; /\* max number of bytes on queue \*/  pid\_t q\_lspid; /\* pid of last msgsnd \*/  pid\_t q\_lrpid; /\* last receive pid \*/  struct list\_head q\_messages;  struct list\_head q\_receivers;  struct list\_head q\_senders;  }; |

结构msqid\_ds用来设置或返回消息队列的信息，存在于用户空间；

|  |
| --- |
| struct msqid\_ds {  struct ipc\_perm msg\_perm;  struct msg \*msg\_first; /\* first message on queue,unused \*/  struct msg \*msg\_last; /\* last message in queue,unused \*/  \_\_kernel\_time\_t msg\_stime; /\* last msgsnd time \*/  \_\_kernel\_time\_t msg\_rtime; /\* last msgrcv time \*/  \_\_kernel\_time\_t msg\_ctime; /\* last change time \*/  unsigned long msg\_lcbytes; /\* Reuse junk fields for 32 bit \*/  unsigned long msg\_lqbytes; /\* ditto \*/  unsigned short msg\_cbytes; /\* current number of bytes on queue \*/  unsigned short msg\_qnum; /\* number of messages in queue \*/  unsigned short msg\_qbytes; /\* max number of bytes on queue \*/  \_\_kernel\_ipc\_pid\_t msg\_lspid; /\* pid of last msgsnd \*/  \_\_kernel\_ipc\_pid\_t msg\_lrpid; /\* last receive pid \*/  }; |

//可以看出上述两个结构很相似。

#### 附录 3

**消息队列实例输出结果：**

|  |
| --- |
| current number of bytes on queue is 0  number of messages in queue is 0  max number of bytes on queue is 16384  pid of last msgsnd is 0  pid of last msgrcv is 0  last msgsnd time is Thu Jan 1 08:00:00 1970  last msgrcv time is Thu Jan 1 08:00:00 1970  last change time is Sun Dec 29 18:28:20 2002  msg uid is 0  msg gid is 0  //上面刚刚创建一个新消息队列时的输出  current number of bytes on queue is 1  number of messages in queue is 1  max number of bytes on queue is 16384  pid of last msgsnd is 2510  pid of last msgrcv is 0  last msgsnd time is Sun Dec 29 18:28:21 2002  last msgrcv time is Thu Jan 1 08:00:00 1970  last change time is Sun Dec 29 18:28:20 2002  msg uid is 0  msg gid is 0  read from msg queue 1 bytes  //实际读出的字节数  current number of bytes on queue is 0  number of messages in queue is 0  max number of bytes on queue is 16384 //每个消息队列最大容量（字节数）  pid of last msgsnd is 2510  pid of last msgrcv is 2510  last msgsnd time is Sun Dec 29 18:28:21 2002  last msgrcv time is Sun Dec 29 18:28:22 2002  last change time is Sun Dec 29 18:28:20 2002  msg uid is 0  msg gid is 0  current number of bytes on queue is 0  number of messages in queue is 0  max number of bytes on queue is 16388 //可看出超级用户可修改消息队列最大容量  pid of last msgsnd is 2510  pid of last msgrcv is 2510 //对操作消息队列进程的跟踪  last msgsnd time is Sun Dec 29 18:28:21 2002  last msgrcv time is Sun Dec 29 18:28:22 2002  last change time is Sun Dec 29 18:28:23 2002 //msgctl()调用对msg\_ctime有影响  msg uid is 8  msg gid is 8 |

# 五．Linux环境进程间通信（四）：信号灯

## 1、信号灯概述

信号灯与其他进程间通信方式不大相同，它主要提供对进程间共享资源访问控制机制。相当于内存中的标志，进程可以根据它判定是否能够访问某些共享资源，同时，进程也可以修改该标志。除了用于访问控制外，还可用于进程同步。信号灯有以下两种类型：

* 二值信号灯：最简单的信号灯形式，信号灯的值只能取0或1，类似于互斥锁。   
  注：二值信号灯能够实现互斥锁的功能，但两者的关注内容不同。信号灯强调共享资源，只要共享资源可用，其他进程同样可以修改信号灯的值；互斥锁更强调进程，占用资源的进程使用完资源后，必须由进程本身来解锁。
* 计算信号灯：信号灯的值可以取任意非负值（当然受内核本身的约束）。

## 2、Linux信号灯

linux对信号灯的支持状况与消息队列一样，在red had 8.0发行版本中支持的是系统V的信号灯。因此，本文将主要介绍系统V信号灯及其相应API。在没有声明的情况下，以下讨论中指的都是系统V信号灯。

注意，通常所说的系统V信号灯指的是计数信号灯集。

## 3、信号灯与内核

1、系统V信号灯是随内核持续的，只有在内核重起或者显示删除一个信号灯集时，该信号灯集才会真正被删除。因此系统中记录信号灯的数据结构（struct ipc\_ids sem\_ids）位于内核中，系统中的所有信号灯都可以在结构sem\_ids中找到访问入口。

2、下图说明了内核与信号灯是怎样建立起联系的：

其中：struct ipc\_ids sem\_ids是内核中记录信号灯的全局数据结构；描述一个具体的信号灯及其相关信息。

![http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/1.gif](data:image/gif;base64,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)

其中，struct sem结构如下：

|  |
| --- |
| struct sem{  int semval; // current value  int sempid // pid of last operation  } |

从上图可以看出，全局数据结构struct ipc\_ids sem\_ids可以访问到struct kern\_ipc\_perm的第一个成员：struct kern\_ipc\_perm；而每个struct kern\_ipc\_perm能够与具体的信号灯对应起来是因为在该结构中，有一个key\_t类型成员key，而key则唯一确定一个信号灯集；同时，结构struct kern\_ipc\_perm的最后一个成员sem\_nsems确定了该信号灯在信号灯集中的顺序，这样内核就能够记录每个信号灯的信息了。kern\_ipc\_perm结构参见《Linux环境进程间通信（三）：消息队列》。struct sem\_array见附录1。

## 4、操作信号灯

对消息队列的操作无非有下面三种类型：

1、 打开或创建信号灯   
与消息队列的创建及打开基本相同，不再详述。

2、 信号灯值操作   
linux可以增加或减小信号灯的值，相应于对共享资源的释放和占有。具体参见后面的semop系统调用。

3、 获得或设置信号灯属性：   
系统中的每一个信号灯集都对应一个struct sem\_array结构，该结构记录了信号灯集的各种信息，存在于系统空间。为了设置、获得该信号灯集的各种信息及属性，在用户空间有一个重要的联合结构与之对应，即union semun。
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联合semun数据结构各成员意义参见附录2

信号灯API

1、文件名到键值

|  |
| --- |
| #include <sys/types.h>  #include <sys/ipc.h>  key\_t ftok (char\*pathname, char proj)； |

它返回与路径pathname相对应的一个键值，具体用法请参考《Linux环境进程间通信（三）：消息队列》。

2、 linux特有的ipc()调用：

int ipc(unsigned int call, int first, int second, int third, void \*ptr, long fifth);

参数call取不同值时，对应信号灯的三个系统调用：   
当call为SEMOP时，对应int semop(int semid, struct sembuf \*sops, unsigned nsops)调用；   
当call为SEMGET时，对应int semget(key\_t key, int nsems, int semflg)调用；   
当call为SEMCTL时，对应int semctl(int semid，int semnum，int cmd，union semun arg)调用；   
这些调用将在后面阐述。

注：本人不主张采用系统调用ipc()，而更倾向于采用系统V或者POSIX进程间通信API。原因已在Linux环境进程间通信（三）：消息队列中给出。

3、系统V信号灯API

系统V消息队列API只有三个，使用时需要包括几个头文件：

|  |
| --- |
| #include <sys/types.h>  #include <sys/ipc.h>  #include <sys/sem.h> |

1）int semget(key\_t key, int nsems, int semflg)   
参数key是一个键值，由ftok获得，唯一标识一个信号灯集，用法与msgget()中的key相同；参数nsems指定打开或者新创建的信号灯集中将包含信号灯的数目；semflg参数是一些标志位。参数key和semflg的取值，以及何时打开已有信号灯集或者创建一个新的信号灯集与msgget()中的对应部分相同，不再祥述。   
该调用返回与健值key相对应的信号灯集描述字。   
调用返回：成功返回信号灯集描述字，否则返回-1。   
注：如果key所代表的信号灯已经存在，且semget指定了IPC\_CREAT|IPC\_EXCL标志，那么即使参数nsems与原来信号灯的数目不等，返回的也是EEXIST错误；如果semget只指定了IPC\_CREAT标志，那么参数nsems必须与原来的值一致，在后面程序实例中还要进一步说明。

2）int semop(int semid, struct sembuf \*sops, unsigned nsops);   
semid是信号灯集ID，sops指向数组的每一个sembuf结构都刻画一个在特定信号灯上的操作。nsops为sops指向数组的大小。   
sembuf结构如下：

|  |
| --- |
| struct sembuf {  unsigned short sem\_num; /\* semaphore index in array \*/  short sem\_op; /\* semaphore operation \*/  short sem\_flg; /\* operation flags \*/  }; |

sem\_num对应信号集中的信号灯，0对应第一个信号灯。sem\_flg可取IPC\_NOWAIT以及SEM\_UNDO两个标志。如果设置了SEM\_UNDO标志，那么在进程结束时，相应的操作将被取消，这是比较重要的一个标志位。如果设置了该标志位，那么在进程没有释放共享资源就退出时，内核将代为释放。如果为一个信号灯设置了该标志，内核都要分配一个sem\_undo结构来记录它，为的是确保以后资源能够安全释放。事实上，如果进程退出了，那么它所占用就释放了，但信号灯值却没有改变，此时，信号灯值反映的已经不是资源占有的实际情况，在这种情况下，问题的解决就靠内核来完成。这有点像僵尸进程，进程虽然退出了，资源也都释放了，但内核进程表中仍然有它的记录，此时就需要父进程调用waitpid来解决问题了。   
sem\_op的值大于0，等于0以及小于0确定了对sem\_num指定的信号灯进行的三种操作。具体请参考linux相应手册页。   
这里需要强调的是semop同时操作多个信号灯，在实际应用中，对应多种资源的申请或释放。semop保证操作的原子性，这一点尤为重要。尤其对于多种资源的申请来说，要么一次性获得所有资源，要么放弃申请，要么在不占有任何资源情况下继续等待，这样，一方面避免了资源的浪费；另一方面，避免了进程之间由于申请共享资源造成死锁。   
也许从实际含义上更好理解这些操作：信号灯的当前值记录相应资源目前可用数目；sem\_op>0对应相应进程要释放sem\_op数目的共享资源；sem\_op=0可以用于对共享资源是否已用完的测试；sem\_op<0相当于进程要申请-sem\_op个共享资源。再联想操作的原子性，更不难理解该系统调用何时正常返回，何时睡眠等待。   
调用返回：成功返回0，否则返回-1。

3) int semctl(int semid，int semnum，int cmd，union semun arg)   
该系统调用实现对信号灯的各种控制操作，参数semid指定信号灯集，参数cmd指定具体的操作类型；参数semnum指定对哪个信号灯操作，只对几个特殊的cmd操作有意义；arg用于设置或返回信号灯信息。   
该系统调用详细信息请参见其手册页，这里只给出参数cmd所能指定的操作。

|  |  |
| --- | --- |
| IPC\_STAT | 获取信号灯信息，信息由arg.buf返回； |
| IPC\_SET | 设置信号灯信息，待设置信息保存在arg.buf中（在manpage中给出了可以设置哪些信息）； |
| GETALL | 返回所有信号灯的值，结果保存在arg.array中，参数sennum被忽略； |
| GETNCNT | 返回等待semnum所代表信号灯的值增加的进程数，相当于目前有多少进程在等待semnum代表的信号灯所代表的共享资源； |
| GETPID | 返回最后一个对semnum所代表信号灯执行semop操作的进程ID； |
| GETVAL | 返回semnum所代表信号灯的值； |
| GETZCNT | 返回等待semnum所代表信号灯的值变成0的进程数； |
| SETALL | 通过arg.array更新所有信号灯的值；同时，更新与本信号集相关的semid\_ds结构的sem\_ctime成员； |
| SETVAL | 设置semnum所代表信号灯的值为arg.val； |

调用返回：调用失败返回-1，成功返回与cmd相关：

|  |  |
| --- | --- |
| Cmd | return value |
| GETNCNT | Semncnt |
| GETPID | Sempid |
| GETVAL | Semval |
| GETZCNT | Semzcnt |

## 5、信号灯的限制

1、 一次系统调用semop可同时操作的信号灯数目SEMOPM，semop中的参数nsops如果超过了这个数目，将返回E2BIG错误。SEMOPM的大小特定与系统，redhat 8.0为32。

2、 信号灯的最大数目：SEMVMX，当设置信号灯值超过这个限制时，会返回ERANGE错误。在redhat 8.0中该值为32767。

3、 系统范围内信号灯集的最大数目SEMMNI以及系统范围内信号灯的最大数目SEMMNS。超过这两个限制将返回ENOSPC错误。redhat 8.0中该值为32000。

4、 每个信号灯集中的最大信号灯数目SEMMSL，redhat 8.0中为250。 SEMOPM以及SEMVMX是使用semop调用时应该注意的；SEMMNI以及SEMMNS是调用semget时应该注意的。SEMVMX同时也是semctl调用应该注意的。

## 6、竞争问题

第一个创建信号灯的进程同时也初始化信号灯，这样，系统调用semget包含了两个步骤：创建信号灯；初始化信号灯。由此可能导致一种竞争状态：第一个创建信号灯的进程在初始化信号灯时，第二个进程又调用semget，并且发现信号灯已经存在，此时，第二个进程必须具有判断是否有进程正在对信号灯进行初始化的能力。在参考文献[1]中，给出了绕过这种竞争状态的方法：当semget创建一个新的信号灯时，信号灯结构semid\_ds的sem\_otime成员初始化后的值为0。因此，第二个进程在成功调用semget后，可再次以IPC\_STAT命令调用semctl，等待sem\_otime变为非0值，此时可判断该信号灯已经初始化完毕。下图描述了竞争状态产生及解决方法：

![http://www.ibm.com/developerworks/cn/linux/l-ipc/part4/3.gif](data:image/gif;base64,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)

实际上，这种解决方法也是基于这样一个假定：第一个创建信号灯的进程必须调用semop，这样sem\_otime才能变为非零值。另外，因为第一个进程可能不调用semop，或者semop操作需要很长时间，第二个进程可能无限期等待下去，或者等待很长时间。

## 7、信号灯应用实例

本实例有两个目的：1、获取各种信号灯信息；2、利用信号灯实现共享资源的申请和释放。并在程序中给出了详细注释。

|  |
| --- |
| #include <linux/sem.h>  #include <stdio.h>  #include <errno.h>  #define SEM\_PATH "/unix/my\_sem"  #define max\_tries 3  int semid;  main()  {  int flag1,flag2,key,i,init\_ok,tmperrno;  struct semid\_ds sem\_info;  struct seminfo sem\_info2;  union semun arg; //union semun： 请参考附录2  struct sembuf askfor\_res, free\_res;  flag1=IPC\_CREAT|IPC\_EXCL|00666;  flag2=IPC\_CREAT|00666;  key=ftok(SEM\_PATH,'a');  //error handling for ftok here;  init\_ok=0;  semid=semget(key,1,flag1);  //create a semaphore set that only includes one semphore.  if(semid<0)  {  tmperrno=errno;  perror("semget");  if(tmperrno==EEXIST)  //errno is undefined after a successful library call( including perror call)  //so it is saved in tmperrno.  {  semid=semget(key,1,flag2);  //flag2 只包含了IPC\_CREAT标志, 参数nsems(这里为1)必须与原来的信号灯数目一致  arg.buf=&sem\_info;  for(i=0; i<max\_tries; i++)  {  if(semctl(semid, 0, IPC\_STAT, arg)==-1)  { perror("semctl error"); i=max\_tries;}  else  {  if(arg.buf->sem\_otime!=0){ i=max\_tries; init\_ok=1;}  else sleep(1);  }  }  if(!init\_ok)  // do some initializing, here we assume that the first process that creates the sem  // will finish initialize the sem and run semop in max\_tries\*1 seconds. else it will  // not run semop any more.  {  arg.val=1;  if(semctl(semid,0,SETVAL,arg)==-1) perror("semctl setval error");  }  }  else  {perror("semget error, process exit"); exit(); }  }  else //semid>=0; do some initializing  {  arg.val=1;  if(semctl(semid,0,SETVAL,arg)==-1)  perror("semctl setval error");  }  //get some information about the semaphore and the limit of semaphore in redhat8.0  arg.buf=&sem\_info;  if(semctl(semid, 0, IPC\_STAT, arg)==-1)  perror("semctl IPC STAT");  printf("owner's uid is %d\n", arg.buf->sem\_perm.uid);  printf("owner's gid is %d\n", arg.buf->sem\_perm.gid);  printf("creater's uid is %d\n", arg.buf->sem\_perm.cuid);  printf("creater's gid is %d\n", arg.buf->sem\_perm.cgid);  arg.\_\_buf=&sem\_info2;  if(semctl(semid,0,IPC\_INFO,arg)==-1)  perror("semctl IPC\_INFO");  printf("the number of entries in semaphore map is %d \n", arg.\_\_buf->semmap);  printf("max number of semaphore identifiers is %d \n", arg.\_\_buf->semmni);  printf("mas number of semaphores in system is %d \n", arg.\_\_buf->semmns);  printf("the number of undo structures system wide is %d \n", arg.\_\_buf->semmnu);  printf("max number of semaphores per semid is %d \n", arg.\_\_buf->semmsl);  printf("max number of ops per semop call is %d \n", arg.\_\_buf->semopm);  printf("max number of undo entries per process is %d \n", arg.\_\_buf->semume);  printf("the sizeof of struct sem\_undo is %d \n", arg.\_\_buf->semusz);  printf("the maximum semaphore value is %d \n", arg.\_\_buf->semvmx);    //now ask for available resource:  askfor\_res.sem\_num=0;  askfor\_res.sem\_op=-1;  askfor\_res.sem\_flg=SEM\_UNDO;    if(semop(semid,&askfor\_res,1)==-1)//ask for resource  perror("semop error");    sleep(3);  //do some handling on the sharing resource here, just sleep on it 3 seconds  printf("now free the resource\n");    //now free resource  free\_res.sem\_num=0;  free\_res.sem\_op=1;  free\_res.sem\_flg=SEM\_UNDO;  if(semop(semid,&free\_res,1)==-1)//free the resource.  if(errno==EIDRM)  printf("the semaphore set was removed\n");  //you can comment out the codes below to compile a different version:  if(semctl(semid, 0, IPC\_RMID)==-1)  perror("semctl IPC\_RMID");  else printf("remove sem ok\n");  } |

注：读者可以尝试一下注释掉初始化步骤，进程在运行时会出现何种情况（进程在申请资源时会睡眠），同时可以像程序结尾给出的注释那样，把该程序编译成两个不同版本。下面是本程序的运行结果（操作系统redhat8.0）：

|  |
| --- |
| owner's uid is 0  owner's gid is 0  creater's uid is 0  creater's gid is 0  the number of entries in semaphore map is 32000  max number of semaphore identifiers is 128  mas number of semaphores in system is 32000  the number of undo structures system wide is 32000  max number of semaphores per semid is 250  max number of ops per semop call is 32  max number of undo entries per process is 32  the sizeof of struct sem\_undo is 20  the maximum semaphore value is 32767  now free the resource  remove sem ok |

Summary：信号灯与其它进程间通信方式有所不同，它主要用于进程间同步。通常所说的系统V信号灯实际上是一个信号灯的集合，可用于多种共享资源的进程间同步。每个信号灯都有一个值，可以用来表示当前该信号灯代表的共享资源可用（available）数量，如果一个进程要申请共享资源，那么就从信号灯值中减去要申请的数目，如果当前没有足够的可用资源，进程可以睡眠等待，也可以立即返回。当进程要申请多种共享资源时，linux可以保证操作的原子性，即要么申请到所有的共享资源，要么放弃所有资源，这样能够保证多个进程不会造成互锁。Linux对信号灯有各种各样的限制，程序中给出了输出结果。另外，如果读者想对信号灯作进一步的理解，建议阅读sem.h源代码，该文件不长，但给出了信号灯相关的重要数据结构。

#### 附录1

struct sem\_array如下：

|  |
| --- |
| /\*系统中的每个信号灯集对应一个sem\_array 结构 \*/  struct sem\_array {  struct kern\_ipc\_perm sem\_perm; /\* permissions .. see ipc.h \*/  time\_t sem\_otime; /\* last semop time \*/  time\_t sem\_ctime; /\* last change time \*/  struct sem \*sem\_base; /\* ptr to first semaphore in array \*/  struct sem\_queue \*sem\_pending; /\* pending operations to be processed \*/  struct sem\_queue \*\*sem\_pending\_last; /\* last pending operation \*/  struct sem\_undo \*undo; /\* undo requests on this array \*/  unsigned long sem\_nsems; /\* no. of semaphores in array \*/  }; |

其中，sem\_queue结构如下：

|  |
| --- |
| /\* 系统中每个因为信号灯而睡眠的进程，都对应一个sem\_queue结构\*/  struct sem\_queue {  struct sem\_queue \* next; /\* next entry in the queue \*/  struct sem\_queue \*\* prev;  /\* previous entry in the queue, \*(q->prev) == q \*/  struct task\_struct\* sleeper; /\* this process \*/  struct sem\_undo \* undo; /\* undo structure \*/  int pid; /\* process id of requesting process \*/  int status; /\* completion status of operation \*/  struct sem\_array \* sma; /\* semaphore array for operations \*/  int id; /\* internal sem id \*/  struct sembuf \* sops; /\* array of pending operations \*/  int nsops; /\* number of operations \*/  int alter; /\* operation will alter semaphore \*/  }; |

#### 附录2

union semun是系统调用semctl中的重要参数：

|  |
| --- |
| union semun {  int val; /\* value for SETVAL \*/  struct semid\_ds \*buf; /\* buffer for IPC\_STAT & IPC\_SET \*/  unsigned short \*array; /\* array for GETALL & SETALL \*/  struct seminfo \*\_\_buf; /\* buffer for IPC\_INFO \*/ //test!!  void \*\_\_pad;  };  struct seminfo {  int semmap;  int semmni;  int semmns;  int semmnu;  int semmsl;  int semopm;  int semume;  int semusz;  int semvmx;  int semaem;  }; |

# 六．Linux环境进程间通信（五）：共享内存（上）

采用共享内存通信的一个显而易见的好处是效率高，因为进程可以直接读写内存，而不需要任何数据的拷贝。对于像管道和消息队列等通信方式，则需要在内核和用户空间进行四次的数据拷贝，而共享内存则只拷贝两次数据[1]：一次从输入文件到共享内存区，另一次从共享内存区到输出文件。实际上，进程之间在共享内存时，并不总是读写少量数据后就解除映射，有新的通信时，再重新建立共享内存区域。而是保持共享区域，直到通信完毕为止，这样，数据内容一直保存在共享内存中，并没有写回文件。共享内存中的内容往往是在解除映射时才写回文件的。因此，采用共享内存的通信方式效率是非常高的。

Linux的2.2.x内核支持多种共享内存方式，如mmap()系统调用，Posix共享内存，以及系统V共享内存。linux发行版本如Redhat 8.0支持mmap()系统调用及系统V共享内存，但还没实现Posix共享内存，本文将主要介绍mmap()系统调用及系统V共享内存API的原理及应用。

## 1、内核怎样保证各个进程寻址到同一个共享内存区域的内存页面

1、page cache及swap cache中页面的区分：一个被访问文件的物理页面都驻留在page cache或swap cache中，一个页面的所有信息由struct page来描述。struct page中有一个域为指针mapping ，它指向一个struct address\_space类型结构。page cache或swap cache中的所有页面就是根据address\_space结构以及一个偏移量来区分的。

2、文件与address\_space结构的对应：一个具体的文件在打开后，内核会在内存中为之建立一个struct inode结构，其中的i\_mapping域指向一个address\_space结构。这样，一个文件就对应一个address\_space结构，一个address\_space与一个偏移量能够确定一个page cache 或swap cache中的一个页面。因此，当要寻址某个数据时，很容易根据给定的文件及数据在文件内的偏移量而找到相应的页面。

3、进程调用mmap()时，只是在进程空间内新增了一块相应大小的缓冲区，并设置了相应的访问标识，但并没有建立进程空间到物理页面的映射。因此，第一次访问该空间时，会引发一个缺页异常。

4、对于共享内存映射情况，缺页异常处理程序首先在swap cache中寻找目标页（符合address\_space以及偏移量的物理页），如果找到，则直接返回地址；如果没有找到，则判断该页是否在交换区(swap area)，如果在，则执行一个换入操作；如果上述两种情况都不满足，处理程序将分配新的物理页面，并把它插入到page cache中。进程最终将更新进程页表。   
注：对于映射普通文件情况（非共享映射），缺页异常处理程序首先会在page cache中根据address\_space以及数据偏移量寻找相应的页面。如果没有找到，则说明文件数据还没有读入内存，处理程序会从磁盘读入相应的页面，并返回相应地址，同时，进程页表也会更新。

5、所有进程在映射同一个共享内存区域时，情况都一样，在建立线性地址与物理地址之间的映射之后，不论进程各自的返回地址如何，实际访问的必然是同一个共享内存区域对应的物理页面。   
注：一个共享内存区域可以看作是特殊文件系统shm中的一个文件，shm的安装点在交换区上。

上面涉及到了一些数据结构，围绕数据结构理解问题会容易一些。

## 2、mmap()及其相关系统调用

mmap()系统调用使得进程之间通过映射同一个普通文件实现共享内存。普通文件被映射到进程地址空间后，进程可以向访问普通内存一样对文件进行访问，不必再调用read()，write（）等操作。

注：实际上，mmap()系统调用并不是完全为了用于共享内存而设计的。它本身提供了不同于一般对普通文件的访问方式，进程可以像读写内存一样对普通文件的操作。而Posix或系统V的共享内存IPC则纯粹用于共享目的，当然mmap()实现共享内存也是其主要应用之一。

### 2.1 mmap()系统调用形式

void\* mmap ( void \* addr , size\_t len , int prot , int flags , int fd , off\_t offset )   
参数fd为即将映射到进程空间的文件描述字，一般由open()返回，同时，fd可以指定为-1，此时须指定flags参数中的MAP\_ANON，表明进行的是匿名映射（不涉及具体的文件名，避免了文件的创建及打开，很显然只能用于具有亲缘关系的进程间通信）。len是映射到调用进程地址空间的字节数，它从被映射文件开头offset个字节开始算起。prot 参数指定共享内存的访问权限。可取如下几个值的或：PROT\_READ（可读） , PROT\_WRITE （可写）, PROT\_EXEC （可执行）, PROT\_NONE（不可访问）。flags由以下几个常值指定：MAP\_SHARED , MAP\_PRIVATE , MAP\_FIXED，其中，MAP\_SHARED , MAP\_PRIVATE必选其一，而MAP\_FIXED则不推荐使用。offset参数一般设为0，表示从文件头开始映射。参数addr指定文件应被映射到进程空间的起始地址，一般被指定一个空指针，此时选择起始地址的任务留给内核来完成。函数的返回值为最后文件映射到进程空间的地址，进程可直接操作起始地址为该值的有效地址。这里不再详细介绍mmap()的参数，读者可参考mmap()手册页获得进一步的信息。

### 2.2 系统调用mmap()用于共享内存的两种方式

（1）使用普通文件提供的内存映射：适用于任何进程之间；此时，需要打开或创建一个文件，然后再调用mmap()；典型调用代码如下：

|  |
| --- |
| fd=open(name, flag, mode);  if(fd<0)  ... |

ptr=mmap(NULL, len , PROT\_READ|PROT\_WRITE, MAP\_SHARED , fd , 0); 通过mmap()实现共享内存的通信方式有许多特点和要注意的地方，我们将在范例中进行具体说明。

（2）使用特殊文件提供匿名内存映射：适用于具有亲缘关系的进程之间；由于父子进程特殊的亲缘关系，在父进程中先调用mmap()，然后调用fork()。那么在调用fork()之后，子进程继承父进程匿名映射后的地址空间，同样也继承mmap()返回的地址，这样，父子进程就可以通过映射区域进行通信了。注意，这里不是一般的继承关系。一般来说，子进程单独维护从父进程继承下来的一些变量。而mmap()返回的地址，却由父子进程共同维护。   
对于具有亲缘关系的进程实现共享内存最好的方式应该是采用匿名内存映射的方式。此时，不必指定具体的文件，只要设置相应的标志即可，参见范例2。

### 2.3 系统调用munmap()

int munmap( void \* addr, size\_t len )   
该调用在进程地址空间中解除一个映射关系，addr是调用mmap()时返回的地址，len是映射区的大小。当映射关系解除后，对原来映射地址的访问将导致段错误发生。

### 2.4 系统调用msync()

int msync ( void \* addr , size\_t len, int flags)   
一般说来，进程在映射空间的对共享内容的改变并不直接写回到磁盘文件中，往往在调用munmap（）后才执行该操作。可以通过调用msync()实现磁盘上文件内容与共享内存区的内容一致。

## 3、mmap()范例

下面将给出使用mmap()的两个范例：范例1给出两个进程通过映射普通文件实现共享内存通信；范例2给出父子进程通过匿名映射实现共享内存。系统调用mmap()有许多有趣的地方，下面是通过mmap（）映射普通文件实现进程间的通信的范例，我们通过该范例来说明mmap()实现共享内存的特点及注意事项。

### 范例1：两个进程通过映射普通文件实现共享内存通信

范例1包含两个子程序：map\_normalfile1.c及map\_normalfile2.c。编译两个程序，可执行文件分别为map\_normalfile1及map\_normalfile2。两个程序通过命令行参数指定同一个文件来实现共享内存方式的进程间通信。map\_normalfile2试图打开命令行参数指定的一个普通文件，把该文件映射到进程的地址空间，并对映射后的地址空间进行写操作。map\_normalfile1把命令行参数指定的文件映射到进程地址空间，然后对映射后的地址空间执行读操作。这样，两个进程通过命令行参数指定同一个文件来实现共享内存方式的进程间通信。

下面是两个程序代码：

|  |
| --- |
| /\*-------------map\_normalfile1.c-----------\*/  #include <sys/mman.h>  #include <sys/types.h>  #include <fcntl.h>  #include <unistd.h>  typedef struct{  char name[4];  int age;  }people;  main(int argc, char\*\* argv) // map a normal file as shared mem:  {  int fd,i;  people \*p\_map;  char temp;    fd=open(argv[1],O\_CREAT|O\_RDWR|O\_TRUNC,00777);  lseek(fd,sizeof(people)\*5-1,SEEK\_SET);  write(fd,"",1);    p\_map = (people\*) mmap( NULL,sizeof(people)\*10,PROT\_READ|PROT\_WRITE,  MAP\_SHARED,fd,0 );  close( fd );  temp = 'a';  for(i=0; i<10; i++)  {  temp += 1;  memcpy( ( \*(p\_map+i) ).name, &temp,2 );  ( \*(p\_map+i) ).age = 20+i;  }  printf(" initialize over \n ")；  sleep(10);  munmap( p\_map, sizeof(people)\*10 );  printf( "umap ok \n" );  }  /\*-------------map\_normalfile2.c-----------\*/  #include <sys/mman.h>  #include <sys/types.h>  #include <fcntl.h>  #include <unistd.h>  typedef struct{  char name[4];  int age;  }people;  main(int argc, char\*\* argv) // map a normal file as shared mem:  {  int fd,i;  people \*p\_map;  fd=open( argv[1],O\_CREAT|O\_RDWR,00777 );  p\_map = (people\*)mmap(NULL,sizeof(people)\*10,PROT\_READ|PROT\_WRITE,  MAP\_SHARED,fd,0);  for(i = 0;i<10;i++)  {  printf( "name: %s age %d;\n",(\*(p\_map+i)).name, (\*(p\_map+i)).age );  }  munmap( p\_map,sizeof(people)\*10 );  } |

map\_normalfile1.c首先定义了一个people数据结构，（在这里采用数据结构的方式是因为，共享内存区的数据往往是有固定格式的，这由通信的各个进程决定，采用结构的方式有普遍代表性）。map\_normfile1首先打开或创建一个文件，并把文件的长度设置为5个people结构大小。然后从mmap()的返回地址开始，设置了10个people结构。然后，进程睡眠10秒钟，等待其他进程映射同一个文件，最后解除映射。

map\_normfile2.c只是简单的映射一个文件，并以people数据结构的格式从mmap()返回的地址处读取10个people结构，并输出读取的值，然后解除映射。

分别把两个程序编译成可执行文件map\_normalfile1和map\_normalfile2后，在一个终端上先运行./map\_normalfile2 /tmp/test\_shm，程序输出结果如下：

|  |
| --- |
| initialize over  umap ok |

在map\_normalfile1输出initialize over 之后，输出umap ok之前，在另一个终端上运行map\_normalfile2 /tmp/test\_shm，将会产生如下输出(为了节省空间，输出结果为稍作整理后的结果)：

|  |
| --- |
| name: b age 20; name: c age 21; name: d age 22; name: e age 23; name: f age 24;  name: g age 25; name: h age 26; name: I age 27; name: j age 28; name: k age 29; |

在map\_normalfile1 输出umap ok后，运行map\_normalfile2则输出如下结果：

|  |
| --- |
| name: b age 20; name: c age 21; name: d age 22; name: e age 23; name: f age 24;  name: age 0; name: age 0; name: age 0; name: age 0; name: age 0; |

**从程序的运行结果中可以得出的结论**

1、 最终被映射文件的内容的长度不会超过文件本身的初始大小，即映射不能改变文件的大小；

2、 可以用于进程通信的有效地址空间大小大体上受限于被映射文件的大小，但不完全受限于文件大小。打开文件被截短为5个people结构大小，而在map\_normalfile1中初始化了10个people数据结构，在恰当时候（map\_normalfile1输出initialize over 之后，输出umap ok之前）调用map\_normalfile2会发现map\_normalfile2将输出全部10个people结构的值，后面将给出详细讨论。   
注：在linux中，内存的保护是以页为基本单位的，即使被映射文件只有一个字节大小，内核也会为映射分配一个页面大小的内存。当被映射文件小于一个页面大小时，进程可以对从mmap()返回地址开始的一个页面大小进行访问，而不会出错；但是，如果对一个页面以外的地址空间进行访问，则导致错误发生，后面将进一步描述。因此，可用于进程间通信的有效地址空间大小不会超过文件大小及一个页面大小的和。

3、 文件一旦被映射后，调用mmap()的进程对返回地址的访问是对某一内存区域的访问，暂时脱离了磁盘上文件的影响。所有对mmap()返回地址空间的操作只在内存中有意义，只有在调用了munmap()后或者msync()时，才把内存中的相应内容写回磁盘文件，所写内容仍然不能超过文件的大小。

### 范例2：父子进程通过匿名映射实现共享内存

|  |
| --- |
| #include <sys/mman.h>  #include <sys/types.h>  #include <fcntl.h>  #include <unistd.h>  typedef struct{  char name[4];  int age;  }people;  main(int argc, char\*\* argv)  {  int i;  people \*p\_map;  char temp;  p\_map=(people\*)mmap(NULL,sizeof(people)\*10,PROT\_READ|PROT\_WRITE,  MAP\_SHARED|MAP\_ANONYMOUS,-1,0);  if(fork() == 0)  {  sleep(2);  for(i = 0;i<5;i++)  printf("child read: the %d people's age is %d\n",i+1,(\*(p\_map+i)).age);  (\*p\_map).age = 100;  munmap(p\_map,sizeof(people)\*10); //实际上，进程终止时，会自动解除映射。  exit();  }  temp = 'a';  for(i = 0;i<5;i++)  {  temp += 1;  memcpy((\*(p\_map+i)).name, &temp,2);  (\*(p\_map+i)).age=20+i;  }  sleep(5);  printf( "parent read: the first people,s age is %d\n",(\*p\_map).age );  printf("umap\n");  munmap( p\_map,sizeof(people)\*10 );  printf( "umap ok\n" );  } |

考察程序的输出结果，体会父子进程匿名共享内存：

|  |
| --- |
| child read: the 1 people's age is 20  child read: the 2 people's age is 21  child read: the 3 people's age is 22  child read: the 4 people's age is 23  child read: the 5 people's age is 24  parent read: the first people,s age is 100  umap  umap ok |

## 4、对mmap()返回地址的访问

前面对范例运行结构的讨论中已经提到，linux采用的是页式管理机制。对于用mmap()映射普通文件来说，进程会在自己的地址空间新增一块空间，空间大小由mmap()的len参数指定，注意，进程并不一定能够对全部新增空间都能进行有效访问。进程能够访问的有效地址大小取决于文件被映射部分的大小。简单的说，能够容纳文件被映射部分大小的最少页面个数决定了进程从mmap()返回的地址开始，能够有效访问的地址空间大小。超过这个空间大小，内核会根据超过的严重程度返回发送不同的信号给进程。可用如下图示说明：

![图 1](data:image/gif;base64,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)

注意：文件被映射部分而不是整个文件决定了进程能够访问的空间大小，另外，如果指定文件的偏移部分，一定要注意为页面大小的整数倍。下面是对进程映射地址空间的访问范例：

|  |
| --- |
| #include <sys/mman.h>  #include <sys/types.h>  #include <fcntl.h>  #include <unistd.h>  typedef struct{  char name[4];  int age;  }people;  main(int argc, char\*\* argv)  {  int fd,i;  int pagesize,offset;  people \*p\_map;    pagesize = sysconf(\_SC\_PAGESIZE);  printf("pagesize is %d\n",pagesize);  fd = open(argv[1],O\_CREAT|O\_RDWR|O\_TRUNC,00777);  lseek(fd,pagesize\*2-100,SEEK\_SET);  write(fd,"",1);  offset = 0; //此处offset = 0编译成版本1；offset = pagesize编译成版本2  p\_map = (people\*)mmap(NULL,pagesize\*3,PROT\_READ|PROT\_WRITE,MAP\_SHARED,fd,offset);  close(fd);    for(i = 1; i<10; i++)  {  (\*(p\_map+pagesize/sizeof(people)\*i-2)).age = 100;  printf("access page %d over\n",i);  (\*(p\_map+pagesize/sizeof(people)\*i-1)).age = 100;  printf("access page %d edge over, now begin to access page %d\n",i, i+1);  (\*(p\_map+pagesize/sizeof(people)\*i)).age = 100;  printf("access page %d over\n",i+1);  }  munmap(p\_map,sizeof(people)\*10);  } |

如程序中所注释的那样，把程序编译成两个版本，两个版本主要体现在文件被映射部分的大小不同。文件的大小介于一个页面与两个页面之间（大小为：pagesize\*2-99），版本1的被映射部分是整个文件，版本2的文件被映射部分是文件大小减去一个页面后的剩余部分，不到一个页面大小(大小为：pagesize-99)。程序中试图访问每一个页面边界，两个版本都试图在进程空间中映射pagesize\*3的字节数。

版本1的输出结果如下：

|  |
| --- |
| pagesize is 4096  access page 1 over  access page 1 edge over, now begin to access page 2  access page 2 over  access page 2 over  access page 2 edge over, now begin to access page 3  Bus error //被映射文件在进程空间中覆盖了两个页面，此时，进程试图访问第三个页面 |

版本2的输出结果如下：

|  |
| --- |
| pagesize is 4096  access page 1 over  access page 1 edge over, now begin to access page 2  Bus error //被映射文件在进程空间中覆盖了一个页面，此时，进程试图访问第二个页面 |

## 结论

采用系统调用mmap()实现进程间通信是很方便的，在应用层上接口非常简洁。内部实现机制区涉及到了linux存储管理以及文件系统等方面的内容，可以参考一下相关重要数据结构来加深理解。在本专题的后面部分，将介绍系统v共享内存的实现。

# 七．Linux环境进程间通信（五）：共享内存（下）

系统调用mmap()通过映射一个普通文件实现共享内存。系统V则是通过映射特殊文件系统shm中的文件实现进程间的共享内存通信。也就是说，每个共享内存区域对应特殊文件系统shm中的一个文件（这是通过shmid\_kernel结构联系起来的），后面还将阐述。

## 1、系统V共享内存原理

进程间需要共享的数据被放在一个叫做IPC共享内存区域的地方，所有需要访问该共享区域的进程都要把该共享区域映射到本进程的地址空间中去。系统V共享内存通过shmget获得或创建一个IPC共享内存区域，并返回相应的标识符。内核在保证shmget获得或创建一个共享内存区，初始化该共享内存区相应的shmid\_kernel结构注同时，还将在特殊文件系统shm中，创建并打开一个同名文件，并在内存中建立起该文件的相应dentry及inode结构，新打开的文件不属于任何一个进程（任何进程都可以访问该共享内存区）。所有这一切都是系统调用shmget完成的。

注：每一个共享内存区都有一个控制结构struct shmid\_kernel，shmid\_kernel是共享内存区域中非常重要的一个数据结构，它是存储管理和文件系统结合起来的桥梁，定义如下：

|  |
| --- |
| struct shmid\_kernel /\* private to the kernel \*/  {  struct kern\_ipc\_perm shm\_perm;  struct file \* shm\_file;  int id;  unsigned long shm\_nattch;  unsigned long shm\_segsz;  time\_t shm\_atim;  time\_t shm\_dtim;  time\_t shm\_ctim;  pid\_t shm\_cprid;  pid\_t shm\_lprid;  }; |

该结构中最重要的一个域应该是shm\_file，它存储了将被映射文件的地址。每个共享内存区对象都对应特殊文件系统shm中的一个文件，一般情况下，特殊文件系统shm中的文件是不能用read()、write()等方法访问的，当采取共享内存的方式把其中的文件映射到进程地址空间后，可直接采用访问内存的方式对其访问。

这里我们采用[1]中的图表给出与系统V共享内存相关数据结构：
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正如消息队列和信号灯一样，内核通过数据结构struct ipc\_ids shm\_ids维护系统中的所有共享内存区域。上图中的shm\_ids.entries变量指向一个ipc\_id结构数组，而每个ipc\_id结构数组中有个指向kern\_ipc\_perm结构的指针。到这里读者应该很熟悉了，对于系统V共享内存区来说，kern\_ipc\_perm的宿主是shmid\_kernel结构，shmid\_kernel是用来描述一个共享内存区域的，这样内核就能够控制系统中所有的共享区域。同时，在shmid\_kernel结构的file类型指针shm\_file指向文件系统shm中相应的文件，这样，共享内存区域就与shm文件系统中的文件对应起来。

在创建了一个共享内存区域后，还要将它映射到进程地址空间，系统调用shmat()完成此项功能。由于在调用shmget()时，已经创建了文件系统shm中的一个同名文件与共享内存区域相对应，因此，调用shmat()的过程相当于映射文件系统shm中的同名文件过程，原理与mmap()大同小异。

## 2、系统V共享内存API

对于系统V共享内存，主要有以下几个API：shmget()、shmat()、shmdt()及shmctl()。

|  |
| --- |
| #include <sys/ipc.h>  #include <sys/shm.h> |

shmget（）用来获得共享内存区域的ID，如果不存在指定的共享区域就创建相应的区域。shmat()把共享内存区域映射到调用进程的地址空间中去，这样，进程就可以方便地对共享区域进行访问操作。shmdt()调用用来解除进程对共享内存区域的映射。shmctl实现对共享内存区域的控制操作。这里我们不对这些系统调用作具体的介绍，读者可参考相应的手册页面，后面的范例中将给出它们的调用方法。

注：shmget的内部实现包含了许多重要的系统V共享内存机制；shmat在把共享内存区域映射到进程空间时，并不真正改变进程的页表。当进程第一次访问内存映射区域访问时，会因为没有物理页表的分配而导致一个缺页异常，然后内核再根据相应的存储管理机制为共享内存映射区域分配相应的页表。

## 3、系统V共享内存限制

在/proc/sys/kernel/目录下，记录着系统V共享内存的一下限制，如一个共享内存区的最大字节数shmmax，系统范围内最大共享内存区标识符数shmmni等，可以手工对其调整，但不推荐这样做。

在[2]中，给出了这些限制的测试方法，不再赘述。

## 4、系统V共享内存范例

本部分将给出系统V共享内存API的使用方法，并对比分析系统V共享内存机制与mmap()映射普通文件实现共享内存之间的差异，首先给出两个进程通过系统V共享内存通信的范例：

|  |
| --- |
| /\*\*\*\*\* testwrite.c \*\*\*\*\*\*\*/  #include <sys/ipc.h>  #include <sys/shm.h>  #include <sys/types.h>  #include <unistd.h>  typedef struct{  char name[4];  int age;  } people;  main(int argc, char\*\* argv)  {  int shm\_id,i;  key\_t key;  char temp;  people \*p\_map;  char\* name = "/dev/shm/myshm2";  key = ftok(name,0);  if(key==-1)  perror("ftok error");  shm\_id=shmget(key,4096,IPC\_CREAT);  if(shm\_id==-1)  {  perror("shmget error");  return;  }  p\_map=(people\*)shmat(shm\_id,NULL,0);  temp='a';  for(i = 0;i<10;i++)  {  temp+=1;  memcpy((\*(p\_map+i)).name,&temp,1);  (\*(p\_map+i)).age=20+i;  }  if(shmdt(p\_map)==-1)  perror(" detach error ");  }  /\*\*\*\*\*\*\*\*\*\* testread.c \*\*\*\*\*\*\*\*\*\*\*\*/  #include <sys/ipc.h>  #include <sys/shm.h>  #include <sys/types.h>  #include <unistd.h>  typedef struct{  char name[4];  int age;  } people;  main(int argc, char\*\* argv)  {  int shm\_id,i;  key\_t key;  people \*p\_map;  char\* name = "/dev/shm/myshm2";  key = ftok(name,0);  if(key == -1)  perror("ftok error");  shm\_id = shmget(key,4096,IPC\_CREAT);  if(shm\_id == -1)  {  perror("shmget error");  return;  }  p\_map = (people\*)shmat(shm\_id,NULL,0);  for(i = 0;i<10;i++)  {  printf( "name:%s\n",(\*(p\_map+i)).name );  printf( "age %d\n",(\*(p\_map+i)).age );  }  if(shmdt(p\_map) == -1)  perror(" detach error ");  } |

testwrite.c创建一个系统V共享内存区，并在其中写入格式化数据；testread.c访问同一个系统V共享内存区，读出其中的格式化数据。分别把两个程序编译为testwrite及testread，先后执行./testwrite及./testread 则./testread输出结果如下：

|  |
| --- |
| name: b age 20; name: c age 21; name: d age 22; name: e age 23; name: f age 24;  name: g age 25; name: h age 26; name: I age 27; name: j age 28; name: k age 29; |

通过对试验结果分析，对比系统V与mmap()映射普通文件实现共享内存通信，可以得出如下结论：

1、 系统V共享内存中的数据，从来不写入到实际磁盘文件中去；而通过mmap()映射普通文件实现的共享内存通信可以指定何时将数据写入磁盘文件中。注：前面讲到，系统V共享内存机制实际是通过映射特殊文件系统shm中的文件实现的，文件系统shm的安装点在交换分区上，系统重新引导后，所有的内容都丢失。

2、 系统V共享内存是随内核持续的，即使所有访问共享内存的进程都已经正常终止，共享内存区仍然存在（除非显式删除共享内存），在内核重新引导之前，对该共享内存区域的任何改写操作都将一直保留。

3、 通过调用mmap()映射普通文件进行进程间通信时，一定要注意考虑进程何时终止对通信的影响。而通过系统V共享内存实现通信的进程则不然。注：这里没有给出shmctl的使用范例，原理与消息队列大同小异。

## 结论

共享内存允许两个或多个进程共享一给定的存储区，因为数据不需要来回复制，所以是最快的一种进程间通信机制。共享内存可以通过mmap()映射普通文件（特殊情况下还可以采用匿名映射）机制实现，也可以通过系统V共享内存机制实现。应用接口和原理很简单，内部机制复杂。为了实现更安全通信，往往还与信号灯等同步机制共同使用。

共享内存涉及到了存储管理以及文件系统等方面的知识，深入理解其内部机制有一定的难度，关键还要紧紧抓住内核使用的重要数据结构。系统V共享内存是以文件的形式组织在特殊文件系统shm中的。通过shmget可以创建或获得共享内存的标识符。取得共享内存标识符后，要通过shmat将这个内存区映射到本进程的虚拟地址空间。