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**Preface**

This book if for device driver developers, who have general back ground in real time operating systems. This book addresses device driver development using VxWorks/Tornado 5.4.

**Acknowledgements**

We referred to VxWorks 5.4 programmers manual and other websites to make sure that the content is as accurate as possible. We hope you enjoy this work, and drop an email to me at [payyalas@yahoo.com](mailto:payyalas@yahoo.com) for suggested improvements. Very soon we will add few more code samples to my website www.ayyalasoft.com.

Regards

Prasad Ayyalasomayajula

Allen Tully

**1)    REAL-TIME SYTEMS AND VXWORKS:**

Operating systems can be categorized into real-time and non-real-time systems. A real-time system is defined as a system where the response time for an event is predictable and deterministic with minimal latency. The architecture of the operating system's scheduler, also referred to as the dispatcher, has a significant impact on the responsiveness of the OS. Preemptive scheduling ensures the highest priority task/thread always runs and doesn’t relinquish the CPU until its work is done or a higher priority task becomes available. A preemptive scheduler also implies a real-time kernel. Several aspects to consider when selecting a real-time OS are:

§         Foot print of the kernel

§         Interrupt latency

§         Interrupt response time

§         Interrupt recovery

§         Multi-tasking

§         Task context switching

§         Virtual memory support etc.,

VxWorks provides a real-time kernel that interleaves the execution of multiple tasks employing a scheduling algorithm. Thus the user sees multiple tasks executing simultaneously. VxWorks uses a single common address space for all tasks thus avoiding virtual-to-physical memory mapping.  Complete virtual memory support is available with the optional vxMem library.

**2)    Tour of  VxWorks**

**Tasks**

A task is an independent program with its own thread of execution and execution context. Every task contains a structure called the task control block that is responsible for managing the task's context. A task’s context includes

·        program counter or thread of execution

·        CPU registers

·        Stack of dynamic variables and function calls

·        Signal handlers

·        IO assignments

·        Kernel control structures etc.,

Every task has a name and an ID associated with it. Each task is assigned a default priority as well. A task has four states as shown below.
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A task can be created with taskInit() and then activated with taskActivate() routine or both these actions can be performed in a single step using taskSpawn(). Once a task is created it is set to the suspend state and suspended until it is activated, after which it is added to the ready queue to be picked up by the scheduler and run. A task may be suspended by either the debugging your task, or the occurrence an exception. The difference between the pend and suspend states is that a task pends when it is waiting for a resource. A task that is put to sleep is added to delay queue.

**Scheduler**

VxWorks scheduler determines which task to own the CPU time. By default, the scheduler runs a preemptive algorithm. Preemptive scheduler guarantees that the highest priority task preempts a lower priority task. There are some special cases called priority inversion which is discussed in advanced concepts.

The scheduler can be set to run round robin algorithm which is a time slicing algorithm.

**Mutual Exclusion**

Mutual exclusion can be implemented in VxWorks in the following three ways.

* Semaphores
* Disabling Interrupts
* Disabling the scheduler using taskLock()

**Semaphores**

VxWorks supports three types of semaphores, binary, mutual exclusion, and counting, each of which is optimized for a specific application. Semaphores are generally used for task synchronization and communication, and protection of shared resources also referred to as concurrency control or mutual exclusion.

§         Binary semaphores are the fastest and are best suited for basic task synchronization and communication.

§         Mutual exclusion semaphores are sophisticated binary semaphores that are designed to address the issues relating to task priority inversion and semaphore deletion in a multitasking environment.

§         Counting semaphores maintain a count of the number of times a resource is given. This is useful when an action is required for each event occurrence. For example if you have ten buffers, and multiple tasks can grab and release the buffers, then you want to limit the access to this buffer pool using a counting semaphore.

**Message Queues**

VxWorks supports messages queues for inter task communication. A variable number of messages, each of variable length, can be sent to any task. ISRs and tasks can send messages but only tasks can receive messages.

Multiple tasks can wait on a single message queue and can be ordered by their priority. Messages can be marked urgent for faster delivery.

**Network Intertask Communication**

VxWorks supports general facilities like pipes, sockets, RPC and signals for network inter task communications.

**Additional Facilities**

VxWorks provides facilities like Asynchronous IO and buffered IO for application and driver development. It is also POSIX library.

**3)    Interrupts and Interrupt handling**

Interrupt is the mechanism by which a device seeks the attention of CPU.  The piece of user code that the CPU executes on interrupt is called interrupt service routine (ISR). The Kernel doesn’t transfer execution to the ISR immediately. It does some house keeping before the ISR is executed. The delay between the occurrence of interrupt and time spent by the kernel before it executes the first ISR instruction is called Interrupt response time. This equals the sum of interrupt latency and time to save CPU’s context and execution time of kernel ISR entry function.

         VxWorks provides a special context for interrupt service code to avoid task context switching, and thus renders fast response. VxWorks supplies interrupt routines which connect to C functions and pass arguments to the functions to be executed at interrupt level.  To return from an interrupt, the connected function simply returns.  A routine connected to an interrupt in this way is referred to as an interrupt service routine (ISR) or interrupt handler.  When an interrupt occurs, the registers are saved, a stack for the arguments to be passed is set up, then the C function is called. On return from the ISR, stack and registers are restored.

**IntConnect(INUM\_TO\_IVEC(intNum), intHandler, argToHandler)** allows C functions to be connected to any interrupt. The first argument to this routine is the byte offset of the interrupt vector to connect to. The second argument is the interrupt handler and the last is any argument to this handler.

         One can disable interrupts using **intLock**() for synchronization. Care should be taken to re-enable the interrupts using **intUnlock**().  If you are planning for nested interrupts, you should not disable interrupts using intLock(). Also make sure that your code is reentrant and you allocate enough stack resources for nesting.

**áPoints to remember**

a)      Within an ISR, limited capabilities exist for the user code. Not all library functions are available.

b)      Since memory facilities **malloc**() and **free**() take semaphores, they cannot be called within ISR.

c)             Any blocking call is to be avoided.

d)            Semaphores can be given, but not taken from an ISR.

**áPoints to remember**

ISR can communicate with user tasks via

a)             shared memory and ring buffers

b)            release of semaphores

c)             signal tasks

d)            writing to pipes

e)             sending messages using message queue

Understanding ISR and what goes on within interrupt handler is the key to designing your driver. Many real world drivers just have an interrupt handler and interact with user and device without the rest of the interfaces. Please refer to 7) for examples.

**4)    Devices and Drivers**

A driver supplies a uniform device independent logical interface to the user to interact with a device. A device can be a piece of hardware such as your hard drive or can be a piece of software such as a pipe or a socket, but a driver is always a software module. A driver can control multiple devices. If the architecture allows virtual memory, driver works in a logical/virtual address space, but a device works in a physical address space.

![http://studies.ac.upc.edu/doctorat/ENGRAP/VxWorks-device-drivers_files/image004.gif](data:image/gif;base64,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)

All interactions with devices in VxWorks are performed through the IOsub-system. VxWorks treats all devices as files. Devices are opened just like normal files are for IO operations. An example device is /tyCo/0 that represents a serial channel.  When a filename is specified in an IO call by the user task, the IO system searches for a device with a name that matches

The specified filename. Two most important devices are character devices or

non-block and block devices. Character devices perform IO operations character

by character. Block devices are used for storing file systems. Block devices perform IO in blocks of characters and can support complicated operations such as random access. Block devices are accessed via file system routines as shown in the above figure. The driver interface to character devices are not filesystem routines.

**áPoints to remember**

a)      A character device is named usually at the system initialization

b)      Block devices are always associated with a file system like raw file system, dos file system. They are named when initialized for a specific file system.

c)      Drivers can be loaded and unloaded dynamically.

d)      Drivers work in thee context of the task invoked an interface routine. Hence drivers are preemptable and should be designed as such.

**5)    Character Drivers**

**creat(), remove(), open(), close(), read(), write(), ioctl()**are the seven standard driver interfaces that can be exposed to the user. Not all of the interfaces are mandatory.

**Four steps are involved in the driver design and install process**

**Step 1: Decide the interfaces you want to expose and install the driver**

The following piece of code is the driver initialization routine.

STATUS    myDrv ()

{

      myDrvNum = **iosDrvInstal**l(   myDevCreate              /\*create\*/,

                                                      0                                  /\*remove() is null\*/,

                                                      myDevOpen                 /\*open()\*/,

0                                            /\*close()\*/,

myDevRead                 /\*read()\*/,

myDevWrite                 /\*write()\*/,

myDevIoctl                   /\*ioctl()\*/

);

            /\* connect the ISR\*/

**intConnect**(intvec, myIntHandler,0);

     }

As shown in the above piece of code, we can skip the driver interface routines like remove and close. But it is always a good practice to include them and return an error. VxWorks returns an error on your behalf, if it doesn’t find a particular interface. Also you can initialize any relevant data structures in the myDrv routine.

**áPoints to remember**

1)      myDrvNum is used by the IO subsystem in locating your device.

2)      The device driver gets installed into a driver table. The index is based on driver number. Since a driver can service more then one device, a list of devices are tied together in a linked list, with the same driver number, but different device names and device descriptors.

**Step 2:  Create your device descriptor structure**

Capture the essence of your device in a structure. This structure will hold all the information related to your device. This structure will be passed back by the IO subsystem, as a parameter to the rest of the interfaces like read(), write(), ioctl() etc,. You can even get this structure within your ISR.

typedef struct

{

      DEV\_HDR      myDevHdr;

      BOOL             isDevAvailable;

      Semaphore       getAccess;

}MY\_DEV;

If you are using semaphores to control the access to your device, make sure you create and initialize them before you make use of them.

Once you are ready with your structure, pass it as an address to to **iosDevAdd** as shown in the below piece of code.

STATUS myDevCreate(    char\* name, …)

{

      MY\_DEV\* pMyDevice;

      status = **iosDevAdd**(    pMyDevice,     /\* pointer to MY\_DEV device \*/

name,               /\* input param \*/

myDrvNum      /\* return value from       **iosDrvInstall** \*/

                                          );

/\* do other work as necessary \*/

}

**iosDevAdd**takes three arguments. The first argument is the address of device descriptor structure. A device descriptor structure always starts with DEV\_HDR structure as it’s first member. It can contain any other private data structures for your own use. The second argument is the name of the device. The third argument is the driver number, the return value of **iosDrvInstall**.

**áPoints to remember**

IO subsystem searches the correct device based on device name and driver number. They are held in a header structure DEV\_HDR.

**Step 3: Finish the definitions of  all other interfaces**

STATUS myDevOpen(MY\_DEV\* pMyDev,  char\* additionalInfo, int mode)

{

}

STATUS myDevRead(MY\_DEV\* pMyDev,  char\* buffer, int nBytes)

{

/\* read nBytes from the device and put them into the buffer\*/

}

STATUS myDevWrite(MY\_DEV\* pMyDev,  char\* buffer, int nBytes)

{

/\* write to the device from buffer if the device has room\*/

}

IOCTL needs some explanation. It is through IOCTL that a user can control the device.

This the preferred way of controlling the device. The code within the IOCTL depends upon the

Way your device perform and the way you want to control the device.

STATUS myDevIoctl(MY\_DEV\* pMyDev,  int request, int arg)

{

switch(request)

{

                  CASE SET\_DEVICE:

                  /\* set the device\*/

                  CASE MODIFY\_PARAM:

      }

}

**Step 4: Complete your interrupt handler**

Void myIntHandler(arg)

{

/\* disable any further interrupts \*/

intLock();

// now read the interrupt register and indicate to the other tasks that you received an interrupt.

// You can do this in multiple ways. Refer to 2)1.

//One easy way is to give a semaphore

semGive(getAccess);

/\* re-enable interrupts\*/

intUnlock();

return;

}

Once your interrupt handler has been installed using intConnect(), the kernel will call your ISR when the CPU receives an interrupt from the device.

**6)    Block Drivers**

A block device is a device that is organized as a sequence of individually accessible blocks of data. A block is the smallest addressable unit on a block device. Block devices have a slightly different interface than that of other IO drivers. Rather than interacting directly with the IO system, block drivers interact via file-system. The file system in turn interacts with the IO system. Every block device is typically associated with a specific file system. DOS, SCCI, and raw file systems are supported.

Block devices are divided into two categories based on their write capabilities**.**Direct AccessBLOCK Devices are slightly different from SEQUENTIAL Devices in that data can be written only to the end of written medium for sequential devices, where as for true block devices, data can be written any where randomly.

There is no difference between BLOCK and Sequential devices as far as reading from the device is concerned.

A device driver for a block device must provide a means for creating logical device structure, a BLK\_DEV for direct access block devices and SEQ\_DEV for sequential block devices. BLK\_DEV/ SEQ\_DEV structures describe the device, contain routines to access the device, describe the device in a general fashion so that the underlying file system that serves this device can know about this device.

**áPoints to remember**

1)      When the driver creates the block device, the device has no name or file system associated with it. These are assigned during the device initialization routine for the specific file system (example dosFsDevInit()).

2)      The low-level driver is not installed in the IO system driver table. Instead the underlying file system is installed as an entry into the driver table. Only one entry of file system is installed even if multiple devices are using this file system.

The following three steps are involved in  writing a Block device driver. I shall explain this example by using ram driver with DOS as the underlying file system.

Ram driver emulates a disk driver, but actually keeps all data in memory. The memory

location and size are specified when the "disk" is created. The RAM disk feature is useful

when data must be preserved between boots of VxWorks or when sharing data between

CPUs. The RAM driver is called in response to ***ioctl*( )**codes in the same manner as a normal

disk driver. When the file system is unable to handle a specific ***ioctl*( )**request, it is passed

to the **ramDrv**driver. Although there is no physical device to be controlled, **ramDrv**does

handle a **FIODISKFORMAT**request, which always returns OK. All other ***ioctl*( )**requests

return an error and set the task’s **errno**to **S\_ioLib\_UNKNOWN\_REQUEST**.

**Step 1: Initialize and finish the interfaces within BLK\_DEV structure**

Declare all your data structures, create your semaphores, initialize the interrupt vectors and enable the interrupts just as been discussed for character devices.

This step is required, only when you are creating your own device and not making use of existing block devices (like ram drive, scsi device etc.,) supported by VxWorks. Check VxWorks reference manual and programmers guide before you fill out the interfaces.

**áPoints to remember**

If these interfaces are filled, the file system will call them for you, if not it will call the default routines of the file system itself.

BLK\_DEV is a structure that has the address of certain routines. If you decided to fill the structure, just declare the required interfaces and pass the address of the interfaces to BLK\_DEV.

Declare your private device descriptor structure. Or you can directly use BLK\_DEV structure.

typedef struct

{

      BLK\_DEV       myDev;

      Bool                 privateData;

      Semaphore       giveAccess;

}DEVICE;

The various fields within BLK\_DEV structure are

**bd\_blkRd  Address of driver routine that reads blocks from the device**

If your device is myBlkDevice, then call this routine as myBlkDevRd.

**STATUS**         **myBlkDevRd**(

**DEVICE\* pDev** /\* pointer to driver’s device descriptor. The file system passes the address of BLK\_DEV structure. These two are equivalent because BLK\_DEV is the first item of DEVICE structure\*/,

**Int       startBlk,**

**Int       numBlks,**

**Char\*  pBuf**/\*the address where data read is copied to \*/

**);**

**bd\_blkWrt Address of driver routine that writes blocks to the device**

**STATUS         myBlkDevWrt(**

**DEVICE\* pDev** /\* pointer to driver’s device descriptor. \*/,

**Int       startBlk,**

**Int       numBlks,**

**Char\*  pBuf**/\*the address where data is copied from and written to the device \*/

**);**

**bd\_ioctl     Address of driver routine that performs the device IO control**

**STATUS         myBlkDevIoctl(**

**DEVICE\* pDev** /\* pointer to driver’s device descriptor. \*/,

**Int       functioncode,**/\* ioctl function code \*/

**Int       arg,**

**);**

**bd\_reset    Address of driver routine that performs the device reset. Null if none**

**STATUS         myBlkDevReset(**

**DEVICE\* pDev** /\* pointer to driver’s device descriptor. \*/,

**);**

**bd\_statusChk       Address of driver routine that checks the device status. Null if none**

**STATUS         myBlkDevStatus(**

**DEVICE\* pDev** /\* pointer to driver’s device descriptor. \*/,

**);**

**bd\_removable       TRUE if the device is removable( like floppy)**

**bd\_nBlocks           Total number of blocks on the device**

**bd\_nbytesPerBlk**

**bd\_lksPerTrack**

**bd\_nHeads**

**bd\_retry                Number of times to retry failed reads or writes**

**bd\_mode               Deice mode (write protected etc.,), typically set to O\_RDWR**

**bd\_readyChanged True if the device ready status has changed. Defaults to true**

A similar structure SEQ\_DEV needs to be filled if your device is sequential.

**Step 2: Create your device**

Include your header files for the file system library. In our case it is dos file system. The libaray is **dosFsLib**.

BLK\_DEV       \*pBlkDev; // declare your BLK\_DEV structure

DOS\_VOL\_DESC      \*pVolDesc;

PBlkDev          =          **ramDevCreate**(0, 512, 400, 400, 0);

PvolDesc          =          **dosFsMkfs**(“DEV1:”, PblkDev);

Explanation about  the above code.

**BLK\_DEV \*ramDevCreate**

**(**

**char \* ramAddr, /\* where it is in memory (0 = malloc) \*/**

**int bytesPerBlk, /\* number of bytes per block \*/**

**int blksPerTrack, /\* number of blocks per track \*/**

**int nBlocks, /\* number of blocks on this device \*/**

**int blkOffset /\* no. of blks to skip at start of device \*/**

**}**

if you have already pre-allocated memory, pass the address as the first argument. If not, VxWorks will allocate memory on your behalf using malloc, if you pass zero as the first argument.

**DOS\_VOL\_DESC \*dosFsMkfs**

**(**

**char \* volName, /\* volume name to use \*/**

**BLK\_DEV \* pBlkDev /\* pointer to block device struct \*/**

**)**

dosFsMkfs routine calls dosFsDevInit() with default parameters and initializes the file system on the disk by calling ioctl() with FIODISKINIT.

**DOS\_VOL\_DESC \*dosFsDevInit**

**(**

**char \* devName, /\* device name \*/**

**BLK\_DEV \* pBlkDev, /\* pointer to block device struct \*/**

**DOS\_VOL\_CONFIG \* pConfig /\* pointer to volume config data \*/**

**)**

This routine takes a block device structure (**BLK\_DEV**) created by a device driver and

defines it as a dosFs volume. As a result, when high-level I/O operations (e.g., ***open*( )**,

***write*( )**) are performed on the device, the calls will be routed through **dosFsLib**. The

*pBlkDev*parameter is the address of the **BLK\_DEV**structure which describes this device.

This routine associates the name *devName*with the device and installs it in the VxWorks

I/O system’s device table. The driver number used when the device is added to the table

is that which was assigned to the dosFs library during ***dosFsInit*( )**. (The driver number is

placed in the global variable **dosFsDrvNum**.)

The **BLK\_DEV**structure contains configuration data describing the device and the

addresses of five routines which will be called to read sectors, write sectors, reset the

device, check device status, and perform other control functions (***ioctl*( )**). These routines

will not be called until they are required by subsequent I/O operations.

The *pConfig*parameter is the address of a **DOS\_VOL\_CONFIG**structure. This structure

must have been previously initialized with the specific dosFs configuration data to be

used for this volume. This structure may be easily initialized using ***dosFsConfigInit*( )**.

If the device being initialized already has a valid dosFs (MS-DOS) file system on it, the

*pConfig*parameter may be NULL. In this case, the volume will be mounted and the

configuration data will be read from the boot sector of the disk. (If *pConfig*is NULL, both

change-no-warn and auto-sync options are initially disabled. These can be enabled using

the ***dosFsVolOptionsSet*( )**routine.)

**Step 3: Finish your ISR**

Finish your interrupt handler routine. You just need to connect the ISR using **intConnect.**

**7)    Real World Scenarios**

I will cover two sample drivers. The first one is a standard serial driver. The second one is a hypothetical network processor driver, which doesn’t follow the required conventions. Both of these are character drivers.

**SERIAL DRIVER**

            This driver deals with PowerPC 8245 DUART. You can download PPC 8245 manual online from [www.mot.com/SPS/PowerPC/](http://www.mot.com/SPS/PowerPC/). Look into chapter  11 and 12 of this manual. This example deals with NS16550 or equivalent UART (Universal Asynchronous Receiver Transmitter).

// forward declare our interrupt handler

void DuartISRHandler();

#define       EUMBARR\_BASE      DEFINE\_YOUR\_OWN

#define       DUART\_CH1\_IVR     EUMBARR\_BASE+0x51120

#define       IACK\_REG                 EUMBARR\_BASE+0x600A0

#define       EOI\_REG                    EUMBARR\_BASE+0x600B0

Embedded utilities Block(EUMBARR) holds the EPIC register definition. It serves as an offset for the rest of the registers within EPIC unit. The programming model of EPIC is as follows.

1)      set the required interrupt vector/priority register. In this case we are interested in DUART channel 1 IVR.

2)      Once an interrupt occurs, EPIC will notify the  CPU. CPU has to read the interrupt acknowledge register to determine the interrupt source. Most of the times this portion will be taken care for your by the BSP(Board support package) and the kernel. But I will show you, how to do this. Typically your kernel will determine the source and call the installed interrupt handler.

3)      Once you have finished your work within ISR, you have to return. Your kernel will typically write to EOI register. I will show this step too.

#define       DCR                            EUMBARR\_BASE+0x4511

#define       ULCR                          EUMBARR\_BASE+0x4503

#define       UFCR                          EUMBARR\_BASE+0x4502

#define       UIIR                            UFCR

#define       URBR                          EUMBARR\_BASE+0x4500

#define       UTHR                          URBR

#define       UDLB                          URBR

#define       UIER                           EUMBARR\_BASE+0x4501

#define       UDMB                         UIER

#define       ULSR                          EUMBARR\_BASE+0x4505

#define       UDSR                          EUMBARR\_BASE+0x4510

Let us get into details about the DUART itself . Refer to 12.3 DUART initialization sequence.

// declare buffersize to be  greater then 14. This the value we set for FIFO capacity, 14 bytes of data. We make use of a ring buffer to handle the incoming and out going data. A ring Buffer is a circular array (liner array around which we wrap around).

#define       BUF\_SIZE       141

typedef struct

{

      DEV\_HDR      DuartHdr;

      Char                 readBuf[BUF\_SIZE];

      Char                 writeBuf[BUF\_SIZE];

      Int                    readCount;

      Int                    readPtr;

      Int                    writePtr;

      Int                    writeCount;

      Int                    mode;

      BOOL             intUse;

      Semaphore       getRDAccess;

      Semaphore       getWRAccess;

}MY\_DEV;

// some global definitions

MY\_DEV  gDuartStruct;

Static int gDuartDrvNum  ;

STATUS DuartInit()

{

      \*ULSR            =          0; // This lets access to UDLB, UAFR and UDMB.

      \*UDLB            =          1;

      \*UDMB           =          0;

      // we have set divisor to be 16, the max baud rate allowed.

      \*UAFR            =          0; // disable concurrent writes

      \*ULSR            =          (1<<1)|1; // set bit 8 bit characters (bits 0 and 1)

      \*DCR              =          0; // route the interrupts to EPIC in four signal mode

      \*UIER             =          (1<<2)|(1<<1)|1; // we are not setting modem status. We program assuming no modem is going to be connected.

      \*UFCR            =          (1<<7)|(1<<6)| (1 << 3) | ( 1 << 2) | ( 1 << 1) |1; // enable the FIFO Tx and Rx for 14 bytes

      \* DUART\_CH1\_IVR  =          0; // clear it first;

int priority   = 16; // actual priority will be 1

int vector    = 0x7; // the vector number associated with UART interrupt.  make sure no one else has this vector already taken. It returns vector 128 when IACK register is read.

      \* DUART\_CH1\_IVR  =          (1<< priority)|(1<<  vector);

      gDuartDrvNum   = **iosDrvInstal**l(        myDevCreate              /\*create\*/,

                                                      0                                  /\*remove() is null\*/,

                                                      DuartOpen                   /\*open()\*/,

DuartClose                               /\*close()\*/,

DuartRead                    /\*read()\*/,

DuartWrite                   /\*write()\*/,

DuartIoctl                     /\*ioctl()\*/

);

      // register our ISR

      intConnect(128, DuartISRHandler, 0);

      gDuartStruct.getWRAccess      =          semBCreate (SEM\_Q\_PRIORITY, SEM\_FULL);

      gDuartStruct.getRDAccess       =          semBCreate (SEM\_Q\_PRIORITY, SEM\_EMPTY);

}

Inside the DuartInit routine, we initialized various registers. One point to note is we created two semaphores, one for read and one for write. They protect the read and write buffers readBuf and writeBuf. getWRAccess has been created full, meaning the  write semaphore is available immediately for access, which indicates that the user can write to the DUART and writeBuf can hold bytes. getRDAccess has been created empty, meaning there is no data available for reading immediately from readBuf, until someone gives the semaphore.

Semaphores are taken in read and write routines and given in the ISR. ISR can modify readPtr and writeCount. It doesn’t modify writePtr and readCount.  DuratRead() routines modifies readCount and doesn’t modify readPtr. DuratWrite() routine modifes writePtr and doesn’t modify writeCount. This way, I am making sure that no race conditions exisit.

STATUS DuartCreate(       char\* name, …)

{

      MY\_DEV\* pDuart = & gDuartStruct;

      status = **iosDevAdd**(    pDuart, /\* pointer to MY\_DEV device \*/

name,               /\* input param \*/

gDuartDrvNum             /\* return value from       **iosDrvInstall** \*/

                                          );

}

STATUS DuartOpen(MY\_DEV\* pDuart,  char\* remainder, int mode)

{

      /\* serial devices should have no file name remainder \*/

      /\* if multiple opens occur, we reject, note that I have not protected inUse variable here. They should be protected\*/

      if(remainder[0] != 0 || pDuart-> intUse)

      {

                  return ERROR;

      }

      else

      {

                  pDuart-> intUse           = true; // only one access at a time

                  pDuart-> mode            = mode;

                  return (int)pDuart;

      }

}

STATUS DuartClose(        char\* name, …)

{

      pDuart-> intUse = false;

      return OK;

}

// read from the DUART and Put it into the buffer

// here we will not always be able to read the required number of bytes for two reasons.

// 1) Not enough data is available

// 2) We code it little lazy, and the user has to do one more read to get the data, if readPtr has wrapped around

// we manipulate pDuart->readPtr only in the ISR and pDuart->readCount from this code to avoid race conditions

STATUS DuartRead(MY\_DEV\* pDuart,  char\* buffer, int nBytes)

{

/\* read nBytes from the device and put them into the buffer\*/

// define RDMASK and WRITEMASK

if(pDuart-> mode& RDMASK) // if it is readable

{

}

// this is a blocking call. If there is no data available, we cannot proceed further, until data arrives and we release the semaphore from the ISR.

semTake(pDuart->getRDAccess, WAIT\_FOREVER)

// grab whatever data is available and return it, don’t wait till you get all the required nBytes data.

Int NumBytestoRead = 0;

Int I=0;

Int readPtr = pDuart->readPtr;

NumBytestoRead  =  readPtr -  pDuart->readCount;

if(pDuart-> readCount >= readPtr)

{

                  // no race condition detected

                  while((NumBytestoRead > 0) && (pDuart-> readCount >  readPtr))

                  {

                              buffer[I] = pDuart->readBuf[pDuart-> readCount ++] ;

                              I++;

                              pDuart->readCount %= BUF\_SIZE;

                              NumBytestoRead--;

                  }

      }

      if(pDuart-> readCount  <  readPtr )

      {

                  while((NumBytestoRead > 0) && (pDuart ->readCount  < readPtr   ))

                  {

                              buffer[I] = pDuart->readBuf[pDuart-> readCount  ++] ;

                              I++;

                              NumBytestoRead--;

                  }

      }

      return I;

}

/\* write to the device from buffer if the device has room\*/

// We manipulate the writePtr from here and writeCount from the ISR

STATUS DuartWrite(MY\_DEV\* pDuart,  char\* buffer, int nBytes)

{

      // define RDMASK and WRITEMASK

if(pDuart-> mode& WRITEMASK) // if it is writeable mode

{

}

Int NumBytestoWrite = nBytes;

Int I=0;

Int writeCount = pDuart-> writeCount;

      if(pDuart->writePtr >= writeCount)

      {

                  // no race condition detected

                  while((NumBytestoWrite > 0) && (pDuart->writePtr >=  writeCount))

                  {

                              pDuart->writeBuf[pDuart->writePtr++] = buffer[I];

                              I++;

                              pDuart->writePtr %= BUF\_SIZE;

                              NumBytestoWrite--;

                  }

      }

      if(pDuart->writePtr < writeCount)

      {

                  while((NumBytestoWrite > 0) && (writeCount  >= pDuart->writePtr   ))

                  {

                              pDuart->writeBuf[pDuart->writePtr ++] = buffer[I];

                              I++;

                              NumBytestoWrite--;

                  }

      }

return I;

}

IOCTL requires some explanation. IOCTL provides an interface for a user to control the device, and is the preferred way of controlling the device. The implementation of IOCTL is dependant upon the way your device performs and how you want to control the device.

STATUS DuartIoctl(MY\_DEV\* pDuart,  int command, int baudrate)

{

switch(command)

{

                  CASE SET\_DEVICE:

                  /\* set the device\*/

                  break;

                  CASE MODIFY\_BAUD:

                              // our argument has the new baud rate.

                              // we will have to modify the registers to set the baud rate

                              // you need to know the clock frequency of your CPU.

                              // assume it is a global value

                              int  divisor  = clock\_frequency/ (baud\* 16);

                              // UDLB is the least significant byte register and UDMB is the most significant.

                              // each register is 8 bits wide, so the max value for 8 bits  of data is 255.

                              // if divisor is less then 256, we assign it to UDLB and make UDMB zero.

                              If(divisor   < 256)

                              {

                              \*UDLB            =          divisor  ;

                              }

                              else

                              {

                                          \*UDMB           =          divisor  - 255;

                                          \*UDLB            =          255;

                              }

                  break;

                  default:

                  break;

      }

}

Let us finish the interrupt handler routine. We enter into the handler after the kernel has determined that the vector within IACK register matches to DuartISRHandler.

// The logic for the code is as follows

1)      read interrupt read register UIIR

2)      if error occurred, read ULSR.

3)      read URBR, if data is recd. This will clear the UIIR

4)      write to UTHR, if FIFO is empty. This will clear the UIIR

      #define lastThreeBits   ( 1 << 3) | (1 << 2) | (1 << 1)

      #define RxLineError  (1 << 2) | ( 1 << 1)

      #define RxDataAvailable  (1 << 2)

      #define charTimeOut      (1 << 3) | (1 << 2)

      #define uthrEmpty   (1 << 1)

      #define RFE  (1 << 7)

      #define FE( 1<< 3)

      #define TxEmpty   (1 << 6)

      #define TxHrEmpty  (1 << 5)

void DuartISRHandler( )

{

      int oldlevel  = intLock(); // let us lock interrupts

      Unsigned char regUIIR = \*UIIR;

      Switch (regUIIR & lastThreeBits  )

      {

      // we handle both cases in the same fashion

      CASE RxLineError:

      CASE uthrEmpty  :

      // ULSR gives us the status of the interrupt that just occurred on the DURAT.

      Unsigned char regULSR           = \*ULSR;

                  If(regULSR &RFE)

                  {

                              // Framing Error

                              logMsg(“ Framing Error DUART”);

                  }

                  If((regULSR &TxEmpty) || (regULSR & TxHrEmpty)  )

                  {

                              // Tx is empty, we can write more to the device.

                              If(gDuartStruct .writeCount > gDuartStruct .writePtr)

                              {

                                          While( !(\*UDSR&2) && (gDuartStruct .writeCount >= gDuartStruct .writePtr)

                                          {

                                                      \*UTHR            =  writeBuf[gDuartStruct .writeCount++];

                                                      gDuartStruct .writeCount %= BUF\_SIZE;

                                          }

                              }

                              If(gDuartStruct .writeCount <=  gDuartStruct .writePtr)

                              {

                                          While(!(\*UDSR&2) && (gDuartStruct .writeCount <= gDuartStruct .writePtr)

                                          {

                                                      \*UTHR            =  writeBuf[gDuartStruct .writeCount++];

                                          }

                              }

                              // indicate to the user that write buffer can be filled.

                              semGive(gDuartStruct.getWRAcess);

                  }

                  break; // end case

      CASE RxDataAvailable :

                              If(gDuartStruct .readPtr  > gDuartStruct .readCount)

                              {

                                          While( !(\*UDSR&1) && (gDuartStruct . readPtr > gDuartStruct .readCount)

                                          {

                                                      readBuf[gDuartStruct . readPtr ++] = \*URBR  ;

                                                      gDuartStruct . readPtr %= BUF\_SIZE;

                                          }

                              }

                              If(gDuartStruct .readPtr  < gDuartStruct .readCount )

                              {

                                          While( !(\*UDSR&1) && (gDuartStruct .readCount >= gDuartStruct .readPtr)

                                          {

                                                      readBuf[gDuartStruct . readPtr ++] = \*URBR;

                                          }

                              }

                              // indicate to the user that read buffer has more data.

                              semGive(gDuartStruct.getRDAcess);

      }

      IntUnlock(oldlevel  ); // re-enable interrupts

}

Once we left the ISR, the kernel will call EOI (end of Interrupt) and will notify the CPU.

In the real world however, many times you will not be using all the interface functions. So your design will not involve adding a device (**iosDeviAdd**), installing interfaces (**iosDrvInstall**) etc,.

You directly declare your ISR and connect it to a particular vector. After that you can communicate to your device back and forth via interrupts and via user task that processes the responses from the ISR.

Here is a diagram which helps you understand more clearly.
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**8)    User Interaction with a driver**

Once you have compiled your driver module, you can link it statically or load it dynamically.

For the DUART driver to be used, you have to install the device and add the device. You can modify your DuartInit routine to automatically call DuartCreate function.

Fd = DuartCreate(“/duart0”);

Make sure your DuartInit is called during your system initialization, say at the end of **SysHardwareInit**()

Write a user application to use the duart by using the following code.

Open the device with required permissions.

If( ( fd = open(“/duart0”, O\_RDWR, 0666)) == ERROR)

{

}

else

{

 // you can read and write to the device

write(fd, buf, size);

read(fd,buf,size);

close(fd);

}

For debugging your driver, connect your tornado and use GDB.

**9)    Advanced Topics**

**a)    Context Switching:**

When the scheduler preempts a task it has to store the current state of the task in task’s context storage area and will retrieve it later when the task is resumed. The current runnable tasks context is retrieved. This process of switching the contexts is called task switching or context switching.

§         The highest priority task always runs till it requires no CPU time.

§         Higher priority tasks that are made ready preempt the currently executing task.

§         A context switch can occur by the currently executing task relinquishing control, or a higher priority task becoming ready. A currently executing task can relinquish control via a blocking call, which suspends task execution until the blocking requirement is met, or if a timeout of a blocking call invoked by a higher priority task occurs. A higher priority task may become available also via a blocking call requirement fulfilled resulting in the operating system performing a context switch, or a timeout on a blocking call occurring as previously mentioned. Interrupt handlers and currently executing tasks are common ways to initiate a context switch that results in the execution of a higher priority task.

§         Interrupt Service Routines (ISR) do not have a persistent context. ISRs have a transient execution context that executes at a higher priority than a task. Therefore, interrupt handlers preempt a task irrespective of the task's priority. Due to the transient nature of ISRs, they should not perform any blocking operation and therefore can not invoke a system call, or any routine, that does such. An ISR that attempts to block will more than likely result with the system in a deadlock state. Therefore special attention should be given to any calls made, or actions taken, from within the context of an ISR.

§         It is possible for an ISR to preempt another ISR, however this is board dependent and may not be allowed. The handling of the hardware interrupt, that in turn invokes the ISR registered for the interrupt, is board specific and is performed by the board support package software (BSP).  VxWorks provides an API that allows the developer to register an ISR with the BSP's board specific handler. This abstraction layer allows for board specific code to be segregated from the remainder of the application thus allowing for easier porting to new board types.

§         You can tell the system not to preempt your code by using taskLock() and release it later once you finished your critical section code using taskUnlock(). Note this is not a suggested mechanism, as your code cannot be interrupted. Also this might lead to unacceptable real time behavior, because a higher priority task can preempt a lower priority task that locked itself.

**b)    Reentrancy:**

If a piece of code can be used by more then one task without the fear of data corruption, then it is said to be Reentrant. A reentrant function can be interrupted at any time and resumed latter without loss or corruption of data.

To achieve reentrancy, use either local variables (i.e variables on stack rather then on heap, and CPU registers etc.,) or treat the code as critical section and protect the data. Most library routines are reentrant within VxWorks. If a function ends with **\_r(),** then it is non reentrant.

**c)     Priority inheritance**

Assume three tasks t1, t2, t3 with task priorities p1, p2, p3 such that p1 > p2 > p3. If task t3 is currently executing and holds access to shared resource s1  (ex. by holding a semaphore sem1), and if  t1 preempts t3 and wants to access s1 via the sem1,  t1 will be suspended as soon as it wants to access sem1, which  is held by t3. So to prevent deadlock, priority of task t3 will be made greater than or equal to that of t1 (i.e p3 >= p1) till t3 gives the semaphore and relinquishes it’s access to s1 .Tasks t2 and t1 cannot preempt t3 until t3 gives sem1.

To support priority inversion, RTOS should support dynamic priorities.

**d)    Address space:**InVxWorks, all code and text live together in a single address space. (VxWorks has come up with new version called AE which has different user and kernel address spaces). So if your code is poorly written, it can actually enter the kernel text and corrupt the OS, which can cause some serious problems. Having a single common address space improves the performance of your system. When you are using virtual memory, you still have to map between virtual and physical memory within your driver.

**e)     Cache Coherency:**
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1)      Mark a portion of memory within your RAM as non-cachable. Allocate cache safe buffers from this memory.

2)      Alternatively, use **cacheFlush**() and **cacheInvalidate**() routines provided by VxWorks. If Device is reading data from RAM, first flush the cache and then read data. If Device is writing to RAM, write to RAM and then invalidate the cache immediately. This way CPU’s cache will be in sync with RAM.

**f)      Implementing Select Call**

Select call lets your driver support multiple devices and a task can wait on all or some of these devices at the same time for at least one of the devices to be ready for IO. These tasks can specify timeout period for the devices to become ready.

Most of the functionality for select call is supported in **selectLib** library. Your **ioctl()** is called whenever user calls select() with an argument **FIOSELECT**. To support select() call,

1)      Declare **SEL\_WAKEUP\_LIST** as part of your device descriptor structure and initialize it by calling **selWakeupList** within your **xxDevCreate**() routine.

2)      Add **SEL\_WAKEUP\_NODE,**which is the third argument to your ioctl(), to the wakeup list.

3)      Use **selWakeupType** to determine if the task is waiting for read or write.

4)      If the device is ready, call **selWakeupAll**, to unblock all tasks waiting

5)      Implement FIOUNSELECT to delete a node