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1. Цель работы

Цель состоит в особенностей межпроцессного взаимодействия в ОС GNU/Linux.

1. Задачи

Выполнение работы сводится к следующим задачам.

1. Ознакомление с теоретическим материалом по управлению областями виртуальной памяти в ОС GNU/Linux.
2. Разработка серверной и клиентской частей приложения в соответствии с полученным заданием, должен использоваться механизм Internet-сокетов и сетевых протоколов.
3. Написание настоящего отчета защита его с исходными текстами и исполняемым модулем программы. Исходные тексты программ должны содержать комментарии в стиле системы doxygen, настоящий отчет должен включать содержимое скрипта configure.

Требуется разработать две программы: первая реализует серверную часть, вторая – клиентскую часть. Обмен данными между ними организуется посредством механизма Internet-сокетов и протокола TCP либо UDP. Результат выполнения выводится на терминал/консоль. Должен использоваться интерфейс командной строки (CLI). При реализации обязательно использование изученных в лекционном курсе системных вызовов (ОС Linux), предназначенных для работы с сокетами. Программный код, относящийся к пользовательскому интерфейсу, должен быть физически отделен от кода, реализующего межпроцессное взаимодействие, и оба они, в свою очередь, отделены от кода реализации основной логики, например, вычислений.

Вариант 14. Клиент принимает от пользователя беззнаковое целое  
число N – основание системы счисления (диапазон (1..20]) и последовательность цифр в соответствии с заданной системой счисления, отсылает серверу. Сервер принимает основание системы счисления и число в этой системе, выводит число на экран, переводит его в десятичную систему, выводит на экран, осуществляет его реверс (меняет порядок следования знаков на обратный), выводит на экран значение измененной последовательности, переводит ее в десятичную систему и выводит его на экран.

1. Исходные тексты программы
   1. int open (const char \* file, int oflag, …);

Далее приведено содержимое файлов с исходным ходом программы.
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/\*! \file task14.h

\* \brief Header file of functions with numeral systems

\* essential for task 14

\*/

#include <stdbool.h>

#include "input.h"

#include <inttypes.h>

#ifndef LAB1\_TASK14\_H

#define LAB1\_TASK14\_H

/\*! \struct taskData

\* \brief Struct for PerformTask() function

\*

\* \details Keeps data that is used as PerformTask() argument

\*/

typedef struct

{

/\*!

\* Number in required numeric system

\*/

char number[INPUT\_SIZE];

/\*!

\* Radix of numeric system

\*/

int8\_t radix;

} taskData;

/\*! \brief Performs task14 with required output

\*

\* \param data argument for task 14

\*/

void PerformTask(taskData\* data);

/\*! \brief Converts number in any (2-20) numeral system to decimal

\*

\* \param number number to convert.

\* \param radix radix of numeral system.

\* \return Integer conversion result.

\*/

int AnyNumeralSystemToDecimal(char\* number, int radix);

/\*! \brief Checks if number only contains digits, allowed for this numeral

\* system

\*

\* \param numberToCheck number to check.

\* \param radix radix of numeral system.

\* \return true if number only contains digits, allowed for this numeral
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\* system, false - otherwise.

\*/

bool CheckRadixMatch(char\* numberToCheck, int radix);

/\*! \brief Checks if number is not too big to be written to int after

\* conversion

\*

\* \param numberToCheck number to check.

\* \param radix radix of numeral system.

\* \return true if number is not too big to be written to int after

\* conversion, false - otherwise

\*/

bool CheckIntOverflow(char\* numberToCheck, int radix);

/\*! \brief Checks if number can be numeral system radix for task 14

\*

\* \param intToCheck number to check.

\* \return true if number can be numeral system radix for task 14

\* false - otherwise

\*/

bool RadixInputCheck(int intToCheck);

#endif //LAB1\_TASK14\_H
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/\*! \file input.c

\* \brief Implements functions of task14.h

\*/

#include "task14.h"

#include <math.h>

#include <string.h>

#include <stdbool.h>

#include <stdio.h>

/\*! \enum

\* \brief Essential constants for task 14

\*/

enum NumeralSystemsConstants

{

VIGESIMAL\_A = 'A', /\*\* Digit next to 9 \*/

MIN\_RADIX = 2, /\*\* Minimal numeral system radix \*/

MAX\_RADIX = 20 /\*\* Maximal numeral system radix for task \*/

};

void PerformTask(taskData\* data)

{

char reversedNumber[INPUT\_SIZE];

char\* number = data->number;

int8\_t radix = data->radix;

for (int i = (int) strlen(number) - 1; i >= 0; i--)

{

reversedNumber[strlen(number) - (i + 1)] = number[i];

}
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reversedNumber[strlen(number)] = '\0';

while (reversedNumber[strlen(reversedNumber) - 1] == '0')

{

reversedNumber[strlen(reversedNumber) - 1] = '\0';

}

printf("Original: %s\n", number);

printf("To decimal: %d\n",

AnyNumeralSystemToDecimal(number, radix));

printf("Reversed: %s\n", reversedNumber);

if (CheckIntOverflow(reversedNumber, radix))

{

printf("Reversed to decimal: %d\n",

AnyNumeralSystemToDecimal(reversedNumber, radix));

}

else

{

printf("Reversed number is too big");

}

}

int AnyNumeralSystemToDecimal(char\* number, int radix)

{

int result = 0;

int multiplier = 1;

int currentDigit;

for (int i = (int) strlen(number) - 1; i >= 0; i--)

{

if (number[i] >= VIGESIMAL\_A)

{

currentDigit = 10 + number[i] - VIGESIMAL\_A;

}

else

{

currentDigit = number[i] - '0';

}

result += currentDigit \* multiplier;

multiplier \*= radix;

}

return result;

}

bool CheckRadixMatch(char\* numberToCheck, int radix)

{

int currentDigit;

for (int i = 0; i < strlen(numberToCheck); i++)

{

if (numberToCheck[i] >= VIGESIMAL\_A)

{

currentDigit = 10 + numberToCheck[i] - VIGESIMAL\_A;

}

else

{

currentDigit = numberToCheck[i] - '0';

}

if (currentDigit >= radix || currentDigit < 0)

{
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return false;

}

}

return true;

}

bool CheckIntOverflow(char\* numberToCheck, int radix)

{

return (double) strlen(numberToCheck) <

(log((double) \_\_INT\_MAX\_\_) / log((double) radix) - 1);

}

bool RadixInputCheck(int intToCheck)

{

if (intToCheck < MIN\_RADIX || intToCheck > MAX\_RADIX)

{

return false;

}

return true;

}
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/\*! \file server.c

\* \brief Code of server executable and server's task

\*/

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <unistd.h>

#include <signal.h>

#include "task14.h"

/\*! \brief Catches ctrl+C signal, closes socket and terminates server

\*

\* \param signum caught signal

\* \param socketToClose descriptor of socket to close before terminating

\*/

void serverKiller(int signum, int socketToClose) {

printf("Caught signal %d\n", signum);

if(signum == SIGINT)

{

printf("Terminating server\n");

close(socketToClose);

exit(signum);

}

}

/\*! \brief Reads data from socket and calls PerformTask()

\*

\* \param serverSocket descriptor of socket to listen

\*/

int serverTask(int serverSocket)
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{

struct sockaddr\_in clientName;

socklen\_t clientNameLength = sizeof(clientName);

taskData\* data;

data = (taskData\*) malloc(sizeof(taskData));

int recvResult = (int) recvfrom(serverSocket, data, sizeof(taskData),

0,

(struct sockaddr\*) &clientName,

&clientNameLength);

if (-1 == recvResult)

{

perror("recvfrom");

}

if (recvResult > 0)

{

PerformTask(data);

}

free(data);

return 0;

}

/\*! \brief main function of server

\*/

int main(int argc, char\* const argv[])

{

if (argc < 2)

{

fprintf(stderr, "Too few parameters.\n");

return EXIT\_FAILURE;

}

int socketFileDescriptor = -1;

int portNumber = atoi(argv[1]);

struct sockaddr\_in name;

socketFileDescriptor = socket(AF\_INET, SOCK\_DGRAM, IPPROTO\_UDP);

int i = 1;

setsockopt(socketFileDescriptor, SOL\_SOCKET, SO\_REUSEADDR,

(const char\*) &i, sizeof(i)

);

bzero((char\*) &name, sizeof(name));

name.sin\_family = AF\_INET;

name.sin\_port = htons((u\_short) portNumber);

name.sin\_addr.s\_addr = INADDR\_ANY;

if (-1 == bind(socketFileDescriptor, (const struct sockaddr\*) &name,

sizeof(name)))

{

perror("bind ");

close(socketFileDescriptor);

exit(1);

}

signal(SIGINT, (void\*) serverKiller);

do

{

serverTask(socketFileDescriptor);

} while (true);

}
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/\*! \file client.c

\* \brief Code of client executable

\*/

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <unistd.h>

#include "task14.h"

/\*! \brief Catches ctrl+C signal, closes socket and terminates server

\* \details Parses CL arguments, checks them and sends to the server

\*/

int main(int argc, const char\* argv[])

{

if (argc != 5)

{

fprintf(stderr, "Expected arguments:\nServer address\nPort"

"number\nRadix (2-20)\nNumber (use \'A\' - \'J\' as"

"digits for >10-based systems\n");

return EXIT\_FAILURE;

}

taskData\* data;

data = (taskData\*) malloc(sizeof(taskData));

char\* strtolEndptr;

data->radix = (int8\_t) strtol(argv[3], &strtolEndptr, 10);

if (\*strtolEndptr != argv[3][strlen(argv[3])])

{

printf("Wrong radix format!\n");

return 0;

}

if (!RadixInputCheck(data->radix))

{

printf("Wrong radix format!\n");

return 0;

}

strcpy(data->number, argv[4]);

if (!(CheckIntOverflow(data->number, data->radix) &&

CheckRadixMatch(data->number, data->radix)))

{

printf("Wrong number format!\n");

return 0;

}

int socketFileDescriptor;

int portNumber = atoi(argv[2]);

struct sockaddr\_in name;

memset((char\*) &name, 0, sizeof(name));

name.sin\_family = AF\_INET;

name.sin\_addr.s\_addr = inet\_addr(argv[1]);

if (INADDR\_NONE == name.sin\_addr.s\_addr)

{

perror("inet\_addr");
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exit(1);

}

name.sin\_port = htons((u\_short) portNumber);

socketFileDescriptor = socket(AF\_INET, SOCK\_DGRAM, IPPROTO\_UDP);

if (socketFileDescriptor < 0)

{

perror("socket");

exit(1);

}

int resSend;

resSend = (int) sendto(socketFileDescriptor, data, sizeof(taskData), 0,

(struct sockaddr\*) &name, sizeof(name));

if (0 > resSend)

{

perror("sendto");

exit(1);

}

close(socketFileDescriptor);

free(data);

return 0;

}

Листинг 5 – код в файле input.h

/\*! \file input.h

\* \brief Header containing essential input constants

\*/

#include <stdbool.h>

#ifndef LAB1\_INPUT\_H

#define LAB1\_INPUT\_H

/\*! \enum

\* \brief Size of string for input

\*/

enum Sizes

{

INPUT\_SIZE = 200

};

#endif //LAB1\_INPUT\_H

1. Содержимое скрипта configure

На следующем листинге приведено содержимое скрипта configure.
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#! /bin/sh

# Guess values for system-dependent variables and create Makefiles.

# Generated by GNU Autoconf 2.69 for FULL-PACKAGE-NAME VERSION.

#

# Report bugs to <BUG-REPORT-ADDRESS>.

#

#

# Copyright (C) 1992-1996, 1998-2012 Free Software Foundation, Inc.

#

#

# This configure script is free software; the Free Software Foundation

# gives unlimited permission to copy, distribute and modify it.

## -------------------- ##

## M4sh Initialization. ##

## -------------------- ##

# Be more Bourne compatible

DUALCASE=1; export DUALCASE # for MKS sh

if test -n "${ZSH\_VERSION+set}" && (emulate sh) >/dev/null 2>&1; then :

emulate sh

NULLCMD=:

# Pre-4.2 versions of Zsh do word splitting on ${1+"$@"}, which

# is contrary to our usage. Disable this feature.

alias -g '${1+"$@"}'='"$@"'

setopt NO\_GLOB\_SUBST

else

case `(set -o) 2>/dev/null` in #(

\*posix\*) :

set -o posix ;; #(

\*) :

;;

esac

fi

as\_nl='

'

export as\_nl
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# Printing a long string crashes Solaris 7 /usr/bin/printf.

as\_echo='\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\'

as\_echo=$as\_echo$as\_echo$as\_echo$as\_echo$as\_echo

as\_echo=$as\_echo$as\_echo$as\_echo$as\_echo$as\_echo$as\_echo

# Prefer a ksh shell builtin over an external printf program on Solaris,

# but without wasting forks for bash or zsh.

if test -z "$BASH\_VERSION$ZSH\_VERSION" \

&& (test "X`print -r -- $as\_echo`" = "X$as\_echo") 2>/dev/null; then

as\_echo='print -r --'

as\_echo\_n='print -rn --'

elif (test "X`printf %s $as\_echo`" = "X$as\_echo") 2>/dev/null; then

as\_echo='printf %s\n'

as\_echo\_n='printf %s'

else

if test "X`(/usr/ucb/echo -n -n $as\_echo) 2>/dev/null`" = "X-n $as\_echo"; then

as\_echo\_body='eval /usr/ucb/echo -n "$1$as\_nl"'

as\_echo\_n='/usr/ucb/echo -n'

else

as\_echo\_body='eval expr "X$1" : "X\\(.\*\\)"'

as\_echo\_n\_body='eval

arg=$1;

case $arg in #(

\*"$as\_nl"\*)

expr "X$arg" : "X\\(.\*\\)$as\_nl";

arg=`expr "X$arg" : ".\*$as\_nl\\(.\*\\)"`;;

esac;

expr "X$arg" : "X\\(.\*\\)" | tr -d "$as\_nl"

'

export as\_echo\_n\_body

as\_echo\_n='sh -c $as\_echo\_n\_body as\_echo'

fi

export as\_echo\_body

as\_echo='sh -c $as\_echo\_body as\_echo'

fi

# The user is always right.

if test "${PATH\_SEPARATOR+set}" != set; then

PATH\_SEPARATOR=:

(PATH='/bin;/bin'; FPATH=$PATH; sh -c :) >/dev/null 2>&1 && {

(PATH='/bin:/bin'; FPATH=$PATH; sh -c :) >/dev/null 2>&1 ||
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PATH\_SEPARATOR=';'

}

fi

# IFS

# We need space, tab and new line, in precisely that order. Quoting is

# there to prevent editors from complaining about space-tab.

# (If \_AS\_PATH\_WALK were called with IFS unset, it would disable word

# splitting by setting IFS to empty value.)

IFS=" "" $as\_nl"

# Find who we are. Look in the path if we contain no directory separator.

as\_myself=

case $0 in #((

\*[\\/]\* ) as\_myself=$0 ;;

\*) as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

test -r "$as\_dir/$0" && as\_myself=$as\_dir/$0 && break

done

IFS=$as\_save\_IFS

;;

esac

# We did not find ourselves, most probably we were run as `sh COMMAND'

# in which case we are not to be found in the path.

if test "x$as\_myself" = x; then

as\_myself=$0

fi

if test ! -f "$as\_myself"; then

$as\_echo "$as\_myself: error: cannot find myself; rerun with an absolute file name" >&2

exit 1

fi

# Unset variables that we do not need and which cause bugs (e.g. in

# pre-3.0 UWIN ksh). But do not cause bugs in bash 2.01; the "|| exit 1"

# suppresses any "Segmentation fault" message there. '((' could
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# trigger a bug in pdksh 5.2.14.

for as\_var in BASH\_ENV ENV MAIL MAILPATH

do eval test x\${$as\_var+set} = xset \

&& ( (unset $as\_var) || exit 1) >/dev/null 2>&1 && unset $as\_var || :

done

PS1='$ '

PS2='> '

PS4='+ '

# NLS nuisances.

LC\_ALL=C

export LC\_ALL

LANGUAGE=C

export LANGUAGE

# CDPATH.

(unset CDPATH) >/dev/null 2>&1 && unset CDPATH

# Use a proper internal environment variable to ensure we don't fall

# into an infinite loop, continuously re-executing ourselves.

if test x"${\_as\_can\_reexec}" != xno && test "x$CONFIG\_SHELL" != x; then

\_as\_can\_reexec=no; export \_as\_can\_reexec;

# We cannot yet assume a decent shell, so we have to provide a

# neutralization value for shells without unset; and this also

# works around shells that cannot unset nonexistent variables.

# Preserve -v and -x to the replacement shell.

BASH\_ENV=/dev/null

ENV=/dev/null

(unset BASH\_ENV) >/dev/null 2>&1 && unset BASH\_ENV ENV

case $- in # ((((

\*v\*x\* | \*x\*v\* ) as\_opts=-vx ;;

\*v\* ) as\_opts=-v ;;

\*x\* ) as\_opts=-x ;;

\* ) as\_opts= ;;

esac

exec $CONFIG\_SHELL $as\_opts "$as\_myself" ${1+"$@"}

# Admittedly, this is quite paranoid, since all the known shells bail

# out after a failed `exec'.

$as\_echo "$0: could not re-execute with $CONFIG\_SHELL" >&2

as\_fn\_exit 255

fi
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# We don't want this to propagate to other subprocesses.

{ \_as\_can\_reexec=; unset \_as\_can\_reexec;}

if test "x$CONFIG\_SHELL" = x; then

as\_bourne\_compatible="if test -n \"\${ZSH\_VERSION+set}\" && (emulate sh) >/dev/null 2>&1; then :

emulate sh

NULLCMD=:

# Pre-4.2 versions of Zsh do word splitting on \${1+\"\$@\"}, which

# is contrary to our usage. Disable this feature.

alias -g '\${1+\"\$@\"}'='\"\$@\"'

setopt NO\_GLOB\_SUBST

else

case \`(set -o) 2>/dev/null\` in #(

\*posix\*) :

set -o posix ;; #(

\*) :

;;

esac

fi

"

as\_required="as\_fn\_return () { (exit \$1); }

as\_fn\_success () { as\_fn\_return 0; }

as\_fn\_failure () { as\_fn\_return 1; }

as\_fn\_ret\_success () { return 0; }

as\_fn\_ret\_failure () { return 1; }

exitcode=0

as\_fn\_success || { exitcode=1; echo as\_fn\_success failed.; }

as\_fn\_failure && { exitcode=1; echo as\_fn\_failure succeeded.; }

as\_fn\_ret\_success || { exitcode=1; echo as\_fn\_ret\_success failed.; }

as\_fn\_ret\_failure && { exitcode=1; echo as\_fn\_ret\_failure succeeded.; }

if ( set x; as\_fn\_ret\_success y && test x = \"\$1\" ); then :

else

exitcode=1; echo positional parameters were not saved.

fi

test x\$exitcode = x0 || exit 1

test -x / || exit 1"

as\_suggested=" as\_lineno\_1=";as\_suggested=$as\_suggested$LINENO;as\_suggested=$as\_suggested" as\_lineno\_1a=\$LINENO

Продолжение листинга 6

as\_lineno\_2=";as\_suggested=$as\_suggested$LINENO;as\_suggested=$as\_suggested" as\_lineno\_2a=\$LINENO

eval 'test \"x\$as\_lineno\_1'\$as\_run'\" != \"x\$as\_lineno\_2'\$as\_run'\" &&

test \"x\`expr \$as\_lineno\_1'\$as\_run' + 1\`\" = \"x\$as\_lineno\_2'\$as\_run'\"' || exit 1

test \$(( 1 + 1 )) = 2 || exit 1"

if (eval "$as\_required") 2>/dev/null; then :

as\_have\_required=yes

else

as\_have\_required=no

fi

if test x$as\_have\_required = xyes && (eval "$as\_suggested") 2>/dev/null; then :

else

as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

as\_found=false

for as\_dir in /bin$PATH\_SEPARATOR/usr/bin$PATH\_SEPARATOR$PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

as\_found=:

case $as\_dir in #(

/\*)

for as\_base in sh bash ksh sh5; do

# Try only shells that exist, to save several forks.

as\_shell=$as\_dir/$as\_base

if { test -f "$as\_shell" || test -f "$as\_shell.exe"; } &&

{ $as\_echo "$as\_bourne\_compatible""$as\_required" | as\_run=a "$as\_shell"; } 2>/dev/null; then :

CONFIG\_SHELL=$as\_shell as\_have\_required=yes

if { $as\_echo "$as\_bourne\_compatible""$as\_suggested" | as\_run=a "$as\_shell"; } 2>/dev/null; then :

break 2

fi

fi

done;;

esac

as\_found=false

done

$as\_found || { if { test -f "$SHELL" || test -f "$SHELL.exe"; } &&
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{ $as\_echo "$as\_bourne\_compatible""$as\_required" | as\_run=a "$SHELL"; } 2>/dev/null; then :

CONFIG\_SHELL=$SHELL as\_have\_required=yes

fi; }

IFS=$as\_save\_IFS

if test "x$CONFIG\_SHELL" != x; then :

export CONFIG\_SHELL

# We cannot yet assume a decent shell, so we have to provide a

# neutralization value for shells without unset; and this also

# works around shells that cannot unset nonexistent variables.

# Preserve -v and -x to the replacement shell.

BASH\_ENV=/dev/null

ENV=/dev/null

(unset BASH\_ENV) >/dev/null 2>&1 && unset BASH\_ENV ENV

case $- in # ((((

\*v\*x\* | \*x\*v\* ) as\_opts=-vx ;;

\*v\* ) as\_opts=-v ;;

\*x\* ) as\_opts=-x ;;

\* ) as\_opts= ;;

esac

exec $CONFIG\_SHELL $as\_opts "$as\_myself" ${1+"$@"}

# Admittedly, this is quite paranoid, since all the known shells bail

# out after a failed `exec'.

$as\_echo "$0: could not re-execute with $CONFIG\_SHELL" >&2

exit 255

fi

if test x$as\_have\_required = xno; then :

$as\_echo "$0: This script requires a shell more modern than all"

$as\_echo "$0: the shells that I found on your system."

if test x${ZSH\_VERSION+set} = xset ; then

$as\_echo "$0: In particular, zsh $ZSH\_VERSION has bugs and should"

$as\_echo "$0: be upgraded to zsh 4.3.4 or later."

else

$as\_echo "$0: Please tell bug-autoconf@gnu.org and BUG-REPORT-ADDRESS

$0: about your system, including any error possibly output

$0: before this message. Then install a modern shell, or

$0: manually run the script under such a shell if you do

$0: have one."
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fi

exit 1

fi

fi

fi

SHELL=${CONFIG\_SHELL-/bin/sh}

export SHELL

# Unset more variables known to interfere with behavior of common tools.

CLICOLOR\_FORCE= GREP\_OPTIONS=

unset CLICOLOR\_FORCE GREP\_OPTIONS

## --------------------- ##

## M4sh Shell Functions. ##

## --------------------- ##

# as\_fn\_unset VAR

# ---------------

# Portably unset VAR.

as\_fn\_unset ()

{

{ eval $1=; unset $1;}

}

as\_unset=as\_fn\_unset

# as\_fn\_set\_status STATUS

# -----------------------

# Set $? to STATUS, without forking.

as\_fn\_set\_status ()

{

return $1

} # as\_fn\_set\_status

# as\_fn\_exit STATUS

# -----------------

# Exit the shell with STATUS, even in a "trap 0" or "set -e" context.

as\_fn\_exit ()

{

set +e

as\_fn\_set\_status $1

exit $1

} # as\_fn\_exit
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# as\_fn\_mkdir\_p

# -------------

# Create "$as\_dir" as a directory, including parents if necessary.

as\_fn\_mkdir\_p ()

{

case $as\_dir in #(

-\*) as\_dir=./$as\_dir;;

esac

test -d "$as\_dir" || eval $as\_mkdir\_p || {

as\_dirs=

while :; do

case $as\_dir in #(

\*\'\*) as\_qdir=`$as\_echo "$as\_dir" | sed "s/'/'\\\\\\\\''/g"`;; #'(

\*) as\_qdir=$as\_dir;;

esac

as\_dirs="'$as\_qdir' $as\_dirs"

as\_dir=`$as\_dirname -- "$as\_dir" ||

$as\_expr X"$as\_dir" : 'X\(.\*[^/]\)//\*[^/][^/]\*/\*$' \| \

X"$as\_dir" : 'X\(//\)[^/]' \| \

X"$as\_dir" : 'X\(//\)$' \| \

X"$as\_dir" : 'X\(/\)' \| . 2>/dev/null ||

$as\_echo X"$as\_dir" |

sed '/^X\(.\*[^/]\)\/\/\*[^/][^/]\*\/\*$/{

s//\1/

q

}

/^X\(\/\/\)[^/].\*/{

s//\1/

q

}

/^X\(\/\/\)$/{

s//\1/

q

}

/^X\(\/\).\*/{

s//\1/

q

}

s/.\*/./; q'`

test -d "$as\_dir" && break
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done

test -z "$as\_dirs" || eval "mkdir $as\_dirs"

} || test -d "$as\_dir" || as\_fn\_error $? "cannot create directory $as\_dir"

} # as\_fn\_mkdir\_p

# as\_fn\_executable\_p FILE

# -----------------------

# Test if FILE is an executable regular file.

as\_fn\_executable\_p ()

{

test -f "$1" && test -x "$1"

} # as\_fn\_executable\_p

# as\_fn\_append VAR VALUE

# ----------------------

# Append the text in VALUE to the end of the definition contained in VAR. Take

# advantage of any shell optimizations that allow amortized linear growth over

# repeated appends, instead of the typical quadratic growth present in naive

# implementations.

if (eval "as\_var=1; as\_var+=2; test x\$as\_var = x12") 2>/dev/null; then :

eval 'as\_fn\_append ()

{

eval $1+=\$2

}'

else

as\_fn\_append ()

{

eval $1=\$$1\$2

}

fi # as\_fn\_append

# as\_fn\_arith ARG...

# ------------------

# Perform arithmetic evaluation on the ARGs, and store the result in the

# global $as\_val. Take advantage of shells that can avoid forks. The arguments

# must be portable across $(()) and expr.

if (eval "test \$(( 1 + 1 )) = 2") 2>/dev/null; then :

eval 'as\_fn\_arith ()

{

as\_val=$(( $\* ))
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}'

else

as\_fn\_arith ()

{

as\_val=`expr "$@" || test $? -eq 1`

}

fi # as\_fn\_arith

# as\_fn\_error STATUS ERROR [LINENO LOG\_FD]

# ----------------------------------------

# Output "`basename $0`: error: ERROR" to stderr. If LINENO and LOG\_FD are

# provided, also output the error to LOG\_FD, referencing LINENO. Then exit the

# script with STATUS, using 1 if that was 0.

as\_fn\_error ()

{

as\_status=$1; test $as\_status -eq 0 && as\_status=1

if test "$4"; then

as\_lineno=${as\_lineno-"$3"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

$as\_echo "$as\_me:${as\_lineno-$LINENO}: error: $2" >&$4

fi

$as\_echo "$as\_me: error: $2" >&2

as\_fn\_exit $as\_status

} # as\_fn\_error

if expr a : '\(a\)' >/dev/null 2>&1 &&

test "X`expr 00001 : '.\*\(...\)'`" = X001; then

as\_expr=expr

else

as\_expr=false

fi

if (basename -- /) >/dev/null 2>&1 && test "X`basename -- / 2>&1`" = "X/"; then

as\_basename=basename

else

as\_basename=false

fi

if (as\_dir=`dirname -- /` && test "X$as\_dir" = X/) >/dev/null 2>&1; then

as\_dirname=dirname

else
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as\_dirname=false

fi

as\_me=`$as\_basename -- "$0" ||

$as\_expr X/"$0" : '.\*/\([^/][^/]\*\)/\*$' \| \

X"$0" : 'X\(//\)$' \| \

X"$0" : 'X\(/\)' \| . 2>/dev/null ||

$as\_echo X/"$0" |

sed '/^.\*\/\([^/][^/]\*\)\/\*$/{

s//\1/

q

}

/^X\/\(\/\/\)$/{

s//\1/

q

}

/^X\/\(\/\).\*/{

s//\1/

q

}

s/.\*/./; q'`

# Avoid depending upon Character Ranges.

as\_cr\_letters='abcdefghijklmnopqrstuvwxyz'

as\_cr\_LETTERS='ABCDEFGHIJKLMNOPQRSTUVWXYZ'

as\_cr\_Letters=$as\_cr\_letters$as\_cr\_LETTERS

as\_cr\_digits='0123456789'

as\_cr\_alnum=$as\_cr\_Letters$as\_cr\_digits

as\_lineno\_1=$LINENO as\_lineno\_1a=$LINENO

as\_lineno\_2=$LINENO as\_lineno\_2a=$LINENO

eval 'test "x$as\_lineno\_1'$as\_run'" != "x$as\_lineno\_2'$as\_run'" &&

test "x`expr $as\_lineno\_1'$as\_run' + 1`" = "x$as\_lineno\_2'$as\_run'"' || {

# Blame Lee E. McMahon (1931-1989) for sed's syntax. :-)

sed -n '

p

/[$]LINENO/=

' <$as\_myself |

sed '

s/[$]LINENO.\*/&-/
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t lineno

b

:lineno

N

:loop

s/[$]LINENO\([^'$as\_cr\_alnum'\_].\*\n\)\(.\*\)/\2\1\2/

t loop

s/-\n.\*//

' >$as\_me.lineno &&

chmod +x "$as\_me.lineno" ||

{ $as\_echo "$as\_me: error: cannot create $as\_me.lineno; rerun with a POSIX shell" >&2; as\_fn\_exit 1; }

# If we had to re-execute with $CONFIG\_SHELL, we're ensured to have

# already done that, so ensure we don't try to do so again and fall

# in an infinite loop. This has already happened in practice.

\_as\_can\_reexec=no; export \_as\_can\_reexec

# Don't try to exec as it changes $[0], causing all sort of problems

# (the dirname of $[0] is not the place where we might find the

# original and so on. Autoconf is especially sensitive to this).

. "./$as\_me.lineno"

# Exit status is that of the last command.

exit

}

ECHO\_C= ECHO\_N= ECHO\_T=

case `echo -n x` in #(((((

-n\*)

case `echo 'xy\c'` in

\*c\*) ECHO\_T=' ';; # ECHO\_T is single tab character.

xy) ECHO\_C='\c';;

\*) echo `echo ksh88 bug on AIX 6.1` > /dev/null

ECHO\_T=' ';;

esac;;

\*)

ECHO\_N='-n';;

esac

rm -f conf$$ conf$$.exe conf$$.file

if test -d conf$$.dir; then

rm -f conf$$.dir/conf$$.file
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else

rm -f conf$$.dir

mkdir conf$$.dir 2>/dev/null

fi

if (echo >conf$$.file) 2>/dev/null; then

if ln -s conf$$.file conf$$ 2>/dev/null; then

as\_ln\_s='ln -s'

# ... but there are two gotchas:

# 1) On MSYS, both `ln -s file dir' and `ln file dir' fail.

# 2) DJGPP < 2.04 has no symlinks; `ln -s' creates a wrapper executable.

# In both cases, we have to default to `cp -pR'.

ln -s conf$$.file conf$$.dir 2>/dev/null && test ! -f conf$$.exe ||

as\_ln\_s='cp -pR'

elif ln conf$$.file conf$$ 2>/dev/null; then

as\_ln\_s=ln

else

as\_ln\_s='cp -pR'

fi

else

as\_ln\_s='cp -pR'

fi

rm -f conf$$ conf$$.exe conf$$.dir/conf$$.file conf$$.file

rmdir conf$$.dir 2>/dev/null

if mkdir -p . 2>/dev/null; then

as\_mkdir\_p='mkdir -p "$as\_dir"'

else

test -d ./-p && rmdir ./-p

as\_mkdir\_p=false

fi

as\_test\_x='test -x'

as\_executable\_p=as\_fn\_executable\_p

# Sed expression to map a string onto a valid CPP name.

as\_tr\_cpp="eval sed 'y%\*$as\_cr\_letters%P$as\_cr\_LETTERS%;s%[^\_$as\_cr\_alnum]%\_%g'"

# Sed expression to map a string onto a valid variable name.

as\_tr\_sh="eval sed 'y%\*+%pp%;s%[^\_$as\_cr\_alnum]%\_%g'"
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test -n "$DJDIR" || exec 7<&0 </dev/null

exec 6>&1

# Name of the host.

# hostname on some systems (SVR3.2, old GNU/Linux) returns a bogus exit status,

# so uname gets run too.

ac\_hostname=`(hostname || uname -n) 2>/dev/null | sed 1q`

#

# Initializations.

#

ac\_default\_prefix=/usr/local

ac\_clean\_files=

ac\_config\_libobj\_dir=.

LIBOBJS=

cross\_compiling=no

subdirs=

MFLAGS=

MAKEFLAGS=

# Identity of this package.

PACKAGE\_NAME='FULL-PACKAGE-NAME'

PACKAGE\_TARNAME='full-package-name'

PACKAGE\_VERSION='VERSION'

PACKAGE\_STRING='FULL-PACKAGE-NAME VERSION'

PACKAGE\_BUGREPORT='BUG-REPORT-ADDRESS'

PACKAGE\_URL=''

ac\_unique\_file="task14.c"

# Factoring default headers for most tests.

ac\_includes\_default="\

#include <stdio.h>

#ifdef HAVE\_SYS\_TYPES\_H

# include <sys/types.h>

#endif

#ifdef HAVE\_SYS\_STAT\_H

# include <sys/stat.h>

#endif

#ifdef STDC\_HEADERS

# include <stdlib.h>

# include <stddef.h>
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#else

# ifdef HAVE\_STDLIB\_H

# include <stdlib.h>

# endif

#endif

#ifdef HAVE\_STRING\_H

# if !defined STDC\_HEADERS && defined HAVE\_MEMORY\_H

# include <memory.h>

# endif

# include <string.h>

#endif

#ifdef HAVE\_STRINGS\_H

# include <strings.h>

#endif

#ifdef HAVE\_INTTYPES\_H

# include <inttypes.h>

#endif

#ifdef HAVE\_STDINT\_H

# include <stdint.h>

#endif

#ifdef HAVE\_UNISTD\_H

# include <unistd.h>

#endif"

ac\_subst\_vars='LTLIBOBJS

LIBOBJS

EGREP

GREP

CPP

OBJEXT

EXEEXT

ac\_ct\_CC

CPPFLAGS

LDFLAGS

CFLAGS

CC

target\_alias

host\_alias

build\_alias

LIBS

ECHO\_T
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ECHO\_N

ECHO\_C

DEFS

mandir

localedir

libdir

psdir

pdfdir

dvidir

htmldir

infodir

docdir

oldincludedir

includedir

runstatedir

localstatedir

sharedstatedir

sysconfdir

datadir

datarootdir

libexecdir

sbindir

bindir

program\_transform\_name

prefix

exec\_prefix

PACKAGE\_URL

PACKAGE\_BUGREPORT

PACKAGE\_STRING

PACKAGE\_VERSION

PACKAGE\_TARNAME

PACKAGE\_NAME

PATH\_SEPARATOR

SHELL'

ac\_subst\_files=''

ac\_user\_opts='

enable\_option\_checking

'

ac\_precious\_vars='build\_alias

host\_alias

target\_alias
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CC

CFLAGS

LDFLAGS

LIBS

CPPFLAGS

CPP'

# Initialize some variables set by options.

ac\_init\_help=

ac\_init\_version=false

ac\_unrecognized\_opts=

ac\_unrecognized\_sep=

# The variables have the same names as the options, with

# dashes changed to underlines.

cache\_file=/dev/null

exec\_prefix=NONE

no\_create=

no\_recursion=

prefix=NONE

program\_prefix=NONE

program\_suffix=NONE

program\_transform\_name=s,x,x,

silent=

site=

srcdir=

verbose=

x\_includes=NONE

x\_libraries=NONE

# Installation directory options.

# These are left unexpanded so users can "make install exec\_prefix=/foo"

# and all the variables that are supposed to be based on exec\_prefix

# by default will actually change.

# Use braces instead of parens because sh, perl, etc. also accept them.

# (The list follows the same order as the GNU Coding Standards.)

bindir='${exec\_prefix}/bin'

sbindir='${exec\_prefix}/sbin'

libexecdir='${exec\_prefix}/libexec'

datarootdir='${prefix}/share'

datadir='${datarootdir}'
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sysconfdir='${prefix}/etc'

sharedstatedir='${prefix}/com'

localstatedir='${prefix}/var'

runstatedir='${localstatedir}/run'

includedir='${prefix}/include'

oldincludedir='/usr/include'

docdir='${datarootdir}/doc/${PACKAGE\_TARNAME}'

infodir='${datarootdir}/info'

htmldir='${docdir}'

dvidir='${docdir}'

pdfdir='${docdir}'

psdir='${docdir}'

libdir='${exec\_prefix}/lib'

localedir='${datarootdir}/locale'

mandir='${datarootdir}/man'

ac\_prev=

ac\_dashdash=

for ac\_option

do

# If the previous option needs an argument, assign it.

if test -n "$ac\_prev"; then

eval $ac\_prev=\$ac\_option

ac\_prev=

continue

fi

case $ac\_option in

\*=?\*) ac\_optarg=`expr "X$ac\_option" : '[^=]\*=\(.\*\)'` ;;

\*=) ac\_optarg= ;;

\*) ac\_optarg=yes ;;

esac

# Accept the important Cygnus configure options, so we can diagnose typos.

case $ac\_dashdash$ac\_option in

--)

ac\_dashdash=yes ;;

-bindir | --bindir | --bindi | --bind | --bin | --bi)

ac\_prev=bindir ;;
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-bindir=\* | --bindir=\* | --bindi=\* | --bind=\* | --bin=\* | --bi=\*)

bindir=$ac\_optarg ;;

-build | --build | --buil | --bui | --bu)

ac\_prev=build\_alias ;;

-build=\* | --build=\* | --buil=\* | --bui=\* | --bu=\*)

build\_alias=$ac\_optarg ;;

-cache-file | --cache-file | --cache-fil | --cache-fi \

| --cache-f | --cache- | --cache | --cach | --cac | --ca | --c)

ac\_prev=cache\_file ;;

-cache-file=\* | --cache-file=\* | --cache-fil=\* | --cache-fi=\* \

| --cache-f=\* | --cache-=\* | --cache=\* | --cach=\* | --cac=\* | --ca=\* | --c=\*)

cache\_file=$ac\_optarg ;;

--config-cache | -C)

cache\_file=config.cache ;;

-datadir | --datadir | --datadi | --datad)

ac\_prev=datadir ;;

-datadir=\* | --datadir=\* | --datadi=\* | --datad=\*)

datadir=$ac\_optarg ;;

-datarootdir | --datarootdir | --datarootdi | --datarootd | --dataroot \

| --dataroo | --dataro | --datar)

ac\_prev=datarootdir ;;

-datarootdir=\* | --datarootdir=\* | --datarootdi=\* | --datarootd=\* \

| --dataroot=\* | --dataroo=\* | --dataro=\* | --datar=\*)

datarootdir=$ac\_optarg ;;

-disable-\* | --disable-\*)

ac\_useropt=`expr "x$ac\_option" : 'x-\*disable-\(.\*\)'`

# Reject names that are not valid shell variable names.

expr "x$ac\_useropt" : ".\*[^-+.\_$as\_cr\_alnum]" >/dev/null &&

as\_fn\_error $? "invalid feature name: $ac\_useropt"

ac\_useropt\_orig=$ac\_useropt

ac\_useropt=`$as\_echo "$ac\_useropt" | sed 's/[-+.]/\_/g'`

case $ac\_user\_opts in

\*"

"enable\_$ac\_useropt"

"\*) ;;
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\*) ac\_unrecognized\_opts="$ac\_unrecognized\_opts$ac\_unrecognized\_sep--disable-$ac\_useropt\_orig"

ac\_unrecognized\_sep=', ';;

esac

eval enable\_$ac\_useropt=no ;;

-docdir | --docdir | --docdi | --doc | --do)

ac\_prev=docdir ;;

-docdir=\* | --docdir=\* | --docdi=\* | --doc=\* | --do=\*)

docdir=$ac\_optarg ;;

-dvidir | --dvidir | --dvidi | --dvid | --dvi | --dv)

ac\_prev=dvidir ;;

-dvidir=\* | --dvidir=\* | --dvidi=\* | --dvid=\* | --dvi=\* | --dv=\*)

dvidir=$ac\_optarg ;;

-enable-\* | --enable-\*)

ac\_useropt=`expr "x$ac\_option" : 'x-\*enable-\([^=]\*\)'`

# Reject names that are not valid shell variable names.

expr "x$ac\_useropt" : ".\*[^-+.\_$as\_cr\_alnum]" >/dev/null &&

as\_fn\_error $? "invalid feature name: $ac\_useropt"

ac\_useropt\_orig=$ac\_useropt

ac\_useropt=`$as\_echo "$ac\_useropt" | sed 's/[-+.]/\_/g'`

case $ac\_user\_opts in

\*"

"enable\_$ac\_useropt"

"\*) ;;

\*) ac\_unrecognized\_opts="$ac\_unrecognized\_opts$ac\_unrecognized\_sep--enable-$ac\_useropt\_orig"

ac\_unrecognized\_sep=', ';;

esac

eval enable\_$ac\_useropt=\$ac\_optarg ;;

-exec-prefix | --exec\_prefix | --exec-prefix | --exec-prefi \

| --exec-pref | --exec-pre | --exec-pr | --exec-p | --exec- \

| --exec | --exe | --ex)

ac\_prev=exec\_prefix ;;

-exec-prefix=\* | --exec\_prefix=\* | --exec-prefix=\* | --exec-prefi=\* \

| --exec-pref=\* | --exec-pre=\* | --exec-pr=\* | --exec-p=\* | --exec-=\* \

| --exec=\* | --exe=\* | --ex=\*)

exec\_prefix=$ac\_optarg ;;
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-gas | --gas | --ga | --g)

# Obsolete; use --with-gas.

with\_gas=yes ;;

-help | --help | --hel | --he | -h)

ac\_init\_help=long ;;

-help=r\* | --help=r\* | --hel=r\* | --he=r\* | -hr\*)

ac\_init\_help=recursive ;;

-help=s\* | --help=s\* | --hel=s\* | --he=s\* | -hs\*)

ac\_init\_help=short ;;

-host | --host | --hos | --ho)

ac\_prev=host\_alias ;;

-host=\* | --host=\* | --hos=\* | --ho=\*)

host\_alias=$ac\_optarg ;;

-htmldir | --htmldir | --htmldi | --htmld | --html | --htm | --ht)

ac\_prev=htmldir ;;

-htmldir=\* | --htmldir=\* | --htmldi=\* | --htmld=\* | --html=\* | --htm=\* \

| --ht=\*)

htmldir=$ac\_optarg ;;

-includedir | --includedir | --includedi | --included | --include \

| --includ | --inclu | --incl | --inc)

ac\_prev=includedir ;;

-includedir=\* | --includedir=\* | --includedi=\* | --included=\* | --include=\* \

| --includ=\* | --inclu=\* | --incl=\* | --inc=\*)

includedir=$ac\_optarg ;;

-infodir | --infodir | --infodi | --infod | --info | --inf)

ac\_prev=infodir ;;

-infodir=\* | --infodir=\* | --infodi=\* | --infod=\* | --info=\* | --inf=\*)

infodir=$ac\_optarg ;;

-libdir | --libdir | --libdi | --libd)

ac\_prev=libdir ;;

-libdir=\* | --libdir=\* | --libdi=\* | --libd=\*)

libdir=$ac\_optarg ;;

-libexecdir | --libexecdir | --libexecdi | --libexecd | --libexec \
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| --libexe | --libex | --libe)

ac\_prev=libexecdir ;;

-libexecdir=\* | --libexecdir=\* | --libexecdi=\* | --libexecd=\* | --libexec=\* \

| --libexe=\* | --libex=\* | --libe=\*)

libexecdir=$ac\_optarg ;;

-localedir | --localedir | --localedi | --localed | --locale)

ac\_prev=localedir ;;

-localedir=\* | --localedir=\* | --localedi=\* | --localed=\* | --locale=\*)

localedir=$ac\_optarg ;;

-localstatedir | --localstatedir | --localstatedi | --localstated \

| --localstate | --localstat | --localsta | --localst | --locals)

ac\_prev=localstatedir ;;

-localstatedir=\* | --localstatedir=\* | --localstatedi=\* | --localstated=\* \

| --localstate=\* | --localstat=\* | --localsta=\* | --localst=\* | --locals=\*)

localstatedir=$ac\_optarg ;;

-mandir | --mandir | --mandi | --mand | --man | --ma | --m)

ac\_prev=mandir ;;

-mandir=\* | --mandir=\* | --mandi=\* | --mand=\* | --man=\* | --ma=\* | --m=\*)

mandir=$ac\_optarg ;;

-nfp | --nfp | --nf)

# Obsolete; use --without-fp.

with\_fp=no ;;

-no-create | --no-create | --no-creat | --no-crea | --no-cre \

| --no-cr | --no-c | -n)

no\_create=yes ;;

-no-recursion | --no-recursion | --no-recursio | --no-recursi \

| --no-recurs | --no-recur | --no-recu | --no-rec | --no-re | --no-r)

no\_recursion=yes ;;

-oldincludedir | --oldincludedir | --oldincludedi | --oldincluded \

| --oldinclude | --oldinclud | --oldinclu | --oldincl | --oldinc \

| --oldin | --oldi | --old | --ol | --o)

ac\_prev=oldincludedir ;;

-oldincludedir=\* | --oldincludedir=\* | --oldincludedi=\* | --oldincluded=\* \

| --oldinclude=\* | --oldinclud=\* | --oldinclu=\* | --oldincl=\* | --oldinc=\* \
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| --oldin=\* | --oldi=\* | --old=\* | --ol=\* | --o=\*)

oldincludedir=$ac\_optarg ;;

-prefix | --prefix | --prefi | --pref | --pre | --pr | --p)

ac\_prev=prefix ;;

-prefix=\* | --prefix=\* | --prefi=\* | --pref=\* | --pre=\* | --pr=\* | --p=\*)

prefix=$ac\_optarg ;;

-program-prefix | --program-prefix | --program-prefi | --program-pref \

| --program-pre | --program-pr | --program-p)

ac\_prev=program\_prefix ;;

-program-prefix=\* | --program-prefix=\* | --program-prefi=\* \

| --program-pref=\* | --program-pre=\* | --program-pr=\* | --program-p=\*)

program\_prefix=$ac\_optarg ;;

-program-suffix | --program-suffix | --program-suffi | --program-suff \

| --program-suf | --program-su | --program-s)

ac\_prev=program\_suffix ;;

-program-suffix=\* | --program-suffix=\* | --program-suffi=\* \

| --program-suff=\* | --program-suf=\* | --program-su=\* | --program-s=\*)

program\_suffix=$ac\_optarg ;;

-program-transform-name | --program-transform-name \

| --program-transform-nam | --program-transform-na \

| --program-transform-n | --program-transform- \

| --program-transform | --program-transfor \

| --program-transfo | --program-transf \

| --program-trans | --program-tran \

| --progr-tra | --program-tr | --program-t)

ac\_prev=program\_transform\_name ;;

-program-transform-name=\* | --program-transform-name=\* \

| --program-transform-nam=\* | --program-transform-na=\* \

| --program-transform-n=\* | --program-transform-=\* \

| --program-transform=\* | --program-transfor=\* \

| --program-transfo=\* | --program-transf=\* \

| --program-trans=\* | --program-tran=\* \

| --progr-tra=\* | --program-tr=\* | --program-t=\*)

program\_transform\_name=$ac\_optarg ;;

-pdfdir | --pdfdir | --pdfdi | --pdfd | --pdf | --pd)

ac\_prev=pdfdir ;;
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-pdfdir=\* | --pdfdir=\* | --pdfdi=\* | --pdfd=\* | --pdf=\* | --pd=\*)

pdfdir=$ac\_optarg ;;

-psdir | --psdir | --psdi | --psd | --ps)

ac\_prev=psdir ;;

-psdir=\* | --psdir=\* | --psdi=\* | --psd=\* | --ps=\*)

psdir=$ac\_optarg ;;

-q | -quiet | --quiet | --quie | --qui | --qu | --q \

| -silent | --silent | --silen | --sile | --sil)

silent=yes ;;

-runstatedir | --runstatedir | --runstatedi | --runstated \

| --runstate | --runstat | --runsta | --runst | --runs \

| --run | --ru | --r)

ac\_prev=runstatedir ;;

-runstatedir=\* | --runstatedir=\* | --runstatedi=\* | --runstated=\* \

| --runstate=\* | --runstat=\* | --runsta=\* | --runst=\* | --runs=\* \

| --run=\* | --ru=\* | --r=\*)

runstatedir=$ac\_optarg ;;

-sbindir | --sbindir | --sbindi | --sbind | --sbin | --sbi | --sb)

ac\_prev=sbindir ;;

-sbindir=\* | --sbindir=\* | --sbindi=\* | --sbind=\* | --sbin=\* \

| --sbi=\* | --sb=\*)

sbindir=$ac\_optarg ;;

-sharedstatedir | --sharedstatedir | --sharedstatedi \

| --sharedstated | --sharedstate | --sharedstat | --sharedsta \

| --sharedst | --shareds | --shared | --share | --shar \

| --sha | --sh)

ac\_prev=sharedstatedir ;;

-sharedstatedir=\* | --sharedstatedir=\* | --sharedstatedi=\* \

| --sharedstated=\* | --sharedstate=\* | --sharedstat=\* | --sharedsta=\* \

| --sharedst=\* | --shareds=\* | --shared=\* | --share=\* | --shar=\* \

| --sha=\* | --sh=\*)

sharedstatedir=$ac\_optarg ;;

-site | --site | --sit)

ac\_prev=site ;;

-site=\* | --site=\* | --sit=\*)
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site=$ac\_optarg ;;

-srcdir | --srcdir | --srcdi | --srcd | --src | --sr)

ac\_prev=srcdir ;;

-srcdir=\* | --srcdir=\* | --srcdi=\* | --srcd=\* | --src=\* | --sr=\*)

srcdir=$ac\_optarg ;;

-sysconfdir | --sysconfdir | --sysconfdi | --sysconfd | --sysconf \

| --syscon | --sysco | --sysc | --sys | --sy)

ac\_prev=sysconfdir ;;

-sysconfdir=\* | --sysconfdir=\* | --sysconfdi=\* | --sysconfd=\* | --sysconf=\* \

| --syscon=\* | --sysco=\* | --sysc=\* | --sys=\* | --sy=\*)

sysconfdir=$ac\_optarg ;;

-target | --target | --targe | --targ | --tar | --ta | --t)

ac\_prev=target\_alias ;;

-target=\* | --target=\* | --targe=\* | --targ=\* | --tar=\* | --ta=\* | --t=\*)

target\_alias=$ac\_optarg ;;

-v | -verbose | --verbose | --verbos | --verbo | --verb)

verbose=yes ;;

-version | --version | --versio | --versi | --vers | -V)

ac\_init\_version=: ;;

-with-\* | --with-\*)

ac\_useropt=`expr "x$ac\_option" : 'x-\*with-\([^=]\*\)'`

# Reject names that are not valid shell variable names.

expr "x$ac\_useropt" : ".\*[^-+.\_$as\_cr\_alnum]" >/dev/null &&

as\_fn\_error $? "invalid package name: $ac\_useropt"

ac\_useropt\_orig=$ac\_useropt

ac\_useropt=`$as\_echo "$ac\_useropt" | sed 's/[-+.]/\_/g'`

case $ac\_user\_opts in

\*"

"with\_$ac\_useropt"

"\*) ;;

\*) ac\_unrecognized\_opts="$ac\_unrecognized\_opts$ac\_unrecognized\_sep--with-$ac\_useropt\_orig"

ac\_unrecognized\_sep=', ';;

esac

eval with\_$ac\_useropt=\$ac\_optarg ;;
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-without-\* | --without-\*)

ac\_useropt=`expr "x$ac\_option" : 'x-\*without-\(.\*\)'`

# Reject names that are not valid shell variable names.

expr "x$ac\_useropt" : ".\*[^-+.\_$as\_cr\_alnum]" >/dev/null &&

as\_fn\_error $? "invalid package name: $ac\_useropt"

ac\_useropt\_orig=$ac\_useropt

ac\_useropt=`$as\_echo "$ac\_useropt" | sed 's/[-+.]/\_/g'`

case $ac\_user\_opts in

\*"

"with\_$ac\_useropt"

"\*) ;;

\*) ac\_unrecognized\_opts="$ac\_unrecognized\_opts$ac\_unrecognized\_sep--without-$ac\_useropt\_orig"

ac\_unrecognized\_sep=', ';;

esac

eval with\_$ac\_useropt=no ;;

--x)

# Obsolete; use --with-x.

with\_x=yes ;;

-x-includes | --x-includes | --x-include | --x-includ | --x-inclu \

| --x-incl | --x-inc | --x-in | --x-i)

ac\_prev=x\_includes ;;

-x-includes=\* | --x-includes=\* | --x-include=\* | --x-includ=\* | --x-inclu=\* \

| --x-incl=\* | --x-inc=\* | --x-in=\* | --x-i=\*)

x\_includes=$ac\_optarg ;;

-x-libraries | --x-libraries | --x-librarie | --x-librari \

| --x-librar | --x-libra | --x-libr | --x-lib | --x-li | --x-l)

ac\_prev=x\_libraries ;;

-x-libraries=\* | --x-libraries=\* | --x-librarie=\* | --x-librari=\* \

| --x-librar=\* | --x-libra=\* | --x-libr=\* | --x-lib=\* | --x-li=\* | --x-l=\*)

x\_libraries=$ac\_optarg ;;

-\*) as\_fn\_error $? "unrecognized option: \`$ac\_option'

Try \`$0 --help' for more information"

;;

\*=\*)
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ac\_envvar=`expr "x$ac\_option" : 'x\([^=]\*\)='`

# Reject names that are not valid shell variable names.

case $ac\_envvar in #(

'' | [0-9]\* | \*[!\_$as\_cr\_alnum]\* )

as\_fn\_error $? "invalid variable name: \`$ac\_envvar'" ;;

esac

eval $ac\_envvar=\$ac\_optarg

export $ac\_envvar ;;

\*)

# FIXME: should be removed in autoconf 3.0.

$as\_echo "$as\_me: WARNING: you should use --build, --host, --target" >&2

expr "x$ac\_option" : ".\*[^-.\_$as\_cr\_alnum]" >/dev/null &&

$as\_echo "$as\_me: WARNING: invalid host type: $ac\_option" >&2

: "${build\_alias=$ac\_option} ${host\_alias=$ac\_option} ${target\_alias=$ac\_option}"

;;

esac

done

if test -n "$ac\_prev"; then

ac\_option=--`echo $ac\_prev | sed 's/\_/-/g'`

as\_fn\_error $? "missing argument to $ac\_option"

fi

if test -n "$ac\_unrecognized\_opts"; then

case $enable\_option\_checking in

no) ;;

fatal) as\_fn\_error $? "unrecognized options: $ac\_unrecognized\_opts" ;;

\*) $as\_echo "$as\_me: WARNING: unrecognized options: $ac\_unrecognized\_opts" >&2 ;;

esac

fi

# Check all directory arguments for consistency.

for ac\_var in exec\_prefix prefix bindir sbindir libexecdir datarootdir \

datadir sysconfdir sharedstatedir localstatedir includedir \

oldincludedir docdir infodir htmldir dvidir pdfdir psdir \

libdir localedir mandir runstatedir

do
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eval ac\_val=\$$ac\_var

# Remove trailing slashes.

case $ac\_val in

\*/ )

ac\_val=`expr "X$ac\_val" : 'X\(.\*[^/]\)' \| "X$ac\_val" : 'X\(.\*\)'`

eval $ac\_var=\$ac\_val;;

esac

# Be sure to have absolute directory names.

case $ac\_val in

[\\/$]\* | ?:[\\/]\* ) continue;;

NONE | '' ) case $ac\_var in \*prefix ) continue;; esac;;

esac

as\_fn\_error $? "expected an absolute directory name for --$ac\_var: $ac\_val"

done

# There might be people who depend on the old broken behavior: `$host'

# used to hold the argument of --host etc.

# FIXME: To remove some day.

build=$build\_alias

host=$host\_alias

target=$target\_alias

# FIXME: To remove some day.

if test "x$host\_alias" != x; then

if test "x$build\_alias" = x; then

cross\_compiling=maybe

elif test "x$build\_alias" != "x$host\_alias"; then

cross\_compiling=yes

fi

fi

ac\_tool\_prefix=

test -n "$host\_alias" && ac\_tool\_prefix=$host\_alias-

test "$silent" = yes && exec 6>/dev/null

ac\_pwd=`pwd` && test -n "$ac\_pwd" &&

ac\_ls\_di=`ls -di .` &&

ac\_pwd\_ls\_di=`cd "$ac\_pwd" && ls -di .` ||

as\_fn\_error $? "working directory cannot be determined"
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test "X$ac\_ls\_di" = "X$ac\_pwd\_ls\_di" ||

as\_fn\_error $? "pwd does not report name of working directory"

# Find the source files, if location was not specified.

if test -z "$srcdir"; then

ac\_srcdir\_defaulted=yes

# Try the directory containing this script, then the parent directory.

ac\_confdir=`$as\_dirname -- "$as\_myself" ||

$as\_expr X"$as\_myself" : 'X\(.\*[^/]\)//\*[^/][^/]\*/\*$' \| \

X"$as\_myself" : 'X\(//\)[^/]' \| \

X"$as\_myself" : 'X\(//\)$' \| \

X"$as\_myself" : 'X\(/\)' \| . 2>/dev/null ||

$as\_echo X"$as\_myself" |

sed '/^X\(.\*[^/]\)\/\/\*[^/][^/]\*\/\*$/{

s//\1/

q

}

/^X\(\/\/\)[^/].\*/{

s//\1/

q

}

/^X\(\/\/\)$/{

s//\1/

q

}

/^X\(\/\).\*/{

s//\1/

q

}

s/.\*/./; q'`

srcdir=$ac\_confdir

if test ! -r "$srcdir/$ac\_unique\_file"; then

srcdir=..

fi

else

ac\_srcdir\_defaulted=no

fi

if test ! -r "$srcdir/$ac\_unique\_file"; then

test "$ac\_srcdir\_defaulted" = yes && srcdir="$ac\_confdir or .."

as\_fn\_error $? "cannot find sources ($ac\_unique\_file) in $srcdir"
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fi

ac\_msg="sources are in $srcdir, but \`cd $srcdir' does not work"

ac\_abs\_confdir=`(

cd "$srcdir" && test -r "./$ac\_unique\_file" || as\_fn\_error $? "$ac\_msg"

pwd)`

# When building in place, set srcdir=.

if test "$ac\_abs\_confdir" = "$ac\_pwd"; then

srcdir=.

fi

# Remove unnecessary trailing slashes from srcdir.

# Double slashes in file names in object file debugging info

# mess up M-x gdb in Emacs.

case $srcdir in

\*/) srcdir=`expr "X$srcdir" : 'X\(.\*[^/]\)' \| "X$srcdir" : 'X\(.\*\)'`;;

esac

for ac\_var in $ac\_precious\_vars; do

eval ac\_env\_${ac\_var}\_set=\${${ac\_var}+set}

eval ac\_env\_${ac\_var}\_value=\$${ac\_var}

eval ac\_cv\_env\_${ac\_var}\_set=\${${ac\_var}+set}

eval ac\_cv\_env\_${ac\_var}\_value=\$${ac\_var}

done

#

# Report the --help message.

#

if test "$ac\_init\_help" = "long"; then

# Omit some internal or obsolete options to make the list less imposing.

# This message is too long to be a string in the A/UX 3.1 sh.

cat <<\_ACEOF

\`configure' configures FULL-PACKAGE-NAME VERSION to adapt to many kinds of systems.

Usage: $0 [OPTION]... [VAR=VALUE]...

To assign environment variables (e.g., CC, CFLAGS...), specify them as

VAR=VALUE. See below for descriptions of some of the useful variables.

Defaults for the options are specified in brackets.

Configuration:

-h, --help display this help and exit
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--help=short display options specific to this package

--help=recursive display the short help of all the included packages

-V, --version display version information and exit

-q, --quiet, --silent do not print \`checking ...' messages

--cache-file=FILE cache test results in FILE [disabled]

-C, --config-cache alias for \`--cache-file=config.cache'

-n, --no-create do not create output files

--srcdir=DIR find the sources in DIR [configure dir or \`..']

Installation directories:

--prefix=PREFIX install architecture-independent files in PREFIX

[$ac\_default\_prefix]

--exec-prefix=EPREFIX install architecture-dependent files in EPREFIX

[PREFIX]

By default, \`make install' will install all the files in

\`$ac\_default\_prefix/bin', \`$ac\_default\_prefix/lib' etc. You can specify

an installation prefix other than \`$ac\_default\_prefix' using \`--prefix',

for instance \`--prefix=\$HOME'.

For better control, use the options below.

Fine tuning of the installation directories:

--bindir=DIR user executables [EPREFIX/bin]

--sbindir=DIR system admin executables [EPREFIX/sbin]

--libexecdir=DIR program executables [EPREFIX/libexec]

--sysconfdir=DIR read-only single-machine data [PREFIX/etc]

--sharedstatedir=DIR modifiable architecture-independent data [PREFIX/com]

--localstatedir=DIR modifiable single-machine data [PREFIX/var]

--runstatedir=DIR modifiable per-process data [LOCALSTATEDIR/run]

--libdir=DIR object code libraries [EPREFIX/lib]

--includedir=DIR C header files [PREFIX/include]

--oldincludedir=DIR C header files for non-gcc [/usr/include]

--datarootdir=DIR read-only arch.-independent data root [PREFIX/share]

--datadir=DIR read-only architecture-independent data [DATAROOTDIR]

--infodir=DIR info documentation [DATAROOTDIR/info]

--localedir=DIR locale-dependent data [DATAROOTDIR/locale]

--mandir=DIR man documentation [DATAROOTDIR/man]

--docdir=DIR documentation root

[DATAROOTDIR/doc/full-package-name]

--htmldir=DIR html documentation [DOCDIR]
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--dvidir=DIR dvi documentation [DOCDIR]

--pdfdir=DIR pdf documentation [DOCDIR]

--psdir=DIR ps documentation [DOCDIR]

\_ACEOF

cat <<\\_ACEOF

\_ACEOF

fi

if test -n "$ac\_init\_help"; then

case $ac\_init\_help in

short | recursive ) echo "Configuration of FULL-PACKAGE-NAME VERSION:";;

esac

cat <<\\_ACEOF

Some influential environment variables:

CC C compiler command

CFLAGS C compiler flags

LDFLAGS linker flags, e.g. -L<lib dir> if you have libraries in a

nonstandard directory <lib dir>

LIBS libraries to pass to the linker, e.g. -l<library>

CPPFLAGS (Objective) C/C++ preprocessor flags, e.g. -I<include dir> if

you have headers in a nonstandard directory <include dir>

CPP C preprocessor

Use these variables to override the choices made by `configure' or to help

it to find libraries and programs with nonstandard names/locations.

Report bugs to <BUG-REPORT-ADDRESS>.

\_ACEOF

ac\_status=$?

fi

if test "$ac\_init\_help" = "recursive"; then

# If there are subdirs, report their specific --help.

for ac\_dir in : $ac\_subdirs\_all; do test "x$ac\_dir" = x: && continue

test -d "$ac\_dir" ||

{ cd "$srcdir" && ac\_pwd=`pwd` && srcdir=. && test -d "$ac\_dir"; } ||

continue

ac\_builddir=.
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case "$ac\_dir" in

.) ac\_dir\_suffix= ac\_top\_builddir\_sub=. ac\_top\_build\_prefix= ;;

\*)

ac\_dir\_suffix=/`$as\_echo "$ac\_dir" | sed 's|^\.[\\/]||'`

# A ".." for each directory in $ac\_dir\_suffix.

ac\_top\_builddir\_sub=`$as\_echo "$ac\_dir\_suffix" | sed 's|/[^\\/]\*|/..|g;s|/||'`

case $ac\_top\_builddir\_sub in

"") ac\_top\_builddir\_sub=. ac\_top\_build\_prefix= ;;

\*) ac\_top\_build\_prefix=$ac\_top\_builddir\_sub/ ;;

esac ;;

esac

ac\_abs\_top\_builddir=$ac\_pwd

ac\_abs\_builddir=$ac\_pwd$ac\_dir\_suffix

# for backward compatibility:

ac\_top\_builddir=$ac\_top\_build\_prefix

case $srcdir in

.) # We are building in place.

ac\_srcdir=.

ac\_top\_srcdir=$ac\_top\_builddir\_sub

ac\_abs\_top\_srcdir=$ac\_pwd ;;

[\\/]\* | ?:[\\/]\* ) # Absolute name.

ac\_srcdir=$srcdir$ac\_dir\_suffix;

ac\_top\_srcdir=$srcdir

ac\_abs\_top\_srcdir=$srcdir ;;

\*) # Relative name.

ac\_srcdir=$ac\_top\_build\_prefix$srcdir$ac\_dir\_suffix

ac\_top\_srcdir=$ac\_top\_build\_prefix$srcdir

ac\_abs\_top\_srcdir=$ac\_pwd/$srcdir ;;

esac

ac\_abs\_srcdir=$ac\_abs\_top\_srcdir$ac\_dir\_suffix

cd "$ac\_dir" || { ac\_status=$?; continue; }

# Check for guested configure.

if test -f "$ac\_srcdir/configure.gnu"; then

echo &&

$SHELL "$ac\_srcdir/configure.gnu" --help=recursive

elif test -f "$ac\_srcdir/configure"; then

echo &&

$SHELL "$ac\_srcdir/configure" --help=recursive

else
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$as\_echo "$as\_me: WARNING: no configuration information is in $ac\_dir" >&2

fi || ac\_status=$?

cd "$ac\_pwd" || { ac\_status=$?; break; }

done

fi

test -n "$ac\_init\_help" && exit $ac\_status

if $ac\_init\_version; then

cat <<\\_ACEOF

FULL-PACKAGE-NAME configure VERSION

generated by GNU Autoconf 2.69

Copyright (C) 2012 Free Software Foundation, Inc.

This configure script is free software; the Free Software Foundation

gives unlimited permission to copy, distribute and modify it.

\_ACEOF

exit

fi

## ------------------------ ##

## Autoconf initialization. ##

## ------------------------ ##

# ac\_fn\_c\_try\_compile LINENO

# --------------------------

# Try to compile conftest.$ac\_ext, and return whether this succeeded.

ac\_fn\_c\_try\_compile ()

{

as\_lineno=${as\_lineno-"$1"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

rm -f conftest.$ac\_objext

if { { ac\_try="$ac\_compile"

case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_compile") 2>conftest.err

ac\_status=$?

if test -s conftest.err; then

grep -v '^ \*+' conftest.err >conftest.er1
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cat conftest.er1 >&5

mv -f conftest.er1 conftest.err

fi

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; } && {

test -z "$ac\_c\_werror\_flag" ||

test ! -s conftest.err

} && test -s conftest.$ac\_objext; then :

ac\_retval=0

else

$as\_echo "$as\_me: failed program was:" >&5

sed 's/^/| /' conftest.$ac\_ext >&5

ac\_retval=1

fi

eval $as\_lineno\_stack; ${as\_lineno\_stack:+:} unset as\_lineno

as\_fn\_set\_status $ac\_retval

} # ac\_fn\_c\_try\_compile

# ac\_fn\_c\_try\_link LINENO

# -----------------------

# Try to link conftest.$ac\_ext, and return whether this succeeded.

ac\_fn\_c\_try\_link ()

{

as\_lineno=${as\_lineno-"$1"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

rm -f conftest.$ac\_objext conftest$ac\_exeext

if { { ac\_try="$ac\_link"

case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_link") 2>conftest.err

ac\_status=$?

if test -s conftest.err; then

grep -v '^ \*+' conftest.err >conftest.er1

cat conftest.er1 >&5

mv -f conftest.er1 conftest.err

fi
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$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; } && {

test -z "$ac\_c\_werror\_flag" ||

test ! -s conftest.err

} && test -s conftest$ac\_exeext && {

test "$cross\_compiling" = yes ||

test -x conftest$ac\_exeext

}; then :

ac\_retval=0

else

$as\_echo "$as\_me: failed program was:" >&5

sed 's/^/| /' conftest.$ac\_ext >&5

ac\_retval=1

fi

# Delete the IPA/IPO (Inter Procedural Analysis/Optimization) information

# created by the PGI compiler (conftest\_ipa8\_conftest.oo), as it would

# interfere with the next link command; also delete a directory that is

# left behind by Apple's compiler. We do this before executing the actions.

rm -rf conftest.dSYM conftest\_ipa8\_conftest.oo

eval $as\_lineno\_stack; ${as\_lineno\_stack:+:} unset as\_lineno

as\_fn\_set\_status $ac\_retval

} # ac\_fn\_c\_try\_link

# ac\_fn\_c\_try\_cpp LINENO

# ----------------------

# Try to preprocess conftest.$ac\_ext, and return whether this succeeded.

ac\_fn\_c\_try\_cpp ()

{

as\_lineno=${as\_lineno-"$1"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

if { { ac\_try="$ac\_cpp conftest.$ac\_ext"

case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_cpp conftest.$ac\_ext") 2>conftest.err

ac\_status=$?

if test -s conftest.err; then
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grep -v '^ \*+' conftest.err >conftest.er1

cat conftest.er1 >&5

mv -f conftest.er1 conftest.err

fi

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; } > conftest.i && {

test -z "$ac\_c\_preproc\_warn\_flag$ac\_c\_werror\_flag" ||

test ! -s conftest.err

}; then :

ac\_retval=0

else

$as\_echo "$as\_me: failed program was:" >&5

sed 's/^/| /' conftest.$ac\_ext >&5

ac\_retval=1

fi

eval $as\_lineno\_stack; ${as\_lineno\_stack:+:} unset as\_lineno

as\_fn\_set\_status $ac\_retval

} # ac\_fn\_c\_try\_cpp

# ac\_fn\_c\_check\_header\_mongrel LINENO HEADER VAR INCLUDES

# -------------------------------------------------------

# Tests whether HEADER exists, giving a warning if it cannot be compiled using

# the include files in INCLUDES and setting the cache variable VAR

# accordingly.

ac\_fn\_c\_check\_header\_mongrel ()

{

as\_lineno=${as\_lineno-"$1"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

if eval \${$3+:} false; then :

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $2" >&5

$as\_echo\_n "checking for $2... " >&6; }

if eval \${$3+:} false; then :

$as\_echo\_n "(cached) " >&6

fi

eval ac\_res=\$$3

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_res" >&5

$as\_echo "$ac\_res" >&6; }

else

# Is the header compilable?

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking $2 usability" >&5
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$as\_echo\_n "checking $2 usability... " >&6; }

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

$4

#include <$2>

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

ac\_header\_compiler=yes

else

ac\_header\_compiler=no

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_header\_compiler" >&5

$as\_echo "$ac\_header\_compiler" >&6; }

# Is the header present?

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking $2 presence" >&5

$as\_echo\_n "checking $2 presence... " >&6; }

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <$2>

\_ACEOF

if ac\_fn\_c\_try\_cpp "$LINENO"; then :

ac\_header\_preproc=yes

else

ac\_header\_preproc=no

fi

rm -f conftest.err conftest.i conftest.$ac\_ext

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_header\_preproc" >&5

$as\_echo "$ac\_header\_preproc" >&6; }

# So? What about this header?

case $ac\_header\_compiler:$ac\_header\_preproc:$ac\_c\_preproc\_warn\_flag in #((

yes:no: )

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: $2: accepted by the compiler, rejected by the preprocessor!" >&5

$as\_echo "$as\_me: WARNING: $2: accepted by the compiler, rejected by the preprocessor!" >&2;}

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: $2: proceeding with the compiler's result" >&5

$as\_echo "$as\_me: WARNING: $2: proceeding with the compiler's result" >&2;}
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;;

no:yes:\* )

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: $2: present but cannot be compiled" >&5

$as\_echo "$as\_me: WARNING: $2: present but cannot be compiled" >&2;}

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: $2: check for missing prerequisite headers?" >&5

$as\_echo "$as\_me: WARNING: $2: check for missing prerequisite headers?" >&2;}

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: $2: see the Autoconf documentation" >&5

$as\_echo "$as\_me: WARNING: $2: see the Autoconf documentation" >&2;}

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: $2: section \"Present But Cannot Be Compiled\"" >&5

$as\_echo "$as\_me: WARNING: $2: section \"Present But Cannot Be Compiled\"" >&2;}

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: $2: proceeding with the compiler's result" >&5

$as\_echo "$as\_me: WARNING: $2: proceeding with the compiler's result" >&2;}

( $as\_echo "## --------------------------------- ##

## Report this to BUG-REPORT-ADDRESS ##

## --------------------------------- ##"

) | sed "s/^/$as\_me: WARNING: /" >&2

;;

esac

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $2" >&5

$as\_echo\_n "checking for $2... " >&6; }

if eval \${$3+:} false; then :

$as\_echo\_n "(cached) " >&6

else

eval "$3=\$ac\_header\_compiler"

fi

eval ac\_res=\$$3

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_res" >&5

$as\_echo "$ac\_res" >&6; }

fi

eval $as\_lineno\_stack; ${as\_lineno\_stack:+:} unset as\_lineno

} # ac\_fn\_c\_check\_header\_mongrel

# ac\_fn\_c\_try\_run LINENO

# ----------------------
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# Try to link conftest.$ac\_ext, and return whether this succeeded. Assumes

# that executables \*can\* be run.

ac\_fn\_c\_try\_run ()

{

as\_lineno=${as\_lineno-"$1"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

if { { ac\_try="$ac\_link"

case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_link") 2>&5

ac\_status=$?

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; } && { ac\_try='./conftest$ac\_exeext'

{ { case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_try") 2>&5

ac\_status=$?

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; }; }; then :

ac\_retval=0

else

$as\_echo "$as\_me: program exited with status $ac\_status" >&5

$as\_echo "$as\_me: failed program was:" >&5

sed 's/^/| /' conftest.$ac\_ext >&5

ac\_retval=$ac\_status

fi

rm -rf conftest.dSYM conftest\_ipa8\_conftest.oo

eval $as\_lineno\_stack; ${as\_lineno\_stack:+:} unset as\_lineno

as\_fn\_set\_status $ac\_retval

} # ac\_fn\_c\_try\_run

# ac\_fn\_c\_check\_header\_compile LINENO HEADER VAR INCLUDES
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# -------------------------------------------------------

# Tests whether HEADER exists and can be compiled using the include files in

# INCLUDES, setting the cache variable VAR accordingly.

ac\_fn\_c\_check\_header\_compile ()

{

as\_lineno=${as\_lineno-"$1"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $2" >&5

$as\_echo\_n "checking for $2... " >&6; }

if eval \${$3+:} false; then :

$as\_echo\_n "(cached) " >&6

else

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

$4

#include <$2>

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

eval "$3=yes"

else

eval "$3=no"

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

fi

eval ac\_res=\$$3

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_res" >&5

$as\_echo "$ac\_res" >&6; }

eval $as\_lineno\_stack; ${as\_lineno\_stack:+:} unset as\_lineno

} # ac\_fn\_c\_check\_header\_compile

# ac\_fn\_c\_check\_type LINENO TYPE VAR INCLUDES

# -------------------------------------------

# Tests whether TYPE exists after having included INCLUDES, setting cache

# variable VAR accordingly.

ac\_fn\_c\_check\_type ()

{

as\_lineno=${as\_lineno-"$1"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $2" >&5

$as\_echo\_n "checking for $2... " >&6; }

if eval \${$3+:} false; then :

$as\_echo\_n "(cached) " >&6
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else

eval "$3=no"

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

$4

int

main ()

{

if (sizeof ($2))

return 0;

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

$4

int

main ()

{

if (sizeof (($2)))

return 0;

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

else

eval "$3=yes"

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

fi

eval ac\_res=\$$3

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_res" >&5

$as\_echo "$ac\_res" >&6; }

eval $as\_lineno\_stack; ${as\_lineno\_stack:+:} unset as\_lineno
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} # ac\_fn\_c\_check\_type

# ac\_fn\_c\_find\_intX\_t LINENO BITS VAR

# -----------------------------------

# Finds a signed integer type with width BITS, setting cache variable VAR

# accordingly.

ac\_fn\_c\_find\_intX\_t ()

{

as\_lineno=${as\_lineno-"$1"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for int$2\_t" >&5

$as\_echo\_n "checking for int$2\_t... " >&6; }

if eval \${$3+:} false; then :

$as\_echo\_n "(cached) " >&6

else

eval "$3=no"

# Order is important - never check a type that is potentially smaller

# than half of the expected target width.

for ac\_type in int$2\_t 'int' 'long int' \

'long long int' 'short int' 'signed char'; do

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

$ac\_includes\_default

enum { N = $2 / 2 - 1 };

int

main ()

{

static int test\_array [1 - 2 \* !(0 < ($ac\_type) ((((($ac\_type) 1 << N) << N) - 1) \* 2 + 1))];

test\_array [0] = 0;

return test\_array [0];

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

$ac\_includes\_default

enum { N = $2 / 2 - 1 };

int
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main ()

{

static int test\_array [1 - 2 \* !(($ac\_type) ((((($ac\_type) 1 << N) << N) - 1) \* 2 + 1)

< ($ac\_type) ((((($ac\_type) 1 << N) << N) - 1) \* 2 + 2))];

test\_array [0] = 0;

return test\_array [0];

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

else

case $ac\_type in #(

int$2\_t) :

eval "$3=yes" ;; #(

\*) :

eval "$3=\$ac\_type" ;;

esac

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

if eval test \"x\$"$3"\" = x"no"; then :

else

break

fi

done

fi

eval ac\_res=\$$3

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_res" >&5

$as\_echo "$ac\_res" >&6; }

eval $as\_lineno\_stack; ${as\_lineno\_stack:+:} unset as\_lineno

} # ac\_fn\_c\_find\_intX\_t

# ac\_fn\_c\_check\_func LINENO FUNC VAR

# ----------------------------------
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# Tests whether FUNC exists, setting the cache variable VAR accordingly

ac\_fn\_c\_check\_func ()

{

as\_lineno=${as\_lineno-"$1"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $2" >&5

$as\_echo\_n "checking for $2... " >&6; }

if eval \${$3+:} false; then :

$as\_echo\_n "(cached) " >&6

else

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

/\* Define $2 to an innocuous variant, in case <limits.h> declares $2.

For example, HP-UX 11i <limits.h> declares gettimeofday. \*/

#define $2 innocuous\_$2

/\* System header to define \_\_stub macros and hopefully few prototypes,

which can conflict with char $2 (); below.

Prefer <limits.h> to <assert.h> if \_\_STDC\_\_ is defined, since

<limits.h> exists even on freestanding compilers. \*/

#ifdef \_\_STDC\_\_

# include <limits.h>

#else

# include <assert.h>

#endif

#undef $2

/\* Override any GCC internal prototype to avoid an error.

Use char because int might match the return type of a GCC

builtin and then its argument prototype would still apply. \*/

#ifdef \_\_cplusplus

extern "C"

#endif

char $2 ();

/\* The GNU C library defines this for functions which it implements

to always fail with ENOSYS. Some functions are actually named

something starting with \_\_ and the normal name is an alias. \*/

#if defined \_\_stub\_$2 || defined \_\_stub\_\_\_$2

choke me

#endif
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int

main ()

{

return $2 ();

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_link "$LINENO"; then :

eval "$3=yes"

else

eval "$3=no"

fi

rm -f core conftest.err conftest.$ac\_objext \

conftest$ac\_exeext conftest.$ac\_ext

fi

eval ac\_res=\$$3

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_res" >&5

$as\_echo "$ac\_res" >&6; }

eval $as\_lineno\_stack; ${as\_lineno\_stack:+:} unset as\_lineno

} # ac\_fn\_c\_check\_func

cat >config.log <<\_ACEOF

This file contains any messages produced by compilers while

running configure, to aid debugging if configure makes a mistake.

It was created by FULL-PACKAGE-NAME $as\_me VERSION, which was

generated by GNU Autoconf 2.69. Invocation command line was

$ $0 $@

\_ACEOF

exec 5>>config.log

{

cat <<\_ASUNAME

## --------- ##

## Platform. ##

## --------- ##

hostname = `(hostname || uname -n) 2>/dev/null | sed 1q`
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uname -m = `(uname -m) 2>/dev/null || echo unknown`

uname -r = `(uname -r) 2>/dev/null || echo unknown`

uname -s = `(uname -s) 2>/dev/null || echo unknown`

uname -v = `(uname -v) 2>/dev/null || echo unknown`

/usr/bin/uname -p = `(/usr/bin/uname -p) 2>/dev/null || echo unknown`

/bin/uname -X = `(/bin/uname -X) 2>/dev/null || echo unknown`

/bin/arch = `(/bin/arch) 2>/dev/null || echo unknown`

/usr/bin/arch -k = `(/usr/bin/arch -k) 2>/dev/null || echo unknown`

/usr/convex/getsysinfo = `(/usr/convex/getsysinfo) 2>/dev/null || echo unknown`

/usr/bin/hostinfo = `(/usr/bin/hostinfo) 2>/dev/null || echo unknown`

/bin/machine = `(/bin/machine) 2>/dev/null || echo unknown`

/usr/bin/oslevel = `(/usr/bin/oslevel) 2>/dev/null || echo unknown`

/bin/universe = `(/bin/universe) 2>/dev/null || echo unknown`

\_ASUNAME

as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

$as\_echo "PATH: $as\_dir"

done

IFS=$as\_save\_IFS

} >&5

cat >&5 <<\_ACEOF

## ----------- ##

## Core tests. ##

## ----------- ##

\_ACEOF

# Keep a trace of the command line.

# Strip out --no-create and --no-recursion so they do not pile up.
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# Strip out --silent because we don't want to record it for future runs.

# Also quote any args containing shell meta-characters.

# Make two passes to allow for proper duplicate-argument suppression.

ac\_configure\_args=

ac\_configure\_args0=

ac\_configure\_args1=

ac\_must\_keep\_next=false

for ac\_pass in 1 2

do

for ac\_arg

do

case $ac\_arg in

-no-create | --no-c\* | -n | -no-recursion | --no-r\*) continue ;;

-q | -quiet | --quiet | --quie | --qui | --qu | --q \

| -silent | --silent | --silen | --sile | --sil)

continue ;;

\*\'\*)

ac\_arg=`$as\_echo "$ac\_arg" | sed "s/'/'\\\\\\\\''/g"` ;;

esac

case $ac\_pass in

1) as\_fn\_append ac\_configure\_args0 " '$ac\_arg'" ;;

2)

as\_fn\_append ac\_configure\_args1 " '$ac\_arg'"

if test $ac\_must\_keep\_next = true; then

ac\_must\_keep\_next=false # Got value, back to normal.

else

case $ac\_arg in

\*=\* | --config-cache | -C | -disable-\* | --disable-\* \

| -enable-\* | --enable-\* | -gas | --g\* | -nfp | --nf\* \

| -q | -quiet | --q\* | -silent | --sil\* | -v | -verb\* \

| -with-\* | --with-\* | -without-\* | --without-\* | --x)

case "$ac\_configure\_args0 " in

"$ac\_configure\_args1"\*" '$ac\_arg' "\* ) continue ;;

esac

;;

-\* ) ac\_must\_keep\_next=true ;;

esac

fi

as\_fn\_append ac\_configure\_args " '$ac\_arg'"

;;

esac
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done

done

{ ac\_configure\_args0=; unset ac\_configure\_args0;}

{ ac\_configure\_args1=; unset ac\_configure\_args1;}

# When interrupted or exit'd, cleanup temporary files, and complete

# config.log. We remove comments because anyway the quotes in there

# would cause problems or look ugly.

# WARNING: Use '\'' to represent an apostrophe within the trap.

# WARNING: Do not start the trap code with a newline, due to a FreeBSD 4.0 bug.

trap 'exit\_status=$?

# Save into config.log some information that might help in debugging.

{

echo

$as\_echo "## ---------------- ##

## Cache variables. ##

## ---------------- ##"

echo

# The following way of writing the cache mishandles newlines in values,

(

for ac\_var in `(set) 2>&1 | sed -n '\''s/^\([a-zA-Z\_][a-zA-Z0-9\_]\*\)=.\*/\1/p'\''`; do

eval ac\_val=\$$ac\_var

case $ac\_val in #(

\*${as\_nl}\*)

case $ac\_var in #(

\*\_cv\_\*) { $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: cache variable $ac\_var contains a newline" >&5

$as\_echo "$as\_me: WARNING: cache variable $ac\_var contains a newline" >&2;} ;;

esac

case $ac\_var in #(

\_ | IFS | as\_nl) ;; #(

BASH\_ARGV | BASH\_SOURCE) eval $ac\_var= ;; #(

\*) { eval $ac\_var=; unset $ac\_var;} ;;

esac ;;

esac

done

(set) 2>&1 |

case $as\_nl`(ac\_space='\'' '\''; set) 2>&1` in #(

\*${as\_nl}ac\_space=\ \*)
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sed -n \

"s/'\''/'\''\\\\'\'''\''/g;

s/^\\([\_$as\_cr\_alnum]\*\_cv\_[\_$as\_cr\_alnum]\*\\)=\\(.\*\\)/\\1='\''\\2'\''/p"

;; #(

\*)

sed -n "/^[\_$as\_cr\_alnum]\*\_cv\_[\_$as\_cr\_alnum]\*=/p"

;;

esac |

sort

)

echo

$as\_echo "## ----------------- ##

## Output variables. ##

## ----------------- ##"

echo

for ac\_var in $ac\_subst\_vars

do

eval ac\_val=\$$ac\_var

case $ac\_val in

\*\'\''\*) ac\_val=`$as\_echo "$ac\_val" | sed "s/'\''/'\''\\\\\\\\'\'''\''/g"`;;

esac

$as\_echo "$ac\_var='\''$ac\_val'\''"

done | sort

echo

if test -n "$ac\_subst\_files"; then

$as\_echo "## ------------------- ##

## File substitutions. ##

## ------------------- ##"

echo

for ac\_var in $ac\_subst\_files

do

eval ac\_val=\$$ac\_var

case $ac\_val in

\*\'\''\*) ac\_val=`$as\_echo "$ac\_val" | sed "s/'\''/'\''\\\\\\\\'\'''\''/g"`;;

esac

$as\_echo "$ac\_var='\''$ac\_val'\''"
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done | sort

echo

fi

if test -s confdefs.h; then

$as\_echo "## ----------- ##

## confdefs.h. ##

## ----------- ##"

echo

cat confdefs.h

echo

fi

test "$ac\_signal" != 0 &&

$as\_echo "$as\_me: caught signal $ac\_signal"

$as\_echo "$as\_me: exit $exit\_status"

} >&5

rm -f core \*.core core.conftest.\* &&

rm -f -r conftest\* confdefs\* conf$$\* $ac\_clean\_files &&

exit $exit\_status

' 0

for ac\_signal in 1 2 13 15; do

trap 'ac\_signal='$ac\_signal'; as\_fn\_exit 1' $ac\_signal

done

ac\_signal=0

# confdefs.h avoids OS command line length limits that DEFS can exceed.

rm -f -r conftest\* confdefs.h

$as\_echo "/\* confdefs.h \*/" > confdefs.h

# Predefined preprocessor variables.

cat >>confdefs.h <<\_ACEOF

#define PACKAGE\_NAME "$PACKAGE\_NAME"

\_ACEOF

cat >>confdefs.h <<\_ACEOF

#define PACKAGE\_TARNAME "$PACKAGE\_TARNAME"

\_ACEOF

cat >>confdefs.h <<\_ACEOF
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#define PACKAGE\_VERSION "$PACKAGE\_VERSION"

\_ACEOF

cat >>confdefs.h <<\_ACEOF

#define PACKAGE\_STRING "$PACKAGE\_STRING"

\_ACEOF

cat >>confdefs.h <<\_ACEOF

#define PACKAGE\_BUGREPORT "$PACKAGE\_BUGREPORT"

\_ACEOF

cat >>confdefs.h <<\_ACEOF

#define PACKAGE\_URL "$PACKAGE\_URL"

\_ACEOF

# Let the site file select an alternate cache file if it wants to.

# Prefer an explicitly selected file to automatically selected ones.

ac\_site\_file1=NONE

ac\_site\_file2=NONE

if test -n "$CONFIG\_SITE"; then

# We do not want a PATH search for config.site.

case $CONFIG\_SITE in #((

-\*) ac\_site\_file1=./$CONFIG\_SITE;;

\*/\*) ac\_site\_file1=$CONFIG\_SITE;;

\*) ac\_site\_file1=./$CONFIG\_SITE;;

esac

elif test "x$prefix" != xNONE; then

ac\_site\_file1=$prefix/share/config.site

ac\_site\_file2=$prefix/etc/config.site

else

ac\_site\_file1=$ac\_default\_prefix/share/config.site

ac\_site\_file2=$ac\_default\_prefix/etc/config.site

fi

for ac\_site\_file in "$ac\_site\_file1" "$ac\_site\_file2"

do

test "x$ac\_site\_file" = xNONE && continue

if test /dev/null != "$ac\_site\_file" && test -r "$ac\_site\_file"; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: loading site script $ac\_site\_file" >&5

$as\_echo "$as\_me: loading site script $ac\_site\_file" >&6;}
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sed 's/^/| /' "$ac\_site\_file" >&5

. "$ac\_site\_file" \

|| { { $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: in \`$ac\_pwd':" >&5

$as\_echo "$as\_me: error: in \`$ac\_pwd':" >&2;}

as\_fn\_error $? "failed to load site script $ac\_site\_file

See \`config.log' for more details" "$LINENO" 5; }

fi

done

if test -r "$cache\_file"; then

# Some versions of bash will fail to source /dev/null (special files

# actually), so we avoid doing that. DJGPP emulates it as a regular file.

if test /dev/null != "$cache\_file" && test -f "$cache\_file"; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: loading cache $cache\_file" >&5

$as\_echo "$as\_me: loading cache $cache\_file" >&6;}

case $cache\_file in

[\\/]\* | ?:[\\/]\* ) . "$cache\_file";;

\*) . "./$cache\_file";;

esac

fi

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: creating cache $cache\_file" >&5

$as\_echo "$as\_me: creating cache $cache\_file" >&6;}

>$cache\_file

fi

# Check that the precious variables saved in the cache have kept the same

# value.

ac\_cache\_corrupted=false

for ac\_var in $ac\_precious\_vars; do

eval ac\_old\_set=\$ac\_cv\_env\_${ac\_var}\_set

eval ac\_new\_set=\$ac\_env\_${ac\_var}\_set

eval ac\_old\_val=\$ac\_cv\_env\_${ac\_var}\_value

eval ac\_new\_val=\$ac\_env\_${ac\_var}\_value

case $ac\_old\_set,$ac\_new\_set in

set,)

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: \`$ac\_var' was set to \`$ac\_old\_val' in the previous run" >&5

$as\_echo "$as\_me: error: \`$ac\_var' was set to \`$ac\_old\_val' in the previous run" >&2;}

ac\_cache\_corrupted=: ;;
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,set)

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: \`$ac\_var' was not set in the previous run" >&5

$as\_echo "$as\_me: error: \`$ac\_var' was not set in the previous run" >&2;}

ac\_cache\_corrupted=: ;;

,);;

\*)

if test "x$ac\_old\_val" != "x$ac\_new\_val"; then

# differences in whitespace do not lead to failure.

ac\_old\_val\_w=`echo x $ac\_old\_val`

ac\_new\_val\_w=`echo x $ac\_new\_val`

if test "$ac\_old\_val\_w" != "$ac\_new\_val\_w"; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: \`$ac\_var' has changed since the previous run:" >&5

$as\_echo "$as\_me: error: \`$ac\_var' has changed since the previous run:" >&2;}

ac\_cache\_corrupted=:

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: warning: ignoring whitespace changes in \`$ac\_var' since the previous run:" >&5

$as\_echo "$as\_me: warning: ignoring whitespace changes in \`$ac\_var' since the previous run:" >&2;}

eval $ac\_var=\$ac\_old\_val

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: former value: \`$ac\_old\_val'" >&5

$as\_echo "$as\_me: former value: \`$ac\_old\_val'" >&2;}

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: current value: \`$ac\_new\_val'" >&5

$as\_echo "$as\_me: current value: \`$ac\_new\_val'" >&2;}

fi;;

esac

# Pass precious variables to config.status.

if test "$ac\_new\_set" = set; then

case $ac\_new\_val in

\*\'\*) ac\_arg=$ac\_var=`$as\_echo "$ac\_new\_val" | sed "s/'/'\\\\\\\\''/g"` ;;

\*) ac\_arg=$ac\_var=$ac\_new\_val ;;

esac

case " $ac\_configure\_args " in

\*" '$ac\_arg' "\*) ;; # Avoid dups. Use of quotes ensures accuracy.

\*) as\_fn\_append ac\_configure\_args " '$ac\_arg'" ;;

esac
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fi

done

if $ac\_cache\_corrupted; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: in \`$ac\_pwd':" >&5

$as\_echo "$as\_me: error: in \`$ac\_pwd':" >&2;}

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: changes in the environment can compromise the build" >&5

$as\_echo "$as\_me: error: changes in the environment can compromise the build" >&2;}

as\_fn\_error $? "run \`make distclean' and/or \`rm $cache\_file' and start over" "$LINENO" 5

fi

## -------------------- ##

## Main body of script. ##

## -------------------- ##

ac\_ext=c

ac\_cpp='$CPP $CPPFLAGS'

ac\_compile='$CC -c $CFLAGS $CPPFLAGS conftest.$ac\_ext >&5'

ac\_link='$CC -o conftest$ac\_exeext $CFLAGS $CPPFLAGS $LDFLAGS conftest.$ac\_ext $LIBS >&5'

ac\_compiler\_gnu=$ac\_cv\_c\_compiler\_gnu

ac\_config\_headers="$ac\_config\_headers config.h"

# Checks for programs.

ac\_ext=c

ac\_cpp='$CPP $CPPFLAGS'

ac\_compile='$CC -c $CFLAGS $CPPFLAGS conftest.$ac\_ext >&5'

ac\_link='$CC -o conftest$ac\_exeext $CFLAGS $CPPFLAGS $LDFLAGS conftest.$ac\_ext $LIBS >&5'

ac\_compiler\_gnu=$ac\_cv\_c\_compiler\_gnu

if test -n "$ac\_tool\_prefix"; then

# Extract the first word of "${ac\_tool\_prefix}gcc", so it can be a program name with args.

set dummy ${ac\_tool\_prefix}gcc; ac\_word=$2

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $ac\_word" >&5

$as\_echo\_n "checking for $ac\_word... " >&6; }
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if ${ac\_cv\_prog\_CC+:} false; then :

$as\_echo\_n "(cached) " >&6

else

if test -n "$CC"; then

ac\_cv\_prog\_CC="$CC" # Let the user override the test.

else

as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

for ac\_exec\_ext in '' $ac\_executable\_extensions; do

if as\_fn\_executable\_p "$as\_dir/$ac\_word$ac\_exec\_ext"; then

ac\_cv\_prog\_CC="${ac\_tool\_prefix}gcc"

$as\_echo "$as\_me:${as\_lineno-$LINENO}: found $as\_dir/$ac\_word$ac\_exec\_ext" >&5

break 2

fi

done

done

IFS=$as\_save\_IFS

fi

fi

CC=$ac\_cv\_prog\_CC

if test -n "$CC"; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $CC" >&5

$as\_echo "$CC" >&6; }

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: no" >&5

$as\_echo "no" >&6; }

fi

fi

if test -z "$ac\_cv\_prog\_CC"; then

ac\_ct\_CC=$CC

# Extract the first word of "gcc", so it can be a program name with args.

set dummy gcc; ac\_word=$2

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $ac\_word" >&5

$as\_echo\_n "checking for $ac\_word... " >&6; }
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if ${ac\_cv\_prog\_ac\_ct\_CC+:} false; then :

$as\_echo\_n "(cached) " >&6

else

if test -n "$ac\_ct\_CC"; then

ac\_cv\_prog\_ac\_ct\_CC="$ac\_ct\_CC" # Let the user override the test.

else

as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

for ac\_exec\_ext in '' $ac\_executable\_extensions; do

if as\_fn\_executable\_p "$as\_dir/$ac\_word$ac\_exec\_ext"; then

ac\_cv\_prog\_ac\_ct\_CC="gcc"

$as\_echo "$as\_me:${as\_lineno-$LINENO}: found $as\_dir/$ac\_word$ac\_exec\_ext" >&5

break 2

fi

done

done

IFS=$as\_save\_IFS

fi

fi

ac\_ct\_CC=$ac\_cv\_prog\_ac\_ct\_CC

if test -n "$ac\_ct\_CC"; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_ct\_CC" >&5

$as\_echo "$ac\_ct\_CC" >&6; }

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: no" >&5

$as\_echo "no" >&6; }

fi

if test "x$ac\_ct\_CC" = x; then

CC=""

else

case $cross\_compiling:$ac\_tool\_warned in

yes:)

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: using cross tools not prefixed with host triplet" >&5

$as\_echo "$as\_me: WARNING: using cross tools not prefixed with host triplet" >&2;}
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ac\_tool\_warned=yes ;;

esac

CC=$ac\_ct\_CC

fi

else

CC="$ac\_cv\_prog\_CC"

fi

if test -z "$CC"; then

if test -n "$ac\_tool\_prefix"; then

# Extract the first word of "${ac\_tool\_prefix}cc", so it can be a program name with args.

set dummy ${ac\_tool\_prefix}cc; ac\_word=$2

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $ac\_word" >&5

$as\_echo\_n "checking for $ac\_word... " >&6; }

if ${ac\_cv\_prog\_CC+:} false; then :

$as\_echo\_n "(cached) " >&6

else

if test -n "$CC"; then

ac\_cv\_prog\_CC="$CC" # Let the user override the test.

else

as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

for ac\_exec\_ext in '' $ac\_executable\_extensions; do

if as\_fn\_executable\_p "$as\_dir/$ac\_word$ac\_exec\_ext"; then

ac\_cv\_prog\_CC="${ac\_tool\_prefix}cc"

$as\_echo "$as\_me:${as\_lineno-$LINENO}: found $as\_dir/$ac\_word$ac\_exec\_ext" >&5

break 2

fi

done

done

IFS=$as\_save\_IFS

fi

fi

CC=$ac\_cv\_prog\_CC

if test -n "$CC"; then
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{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $CC" >&5

$as\_echo "$CC" >&6; }

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: no" >&5

$as\_echo "no" >&6; }

fi

fi

fi

if test -z "$CC"; then

# Extract the first word of "cc", so it can be a program name with args.

set dummy cc; ac\_word=$2

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $ac\_word" >&5

$as\_echo\_n "checking for $ac\_word... " >&6; }

if ${ac\_cv\_prog\_CC+:} false; then :

$as\_echo\_n "(cached) " >&6

else

if test -n "$CC"; then

ac\_cv\_prog\_CC="$CC" # Let the user override the test.

else

ac\_prog\_rejected=no

as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

for ac\_exec\_ext in '' $ac\_executable\_extensions; do

if as\_fn\_executable\_p "$as\_dir/$ac\_word$ac\_exec\_ext"; then

if test "$as\_dir/$ac\_word$ac\_exec\_ext" = "/usr/ucb/cc"; then

ac\_prog\_rejected=yes

continue

fi

ac\_cv\_prog\_CC="cc"

$as\_echo "$as\_me:${as\_lineno-$LINENO}: found $as\_dir/$ac\_word$ac\_exec\_ext" >&5

break 2

fi

done

done

IFS=$as\_save\_IFS
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if test $ac\_prog\_rejected = yes; then

# We found a bogon in the path, so make sure we never use it.

set dummy $ac\_cv\_prog\_CC

shift

if test $# != 0; then

# We chose a different compiler from the bogus one.

# However, it has the same basename, so the bogon will be chosen

# first if we set CC to just the basename; use the full file name.

shift

ac\_cv\_prog\_CC="$as\_dir/$ac\_word${1+' '}$@"

fi

fi

fi

fi

CC=$ac\_cv\_prog\_CC

if test -n "$CC"; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $CC" >&5

$as\_echo "$CC" >&6; }

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: no" >&5

$as\_echo "no" >&6; }

fi

fi

if test -z "$CC"; then

if test -n "$ac\_tool\_prefix"; then

for ac\_prog in cl.exe

do

# Extract the first word of "$ac\_tool\_prefix$ac\_prog", so it can be a program name with args.

set dummy $ac\_tool\_prefix$ac\_prog; ac\_word=$2

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $ac\_word" >&5

$as\_echo\_n "checking for $ac\_word... " >&6; }

if ${ac\_cv\_prog\_CC+:} false; then :

$as\_echo\_n "(cached) " >&6

else

if test -n "$CC"; then

ac\_cv\_prog\_CC="$CC" # Let the user override the test.

else
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as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

for ac\_exec\_ext in '' $ac\_executable\_extensions; do

if as\_fn\_executable\_p "$as\_dir/$ac\_word$ac\_exec\_ext"; then

ac\_cv\_prog\_CC="$ac\_tool\_prefix$ac\_prog"

$as\_echo "$as\_me:${as\_lineno-$LINENO}: found $as\_dir/$ac\_word$ac\_exec\_ext" >&5

break 2

fi

done

done

IFS=$as\_save\_IFS

fi

fi

CC=$ac\_cv\_prog\_CC

if test -n "$CC"; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $CC" >&5

$as\_echo "$CC" >&6; }

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: no" >&5

$as\_echo "no" >&6; }

fi

test -n "$CC" && break

done

fi

if test -z "$CC"; then

ac\_ct\_CC=$CC

for ac\_prog in cl.exe

do

# Extract the first word of "$ac\_prog", so it can be a program name with args.

set dummy $ac\_prog; ac\_word=$2

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $ac\_word" >&5

$as\_echo\_n "checking for $ac\_word... " >&6; }

if ${ac\_cv\_prog\_ac\_ct\_CC+:} false; then :

$as\_echo\_n "(cached) " >&6
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else

if test -n "$ac\_ct\_CC"; then

ac\_cv\_prog\_ac\_ct\_CC="$ac\_ct\_CC" # Let the user override the test.

else

as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

for ac\_exec\_ext in '' $ac\_executable\_extensions; do

if as\_fn\_executable\_p "$as\_dir/$ac\_word$ac\_exec\_ext"; then

ac\_cv\_prog\_ac\_ct\_CC="$ac\_prog"

$as\_echo "$as\_me:${as\_lineno-$LINENO}: found $as\_dir/$ac\_word$ac\_exec\_ext" >&5

break 2

fi

done

done

IFS=$as\_save\_IFS

fi

fi

ac\_ct\_CC=$ac\_cv\_prog\_ac\_ct\_CC

if test -n "$ac\_ct\_CC"; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_ct\_CC" >&5

$as\_echo "$ac\_ct\_CC" >&6; }

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: no" >&5

$as\_echo "no" >&6; }

fi

test -n "$ac\_ct\_CC" && break

done

if test "x$ac\_ct\_CC" = x; then

CC=""

else

case $cross\_compiling:$ac\_tool\_warned in

yes:)
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{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: using cross tools not prefixed with host triplet" >&5

$as\_echo "$as\_me: WARNING: using cross tools not prefixed with host triplet" >&2;}

ac\_tool\_warned=yes ;;

esac

CC=$ac\_ct\_CC

fi

fi

fi

test -z "$CC" && { { $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: in \`$ac\_pwd':" >&5

$as\_echo "$as\_me: error: in \`$ac\_pwd':" >&2;}

as\_fn\_error $? "no acceptable C compiler found in \$PATH

See \`config.log' for more details" "$LINENO" 5; }

# Provide some information about the compiler.

$as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for C compiler version" >&5

set X $ac\_compile

ac\_compiler=$2

for ac\_option in --version -v -V -qversion; do

{ { ac\_try="$ac\_compiler $ac\_option >&5"

case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_compiler $ac\_option >&5") 2>conftest.err

ac\_status=$?

if test -s conftest.err; then

sed '10a\

... rest of stderr output deleted ...

10q' conftest.err >conftest.er1

cat conftest.er1 >&5

fi

rm -f conftest.er1 conftest.err

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; }
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done

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

int

main ()

{

;

return 0;

}

\_ACEOF

ac\_clean\_files\_save=$ac\_clean\_files

ac\_clean\_files="$ac\_clean\_files a.out a.out.dSYM a.exe b.out"

# Try to create an executable without -o first, disregard a.out.

# It will help us diagnose broken compilers, and finding out an intuition

# of exeext.

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking whether the C compiler works" >&5

$as\_echo\_n "checking whether the C compiler works... " >&6; }

ac\_link\_default=`$as\_echo "$ac\_link" | sed 's/ -o \*conftest[^ ]\*//'`

# The possible output files:

ac\_files="a.out conftest.exe conftest a.exe a\_out.exe b.out conftest.\*"

ac\_rmfiles=

for ac\_file in $ac\_files

do

case $ac\_file in

\*.$ac\_ext | \*.xcoff | \*.tds | \*.d | \*.pdb | \*.xSYM | \*.bb | \*.bbg | \*.map | \*.inf | \*.dSYM | \*.o | \*.obj ) ;;

\* ) ac\_rmfiles="$ac\_rmfiles $ac\_file";;

esac

done

rm -f $ac\_rmfiles

if { { ac\_try="$ac\_link\_default"

case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;
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esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_link\_default") 2>&5

ac\_status=$?

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; }; then :

# Autoconf-2.13 could set the ac\_cv\_exeext variable to `no'.

# So ignore a value of `no', otherwise this would lead to `EXEEXT = no'

# in a Makefile. We should not override ac\_cv\_exeext if it was cached,

# so that the user can short-circuit this test for compilers unknown to

# Autoconf.

for ac\_file in $ac\_files ''

do

test -f "$ac\_file" || continue

case $ac\_file in

\*.$ac\_ext | \*.xcoff | \*.tds | \*.d | \*.pdb | \*.xSYM | \*.bb | \*.bbg | \*.map | \*.inf | \*.dSYM | \*.o | \*.obj )

;;

[ab].out )

# We found the default executable, but exeext='' is most

# certainly right.

break;;

\*.\* )

if test "${ac\_cv\_exeext+set}" = set && test "$ac\_cv\_exeext" != no;

then :; else

ac\_cv\_exeext=`expr "$ac\_file" : '[^.]\*\(\..\*\)'`

fi

# We set ac\_cv\_exeext here because the later test for it is not

# safe: cross compilers may not add the suffix if given an `-o'

# argument, so we may need to know it at that point already.

# Even if this section looks crufty: it has the advantage of

# actually working.

break;;

\* )

break;;

esac

done

test "$ac\_cv\_exeext" = no && ac\_cv\_exeext=

else
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ac\_file=''

fi

if test -z "$ac\_file"; then :

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: no" >&5

$as\_echo "no" >&6; }

$as\_echo "$as\_me: failed program was:" >&5

sed 's/^/| /' conftest.$ac\_ext >&5

{ { $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: in \`$ac\_pwd':" >&5

$as\_echo "$as\_me: error: in \`$ac\_pwd':" >&2;}

as\_fn\_error 77 "C compiler cannot create executables

See \`config.log' for more details" "$LINENO" 5; }

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: yes" >&5

$as\_echo "yes" >&6; }

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for C compiler default output file name" >&5

$as\_echo\_n "checking for C compiler default output file name... " >&6; }

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_file" >&5

$as\_echo "$ac\_file" >&6; }

ac\_exeext=$ac\_cv\_exeext

rm -f -r a.out a.out.dSYM a.exe conftest$ac\_cv\_exeext b.out

ac\_clean\_files=$ac\_clean\_files\_save

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for suffix of executables" >&5

$as\_echo\_n "checking for suffix of executables... " >&6; }

if { { ac\_try="$ac\_link"

case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_link") 2>&5

ac\_status=$?

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; }; then :

# If both `conftest.exe' and `conftest' are `present' (well, observable)

# catch `conftest.exe'. For instance with Cygwin, `ls conftest' will

# work properly (i.e., refer to `conftest.exe'), while it won't with
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# `rm'.

for ac\_file in conftest.exe conftest conftest.\*; do

test -f "$ac\_file" || continue

case $ac\_file in

\*.$ac\_ext | \*.xcoff | \*.tds | \*.d | \*.pdb | \*.xSYM | \*.bb | \*.bbg | \*.map | \*.inf | \*.dSYM | \*.o | \*.obj ) ;;

\*.\* ) ac\_cv\_exeext=`expr "$ac\_file" : '[^.]\*\(\..\*\)'`

break;;

\* ) break;;

esac

done

else

{ { $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: in \`$ac\_pwd':" >&5

$as\_echo "$as\_me: error: in \`$ac\_pwd':" >&2;}

as\_fn\_error $? "cannot compute suffix of executables: cannot compile and link

See \`config.log' for more details" "$LINENO" 5; }

fi

rm -f conftest conftest$ac\_cv\_exeext

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_exeext" >&5

$as\_echo "$ac\_cv\_exeext" >&6; }

rm -f conftest.$ac\_ext

EXEEXT=$ac\_cv\_exeext

ac\_exeext=$EXEEXT

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <stdio.h>

int

main ()

{

FILE \*f = fopen ("conftest.out", "w");

return ferror (f) || fclose (f) != 0;

;

return 0;

}

\_ACEOF

ac\_clean\_files="$ac\_clean\_files conftest.out"

# Check that the compiler produces executables we can run. If not, either

# the compiler is broken, or we cross compile.
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{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking whether we are cross compiling" >&5

$as\_echo\_n "checking whether we are cross compiling... " >&6; }

if test "$cross\_compiling" != yes; then

{ { ac\_try="$ac\_link"

case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_link") 2>&5

ac\_status=$?

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; }

if { ac\_try='./conftest$ac\_cv\_exeext'

{ { case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_try") 2>&5

ac\_status=$?

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; }; }; then

cross\_compiling=no

else

if test "$cross\_compiling" = maybe; then

cross\_compiling=yes

else

{ { $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: in \`$ac\_pwd':" >&5

$as\_echo "$as\_me: error: in \`$ac\_pwd':" >&2;}

as\_fn\_error $? "cannot run C compiled programs.

If you meant to cross compile, use \`--host'.

See \`config.log' for more details" "$LINENO" 5; }

fi

fi

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $cross\_compiling" >&5

$as\_echo "$cross\_compiling" >&6; }
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rm -f conftest.$ac\_ext conftest$ac\_cv\_exeext conftest.out

ac\_clean\_files=$ac\_clean\_files\_save

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for suffix of object files" >&5

$as\_echo\_n "checking for suffix of object files... " >&6; }

if ${ac\_cv\_objext+:} false; then :

$as\_echo\_n "(cached) " >&6

else

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

int

main ()

{

;

return 0;

}

\_ACEOF

rm -f conftest.o conftest.obj

if { { ac\_try="$ac\_compile"

case "(($ac\_try" in

\*\"\* | \*\`\* | \*\\\*) ac\_try\_echo=\$ac\_try;;

\*) ac\_try\_echo=$ac\_try;;

esac

eval ac\_try\_echo="\"\$as\_me:${as\_lineno-$LINENO}: $ac\_try\_echo\""

$as\_echo "$ac\_try\_echo"; } >&5

(eval "$ac\_compile") 2>&5

ac\_status=$?

$as\_echo "$as\_me:${as\_lineno-$LINENO}: \$? = $ac\_status" >&5

test $ac\_status = 0; }; then :

for ac\_file in conftest.o conftest.obj conftest.\*; do

test -f "$ac\_file" || continue;

case $ac\_file in

\*.$ac\_ext | \*.xcoff | \*.tds | \*.d | \*.pdb | \*.xSYM | \*.bb | \*.bbg | \*.map | \*.inf | \*.dSYM ) ;;

\*) ac\_cv\_objext=`expr "$ac\_file" : '.\*\.\(.\*\)'`

break;;

esac

done

else
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$as\_echo "$as\_me: failed program was:" >&5

sed 's/^/| /' conftest.$ac\_ext >&5

{ { $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: in \`$ac\_pwd':" >&5

$as\_echo "$as\_me: error: in \`$ac\_pwd':" >&2;}

as\_fn\_error $? "cannot compute suffix of object files: cannot compile

See \`config.log' for more details" "$LINENO" 5; }

fi

rm -f conftest.$ac\_cv\_objext conftest.$ac\_ext

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_objext" >&5

$as\_echo "$ac\_cv\_objext" >&6; }

OBJEXT=$ac\_cv\_objext

ac\_objext=$OBJEXT

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking whether we are using the GNU C compiler" >&5

$as\_echo\_n "checking whether we are using the GNU C compiler... " >&6; }

if ${ac\_cv\_c\_compiler\_gnu+:} false; then :

$as\_echo\_n "(cached) " >&6

else

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

int

main ()

{

#ifndef \_\_GNUC\_\_

choke me

#endif

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

ac\_compiler\_gnu=yes

else

ac\_compiler\_gnu=no

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

ac\_cv\_c\_compiler\_gnu=$ac\_compiler\_gnu
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fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_c\_compiler\_gnu" >&5

$as\_echo "$ac\_cv\_c\_compiler\_gnu" >&6; }

if test $ac\_compiler\_gnu = yes; then

GCC=yes

else

GCC=

fi

ac\_test\_CFLAGS=${CFLAGS+set}

ac\_save\_CFLAGS=$CFLAGS

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking whether $CC accepts -g" >&5

$as\_echo\_n "checking whether $CC accepts -g... " >&6; }

if ${ac\_cv\_prog\_cc\_g+:} false; then :

$as\_echo\_n "(cached) " >&6

else

ac\_save\_c\_werror\_flag=$ac\_c\_werror\_flag

ac\_c\_werror\_flag=yes

ac\_cv\_prog\_cc\_g=no

CFLAGS="-g"

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

int

main ()

{

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

ac\_cv\_prog\_cc\_g=yes

else

CFLAGS=""

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

int

main ()

{
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;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

else

ac\_c\_werror\_flag=$ac\_save\_c\_werror\_flag

CFLAGS="-g"

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

int

main ()

{

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

ac\_cv\_prog\_cc\_g=yes

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

ac\_c\_werror\_flag=$ac\_save\_c\_werror\_flag

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_prog\_cc\_g" >&5

$as\_echo "$ac\_cv\_prog\_cc\_g" >&6; }

if test "$ac\_test\_CFLAGS" = set; then

CFLAGS=$ac\_save\_CFLAGS

elif test $ac\_cv\_prog\_cc\_g = yes; then

if test "$GCC" = yes; then

CFLAGS="-g -O2"

else

CFLAGS="-g"

fi
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else

if test "$GCC" = yes; then

CFLAGS="-O2"

else

CFLAGS=

fi

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for $CC option to accept ISO C89" >&5

$as\_echo\_n "checking for $CC option to accept ISO C89... " >&6; }

if ${ac\_cv\_prog\_cc\_c89+:} false; then :

$as\_echo\_n "(cached) " >&6

else

ac\_cv\_prog\_cc\_c89=no

ac\_save\_CC=$CC

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <stdarg.h>

#include <stdio.h>

struct stat;

/\* Most of the following tests are stolen from RCS 5.7's src/conf.sh. \*/

struct buf { int x; };

FILE \* (\*rcsopen) (struct buf \*, struct stat \*, int);

static char \*e (p, i)

char \*\*p;

int i;

{

return p[i];

}

static char \*f (char \* (\*g) (char \*\*, int), char \*\*p, ...)

{

char \*s;

va\_list v;

va\_start (v,p);

s = g (p, va\_arg (v,int));

va\_end (v);

return s;

}

/\* OSF 4.0 Compaq cc is some sort of almost-ANSI by default. It has

function prototypes and stuff, but not '\xHH' hex character constants.
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These don't provoke an error unfortunately, instead are silently treated

as 'x'. The following induces an error, until -std is added to get

proper ANSI mode. Curiously '\x00'!='x' always comes out true, for an

array size at least. It's necessary to write '\x00'==0 to get something

that's true only with -std. \*/

int osf4\_cc\_array ['\x00' == 0 ? 1 : -1];

/\* IBM C 6 for AIX is almost-ANSI by default, but it replaces macro parameters

inside strings and character constants. \*/

#define FOO(x) 'x'

int xlc6\_cc\_array[FOO(a) == 'x' ? 1 : -1];

int test (int i, double x);

struct s1 {int (\*f) (int a);};

struct s2 {int (\*f) (double a);};

int pairnames (int, char \*\*, FILE \*(\*)(struct buf \*, struct stat \*, int), int, int);

int argc;

char \*\*argv;

int

main ()

{

return f (e, argv, 0) != argv[0] || f (e, argv, 1) != argv[1];

;

return 0;

}

\_ACEOF

for ac\_arg in '' -qlanglvl=extc89 -qlanglvl=ansi -std \

-Ae "-Aa -D\_HPUX\_SOURCE" "-Xc -D\_\_EXTENSIONS\_\_"

do

CC="$ac\_save\_CC $ac\_arg"

if ac\_fn\_c\_try\_compile "$LINENO"; then :

ac\_cv\_prog\_cc\_c89=$ac\_arg

fi

rm -f core conftest.err conftest.$ac\_objext

test "x$ac\_cv\_prog\_cc\_c89" != "xno" && break

done

rm -f conftest.$ac\_ext

CC=$ac\_save\_CC

fi
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# AC\_CACHE\_VAL

case "x$ac\_cv\_prog\_cc\_c89" in

x)

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: none needed" >&5

$as\_echo "none needed" >&6; } ;;

xno)

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: unsupported" >&5

$as\_echo "unsupported" >&6; } ;;

\*)

CC="$CC $ac\_cv\_prog\_cc\_c89"

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_prog\_cc\_c89" >&5

$as\_echo "$ac\_cv\_prog\_cc\_c89" >&6; } ;;

esac

if test "x$ac\_cv\_prog\_cc\_c89" != xno; then :

fi

ac\_ext=c

ac\_cpp='$CPP $CPPFLAGS'

ac\_compile='$CC -c $CFLAGS $CPPFLAGS conftest.$ac\_ext >&5'

ac\_link='$CC -o conftest$ac\_exeext $CFLAGS $CPPFLAGS $LDFLAGS conftest.$ac\_ext $LIBS >&5'

ac\_compiler\_gnu=$ac\_cv\_c\_compiler\_gnu

# Checks for libraries.

# FIXME: Replace `main' with a function in `-lm':

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for main in -lm" >&5

$as\_echo\_n "checking for main in -lm... " >&6; }

if ${ac\_cv\_lib\_m\_main+:} false; then :

$as\_echo\_n "(cached) " >&6

else

ac\_check\_lib\_save\_LIBS=$LIBS

LIBS="-lm $LIBS"

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

int

main ()
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{

return main ();

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_link "$LINENO"; then :

ac\_cv\_lib\_m\_main=yes

else

ac\_cv\_lib\_m\_main=no

fi

rm -f core conftest.err conftest.$ac\_objext \

conftest$ac\_exeext conftest.$ac\_ext

LIBS=$ac\_check\_lib\_save\_LIBS

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_lib\_m\_main" >&5

$as\_echo "$ac\_cv\_lib\_m\_main" >&6; }

if test "x$ac\_cv\_lib\_m\_main" = xyes; then :

cat >>confdefs.h <<\_ACEOF

#define HAVE\_LIBM 1

\_ACEOF

LIBS="-lm $LIBS"

fi

# Checks for header files.

ac\_ext=c

ac\_cpp='$CPP $CPPFLAGS'

ac\_compile='$CC -c $CFLAGS $CPPFLAGS conftest.$ac\_ext >&5'

ac\_link='$CC -o conftest$ac\_exeext $CFLAGS $CPPFLAGS $LDFLAGS conftest.$ac\_ext $LIBS >&5'

ac\_compiler\_gnu=$ac\_cv\_c\_compiler\_gnu

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking how to run the C preprocessor" >&5

$as\_echo\_n "checking how to run the C preprocessor... " >&6; }

# On Suns, sometimes $CPP names a directory.

if test -n "$CPP" && test -d "$CPP"; then

CPP=

fi
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if test -z "$CPP"; then

if ${ac\_cv\_prog\_CPP+:} false; then :

$as\_echo\_n "(cached) " >&6

else

# Double quotes because CPP needs to be expanded

for CPP in "$CC -E" "$CC -E -traditional-cpp" "/lib/cpp"

do

ac\_preproc\_ok=false

for ac\_c\_preproc\_warn\_flag in '' yes

do

# Use a header file that comes with gcc, so configuring glibc

# with a fresh cross-compiler works.

# Prefer <limits.h> to <assert.h> if \_\_STDC\_\_ is defined, since

# <limits.h> exists even on freestanding compilers.

# On the NeXT, cc -E runs the code through the compiler's parser,

# not just through cpp. "Syntax error" is here to catch this case.

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#ifdef \_\_STDC\_\_

# include <limits.h>

#else

# include <assert.h>

#endif

Syntax error

\_ACEOF

if ac\_fn\_c\_try\_cpp "$LINENO"; then :

else

# Broken: fails on valid input.

continue

fi

rm -f conftest.err conftest.i conftest.$ac\_ext

# OK, works on sane cases. Now check whether nonexistent headers

# can be detected and how.

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <ac\_nonexistent.h>

\_ACEOF

if ac\_fn\_c\_try\_cpp "$LINENO"; then :

# Broken: success on invalid input.
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continue

else

# Passes both tests.

ac\_preproc\_ok=:

break

fi

rm -f conftest.err conftest.i conftest.$ac\_ext

done

# Because of `break', \_AC\_PREPROC\_IFELSE's cleaning code was skipped.

rm -f conftest.i conftest.err conftest.$ac\_ext

if $ac\_preproc\_ok; then :

break

fi

done

ac\_cv\_prog\_CPP=$CPP

fi

CPP=$ac\_cv\_prog\_CPP

else

ac\_cv\_prog\_CPP=$CPP

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $CPP" >&5

$as\_echo "$CPP" >&6; }

ac\_preproc\_ok=false

for ac\_c\_preproc\_warn\_flag in '' yes

do

# Use a header file that comes with gcc, so configuring glibc

# with a fresh cross-compiler works.

# Prefer <limits.h> to <assert.h> if \_\_STDC\_\_ is defined, since

# <limits.h> exists even on freestanding compilers.

# On the NeXT, cc -E runs the code through the compiler's parser,

# not just through cpp. "Syntax error" is here to catch this case.

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#ifdef \_\_STDC\_\_

# include <limits.h>

#else

# include <assert.h>

#endif
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Syntax error

\_ACEOF

if ac\_fn\_c\_try\_cpp "$LINENO"; then :

else

# Broken: fails on valid input.

continue

fi

rm -f conftest.err conftest.i conftest.$ac\_ext

# OK, works on sane cases. Now check whether nonexistent headers

# can be detected and how.

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <ac\_nonexistent.h>

\_ACEOF

if ac\_fn\_c\_try\_cpp "$LINENO"; then :

# Broken: success on invalid input.

continue

else

# Passes both tests.

ac\_preproc\_ok=:

break

fi

rm -f conftest.err conftest.i conftest.$ac\_ext

done

# Because of `break', \_AC\_PREPROC\_IFELSE's cleaning code was skipped.

rm -f conftest.i conftest.err conftest.$ac\_ext

if $ac\_preproc\_ok; then :

else

{ { $as\_echo "$as\_me:${as\_lineno-$LINENO}: error: in \`$ac\_pwd':" >&5

$as\_echo "$as\_me: error: in \`$ac\_pwd':" >&2;}

as\_fn\_error $? "C preprocessor \"$CPP\" fails sanity check

See \`config.log' for more details" "$LINENO" 5; }

fi

ac\_ext=c

ac\_cpp='$CPP $CPPFLAGS'

ac\_compile='$CC -c $CFLAGS $CPPFLAGS conftest.$ac\_ext >&5'
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ac\_link='$CC -o conftest$ac\_exeext $CFLAGS $CPPFLAGS $LDFLAGS conftest.$ac\_ext $LIBS >&5'

ac\_compiler\_gnu=$ac\_cv\_c\_compiler\_gnu

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for grep that handles long lines and -e" >&5

$as\_echo\_n "checking for grep that handles long lines and -e... " >&6; }

if ${ac\_cv\_path\_GREP+:} false; then :

$as\_echo\_n "(cached) " >&6

else

if test -z "$GREP"; then

ac\_path\_GREP\_found=false

# Loop through the user's path and test for each of PROGNAME-LIST

as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH$PATH\_SEPARATOR/usr/xpg4/bin

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

for ac\_prog in grep ggrep; do

for ac\_exec\_ext in '' $ac\_executable\_extensions; do

ac\_path\_GREP="$as\_dir/$ac\_prog$ac\_exec\_ext"

as\_fn\_executable\_p "$ac\_path\_GREP" || continue

# Check for GNU ac\_path\_GREP and select it if it is found.

# Check for GNU $ac\_path\_GREP

case `"$ac\_path\_GREP" --version 2>&1` in

\*GNU\*)

ac\_cv\_path\_GREP="$ac\_path\_GREP" ac\_path\_GREP\_found=:;;

\*)

ac\_count=0

$as\_echo\_n 0123456789 >"conftest.in"

while :

do

cat "conftest.in" "conftest.in" >"conftest.tmp"

mv "conftest.tmp" "conftest.in"

cp "conftest.in" "conftest.nl"

$as\_echo 'GREP' >> "conftest.nl"

"$ac\_path\_GREP" -e 'GREP$' -e '-(cannot match)-' < "conftest.nl" >"conftest.out" 2>/dev/null || break

diff "conftest.out" "conftest.nl" >/dev/null 2>&1 || break

as\_fn\_arith $ac\_count + 1 && ac\_count=$as\_val
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if test $ac\_count -gt ${ac\_path\_GREP\_max-0}; then

# Best one so far, save it but keep looking for a better one

ac\_cv\_path\_GREP="$ac\_path\_GREP"

ac\_path\_GREP\_max=$ac\_count

fi

# 10\*(2^10) chars as input seems more than enough

test $ac\_count -gt 10 && break

done

rm -f conftest.in conftest.tmp conftest.nl conftest.out;;

esac

$ac\_path\_GREP\_found && break 3

done

done

done

IFS=$as\_save\_IFS

if test -z "$ac\_cv\_path\_GREP"; then

as\_fn\_error $? "no acceptable grep could be found in $PATH$PATH\_SEPARATOR/usr/xpg4/bin" "$LINENO" 5

fi

else

ac\_cv\_path\_GREP=$GREP

fi

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_path\_GREP" >&5

$as\_echo "$ac\_cv\_path\_GREP" >&6; }

GREP="$ac\_cv\_path\_GREP"

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for egrep" >&5

$as\_echo\_n "checking for egrep... " >&6; }

if ${ac\_cv\_path\_EGREP+:} false; then :

$as\_echo\_n "(cached) " >&6

else

if echo a | $GREP -E '(a|b)' >/dev/null 2>&1

then ac\_cv\_path\_EGREP="$GREP -E"

else

if test -z "$EGREP"; then

ac\_path\_EGREP\_found=false

# Loop through the user's path and test for each of PROGNAME-LIST
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as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH$PATH\_SEPARATOR/usr/xpg4/bin

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

for ac\_prog in egrep; do

for ac\_exec\_ext in '' $ac\_executable\_extensions; do

ac\_path\_EGREP="$as\_dir/$ac\_prog$ac\_exec\_ext"

as\_fn\_executable\_p "$ac\_path\_EGREP" || continue

# Check for GNU ac\_path\_EGREP and select it if it is found.

# Check for GNU $ac\_path\_EGREP

case `"$ac\_path\_EGREP" --version 2>&1` in

\*GNU\*)

ac\_cv\_path\_EGREP="$ac\_path\_EGREP" ac\_path\_EGREP\_found=:;;

\*)

ac\_count=0

$as\_echo\_n 0123456789 >"conftest.in"

while :

do

cat "conftest.in" "conftest.in" >"conftest.tmp"

mv "conftest.tmp" "conftest.in"

cp "conftest.in" "conftest.nl"

$as\_echo 'EGREP' >> "conftest.nl"

"$ac\_path\_EGREP" 'EGREP$' < "conftest.nl" >"conftest.out" 2>/dev/null || break

diff "conftest.out" "conftest.nl" >/dev/null 2>&1 || break

as\_fn\_arith $ac\_count + 1 && ac\_count=$as\_val

if test $ac\_count -gt ${ac\_path\_EGREP\_max-0}; then

# Best one so far, save it but keep looking for a better one

ac\_cv\_path\_EGREP="$ac\_path\_EGREP"

ac\_path\_EGREP\_max=$ac\_count

fi

# 10\*(2^10) chars as input seems more than enough

test $ac\_count -gt 10 && break

done

rm -f conftest.in conftest.tmp conftest.nl conftest.out;;

esac

$ac\_path\_EGREP\_found && break 3

done

done

done

Продолжение листинга 6

IFS=$as\_save\_IFS

if test -z "$ac\_cv\_path\_EGREP"; then

as\_fn\_error $? "no acceptable egrep could be found in $PATH$PATH\_SEPARATOR/usr/xpg4/bin" "$LINENO" 5

fi

else

ac\_cv\_path\_EGREP=$EGREP

fi

fi

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_path\_EGREP" >&5

$as\_echo "$ac\_cv\_path\_EGREP" >&6; }

EGREP="$ac\_cv\_path\_EGREP"

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for ANSI C header files" >&5

$as\_echo\_n "checking for ANSI C header files... " >&6; }

if ${ac\_cv\_header\_stdc+:} false; then :

$as\_echo\_n "(cached) " >&6

else

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <stdlib.h>

#include <stdarg.h>

#include <string.h>

#include <float.h>

int

main ()

{

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

ac\_cv\_header\_stdc=yes

else

ac\_cv\_header\_stdc=no

fi
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rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

if test $ac\_cv\_header\_stdc = yes; then

# SunOS 4.x string.h does not declare mem\*, contrary to ANSI.

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <string.h>

\_ACEOF

if (eval "$ac\_cpp conftest.$ac\_ext") 2>&5 |

$EGREP "memchr" >/dev/null 2>&1; then :

else

ac\_cv\_header\_stdc=no

fi

rm -f conftest\*

fi

if test $ac\_cv\_header\_stdc = yes; then

# ISC 2.0.2 stdlib.h does not declare free, contrary to ANSI.

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <stdlib.h>

\_ACEOF

if (eval "$ac\_cpp conftest.$ac\_ext") 2>&5 |

$EGREP "free" >/dev/null 2>&1; then :

else

ac\_cv\_header\_stdc=no

fi

rm -f conftest\*

fi

if test $ac\_cv\_header\_stdc = yes; then

# /bin/cc in Irix-4.0.5 gets non-ANSI ctype macros unless using -ansi.

if test "$cross\_compiling" = yes; then :

:

else
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cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <ctype.h>

#include <stdlib.h>

#if ((' ' & 0x0FF) == 0x020)

# define ISLOWER(c) ('a' <= (c) && (c) <= 'z')

# define TOUPPER(c) (ISLOWER(c) ? 'A' + ((c) - 'a') : (c))

#else

# define ISLOWER(c) \

(('a' <= (c) && (c) <= 'i') \

|| ('j' <= (c) && (c) <= 'r') \

|| ('s' <= (c) && (c) <= 'z'))

# define TOUPPER(c) (ISLOWER(c) ? ((c) | 0x40) : (c))

#endif

#define XOR(e, f) (((e) && !(f)) || (!(e) && (f)))

int

main ()

{

int i;

for (i = 0; i < 256; i++)

if (XOR (islower (i), ISLOWER (i))

|| toupper (i) != TOUPPER (i))

return 2;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_run "$LINENO"; then :

else

ac\_cv\_header\_stdc=no

fi

rm -f core \*.core core.conftest.\* gmon.out bb.out conftest$ac\_exeext \

conftest.$ac\_objext conftest.beam conftest.$ac\_ext

fi

fi

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_header\_stdc" >&5

$as\_echo "$ac\_cv\_header\_stdc" >&6; }

if test $ac\_cv\_header\_stdc = yes; then
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$as\_echo "#define STDC\_HEADERS 1" >>confdefs.h

fi

# On IRIX 5.3, sys/types and inttypes.h are conflicting.

for ac\_header in sys/types.h sys/stat.h stdlib.h string.h memory.h strings.h \

inttypes.h stdint.h unistd.h

do :

as\_ac\_Header=`$as\_echo "ac\_cv\_header\_$ac\_header" | $as\_tr\_sh`

ac\_fn\_c\_check\_header\_compile "$LINENO" "$ac\_header" "$as\_ac\_Header" "$ac\_includes\_default

"

if eval test \"x\$"$as\_ac\_Header"\" = x"yes"; then :

cat >>confdefs.h <<\_ACEOF

#define `$as\_echo "HAVE\_$ac\_header" | $as\_tr\_cpp` 1

\_ACEOF

fi

done

for ac\_header in inttypes.h netinet/in.h stdlib.h string.h sys/socket.h unistd.h

do :

as\_ac\_Header=`$as\_echo "ac\_cv\_header\_$ac\_header" | $as\_tr\_sh`

ac\_fn\_c\_check\_header\_mongrel "$LINENO" "$ac\_header" "$as\_ac\_Header" "$ac\_includes\_default"

if eval test \"x\$"$as\_ac\_Header"\" = x"yes"; then :

cat >>confdefs.h <<\_ACEOF

#define `$as\_echo "HAVE\_$ac\_header" | $as\_tr\_cpp` 1

\_ACEOF

fi

done

# Checks for typedefs, structures, and compiler characteristics.

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for stdbool.h that conforms to C99" >&5
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$as\_echo\_n "checking for stdbool.h that conforms to C99... " >&6; }

if ${ac\_cv\_header\_stdbool\_h+:} false; then :

$as\_echo\_n "(cached) " >&6

else

cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#include <stdbool.h>

#ifndef bool

"error: bool is not defined"

#endif

#ifndef false

"error: false is not defined"

#endif

#if false

"error: false is not 0"

#endif

#ifndef true

"error: true is not defined"

#endif

#if true != 1

"error: true is not 1"

#endif

#ifndef \_\_bool\_true\_false\_are\_defined

"error: \_\_bool\_true\_false\_are\_defined is not defined"

#endif

struct s { \_Bool s: 1; \_Bool t; } s;

char a[true == 1 ? 1 : -1];

char b[false == 0 ? 1 : -1];

char c[\_\_bool\_true\_false\_are\_defined == 1 ? 1 : -1];

char d[(bool) 0.5 == true ? 1 : -1];

/\* See body of main program for 'e'. \*/

char f[(\_Bool) 0.0 == false ? 1 : -1];

char g[true];

char h[sizeof (\_Bool)];

char i[sizeof s.t];

enum { j = false, k = true, l = false \* true, m = true \* 256 };

/\* The following fails for

HP aC++/ANSI C B3910B A.05.55 [Dec 04 2003]. \*/
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\_Bool n[m];

char o[sizeof n == m \* sizeof n[0] ? 1 : -1];

char p[-1 - (\_Bool) 0 < 0 && -1 - (bool) 0 < 0 ? 1 : -1];

/\* Catch a bug in an HP-UX C compiler. See

http://gcc.gnu.org/ml/gcc-patches/2003-12/msg02303.html

http://lists.gnu.org/archive/html/bug-coreutils/2005-11/msg00161.html

\*/

\_Bool q = true;

\_Bool \*pq = &q;

int

main ()

{

bool e = &s;

\*pq |= q;

\*pq |= ! q;

/\* Refer to every declared value, to avoid compiler optimizations. \*/

return (!a + !b + !c + !d + !e + !f + !g + !h + !i + !!j + !k + !!l

+ !m + !n + !o + !p + !q + !pq);

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_compile "$LINENO"; then :

ac\_cv\_header\_stdbool\_h=yes

else

ac\_cv\_header\_stdbool\_h=no

fi

rm -f core conftest.err conftest.$ac\_objext conftest.$ac\_ext

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_header\_stdbool\_h" >&5

$as\_echo "$ac\_cv\_header\_stdbool\_h" >&6; }

ac\_fn\_c\_check\_type "$LINENO" "\_Bool" "ac\_cv\_type\_\_Bool" "$ac\_includes\_default"

if test "x$ac\_cv\_type\_\_Bool" = xyes; then :

cat >>confdefs.h <<\_ACEOF

#define HAVE\_\_BOOL 1
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\_ACEOF

fi

ac\_fn\_c\_find\_intX\_t "$LINENO" "8" "ac\_cv\_c\_int8\_t"

case $ac\_cv\_c\_int8\_t in #(

no|yes) ;; #(

\*)

cat >>confdefs.h <<\_ACEOF

#define int8\_t $ac\_cv\_c\_int8\_t

\_ACEOF

;;

esac

# Checks for library functions.

for ac\_header in stdlib.h

do :

ac\_fn\_c\_check\_header\_mongrel "$LINENO" "stdlib.h" "ac\_cv\_header\_stdlib\_h" "$ac\_includes\_default"

if test "x$ac\_cv\_header\_stdlib\_h" = xyes; then :

cat >>confdefs.h <<\_ACEOF

#define HAVE\_STDLIB\_H 1

\_ACEOF

fi

done

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: checking for GNU libc compatible malloc" >&5

$as\_echo\_n "checking for GNU libc compatible malloc... " >&6; }

if ${ac\_cv\_func\_malloc\_0\_nonnull+:} false; then :

$as\_echo\_n "(cached) " >&6

else

if test "$cross\_compiling" = yes; then :

ac\_cv\_func\_malloc\_0\_nonnull=no

else
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cat confdefs.h - <<\_ACEOF >conftest.$ac\_ext

/\* end confdefs.h. \*/

#if defined STDC\_HEADERS || defined HAVE\_STDLIB\_H

# include <stdlib.h>

#else

char \*malloc ();

#endif

int

main ()

{

return ! malloc (0);

;

return 0;

}

\_ACEOF

if ac\_fn\_c\_try\_run "$LINENO"; then :

ac\_cv\_func\_malloc\_0\_nonnull=yes

else

ac\_cv\_func\_malloc\_0\_nonnull=no

fi

rm -f core \*.core core.conftest.\* gmon.out bb.out conftest$ac\_exeext \

conftest.$ac\_objext conftest.beam conftest.$ac\_ext

fi

fi

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: result: $ac\_cv\_func\_malloc\_0\_nonnull" >&5

$as\_echo "$ac\_cv\_func\_malloc\_0\_nonnull" >&6; }

if test $ac\_cv\_func\_malloc\_0\_nonnull = yes; then :

$as\_echo "#define HAVE\_MALLOC 1" >>confdefs.h

else

$as\_echo "#define HAVE\_MALLOC 0" >>confdefs.h

case " $LIBOBJS " in

\*" malloc.$ac\_objext "\* ) ;;

\*) LIBOBJS="$LIBOBJS malloc.$ac\_objext"

;;

esac
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$as\_echo "#define malloc rpl\_malloc" >>confdefs.h

fi

for ac\_func in bzero memset socket strtol

do :

as\_ac\_var=`$as\_echo "ac\_cv\_func\_$ac\_func" | $as\_tr\_sh`

ac\_fn\_c\_check\_func "$LINENO" "$ac\_func" "$as\_ac\_var"

if eval test \"x\$"$as\_ac\_var"\" = x"yes"; then :

cat >>confdefs.h <<\_ACEOF

#define `$as\_echo "HAVE\_$ac\_func" | $as\_tr\_cpp` 1

\_ACEOF

fi

done

ac\_config\_files="$ac\_config\_files Makefile"

cat >confcache <<\\_ACEOF

# This file is a shell script that caches the results of configure

# tests run on this system so they can be shared between configure

# scripts and configure runs, see configure's option --config-cache.

# It is not useful on other systems. If it contains results you don't

# want to keep, you may remove or edit it.

#

# config.status only pays attention to the cache file if you give it

# the --recheck option to rerun configure.

#

# `ac\_cv\_env\_foo' variables (set or unset) will be overridden when

# loading this file, other \*unset\* `ac\_cv\_foo' will be assigned the

# following values.

\_ACEOF

# The following way of writing the cache mishandles newlines in values,

# but we know of no workaround that is simple, portable, and efficient.

# So, we kill variables containing newlines.
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# Ultrix sh set writes to stderr and can't be redirected directly,

# and sets the high bit in the cache file unless we assign to the vars.

(

for ac\_var in `(set) 2>&1 | sed -n 's/^\([a-zA-Z\_][a-zA-Z0-9\_]\*\)=.\*/\1/p'`; do

eval ac\_val=\$$ac\_var

case $ac\_val in #(

\*${as\_nl}\*)

case $ac\_var in #(

\*\_cv\_\*) { $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: cache variable $ac\_var contains a newline" >&5

$as\_echo "$as\_me: WARNING: cache variable $ac\_var contains a newline" >&2;} ;;

esac

case $ac\_var in #(

\_ | IFS | as\_nl) ;; #(

BASH\_ARGV | BASH\_SOURCE) eval $ac\_var= ;; #(

\*) { eval $ac\_var=; unset $ac\_var;} ;;

esac ;;

esac

done

(set) 2>&1 |

case $as\_nl`(ac\_space=' '; set) 2>&1` in #(

\*${as\_nl}ac\_space=\ \*)

# `set' does not quote correctly, so add quotes: double-quote

# substitution turns \\\\ into \\, and sed turns \\ into \.

sed -n \

"s/'/'\\\\''/g;

s/^\\([\_$as\_cr\_alnum]\*\_cv\_[\_$as\_cr\_alnum]\*\\)=\\(.\*\\)/\\1='\\2'/p"

;; #(

\*)

# `set' quotes correctly as required by POSIX, so do not add quotes.

sed -n "/^[\_$as\_cr\_alnum]\*\_cv\_[\_$as\_cr\_alnum]\*=/p"

;;

esac |

sort

) |

sed '

/^ac\_cv\_env\_/b end

t clear

:clear

s/^\([^=]\*\)=\(.\*[{}].\*\)$/test "${\1+set}" = set || &/
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t end

s/^\([^=]\*\)=\(.\*\)$/\1=${\1=\2}/

:end' >>confcache

if diff "$cache\_file" confcache >/dev/null 2>&1; then :; else

if test -w "$cache\_file"; then

if test "x$cache\_file" != "x/dev/null"; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: updating cache $cache\_file" >&5

$as\_echo "$as\_me: updating cache $cache\_file" >&6;}

if test ! -f "$cache\_file" || test -h "$cache\_file"; then

cat confcache >"$cache\_file"

else

case $cache\_file in #(

\*/\* | ?:\*)

mv -f confcache "$cache\_file"$$ &&

mv -f "$cache\_file"$$ "$cache\_file" ;; #(

\*)

mv -f confcache "$cache\_file" ;;

esac

fi

fi

else

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: not updating unwritable cache $cache\_file" >&5

$as\_echo "$as\_me: not updating unwritable cache $cache\_file" >&6;}

fi

fi

rm -f confcache

test "x$prefix" = xNONE && prefix=$ac\_default\_prefix

# Let make expand exec\_prefix.

test "x$exec\_prefix" = xNONE && exec\_prefix='${prefix}'

DEFS=-DHAVE\_CONFIG\_H

ac\_libobjs=

ac\_ltlibobjs=

U=

for ac\_i in : $LIBOBJS; do test "x$ac\_i" = x: && continue

# 1. Remove the extension, and $U if already installed.

ac\_script='s/\$U\././;s/\.o$//;s/\.obj$//'

ac\_i=`$as\_echo "$ac\_i" | sed "$ac\_script"`
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# 2. Prepend LIBOBJDIR. When used with automake>=1.10 LIBOBJDIR

# will be set to the directory where LIBOBJS objects are built.

as\_fn\_append ac\_libobjs " \${LIBOBJDIR}$ac\_i\$U.$ac\_objext"

as\_fn\_append ac\_ltlibobjs " \${LIBOBJDIR}$ac\_i"'$U.lo'

done

LIBOBJS=$ac\_libobjs

LTLIBOBJS=$ac\_ltlibobjs

: "${CONFIG\_STATUS=./config.status}"

ac\_write\_fail=0

ac\_clean\_files\_save=$ac\_clean\_files

ac\_clean\_files="$ac\_clean\_files $CONFIG\_STATUS"

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: creating $CONFIG\_STATUS" >&5

$as\_echo "$as\_me: creating $CONFIG\_STATUS" >&6;}

as\_write\_fail=0

cat >$CONFIG\_STATUS <<\_ASEOF || as\_write\_fail=1

#! $SHELL

# Generated by $as\_me.

# Run this file to recreate the current configuration.

# Compiler output produced by configure, useful for debugging

# configure, is in config.log if it exists.

debug=false

ac\_cs\_recheck=false

ac\_cs\_silent=false

SHELL=\${CONFIG\_SHELL-$SHELL}

export SHELL

\_ASEOF

cat >>$CONFIG\_STATUS <<\\_ASEOF || as\_write\_fail=1

## -------------------- ##

## M4sh Initialization. ##

## -------------------- ##

# Be more Bourne compatible

DUALCASE=1; export DUALCASE # for MKS sh

if test -n "${ZSH\_VERSION+set}" && (emulate sh) >/dev/null 2>&1; then :

emulate sh
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NULLCMD=:

# Pre-4.2 versions of Zsh do word splitting on ${1+"$@"}, which

# is contrary to our usage. Disable this feature.

alias -g '${1+"$@"}'='"$@"'

setopt NO\_GLOB\_SUBST

else

case `(set -o) 2>/dev/null` in #(

\*posix\*) :

set -o posix ;; #(

\*) :

;;

esac

fi

as\_nl='

'

export as\_nl

# Printing a long string crashes Solaris 7 /usr/bin/printf.

as\_echo='\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\\'

as\_echo=$as\_echo$as\_echo$as\_echo$as\_echo$as\_echo

as\_echo=$as\_echo$as\_echo$as\_echo$as\_echo$as\_echo$as\_echo

# Prefer a ksh shell builtin over an external printf program on Solaris,

# but without wasting forks for bash or zsh.

if test -z "$BASH\_VERSION$ZSH\_VERSION" \

&& (test "X`print -r -- $as\_echo`" = "X$as\_echo") 2>/dev/null; then

as\_echo='print -r --'

as\_echo\_n='print -rn --'

elif (test "X`printf %s $as\_echo`" = "X$as\_echo") 2>/dev/null; then

as\_echo='printf %s\n'

as\_echo\_n='printf %s'

else

if test "X`(/usr/ucb/echo -n -n $as\_echo) 2>/dev/null`" = "X-n $as\_echo"; then

as\_echo\_body='eval /usr/ucb/echo -n "$1$as\_nl"'

as\_echo\_n='/usr/ucb/echo -n'

else

as\_echo\_body='eval expr "X$1" : "X\\(.\*\\)"'

as\_echo\_n\_body='eval

arg=$1;

case $arg in #(
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\*"$as\_nl"\*)

expr "X$arg" : "X\\(.\*\\)$as\_nl";

arg=`expr "X$arg" : ".\*$as\_nl\\(.\*\\)"`;;

esac;

expr "X$arg" : "X\\(.\*\\)" | tr -d "$as\_nl"

'

export as\_echo\_n\_body

as\_echo\_n='sh -c $as\_echo\_n\_body as\_echo'

fi

export as\_echo\_body

as\_echo='sh -c $as\_echo\_body as\_echo'

fi

# The user is always right.

if test "${PATH\_SEPARATOR+set}" != set; then

PATH\_SEPARATOR=:

(PATH='/bin;/bin'; FPATH=$PATH; sh -c :) >/dev/null 2>&1 && {

(PATH='/bin:/bin'; FPATH=$PATH; sh -c :) >/dev/null 2>&1 ||

PATH\_SEPARATOR=';'

}

fi

# IFS

# We need space, tab and new line, in precisely that order. Quoting is

# there to prevent editors from complaining about space-tab.

# (If \_AS\_PATH\_WALK were called with IFS unset, it would disable word

# splitting by setting IFS to empty value.)

IFS=" "" $as\_nl"

# Find who we are. Look in the path if we contain no directory separator.

as\_myself=

case $0 in #((

\*[\\/]\* ) as\_myself=$0 ;;

\*) as\_save\_IFS=$IFS; IFS=$PATH\_SEPARATOR

for as\_dir in $PATH

do

IFS=$as\_save\_IFS

test -z "$as\_dir" && as\_dir=.

test -r "$as\_dir/$0" && as\_myself=$as\_dir/$0 && break

done
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IFS=$as\_save\_IFS

;;

esac

# We did not find ourselves, most probably we were run as `sh COMMAND'

# in which case we are not to be found in the path.

if test "x$as\_myself" = x; then

as\_myself=$0

fi

if test ! -f "$as\_myself"; then

$as\_echo "$as\_myself: error: cannot find myself; rerun with an absolute file name" >&2

exit 1

fi

# Unset variables that we do not need and which cause bugs (e.g. in

# pre-3.0 UWIN ksh). But do not cause bugs in bash 2.01; the "|| exit 1"

# suppresses any "Segmentation fault" message there. '((' could

# trigger a bug in pdksh 5.2.14.

for as\_var in BASH\_ENV ENV MAIL MAILPATH

do eval test x\${$as\_var+set} = xset \

&& ( (unset $as\_var) || exit 1) >/dev/null 2>&1 && unset $as\_var || :

done

PS1='$ '

PS2='> '

PS4='+ '

# NLS nuisances.

LC\_ALL=C

export LC\_ALL

LANGUAGE=C

export LANGUAGE

# CDPATH.

(unset CDPATH) >/dev/null 2>&1 && unset CDPATH

# as\_fn\_error STATUS ERROR [LINENO LOG\_FD]

# ----------------------------------------

# Output "`basename $0`: error: ERROR" to stderr. If LINENO and LOG\_FD are

# provided, also output the error to LOG\_FD, referencing LINENO. Then exit the
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# script with STATUS, using 1 if that was 0.

as\_fn\_error ()

{

as\_status=$1; test $as\_status -eq 0 && as\_status=1

if test "$4"; then

as\_lineno=${as\_lineno-"$3"} as\_lineno\_stack=as\_lineno\_stack=$as\_lineno\_stack

$as\_echo "$as\_me:${as\_lineno-$LINENO}: error: $2" >&$4

fi

$as\_echo "$as\_me: error: $2" >&2

as\_fn\_exit $as\_status

} # as\_fn\_error

# as\_fn\_set\_status STATUS

# -----------------------

# Set $? to STATUS, without forking.

as\_fn\_set\_status ()

{

return $1

} # as\_fn\_set\_status

# as\_fn\_exit STATUS

# -----------------

# Exit the shell with STATUS, even in a "trap 0" or "set -e" context.

as\_fn\_exit ()

{

set +e

as\_fn\_set\_status $1

exit $1

} # as\_fn\_exit

# as\_fn\_unset VAR

# ---------------

# Portably unset VAR.

as\_fn\_unset ()

{

{ eval $1=; unset $1;}

}

as\_unset=as\_fn\_unset

# as\_fn\_append VAR VALUE

# ----------------------
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# Append the text in VALUE to the end of the definition contained in VAR. Take

# advantage of any shell optimizations that allow amortized linear growth over

# repeated appends, instead of the typical quadratic growth present in naive

# implementations.

if (eval "as\_var=1; as\_var+=2; test x\$as\_var = x12") 2>/dev/null; then :

eval 'as\_fn\_append ()

{

eval $1+=\$2

}'

else

as\_fn\_append ()

{

eval $1=\$$1\$2

}

fi # as\_fn\_append

# as\_fn\_arith ARG...

# ------------------

# Perform arithmetic evaluation on the ARGs, and store the result in the

# global $as\_val. Take advantage of shells that can avoid forks. The arguments

# must be portable across $(()) and expr.

if (eval "test \$(( 1 + 1 )) = 2") 2>/dev/null; then :

eval 'as\_fn\_arith ()

{

as\_val=$(( $\* ))

}'

else

as\_fn\_arith ()

{

as\_val=`expr "$@" || test $? -eq 1`

}

fi # as\_fn\_arith

if expr a : '\(a\)' >/dev/null 2>&1 &&

test "X`expr 00001 : '.\*\(...\)'`" = X001; then

as\_expr=expr

else

as\_expr=false

fi
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if (basename -- /) >/dev/null 2>&1 && test "X`basename -- / 2>&1`" = "X/"; then

as\_basename=basename

else

as\_basename=false

fi

if (as\_dir=`dirname -- /` && test "X$as\_dir" = X/) >/dev/null 2>&1; then

as\_dirname=dirname

else

as\_dirname=false

fi

as\_me=`$as\_basename -- "$0" ||

$as\_expr X/"$0" : '.\*/\([^/][^/]\*\)/\*$' \| \

X"$0" : 'X\(//\)$' \| \

X"$0" : 'X\(/\)' \| . 2>/dev/null ||

$as\_echo X/"$0" |

sed '/^.\*\/\([^/][^/]\*\)\/\*$/{

s//\1/

q

}

/^X\/\(\/\/\)$/{

s//\1/

q

}

/^X\/\(\/\).\*/{

s//\1/

q

}

s/.\*/./; q'`

# Avoid depending upon Character Ranges.

as\_cr\_letters='abcdefghijklmnopqrstuvwxyz'

as\_cr\_LETTERS='ABCDEFGHIJKLMNOPQRSTUVWXYZ'

as\_cr\_Letters=$as\_cr\_letters$as\_cr\_LETTERS

as\_cr\_digits='0123456789'

as\_cr\_alnum=$as\_cr\_Letters$as\_cr\_digits

ECHO\_C= ECHO\_N= ECHO\_T=

case `echo -n x` in #(((((

-n\*)
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case `echo 'xy\c'` in

\*c\*) ECHO\_T=' ';; # ECHO\_T is single tab character.

xy) ECHO\_C='\c';;

\*) echo `echo ksh88 bug on AIX 6.1` > /dev/null

ECHO\_T=' ';;

esac;;

\*)

ECHO\_N='-n';;

esac

rm -f conf$$ conf$$.exe conf$$.file

if test -d conf$$.dir; then

rm -f conf$$.dir/conf$$.file

else

rm -f conf$$.dir

mkdir conf$$.dir 2>/dev/null

fi

if (echo >conf$$.file) 2>/dev/null; then

if ln -s conf$$.file conf$$ 2>/dev/null; then

as\_ln\_s='ln -s'

# ... but there are two gotchas:

# 1) On MSYS, both `ln -s file dir' and `ln file dir' fail.

# 2) DJGPP < 2.04 has no symlinks; `ln -s' creates a wrapper executable.

# In both cases, we have to default to `cp -pR'.

ln -s conf$$.file conf$$.dir 2>/dev/null && test ! -f conf$$.exe ||

as\_ln\_s='cp -pR'

elif ln conf$$.file conf$$ 2>/dev/null; then

as\_ln\_s=ln

else

as\_ln\_s='cp -pR'

fi

else

as\_ln\_s='cp -pR'

fi

rm -f conf$$ conf$$.exe conf$$.dir/conf$$.file conf$$.file

rmdir conf$$.dir 2>/dev/null

# as\_fn\_mkdir\_p

# -------------

# Create "$as\_dir" as a directory, including parents if necessary.

Продолжение листинга 6

as\_fn\_mkdir\_p ()

{

case $as\_dir in #(

-\*) as\_dir=./$as\_dir;;

esac

test -d "$as\_dir" || eval $as\_mkdir\_p || {

as\_dirs=

while :; do

case $as\_dir in #(

\*\'\*) as\_qdir=`$as\_echo "$as\_dir" | sed "s/'/'\\\\\\\\''/g"`;; #'(

\*) as\_qdir=$as\_dir;;

esac

as\_dirs="'$as\_qdir' $as\_dirs"

as\_dir=`$as\_dirname -- "$as\_dir" ||

$as\_expr X"$as\_dir" : 'X\(.\*[^/]\)//\*[^/][^/]\*/\*$' \| \

X"$as\_dir" : 'X\(//\)[^/]' \| \

X"$as\_dir" : 'X\(//\)$' \| \

X"$as\_dir" : 'X\(/\)' \| . 2>/dev/null ||

$as\_echo X"$as\_dir" |

sed '/^X\(.\*[^/]\)\/\/\*[^/][^/]\*\/\*$/{

s//\1/

q

}

/^X\(\/\/\)[^/].\*/{

s//\1/

q

}

/^X\(\/\/\)$/{

s//\1/

q

}

/^X\(\/\).\*/{

s//\1/

q

}

s/.\*/./; q'`

test -d "$as\_dir" && break

done

test -z "$as\_dirs" || eval "mkdir $as\_dirs"

} || test -d "$as\_dir" || as\_fn\_error $? "cannot create directory $as\_dir"
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} # as\_fn\_mkdir\_p

if mkdir -p . 2>/dev/null; then

as\_mkdir\_p='mkdir -p "$as\_dir"'

else

test -d ./-p && rmdir ./-p

as\_mkdir\_p=false

fi

# as\_fn\_executable\_p FILE

# -----------------------

# Test if FILE is an executable regular file.

as\_fn\_executable\_p ()

{

test -f "$1" && test -x "$1"

} # as\_fn\_executable\_p

as\_test\_x='test -x'

as\_executable\_p=as\_fn\_executable\_p

# Sed expression to map a string onto a valid CPP name.

as\_tr\_cpp="eval sed 'y%\*$as\_cr\_letters%P$as\_cr\_LETTERS%;s%[^\_$as\_cr\_alnum]%\_%g'"

# Sed expression to map a string onto a valid variable name.

as\_tr\_sh="eval sed 'y%\*+%pp%;s%[^\_$as\_cr\_alnum]%\_%g'"

exec 6>&1

## ----------------------------------- ##

## Main body of $CONFIG\_STATUS script. ##

## ----------------------------------- ##

\_ASEOF

test $as\_write\_fail = 0 && chmod +x $CONFIG\_STATUS || ac\_write\_fail=1

cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

# Save the log message, to keep $0 and so on meaningful, and to

# report actual input values of CONFIG\_FILES etc. instead of their

# values after options handling.

ac\_log="

This file was extended by FULL-PACKAGE-NAME $as\_me VERSION, which was
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generated by GNU Autoconf 2.69. Invocation command line was

CONFIG\_FILES = $CONFIG\_FILES

CONFIG\_HEADERS = $CONFIG\_HEADERS

CONFIG\_LINKS = $CONFIG\_LINKS

CONFIG\_COMMANDS = $CONFIG\_COMMANDS

$ $0 $@

on `(hostname || uname -n) 2>/dev/null | sed 1q`

"

\_ACEOF

case $ac\_config\_files in \*"

"\*) set x $ac\_config\_files; shift; ac\_config\_files=$\*;;

esac

case $ac\_config\_headers in \*"

"\*) set x $ac\_config\_headers; shift; ac\_config\_headers=$\*;;

esac

cat >>$CONFIG\_STATUS <<\_ACEOF || ac\_write\_fail=1

# Files that config.status was made for.

config\_files="$ac\_config\_files"

config\_headers="$ac\_config\_headers"

\_ACEOF

cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

ac\_cs\_usage="\

\`$as\_me' instantiates files and other configuration actions

from templates according to the current configuration. Unless the files

and actions are specified as TAGs, all are instantiated by default.

Usage: $0 [OPTION]... [TAG]...

-h, --help print this help, then exit

-V, --version print version number and configuration settings, then exit

--config print configuration, then exit

-q, --quiet, --silent
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do not print progress messages

-d, --debug don't remove temporary files

--recheck update $as\_me by reconfiguring in the same conditions

--file=FILE[:TEMPLATE]

instantiate the configuration file FILE

--header=FILE[:TEMPLATE]

instantiate the configuration header FILE

Configuration files:

$config\_files

Configuration headers:

$config\_headers

Report bugs to <BUG-REPORT-ADDRESS>."

\_ACEOF

cat >>$CONFIG\_STATUS <<\_ACEOF || ac\_write\_fail=1

ac\_cs\_config="`$as\_echo "$ac\_configure\_args" | sed 's/^ //; s/[\\""\`\$]/\\\\&/g'`"

ac\_cs\_version="\\

FULL-PACKAGE-NAME config.status VERSION

configured by $0, generated by GNU Autoconf 2.69,

with options \\"\$ac\_cs\_config\\"

Copyright (C) 2012 Free Software Foundation, Inc.

This config.status script is free software; the Free Software Foundation

gives unlimited permission to copy, distribute and modify it."

ac\_pwd='$ac\_pwd'

srcdir='$srcdir'

test -n "\$AWK" || AWK=awk

\_ACEOF

cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

# The default lists apply if the user does not specify any file.

ac\_need\_defaults=:

while test $# != 0

do

case $1 in

--\*=?\*)
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ac\_option=`expr "X$1" : 'X\([^=]\*\)='`

ac\_optarg=`expr "X$1" : 'X[^=]\*=\(.\*\)'`

ac\_shift=:

;;

--\*=)

ac\_option=`expr "X$1" : 'X\([^=]\*\)='`

ac\_optarg=

ac\_shift=:

;;

\*)

ac\_option=$1

ac\_optarg=$2

ac\_shift=shift

;;

esac

case $ac\_option in

# Handling of the options.

-recheck | --recheck | --rechec | --reche | --rech | --rec | --re | --r)

ac\_cs\_recheck=: ;;

--version | --versio | --versi | --vers | --ver | --ve | --v | -V )

$as\_echo "$ac\_cs\_version"; exit ;;

--config | --confi | --conf | --con | --co | --c )

$as\_echo "$ac\_cs\_config"; exit ;;

--debug | --debu | --deb | --de | --d | -d )

debug=: ;;

--file | --fil | --fi | --f )

$ac\_shift

case $ac\_optarg in

\*\'\*) ac\_optarg=`$as\_echo "$ac\_optarg" | sed "s/'/'\\\\\\\\''/g"` ;;

'') as\_fn\_error $? "missing file argument" ;;

esac

as\_fn\_append CONFIG\_FILES " '$ac\_optarg'"

ac\_need\_defaults=false;;

--header | --heade | --head | --hea )

$ac\_shift

case $ac\_optarg in

\*\'\*) ac\_optarg=`$as\_echo "$ac\_optarg" | sed "s/'/'\\\\\\\\''/g"` ;;

esac

as\_fn\_append CONFIG\_HEADERS " '$ac\_optarg'"

ac\_need\_defaults=false;;
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--he | --h)

# Conflict between --help and --header

as\_fn\_error $? "ambiguous option: \`$1'

Try \`$0 --help' for more information.";;

--help | --hel | -h )

$as\_echo "$ac\_cs\_usage"; exit ;;

-q | -quiet | --quiet | --quie | --qui | --qu | --q \

| -silent | --silent | --silen | --sile | --sil | --si | --s)

ac\_cs\_silent=: ;;

# This is an error.

-\*) as\_fn\_error $? "unrecognized option: \`$1'

Try \`$0 --help' for more information." ;;

\*) as\_fn\_append ac\_config\_targets " $1"

ac\_need\_defaults=false ;;

esac

shift

done

ac\_configure\_extra\_args=

if $ac\_cs\_silent; then

exec 6>/dev/null

ac\_configure\_extra\_args="$ac\_configure\_extra\_args --silent"

fi

\_ACEOF

cat >>$CONFIG\_STATUS <<\_ACEOF || ac\_write\_fail=1

if \$ac\_cs\_recheck; then

set X $SHELL '$0' $ac\_configure\_args \$ac\_configure\_extra\_args --no-create --no-recursion

shift

\$as\_echo "running CONFIG\_SHELL=$SHELL \$\*" >&6

CONFIG\_SHELL='$SHELL'

export CONFIG\_SHELL

exec "\$@"

fi

\_ACEOF
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cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

exec 5>>config.log

{

echo

sed 'h;s/./-/g;s/^.../## /;s/...$/ ##/;p;x;p;x' <<\_ASBOX

## Running $as\_me. ##

\_ASBOX

$as\_echo "$ac\_log"

} >&5

\_ACEOF

cat >>$CONFIG\_STATUS <<\_ACEOF || ac\_write\_fail=1

\_ACEOF

cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

# Handling of arguments.

for ac\_config\_target in $ac\_config\_targets

do

case $ac\_config\_target in

"config.h") CONFIG\_HEADERS="$CONFIG\_HEADERS config.h" ;;

"Makefile") CONFIG\_FILES="$CONFIG\_FILES Makefile" ;;

\*) as\_fn\_error $? "invalid argument: \`$ac\_config\_target'" "$LINENO" 5;;

esac

done

# If the user did not use the arguments to specify the items to instantiate,

# then the envvar interface is used. Set only those that are not.

# We use the long form for the default assignment because of an extremely

# bizarre bug on SunOS 4.1.3.

if $ac\_need\_defaults; then

test "${CONFIG\_FILES+set}" = set || CONFIG\_FILES=$config\_files

test "${CONFIG\_HEADERS+set}" = set || CONFIG\_HEADERS=$config\_headers

fi

# Have a temporary directory for convenience. Make it in the build tree

# simply because there is no reason against having it here, and in addition,

# creating and moving files from /tmp can sometimes cause problems.

# Hook for its removal unless debugging.
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# Note that there is a small window in which the directory will not be cleaned:

# after its creation but before its name has been assigned to `$tmp'.

$debug ||

{

tmp= ac\_tmp=

trap 'exit\_status=$?

: "${ac\_tmp:=$tmp}"

{ test ! -d "$ac\_tmp" || rm -fr "$ac\_tmp"; } && exit $exit\_status

' 0

trap 'as\_fn\_exit 1' 1 2 13 15

}

# Create a (secure) tmp directory for tmp files.

{

tmp=`(umask 077 && mktemp -d "./confXXXXXX") 2>/dev/null` &&

test -d "$tmp"

} ||

{

tmp=./conf$$-$RANDOM

(umask 077 && mkdir "$tmp")

} || as\_fn\_error $? "cannot create a temporary directory in ." "$LINENO" 5

ac\_tmp=$tmp

# Set up the scripts for CONFIG\_FILES section.

# No need to generate them if there are no CONFIG\_FILES.

# This happens for instance with `./config.status config.h'.

if test -n "$CONFIG\_FILES"; then

ac\_cr=`echo X | tr X '\015'`

# On cygwin, bash can eat \r inside `` if the user requested igncr.

# But we know of no other shell where ac\_cr would be empty at this

# point, so we can use a bashism as a fallback.

if test "x$ac\_cr" = x; then

eval ac\_cr=\$\'\\r\'

fi

ac\_cs\_awk\_cr=`$AWK 'BEGIN { print "a\rb" }' </dev/null 2>/dev/null`

if test "$ac\_cs\_awk\_cr" = "a${ac\_cr}b"; then

ac\_cs\_awk\_cr='\\r'

else

ac\_cs\_awk\_cr=$ac\_cr

Продолжение листинга 6

fi

echo 'BEGIN {' >"$ac\_tmp/subs1.awk" &&

\_ACEOF

{

echo "cat >conf$$subs.awk <<\_ACEOF" &&

echo "$ac\_subst\_vars" | sed 's/.\*/&!$&$ac\_delim/' &&

echo "\_ACEOF"

} >conf$$subs.sh ||

as\_fn\_error $? "could not make $CONFIG\_STATUS" "$LINENO" 5

ac\_delim\_num=`echo "$ac\_subst\_vars" | grep -c '^'`

ac\_delim='%!\_!# '

for ac\_last\_try in false false false false false :; do

. ./conf$$subs.sh ||

as\_fn\_error $? "could not make $CONFIG\_STATUS" "$LINENO" 5

ac\_delim\_n=`sed -n "s/.\*$ac\_delim\$/X/p" conf$$subs.awk | grep -c X`

if test $ac\_delim\_n = $ac\_delim\_num; then

break

elif $ac\_last\_try; then

as\_fn\_error $? "could not make $CONFIG\_STATUS" "$LINENO" 5

else

ac\_delim="$ac\_delim!$ac\_delim \_$ac\_delim!! "

fi

done

rm -f conf$$subs.sh

cat >>$CONFIG\_STATUS <<\_ACEOF || ac\_write\_fail=1

cat >>"\$ac\_tmp/subs1.awk" <<\\\_ACAWK &&

\_ACEOF

sed -n '

h

s/^/S["/; s/!.\*/"]=/

p

g

s/^[^!]\*!//

:repl

t repl

s/'"$ac\_delim"'$//
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t delim

:nl

h

s/\(.\{148\}\)..\*/\1/

t more1

s/["\\]/\\&/g; s/^/"/; s/$/\\n"\\/

p

n

b repl

:more1

s/["\\]/\\&/g; s/^/"/; s/$/"\\/

p

g

s/.\{148\}//

t nl

:delim

h

s/\(.\{148\}\)..\*/\1/

t more2

s/["\\]/\\&/g; s/^/"/; s/$/"/

p

b

:more2

s/["\\]/\\&/g; s/^/"/; s/$/"\\/

p

g

s/.\{148\}//

t delim

' <conf$$subs.awk | sed '

/^[^""]/{

N

s/\n//

}

' >>$CONFIG\_STATUS || ac\_write\_fail=1

rm -f conf$$subs.awk

cat >>$CONFIG\_STATUS <<\_ACEOF || ac\_write\_fail=1

\_ACAWK

cat >>"\$ac\_tmp/subs1.awk" <<\_ACAWK &&

for (key in S) S\_is\_set[key] = 1

FS = "

"
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}

{

line = $ 0

nfields = split(line, field, "@")

substed = 0

len = length(field[1])

for (i = 2; i < nfields; i++) {

key = field[i]

keylen = length(key)

if (S\_is\_set[key]) {

value = S[key]

line = substr(line, 1, len) "" value "" substr(line, len + keylen + 3)

len += length(value) + length(field[++i])

substed = 1

} else

len += 1 + keylen

}

print line

}

\_ACAWK

\_ACEOF

cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

if sed "s/$ac\_cr//" < /dev/null > /dev/null 2>&1; then

sed "s/$ac\_cr\$//; s/$ac\_cr/$ac\_cs\_awk\_cr/g"

else

cat

fi < "$ac\_tmp/subs1.awk" > "$ac\_tmp/subs.awk" \

|| as\_fn\_error $? "could not setup config files machinery" "$LINENO" 5

\_ACEOF

# VPATH may cause trouble with some makes, so we remove sole $(srcdir),

# ${srcdir} and @srcdir@ entries from VPATH if srcdir is ".", strip leading and

# trailing colons and then remove the whole line if VPATH becomes empty

# (actually we leave an empty line to preserve line numbers).

if test "x$srcdir" = x.; then

ac\_vpsub='/^[ ]\*VPATH[ ]\*=[ ]\*/{

h

s///
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s/^/:/

s/[ ]\*$/:/

s/:\$(srcdir):/:/g

s/:\${srcdir}:/:/g

s/:@srcdir@:/:/g

s/^:\*//

s/:\*$//

x

s/\(=[ ]\*\).\*/\1/

G

s/\n//

s/^[^=]\*=[ ]\*$//

}'

fi

cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

fi # test -n "$CONFIG\_FILES"

# Set up the scripts for CONFIG\_HEADERS section.

# No need to generate them if there are no CONFIG\_HEADERS.

# This happens for instance with `./config.status Makefile'.

if test -n "$CONFIG\_HEADERS"; then

cat >"$ac\_tmp/defines.awk" <<\\_ACAWK ||

BEGIN {

\_ACEOF

# Transform confdefs.h into an awk script `defines.awk', embedded as

# here-document in config.status, that substitutes the proper values into

# config.h.in to produce config.h.

# Create a delimiter string that does not exist in confdefs.h, to ease

# handling of long lines.

ac\_delim='%!\_!# '

for ac\_last\_try in false false :; do

ac\_tt=`sed -n "/$ac\_delim/p" confdefs.h`

if test -z "$ac\_tt"; then

break

elif $ac\_last\_try; then

as\_fn\_error $? "could not make $CONFIG\_HEADERS" "$LINENO" 5

else

ac\_delim="$ac\_delim!$ac\_delim \_$ac\_delim!! "
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fi

done

# For the awk script, D is an array of macro values keyed by name,

# likewise P contains macro parameters if any. Preserve backslash

# newline sequences.

ac\_word\_re=[\_$as\_cr\_Letters][\_$as\_cr\_alnum]\*

sed -n '

s/.\{148\}/&'"$ac\_delim"'/g

t rset

:rset

s/^[ ]\*#[ ]\*define[ ][ ]\*/ /

t def

d

:def

s/\\$//

t bsnl

s/["\\]/\\&/g

s/^ \('"$ac\_word\_re"'\)\(([^()]\*)\)[ ]\*\(.\*\)/P["\1"]="\2"\

D["\1"]=" \3"/p

s/^ \('"$ac\_word\_re"'\)[ ]\*\(.\*\)/D["\1"]=" \2"/p

d

:bsnl

s/["\\]/\\&/g

s/^ \('"$ac\_word\_re"'\)\(([^()]\*)\)[ ]\*\(.\*\)/P["\1"]="\2"\

D["\1"]=" \3\\\\\\n"\\/p

t cont

s/^ \('"$ac\_word\_re"'\)[ ]\*\(.\*\)/D["\1"]=" \2\\\\\\n"\\/p

t cont

d

:cont

n

s/.\{148\}/&'"$ac\_delim"'/g

t clear

:clear

s/\\$//

t bsnlc

s/["\\]/\\&/g; s/^/"/; s/$/"/p

d

:bsnlc
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s/["\\]/\\&/g; s/^/"/; s/$/\\\\\\n"\\/p

b cont

' <confdefs.h | sed '

s/'"$ac\_delim"'/"\\\

"/g' >>$CONFIG\_STATUS || ac\_write\_fail=1

cat >>$CONFIG\_STATUS <<\_ACEOF || ac\_write\_fail=1

for (key in D) D\_is\_set[key] = 1

FS = "

"

}

/^[\t ]\*#[\t ]\*(define|undef)[\t ]+$ac\_word\_re([\t (]|\$)/ {

line = \$ 0

split(line, arg, " ")

if (arg[1] == "#") {

defundef = arg[2]

mac1 = arg[3]

} else {

defundef = substr(arg[1], 2)

mac1 = arg[2]

}

split(mac1, mac2, "(") #)

macro = mac2[1]

prefix = substr(line, 1, index(line, defundef) - 1)

if (D\_is\_set[macro]) {

# Preserve the white space surrounding the "#".

print prefix "define", macro P[macro] D[macro]

next

} else {

# Replace #undef with comments. This is necessary, for example,

# in the case of \_POSIX\_SOURCE, which is predefined and required

# on some systems where configure will not decide to define it.

if (defundef == "undef") {

print "/\*", prefix defundef, macro, "\*/"

next

}

}

}

{ print }

\_ACAWK

\_ACEOF
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cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

as\_fn\_error $? "could not setup config headers machinery" "$LINENO" 5

fi # test -n "$CONFIG\_HEADERS"

eval set X " :F $CONFIG\_FILES :H $CONFIG\_HEADERS "

shift

for ac\_tag

do

case $ac\_tag in

:[FHLC]) ac\_mode=$ac\_tag; continue;;

esac

case $ac\_mode$ac\_tag in

:[FHL]\*:\*);;

:L\* | :C\*:\*) as\_fn\_error $? "invalid tag \`$ac\_tag'" "$LINENO" 5;;

:[FH]-) ac\_tag=-:-;;

:[FH]\*) ac\_tag=$ac\_tag:$ac\_tag.in;;

esac

ac\_save\_IFS=$IFS

IFS=:

set x $ac\_tag

IFS=$ac\_save\_IFS

shift

ac\_file=$1

shift

case $ac\_mode in

:L) ac\_source=$1;;

:[FH])

ac\_file\_inputs=

for ac\_f

do

case $ac\_f in

-) ac\_f="$ac\_tmp/stdin";;

\*) # Look for the file first in the build tree, then in the source tree

# (if the path is not absolute). The absolute path cannot be DOS-style,

# because $ac\_f cannot contain `:'.

test -f "$ac\_f" ||

case $ac\_f in

[\\/$]\*) false;;

\*) test -f "$srcdir/$ac\_f" && ac\_f="$srcdir/$ac\_f";;
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esac ||

as\_fn\_error 1 "cannot find input file: \`$ac\_f'" "$LINENO" 5;;

esac

case $ac\_f in \*\'\*) ac\_f=`$as\_echo "$ac\_f" | sed "s/'/'\\\\\\\\''/g"`;; esac

as\_fn\_append ac\_file\_inputs " '$ac\_f'"

done

# Let's still pretend it is `configure' which instantiates (i.e., don't

# use $as\_me), people would be surprised to read:

# /\* config.h. Generated by config.status. \*/

configure\_input='Generated from '`

$as\_echo "$\*" | sed 's|^[^:]\*/||;s|:[^:]\*/|, |g'

`' by configure.'

if test x"$ac\_file" != x-; then

configure\_input="$ac\_file. $configure\_input"

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: creating $ac\_file" >&5

$as\_echo "$as\_me: creating $ac\_file" >&6;}

fi

# Neutralize special characters interpreted by sed in replacement strings.

case $configure\_input in #(

\*\&\* | \*\|\* | \*\\\* )

ac\_sed\_conf\_input=`$as\_echo "$configure\_input" |

sed 's/[\\\\&|]/\\\\&/g'`;; #(

\*) ac\_sed\_conf\_input=$configure\_input;;

esac

case $ac\_tag in

\*:-:\* | \*:-) cat >"$ac\_tmp/stdin" \

|| as\_fn\_error $? "could not create $ac\_file" "$LINENO" 5 ;;

esac

;;

esac

ac\_dir=`$as\_dirname -- "$ac\_file" ||

$as\_expr X"$ac\_file" : 'X\(.\*[^/]\)//\*[^/][^/]\*/\*$' \| \

X"$ac\_file" : 'X\(//\)[^/]' \| \

X"$ac\_file" : 'X\(//\)$' \| \

X"$ac\_file" : 'X\(/\)' \| . 2>/dev/null ||

$as\_echo X"$ac\_file" |

sed '/^X\(.\*[^/]\)\/\/\*[^/][^/]\*\/\*$/{

s//\1/
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q

}

/^X\(\/\/\)[^/].\*/{

s//\1/

q

}

/^X\(\/\/\)$/{

s//\1/

q

}

/^X\(\/\).\*/{

s//\1/

q

}

s/.\*/./; q'`

as\_dir="$ac\_dir"; as\_fn\_mkdir\_p

ac\_builddir=.

case "$ac\_dir" in

.) ac\_dir\_suffix= ac\_top\_builddir\_sub=. ac\_top\_build\_prefix= ;;

\*)

ac\_dir\_suffix=/`$as\_echo "$ac\_dir" | sed 's|^\.[\\/]||'`

# A ".." for each directory in $ac\_dir\_suffix.

ac\_top\_builddir\_sub=`$as\_echo "$ac\_dir\_suffix" | sed 's|/[^\\/]\*|/..|g;s|/||'`

case $ac\_top\_builddir\_sub in

"") ac\_top\_builddir\_sub=. ac\_top\_build\_prefix= ;;

\*) ac\_top\_build\_prefix=$ac\_top\_builddir\_sub/ ;;

esac ;;

esac

ac\_abs\_top\_builddir=$ac\_pwd

ac\_abs\_builddir=$ac\_pwd$ac\_dir\_suffix

# for backward compatibility:

ac\_top\_builddir=$ac\_top\_build\_prefix

case $srcdir in

.) # We are building in place.

ac\_srcdir=.

ac\_top\_srcdir=$ac\_top\_builddir\_sub

ac\_abs\_top\_srcdir=$ac\_pwd ;;

[\\/]\* | ?:[\\/]\* ) # Absolute name.

ac\_srcdir=$srcdir$ac\_dir\_suffix;
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ac\_top\_srcdir=$srcdir

ac\_abs\_top\_srcdir=$srcdir ;;

\*) # Relative name.

ac\_srcdir=$ac\_top\_build\_prefix$srcdir$ac\_dir\_suffix

ac\_top\_srcdir=$ac\_top\_build\_prefix$srcdir

ac\_abs\_top\_srcdir=$ac\_pwd/$srcdir ;;

esac

ac\_abs\_srcdir=$ac\_abs\_top\_srcdir$ac\_dir\_suffix

case $ac\_mode in

:F)

#

# CONFIG\_FILE

#

\_ACEOF

cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

# If the template does not know about datarootdir, expand it.

# FIXME: This hack should be removed a few years after 2.60.

ac\_datarootdir\_hack=; ac\_datarootdir\_seen=

ac\_sed\_dataroot='

/datarootdir/ {

p

q

}

/@datadir@/p

/@docdir@/p

/@infodir@/p

/@localedir@/p

/@mandir@/p'

case `eval "sed -n \"\$ac\_sed\_dataroot\" $ac\_file\_inputs"` in

\*datarootdir\*) ac\_datarootdir\_seen=yes;;

\*@datadir@\*|\*@docdir@\*|\*@infodir@\*|\*@localedir@\*|\*@mandir@\*)

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: $ac\_file\_inputs seems to ignore the --datarootdir setting" >&5

$as\_echo "$as\_me: WARNING: $ac\_file\_inputs seems to ignore the --datarootdir setting" >&2;}

\_ACEOF

cat >>$CONFIG\_STATUS <<\_ACEOF || ac\_write\_fail=1
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ac\_datarootdir\_hack='

s&@datadir@&$datadir&g

s&@docdir@&$docdir&g

s&@infodir@&$infodir&g

s&@localedir@&$localedir&g

s&@mandir@&$mandir&g

s&\\\${datarootdir}&$datarootdir&g' ;;

esac

\_ACEOF

# Neutralize VPATH when `$srcdir' = `.'.

# Shell code in configure.ac might set extrasub.

# FIXME: do we really want to maintain this feature?

cat >>$CONFIG\_STATUS <<\_ACEOF || ac\_write\_fail=1

ac\_sed\_extra="$ac\_vpsub

$extrasub

\_ACEOF

cat >>$CONFIG\_STATUS <<\\_ACEOF || ac\_write\_fail=1

:t

/@[a-zA-Z\_][a-zA-Z\_0-9]\*@/!b

s|@configure\_input@|$ac\_sed\_conf\_input|;t t

s&@top\_builddir@&$ac\_top\_builddir\_sub&;t t

s&@top\_build\_prefix@&$ac\_top\_build\_prefix&;t t

s&@srcdir@&$ac\_srcdir&;t t

s&@abs\_srcdir@&$ac\_abs\_srcdir&;t t

s&@top\_srcdir@&$ac\_top\_srcdir&;t t

s&@abs\_top\_srcdir@&$ac\_abs\_top\_srcdir&;t t

s&@builddir@&$ac\_builddir&;t t

s&@abs\_builddir@&$ac\_abs\_builddir&;t t

s&@abs\_top\_builddir@&$ac\_abs\_top\_builddir&;t t

$ac\_datarootdir\_hack

"

eval sed \"\$ac\_sed\_extra\" "$ac\_file\_inputs" | $AWK -f "$ac\_tmp/subs.awk" \

>$ac\_tmp/out || as\_fn\_error $? "could not create $ac\_file" "$LINENO" 5

test -z "$ac\_datarootdir\_hack$ac\_datarootdir\_seen" &&

{ ac\_out=`sed -n '/\${datarootdir}/p' "$ac\_tmp/out"`; test -n "$ac\_out"; } &&

{ ac\_out=`sed -n '/^[ ]\*datarootdir[ ]\*:\*=/p' \

"$ac\_tmp/out"`; test -z "$ac\_out"; } &&

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: $ac\_file contains a reference to the variable \`datarootdir'
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which seems to be undefined. Please make sure it is defined" >&5

$as\_echo "$as\_me: WARNING: $ac\_file contains a reference to the variable \`datarootdir'

which seems to be undefined. Please make sure it is defined" >&2;}

rm -f "$ac\_tmp/stdin"

case $ac\_file in

-) cat "$ac\_tmp/out" && rm -f "$ac\_tmp/out";;

\*) rm -f "$ac\_file" && mv "$ac\_tmp/out" "$ac\_file";;

esac \

|| as\_fn\_error $? "could not create $ac\_file" "$LINENO" 5

;;

:H)

#

# CONFIG\_HEADER

#

if test x"$ac\_file" != x-; then

{

$as\_echo "/\* $configure\_input \*/" \

&& eval '$AWK -f "$ac\_tmp/defines.awk"' "$ac\_file\_inputs"

} >"$ac\_tmp/config.h" \

|| as\_fn\_error $? "could not create $ac\_file" "$LINENO" 5

if diff "$ac\_file" "$ac\_tmp/config.h" >/dev/null 2>&1; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: $ac\_file is unchanged" >&5

$as\_echo "$as\_me: $ac\_file is unchanged" >&6;}

else

rm -f "$ac\_file"

mv "$ac\_tmp/config.h" "$ac\_file" \

|| as\_fn\_error $? "could not create $ac\_file" "$LINENO" 5

fi

else

$as\_echo "/\* $configure\_input \*/" \

&& eval '$AWK -f "$ac\_tmp/defines.awk"' "$ac\_file\_inputs" \

|| as\_fn\_error $? "could not create -" "$LINENO" 5

fi

;;

esac

done # for ac\_tag
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as\_fn\_exit 0

\_ACEOF

ac\_clean\_files=$ac\_clean\_files\_save

test $ac\_write\_fail = 0 ||

as\_fn\_error $? "write failure creating $CONFIG\_STATUS" "$LINENO" 5

# configure is writing to config.log, and then calls config.status.

# config.status does its own redirection, appending to config.log.

# Unfortunately, on DOS this fails, as config.log is still kept open

# by configure, so config.status won't be able to write to it; its

# output is simply discarded. So we exec the FD to /dev/null,

# effectively closing config.log, so it can be properly (re)opened and

# appended to by config.status. When coming back to configure, we

# need to make the FD available again.

if test "$no\_create" != yes; then

ac\_cs\_success=:

ac\_config\_status\_args=

test "$silent" = yes &&

ac\_config\_status\_args="$ac\_config\_status\_args --quiet"

exec 5>/dev/null

$SHELL $CONFIG\_STATUS $ac\_config\_status\_args || ac\_cs\_success=false

exec 5>>config.log

# Use ||, not &&, to avoid exiting from the if with $? = 1, which

# would make configure fail if this is the last instruction.

$ac\_cs\_success || as\_fn\_exit 1

fi

if test -n "$ac\_unrecognized\_opts" && test "$enable\_option\_checking" != no; then

{ $as\_echo "$as\_me:${as\_lineno-$LINENO}: WARNING: unrecognized options: $ac\_unrecognized\_opts" >&5

$as\_echo "$as\_me: WARNING: unrecognized options: $ac\_unrecognized\_opts" >&2;}

fiCC = gcc

CFLAGS = -std=gnu99

SOURCES = main.c Input.c FileIO.c

all:

$(CC) $(CFLAGS) $(SOURCES) -o start.o

1. Тестовые примеры работы программ

Далее на рисунках приведены тестовые примеры работы программы.
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Рисунок 1 – Запуск клиента
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Рисунок 2 – Реакция сервера
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Рисунок 3 – Запуск клиента с неверным портом
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Рисунок 4 – Реакция сервера (отсутствует)
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Рисунок 5 – Попытки запуска клиента с неверными параметрами

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAwIAAAJ/CAIAAABEFfNEAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsQAAA7EAZUrDhsAAILRSURBVHhe7f3nV1Tn+wZ836/vF/dfYGIiMJ0yMPQZG6hYsCAKqNiwAcbeW6yxxNh7wShRQcEaezRGY1cUFVGK9C4DojHJN7+1nufac120k0HBbdwmOY71WVnD5pyZzVyE83TPnpn/B0EQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQpfP//n//X5feoaHDxgwYPg4AAAD+VqzhsrbLmq9ow4iyCQxmM9BYAAAA+GgCeoWKNowom/6Ro0OHjgUAAICPpn/kGNGGEWXTf+gYAAAA+MhEG0aUTUjkaAAAAPjIRBtGlE3IkFFEeFT04NGxzCBmVEydiKjoeiOZceEjxw0cPpZcHQAA4L+jf+Tohcu/O3fxcn5B4evXvzHsAvuSbWTfIsUNiTaMKJt+Q0Y1FD4yes6SpdO//nraggVT58+fOm/+lLlzJ8+ZM2n2nImzZk+cOXPCjBlfTZ8xftr08VOnxk6ZOmH6jAHDx5AbAQAA+C+InTb30ZOn/9dM2LdYAblKHdGGEWXTb3BUQ6FDR/cePDh40KBe4RE9w8J6DBzYPXRAUP/QbiEhXfv269Knb2DvPgG9gjv37NWpR8+OQT06dAvqN2gEuREAAIB/vTmLlr+sqREjTzNhBayMXJETbRhRNn0HjWxsRHAEm4HCpRloAJ+B+nfrVzsDBfcWM1B3NgN1ZzNQ+y7dggdGNrkRAACAf7OYqbPfOQPxsDJWTK7OiDaMKJs+ESMa6h0xXJqBBvIZKDQoRJqBmC69+4gZqEevjt17dAjq3r5rkKVLN3Ngl54DhpAbAfh3+OnnK4nJx8nG9zP6q2nsr2HIkCiyveU+4M4oqKS0bP7SVWQjwD8OG2IepaXzKedpRubDtCf8csOwjexb/DIrZlchNyLaMKJsyKr0Dh9um4H4E2H9u7IBqE/fnfv2DYoa1blnsPREWP0M1JXNQP6dAzEGwT/L3fupcfEJZKNdzU0el65c43/aeAZFxZKCpj7NMajhQzFk9Fe5+QW74w/WfffvgDEIPk3zlq5iyMa3WLDsW/6/PwsbdwZEjrp3P1V8bQv7km1sOB6xq5AbEW0YUTZs7mkoOGxo9/oZSJwM1H9I5I69ewcOHSbNQN3YDNRNmoECpBnIr1PnnqGDyI0AfMrupqSyZk822nXh5ysHk46RjUzKg4cr1m7qN3gkR75r1yjbGMT+8JHtLcd2JiH5ONkoU91DMXDY2PRnmXZ/2A+LjUGs2ZCNAC03adbXMxYsJRvrsG+xArLxneYtWcknFXaBfKs5Z3/6mV+Fhw89dZMQ+ZLnzIVL5EZEG0aUTe+wYQ0Fh0XaPSG6T3jEuq3bQgYNkmagQD4DBfh17OzboVPP/oPIjQB8yu6mPNi97wDZuOeHhPyCokqrNa+g8OtvvuUb2eRx4tS5lNRH1S9rcvMKFq9Yw7dn5+ROn7eYX26qb8SIouKSLTu/b7hx1Pipf/755+Yde8rKK6xV1RcvXw0fPo5/q+ld9wkffujIidKy8urql+x+5yxazjaynTn245lbd1LYzrBvbdoex68uB38oQgZH3bv/8Pips3Xbh46dcPnq9ReVVnZf5y/9Ej5C7CobYr7buC37eW7Nq1fsvzPmL2Eb7e4tu83E5OPFJaWs8sHDxzFTZtXdgtRpbJfXb9nJHqiXNTXsEWaPD98I8Hbst66qqnre4hVkO8M2sm/xX8uW49di/627QArsyssvFNNNbepGH7szEAu7CrkR0YYRZRMcNrSxIc2dEN0rNHTZd98Fhw4wBwT6d5JmIJ8OnbwtHbqHRDS5EYBP1x1b7ycbZy5YOmT0eHZhW9w+1pv5xgs//8Jae+zU2ezygmWr3rx5MzJmMrtcUlZW8aKS9e+cvPytu/fy4obOXfx53tKVDbdEjZ/C/g6ePHO+76ARA4aNvns/9dS5n/i3mt717IXfsHEhbPhYdnnMxOkRI6PZBbYz7B4nzVrAC/7883+RY6RrycEeCjaE/XrjFpuxeoezfwWJ7amPn/x49kLIkCi2D7/evH3l+k2+ne1VRtbz4eMmsuIDh4+ycZBttLu37LtPnj5je8h+3rj4g2xI6h85it/CvCUr2AX236rqamk8Ch92+NjJ9GeZbCNAS8xdvJzNK+y/79z4TuRaLb+R169f8+GmYdjoEzJoRL+IEU1nIBZ2FXIjog0jyqbXwKEN9RwwWJqB7J0Q3b1f/wXLl3fsFuTTsbMvm4Had2QzkJe5fVC/CHIjAJ8y1vt37TtANtaJGj/1r7/+4pfPX/qFqfvWoyfpm3d+zy5EjIxhTb1PhHQE3lpVvXLd5rqa5oyMlcagETGT+ZdzF6+wWqvqvsvV3fWYCdPZxLN9T/yAoWPqvsv2hA0rdV+yq0+ft6Tuy/fDHopKK0vVL9du1G1kO8l2Y+CwsfzLMRNnSF8Ol75kQ8y6LTv59ujJs9goJhXY29viktKFy7/jl4PDhpWVV/Av2S2wn51d+Ony1SMnTvOCyDFfsQdn2LiJ/EuAd5qzSJpX2H/tftlCdq/VwptqbgxiMxCbhJobg8iNiDaMKJteAyIb6hk6SHoiLLh3/QnR0slAQUF9+81evLhDlyB3H1+GDUB8BvL0Mwf1DSM3AvApu3Pvwa69+xtu6RM+bN+BQ4/S0tOfZWRkZbM/WHw7mzwOHz1RV/bLrzcOHD5a9yWXmHz8JzadNN7Y1MiYyexmQwZH8S+jJ89kX7L7be6uWcGlX36tqq5OPv5jv0Ej2Ba2MwnJx/l3GTZYzPp6Wd2XDPu52NXfnqZXOXPhUuTo8RUvKrfu+p5vnD5vMRtr6mrYvbMrjho/lV22HctZybeP/moq284vN93b//3vf+OnzeHfZdLSn0nzk+0W2D+12YX7qY9evXr9otLKvf7tt9gps+vqAd6pbl6pH1ya1LzFtLmLmrsWv0FWQLY3lJdfYPtfqj5s9HnXk2IF5EZEG0aUTc8BQxrqETrINgPZ3h2x9oRoNgPN+Hphh8Bu7j4+Rm8foxf7ry8bgBiTr3+3PgPJjQB8yu7cu8/GoIZb9vyQwEaQQVEx7PKYidK5zHz7+UuXL/x8hV9mHqc/3bxjT92XHGv8J8+cJxubGhEzid1sVOxk/uW8JSsqrVXsQnN3zQ0ZHcvudH9iMrvMdubg4aN132Jj0Myvl9Z9+X7qHoqZC5b+9tubiTPns8ujvpIOSg0YNprXsL1iX/YdNJxdLi4tm7N4Od/Oyt6yt7bDP6v59l4DI8srXrDph12uuwU2Nh04fIQXALyf2Yu+Yb+ELOwC+dY7TZgxjw06ZGMd9i1WQDY2dPr8RX7XPGT0sTsJnT7/E7kR0YYRZdMjdHBD3UPCG75DND8hevyMGe0Du7rzAYjz9HH39jX5+LP/dukzgNwIwKfs9r37cfEH+0YM54LDhh49efrnq9fYt9gfpoTkY+wPFq88f/FyTc2rCTPmsu1ff/Ptmzdvho2bMHhUzOKVa/pHRrGNsxcuq375cvq8xby+DhuM2LcabhkePdH2d/Aiu8fQoaNSUh+yGrbd7l2zexk1fgq7wAaIny5fPXzsJLvMdobNDewCJ41BC5bUffl+2EOx8/sf+OXd+w4UFZew6Yddfvj4CT+Nif2YV6/f/OnnK7ymuLSU9Rt+mZ/txC7Y3dv9h46kpT9jjxV7eHft219QWNQnYhjbXncL7B/cbBCcMudr9oOzO5o0awHbCNBa7H808v/axzGndgJjaeEL5tlVyI2INowomx79BzcU1C+84TtE214UFujXMcDD249NP26e3kYvbzfbGMQusBmIXejSO5TcCMCnjPV+8WfJlviEpOHjJrKenVdQ+PjJ01VrN718WcMr2eSxYeuulAcPX716nZOX//Wyb9nGQSNj7j14yKYfNiE9zchatPw7XlynZ+iQvPyCNRu3NdzI7uJZZtbG7bvLK15UVb+8cOmX0CGj+Pamdz1+6pyc3LyqqmpW/MuvN8KGjWEbpTHo0BF+a4w0Bs1fUvfl+xFjkO0y2+3rN+9cvX6LXY4YGf3Lr9fZzrAd+PHshf5DonhNcUnp7IXf8MtRtrOd2AW7exs8cGhC0rEXlWzUqbp1N0Wak5rcwqp1m9kVX//2Gys6c/4i3wjwj8D+f2H/WuB/Q1ry9ompj9LYVciNiDaMKJvu/Qc11K1fWMN3iLa9M1CAb8fO3pYORi9faQZiA5BtGHJnX3r6uJm8Anv3JzcCAADw7zbqq6nsnwp8ynl72L+aWDG5OiPaMKJsuodENNS1zwDxDtHi3RHZDNSJvyjM09/Cph9pBvLkM5A3m4Fc3T0De4aQGwEAAPjXmzZn4Tsnoerql6yMXJETbRhRNkH9whvq0jvU1dPT1eTlYvJ09jAZjB4GN3e9m1Hn4qZ1dtUYnFVaPeek0TmptY4qTUCPfuRGAAAA/guiYienPkoTI0+TsG+xAnKVOqINI8qmW99wIqBX/05BfTsF9eE6dmN6C125YK5D1+BOPfqRqwMAAPx3BPWLmLVg6Y9nL+Tm5b96/ZphF9iXbCP7FiluSLRhRNl06xsGAAAAH5low4iyIasCAAAAH4Fow4iyIasCAAAAH4Fow4iyIasCAAAAH4Fow4iyIasCAAAAH4Fow4iyIasCAAAAH4Fow4iyqap+CQAAAB+ZaMOIsiGrAgAAAB+BaMOIsiGrAgAAAB+BaMOIsiGrAgAAAB+BaMOIsiGrAgAAAB+BaMOIsiGrAgAAAB+BaMOIsiGrAgAAAB+BaMOIsiGrAgAAAB+BaMOIsiGrAgAAAB+BaMOIsiGrAgAAAB+BaMOIsiGr0hKVqdvCOsYm5FRXvbi2qIt5+rkXpODjqcrZHWmMiHtura7OPhhtGbLzobVJzd/iI9/d36Q6b3+U86Ddz/6un6Li5BSf7t/ee0G3f5JeXFvWK3DmuQq6/Z9Beqi7rrj1z3ioAcBGtGFE2ZBVoary9g53dlCpa+l7b3hYWfb43JErGax3/r1jUNWDDSHq+rtWa4fH51Q1rqkfg16+yPgl+cKTMml7ZcqxxCsF1Y0q34s1O36oR/Cqu1X1GytvLQsyDf8hp6L+7j4+2yOj1jppdSq9q9HSc8jsPdfe5+f9l4xBZY+OfD2ip7ebQW0w+faIXHTyeWWTmlqNfjesOZf3/5gmiquK7546cT33A/zayCatr3PUwfz6LZW/LA40TTnd/O8bxiCAfx7RhhFlQ1aFksYgY7+Nj8orrS8kVZUNB5G/fwxyHrk/V9y1tdLapEVV5cTVjkH1G8svzQkM3/ykwezy3qryE8Z5dfnmZl13Kb+6pJNXTGK+ss2yQZusepF7/+jsHq4dF/1a0aimJf4VY5A1dV0/Y5fZx1OLXpQVZN27eOJievNL3+h3o+pZ3FD/6efKGxZ8EjAGAfwniDaMKBuyKhQfgzbX/ovZpvLR5r5u4xJLyBhUcid+9oAAH3cv/4DIJclp8mejps3AxppzbvWYrj4ebt6d+k3bumiweFJM6uhhO9JLr66O6GjQOBvNHc0BY3e/pSO2TMGxiZ4Biy5X8C8rfprXyWviicK6u5MGiOq8q9u/Culo8vTx7TFm1bnsyqq8+JEe0mEz6SolxyZ5qyzzLpRLt/Di16Wd/ab9WMpv7b2RR8Z67ZtuzuOSim3fyrm8ZTzbGQ+TR4e+0esuZokRx+72BmNQ5dPEiV07fXUo7QXbOMo7dnPcrLCO3iZX357RO65ePzhnQICvm5tnx8iV53JsI2DZre0Twrt0MJs8PP1Dpsc/sD2XxH4fukWsv3B49gCLs2vY5rTyujHImnN+Xq9OkTtSSqvL7v7Afk/83E2eHpZeI7fekntEreLiLLPv5NNNnswqT0teMizQ18vdJ6D/rB/usl/X8oa/G2PWbJ8a5GlwcvM1d+jYfdGl8vpfZjZS+Ed+d3DJiB6+nu6ufsHjtt0o5NN/Vd7FtdLvntE7oP+MPdundR4s/e596J/Izm9+wzGoye+btLFuDJLW1DN6U9ysge29TS7e3YatOPO3jbkAIItow4iyIatCtXQMqi44O7u9efSOuyWV1qKrq/q799+UIvePr90xqDo7cZzJPG7Pg1Kr1OimddQ6NxqD2J0WJoxwC/swR4OYkrNTzR1nXSiXLpeem2a2TDtbJgYI291VZh0a7Rc44XBaWZU1++y8Lt5RezMq07aFuwzbl816Z+npyR16dg/q9vXVSvYTpW7s7z7uMB3sWq3hI1NVlHZqbi9L1IFMtkaVz34Y7t1lctKT0qqXZc9Oze7hE7bjcfPba8egyucnZ/dsP2pPijSrSRu12oDJyU/Lqquen5ndSe9sjt53v6TaWnxrZYix55r70i+D9fm1c9eelVZVsZ//q/YeE0+UsI3s9yHQ5Nl97PpLzwpLysqqxNGgioJflvfvOGDt9SL2gBQcivIIWXWnlC1ZWc6D2+mlTX661io+N7+rscfkbefTiup/5SquLe/lGb72l7wqa+mDrUN9Apf8Ks0QjX43rNeWdfOuOxpU/8vMdttT5T18083CSjY+/rSwq1v4Fmmers5NnuBtif5e+t0rfXhoqvjd+/A/0dvGIHu/b2zfGo1BbPkmJUn7UfLwwLj2nkP3Sb8bDW4fAD4Jog0jyoasCmU7N0jj5s3+5Snx77/yhtXeGFR65CuvTkuu8edlrJlxEW4DNj6WOYhIzaDBuUH6nmsfVFaXHI42dV56XRz8t95b1cvt7x2DbEeAfKedKa5+WXRislenBRdrZwXb3VVn7RnqHLIplTdgtj89jSMOFL64+10P74lHi1+WnZttGbgpcUn3INaiqnK+H2YavCe70VN478P2yGj0WoOzVqd11Ji6z0xMLWPbqzPjIp0HbE0T00B1zg8jXXqvS7E2u539FC6DNyUtD7EM3nyTLajtu2yjoevya5W2L8tPTTCZZ1zgx/as174J8px2hjyLlH+A3UhcBhtx2O9DgGvYzozapiv15h7LD22M7Bi89FIeP6BScW1xN5/ec+J/flYm+3GoZc29snfRiJ5+HgGRs3ZfzWY/5ovLczv4TjplG16rXxYnx7p1WfYr+4laOgZ5sR9THNR58fOcDh3nXGJTbElSrClw2Y3a372U1cG2370P/xNJ66sxeIj/6WyMrnqjNAbZ/32zNh6DDN1WXOfLV229ubIHm6jEgw8AnxLRhhFlQ1aFsh0NCv72Wkb28yzmeV7RC3tHg6yZ2yOcNUaf2r/a3q7ufVfdttJba52m/yZmf/ezdgwyhu/KEo22KnfP0MZPirH28IHHoJcVvy7t7DPxSGHh4VifgKXXbaNe3d1Zb33bU22QnqCw8XF3Nw3e9azyxZX5AZ3n/lzy07yA4LX3Sy7N79B33b2C47HeoRseyd+xho9MVWn2zbjYTp4j459Yrbe/7ekcfaTuSZny87N9O8y/+KK57dJPofPwsXiavKLi64Yk6UcbuP0J/7Li9GTv7stu8qW03ljRgx+TqHh6fv30kSF9+vYO6R8cYNLyZ9Zsvw/TpEmC35Q0T7h5tTd5ePXfcK/u3itzru1dPCbI16fr6BVHHn3AV2a9yLyyO6aLqce3t8rLksc46509+aL4enqZXDrOP1/R8jHIp8vy2vNs2FJ27jDrIvslb+5374P/RLb1jdyZyv+nk2SenN3ZQ3rkm/l9azwGOQ/cVreaWbYJ+LH4EgA+IaINI8qGrArV0ifF2D+UPXt8l/JBj73bG4OqSxKjTfUtyvp4fUiTMajoA49BVZV3VvTwid63b6xXr5V3+EBQd3fVGbuHOA/Zk0n/tV3+4zRz8LfxC7r2XnnXWlV2blqHsHU/zOvQY+VN8c90OegjU35utpfbV0fKqzP3DHUO3fKotgU+jx/p0nfDfWuz26WfoufKa9k/f93Dp3ZSafBIsi/tjkHWp9sHuXeZc/qZ7cDY833DxQlG9b8PtutKvdnbMvNc9u0NId49F/5c3OhgSdnTE1/3cas7sPFhsOUYzHb+Sfml2dIhnLo9qdXod0Mag7ymnbU7BtWfblw3BtmORHZdcbv2dy9tY//Gp+d/sJ+o6W9+3ZNizf2+NRqDDIFLr9YeDbq+vJvzKBwNAvgUiTaMKBuyKlSLzw3KOzWjfYcx26/nVlS/tJbnptx4KPsvr60Z0FeKVWcdGOPRYcL+R+XW6oqnp+Z3NTQ5N6j8zGTv9hNP5LON1g/z178qZV2IZ6fOniEbH4gOV393lRkHR/l3m5RwP599y1qWcff242LpJOL8Q9EeQT279FxxQ2pIJccmmbt079Zh/mXyjNJ7adQmy/Pu7InpaAjZmMJ2JvPQGP8ukw6nlUjnAJ2e3cN7wLZHbO2a2W77KWwTTNntdf28+KTSgjGo8t7KnsbIvTnSBFDyYNtwr4ZHgxqPQfwUaeujPSO9Ok499ry6qvzJ9RsZxdKNv3iyb7Rn77X3xEP6vorvnTl5NSWjoLTyRcHj8yvCvTssuFxWXXHlm54+g9b8lFnBfqKKgsfX7tleRd/od6Pq0ZYBzqEb75e/tLJfrfqdb24Mqs5OjPbsMOFgWgWbSzLPLerOf/c++E/UeH1tGpwbZP/3rdEYpNV0jE14XFJVXZwaP9rsNfyH2iNYAPApEW0YUTZkVaiWjkFse+m9gwuHBPm7uRldvAP6zTgk+zi81AzsvG+QNfvMqqgu3u62V4rt2TKpg+3VOg2bd/mtXTFB/l7u/kM3p36YY0KVT7aFGpwHbE+vfRwa3l113vW4aeFdPN2Nzu6+nSOW/mh7LZU1c0+EQdd5qTiVJD8pxk3jM+nHMn6D8tgeGX5ukMGgdbf0HL3iqHhpXnXetV2TB3Q2eZjcLX3GrDmfKVbB7vb6MYiNOA/jRnh2nHL0edW7x6Dqqmcnl0R0C+zaO6Tv4Olb4+Z0i3z7GCStWtKEjl4j4x8XXlwWFuDhbjL5+LcPmbj5aqHM82mshT99MzjIx93ZSWNw9u8Z+XWC9KIw9q2K9OMrxvYwm5zd3I3t+4zZxV+33+h3ozL79NfhndmutJ91uqx+55sbg9hP8fzst6O6+Jg8/AL6TtowP8J2NKj4A/9Ebx+Dmvl9azQGOQ/8et20Ae29PZy9uw1feU56i6/6mwKAT4Vow4iyIasCAC1ifbo1zH3EgUK6XWG2MSh8p5hiAeATJtowomzIqgBAcyqzb1+8mWl7WX5F+o/zu7kP2Pjww52C9mE0PE4JAJ800YYRZUNWBQCaU/no4KSQziYPd1ejybNr5NzEh3Uvf/tkYAwC+McQbRhRNmRVAAAA4CMQbRhRNmRVAAAA4CMQbRhRNmRVAAAA4CMQbRhRNmRVAAAA4CMQbRhRNmRVAAAA4CMQbRhRNmRVAAAA4CMQbRhRNmRVAAAA4CMQbRhRNnUfVQEAAAAfjWjDiLIhqwIAAAAfgWjDiLIhqwIAAAAfgWjDiLKRFkPfo23qjjbJYe3UdJGo9oM+f7r9s83d6PZWMZi+jOnzpWuT7e/0T9nPj02vnXzfcviKq1nb5FstoDNrI2K0zk22fxzK3vtHotPE3rAk3TF21jX51ttpnAafMB8pszCHTjq7a5oUNOAzz/twif/sSEey/YNr7R1p2s+/9uJotDPd/nfThmx+mrUzTE+3A3wyRBtGlI20GB91vNB9uWNjm/Q5X3iR7S3wT9nPdzIM8YjL9AzzcTDEeB5iTa7UklRo/v6m14ypGue3tjr79NopDyyHr7pZ3mMMMujnZb+7xTZUt/Nk+/to/b3/I+k0429KY1BAa8cgtaPfYEPEVPf1hX/XGFS/mi6GRQUtWgu7d6TpY9xWLI1rXNwWrda2Xe0RFLv2fN7r9OOrZ40N9njn/7nNcPSaeKL47vJuOge1z4yfa1JWBama1FB2xyBNx0U3f/8/kb9enYjVNvxuIxpj6OKku/nWN79Vl2TeOjo3iP9ECtJ2n7T34sMC66ua8ud3jy0J85KWwO5GTaev9t/KKKn67Y/XFZnX9s3oZbDdgpPviA2Xsypfvy5LP/PNQFPrflXgbyDaMKJspMX4yOPF7s0tGi98Ar/YsfCz1C1tHq7+fNvAdm6f6n62mkY16Kj/7m06PWtCtjFo51HjhI0eax6bk4t9J/Z9n79Neg8nN3fH9+kxBv3Xea0ZRBrsPP3We2jtvf9j6dzfd4GYlj1K7zMGNVxN+WNQkf+mQ+7Tt0lix6o1bLtzn/UPnv+yfeelu8mrlm1LXjP4PX9ttJ2W3iw+PcWTPYDyx6Ablce/MumcXXTOzlpd8/9ycB25v6Do/OJQbxcXY4d+o+fFKj8GOQ9ZtnvJqH4B3j6BQzfftRYcGOrSzEa1Z7eIsG4WHzcP3y7R8ek1txZ31jqovaKPleQendzBxdh1/k8lOfsGsUpyF/BxiTaMKBtpMerGC637l5tXtslY+/kUfwePkM/Td7T5vjf7W9luwZI2GavbhmjFeBE/um3S6jZp6z7b3LedTm2/UrrN7W0Ojm175Ls2T9Z/tqGXNLuMmNomc0ebrFqZG9oO0dm/ultg24ubPjsU9UVYxy9D+7Y9sf6zlZ0+xf20/Sqrui2+UlZ8YU6AU4Pf72Zpgtw25vqMDZIu28Yg8/IpTuxOPaZ7scurpqvUet20R5ZDp41Re7y/zzMfeuoZ2YEVO3aY7L46xT8xz3/nWfewrrwJOfbZ659s+/f34V9rjwZpnLrMM61L9T9U4L/rgntEkGhXzr2cZ533/SHffPCxz7JlOleNY0iCmV+XS87y6GOQrt79G8/NaebDheYfHnjPilE1bN4Nd95OpVYVecqcnOsZYTtW5DLWtL/UvH6RWmPnNpu9d7rzOk3MNfPm0147M/w3JphWPjQfTPEI9bc142LfuSvc1z0xJ6b7sNuU+m7LHzqdKnSnz948895L7rF7fZMKvUewSntXV3vqopO8dz41Hyoyx9/xmjRSpbG7S+3t76c2zD2uRPoBk+7WHw3SjTQdKDEv32Rc/cicmOkzc7TtQba7S2x7kzHIzi7VTidL1hpXPTQnPvWZHauW2nbLV9PeGNTyO5LGoELfacNUnp710562z4a07F3hbhG7Ty8NbPWRsHqGgdsynn8f6Spdtj8GufRbevru8zKrtbwg/crur7po2EZpDMo98/3hlMLqmvL0k4v6ObON0hjUomfoVN3XpFafjm0yKKgsozdceFJSVWMtvHtwRg+9baM6bHdmyrZpK08/yMorLss9OsVfGx6XnbkzlP3ZkQrcRiUVp67pxfa5hVcX/882z9F/wZWalOVdGj2q9jZq3UI23qv6dX4H9kd1/PEXTzeGtJ96IG6414gfCoviI9n/cXWVoADRhhFlIy0GHy+ODPly4cI2Ges/n9te2tjseLGD1Xy2Y1zbMxvaZG78fJyx+fFiR5unK9rOCG17bGObZ8u+6KZ1MAd8ERPa9tTWNk+/aTst5IuYPl/6aexdXddu3uI256O+NHdte2jVZw++++zs6jYnB7czfGr7WTsG9Vx1t6bq2qKu9X+aNUYnd3d+2dHYQc16Q+23HHts89t/1NnD1mzqxiCNi6rvTt+kUvPiGEfejJNLzbtPGqOmOY/8zq1/B/ZvPvfdJZb9V00TN3huy7McvmUMtP0p9xxgiJhiXJlRPwZ5jPeMLzHHnTBGLTAuf2g+fFuqVJv0cx5bkvN8l291G7/BtDrBxVvr4B0mnnA5fNNj+CTniFitp9ZB08+4o9iy46DrwLGGIcvcp06x/bPe3s7brfSY4plQYl4yng12thGt0HtUgP1Ku/duZ+fdpPEi4ZTboB2+SUU+kye6rSs0L451lJoxG/5STGOmuy1JZVOU7ZmdFj90btGmH9jGK6Ype73ZhSMNxiBydbWPbvQ6t5HTnQfPcJ112T8p3SPY3d4ufaW1u59qH23/yW7LHjcZg0oth++YRk41fvfcknTNrYOumV1i9U3HoKa75GqbTkotSRne8zabNmRakrM9w31asZr2x6CW31Hdk2Kl5h9+9YiwzZqa9vOuWh9sj5oYL2cM0hhjjxXeX91VPMtmdwzS+weHtPcwOKo0+s6zTuVenOGrkcagjD8qLy8JctW69Fl940Xqdz11tifFXr8oeF5YlJv6064JQbbRyi5j1MFCa+qBhSP7dnSpOw6k7br4ZmV6/DiLs9bQbe6Z/Affstu0zTHPa8qvbYzwYA+vwdK5o5uDPnxXdsa2UNuxKNcxiUUPpXtv+dX53TXPZWRCfv7+yMZTWuON+rDtT0oqXr6pTts3rr00gXX/LrXm/GTvyL15D9f07rbkds3VBZZ3zlvwfpw02l59+o6LiWXYBfYlKeBEG0aUjbQYfBR4uLFN5vbPtvZw4P+Ye8t4cXyQdMgkcOhn7PKOHm8bL34c3E6jaTd1fpvM9W0H87+DTZ5sanr1/r5fnNz8+XTvL1eubPNTzJd9Ar/Yt6bN2aHtnD+x/awdgxgnra7+UJBLuHFTjiU513fGSCe1QTcr3bxuoWg/ah/Dkky/WUPEXx9xblCtQ3fce5lqm3G6R5/6v4a2kaLIe3SgdDlgjW9Sid/UgbV/wvTaKam1Y5DGadBxc3K+1/AuTkYvpw6L2T/c/aaFORrGmg6Wmjcuq90NrXj0mrZY7QD3XSWW708ZBw3VmBo3CbLzdivV3s5Lcyz7Ew2uLrqZaZbDF119tc3fJrl3uzsfIY0Xe7bqPKZ4Hco39XfXz80yr56jsjVj88rp0oE03wXssv+8kbUT5LsfOifbRp9x3dg/l1UjfzI3GoMaXd1B7auLPeobn28Rx66KfMZ2l8YgukvzdHb3U3qc+blBdAwyr/tardGqhp81J2d6BBv4fjbZJVbfdAxquktdbdNJmXnNfOkezct8+APS8tW0Pwa1+I40gYbx37oMijVEfuu5s9CSeMHVT/q/wxA872ha5R//e11w98T6mK784EfraDp/fa3k3HQ/sZ/2xyCNR9iShGvpeYUF+fklVa+ztw/Q28agyuOxtqVUe0376eXNJZ2d1KZeo6IH9OzSqWfk3KSnL7P3RDT/xJAhaMKGYzcyyn97U/Hk5PJwd7XaKWD5HeuFKZ78IXIellB06xvpGLA0x1h/jHVveHXDwN1Z6VtC2H4aRiYUPFwbpG3V1d/G0XNY3JPcH6d0aHj4uelGjbuvT8deI1Zfzs/YG+mhUYVsfVZ9Mtp9+A+Fz7b07zjvas2d5V0a3gJ8QGz0mTh5ch32JSngRBtGlI20GHwUyNzSJnVrm2vjvzTaVugt48X2HlKBa9/Pn+xoc6Df28aLQwPYINJu0lzxvJK08C0YLwZ0bXvzu7Zh7l8c3PzZEtshn6GT25ypHYM+nf1sMAY15BSWbD501eOrw36HM73GTTBuKDQviRV/bvwXeyf8Kv3Tn39Zd25Q7Deuw2J1vkbbdlszbvTKL43T4JPm5DxTiO0gtnGq16FS88IxtQ2s4RikVY+7Kl5bVEs6wuQ524sNDfPZoMCvUqdJi2U9uM86r915UudLfu47d3z98QOy8/YrNU4DDvsnZ5oGjHDfXWJea2uWzd4muXe7Oz9eGoPitug8Jnmy8SKEjReZ0s3axiDb6KN2cB4vHVRbNtGppQ/dWNXgE2zeMvV3YRsde9uOWtWNQY1fc+fYY4dfcql5w3bnvoN1Q37wSyr2iQ2WxiC6S19LY1DT/XzLGCTNcBon6WnELI8+ztKLwuzsEquna2Rvl3rygzS1D0hs7QPS8tW0Mwa15o7EVaRrhRzwTy7wjPCs3eI6fP+No1sSHrzI2Tv03cc5CE3I1vTc/UPrXrBpbwxy9Ig9WpqZMD7QwH46bf8tz3LiImxj0NPcuEH83CDnqKTy9M39Gg1PxvHHK3N3hTc+eagptav/4DVXygvjh7mqw+Ny31SX5osUlpWnrOvLbpPNMdlZu2qfAhM04XHZTzb31roOO1CQulZ6RqxVV2+WS/Ciyzl3NoS5Sr9ab93IaXuvT7OeHG+UnuaruTDZ1GXZtZ/nWrrgaNDfalxMbMMxaGx0DCngRBtGlI20GHwUOBXZLnTsZ8+2fra8o7TR2M82PYQ4qLVffre60XhxLEI6ytJ1uDjKYrfyLePFrsbjRdOrD+jW9ubqtqHOX67/rs3B0HZaQ7ulS+uPBn06+1k7BpFzgzRf3TbvXK/Veuim3JROf0lK9ejDW4KLdmqK/4qpttZo0/DcIL5FwpvxL67+DZpxn330kMaUAbV/whofDRrCun6uV8xwXY/BQgcfB+dx0tGgDUtqu2DDo0G5lkM/NjoGwKgNTv4RLgsfWJLuGQN5n2iy881Vuo4z7S/x33bTTzq7xbZGzVXSe7e78/72Zo4FtjGozLxugZrtT8dVvkm8Mbf0oXMKOWCWNnaRRrTh58yNxqCGV2e7dKruwIxj/wTpgE10L3u7tNDeGLTA9nBpNdG/mpMeugfVdlw7Y5CBTQ/2donVG/TzsiyHL0jPYza7S93FQZrv5kr32H65OEjD765Fq9l0DGr9HfFrDTrG5jnPMI/aLXrbuUGuwxKK+dGR2u12qPSGxscnTKOTClPXBtdfy94YpAre8CgvfpBtjHD0nHauumDPYHE06Jg4GuQ59UK1dDSowbUcXMYlV+TVzklvJd3pyxuLO2qCVqcUJQ5v8v4ObI7JytjRn8wx+ohdWWkbBkbF59meEWP72aqr26ULmHzi2YPdI7zqxtnmNtbRBq95XHN+usnB+NWJyqcb++oN3j565+HSuUFDcW7Q36XhDMSRAk60YUTZSIvBR4HksHYa45ffr2+TtvCLLloHXWDbm9vbPFrSdsWEz+9tazRePF3z+cbRbU/VnnNjt7LZ8UL75erVbTLXf/5tmDjnpunVQ/2+OLX588keDu37tr28qc3jjZ/dXl8/Bn06+1k3BjU+N8ip/RB9UKB0oqjaXd11iM7ixcscjDGm+McewfyQj02LxyAHl0gP6QSXX0wT1ttOcLnh1rnuT1jDMUjt4DnZ84cS844jxtFzXEavdF90wTTYLJ0bNNd2btDSjW7Raz1WHajtqbbrJj/zmjyr9tygXq4L4o0jJxtCYl2XpFqSrosDBk13vrlKlbt+QYZ0LOfQOXEvzVY2uXc7O9+h+TGIn6GyxbT5uThDpeUPncdkz4OllvgL7rHbvPc1PjeITFE9tvsll/ivXm0InuS+KU96Ymhcz1aOQWqn0ERzconfiu9cBk00dDXbHYOa2SV2da169GU2WPjOX+wcMVHfwd3eLgXxgzSWw4+9Z631WF93yk6LV5OPQUmPvOfudJ9pExWuavkd+c02rUrwmLrOOPOo70H2aB9xNmkdtAHDp43qbHRhY9Cynr2W3yo9N823wcBEqUI2pb+2/jy3U92w4tR+wS8lF2eYG8zotjHowXfBBumlXhKtTuvoM/NCZeqWME8nrf/QXSnW1xWJUQZ+btCLnxd1ddE6B6+6XpG6uofO0Sds/PjwAD+Tq0/30TvuWQsShvODyk04mkYs2zQzopufQe/qP+i7q+X5+yJdHLRBS24UXl8/xNegcXL2DhwyIdJ2hK+ZOcYwMC776c3b/BkxaUvrrt6ExjImIe3RgRiLi+1nNxik3y57Gx19Ry5YEt27g6ezR4fQhWfyq28sCmD/8vGOOVGae3SSxeAaMO98SW78ELxS7G9DZiCGFHCiDSPKRlqMujGI/U8VGPn5k+1tEtlYoG0XO0V6vfrlaV+smNtgvNj22bpB4nVV/BVYKnuVzY4XaofOIW3Prm3zrPYVWHaurm+3aFmbsyPa6dlfPb2D0eBgcGlnMnx6+1nfLBudG2SfVh31k3nLKk3d6ZZMy8cglcax43SPtan+h/L9d5xxHxDYoJ00HoNUWqeu8zzWpPgnFpoPpvuuTXDtajtZ2zlYeqXY/gJzwlPflSt0rqK1OPpP8tj4xJxUKl6rpelkmHnWd0+W+XCRee8Nz3Hhtn2zt/P2KyW201xKzd/O4kPA2yrJvdvZec/mxyDb65W+fWxOfOYze7zthVEtf+j06oG7pJdl/fCrae6Zxk+KNb662qyfct4vodC894opeqv3oRL/2cPtPU/3tjHIQd/LZdFN/0NsuCn1nzvc0e4YZH+XbFc3DnJb9cDMhg9pEOlmb5eG2s4ZL/adPt+4usED0vLV5GNQw6cjv5ur0rT4jkxj3NexVSu2HMryW/eDazdv6TY17Udv+yk1t6TiZc2Lwsxfd0VbGt0jpQr+9m5F0amp7Wv/V9IHb0zLT4iSXuFVRxqD3oj3/bHlt3NTnFWuQTOT7hdbrSVPL2yMnplUfH1xJyc2BqU/Sdpy6H5Rdc2LZz8u6ssGBCfzhP0PC61v/vzzt8rnNxPm9mv+vXNc+s9PupZeaH39xxtrfsrR5eH8TY9UlpFrzjwuqqp5aS1Kv7p/Ute3zTGa8LicP/94ZHtGjG9p1dUJJ8vCa3XvecTyZ87OML3djY5eIzdfTS+s+v3PP1+Xpl/cPLaT+Bea/8hNl59bX78uf3p2eXj96zbggyMzEEMKONGGEWVDVuVTYQpqe2XzZweGftnF6KBzbhca+kWIdM7EP5gu1LjjuVekhW7/AAy62U8thy/xk1L/Fq3ceccuG32T8r2G/R0/bC0+BrX23QLraRw0YhCUzuVqdC6LUj7WLv2Nv4r2vPe7SBtHJxQ8Xt+7BU9aAXxiyAzEkAJOtGFE2ZBV+YSYu7c9sEI6GJO1o83T9Z8vbHCWyT+R5xCXcRM1hibb5VC314ZNch6+wWtfiSV+r/7D3nhDLd95t5768Dnu655bDhyh5xt9WDLHILWn84JfPKetch270WtXoeXQpcYHkJTw0Xbp7/hVfAu135Tjj+NGtPo0FFXAuKULIr3tnu/yIWm8Y+J+/vXXqw1cWj/0fV7UBlCLzEAMKeBEG0aUDVmVT47Ro10n73ZGpVvUp0k32pRQakkuMe+7Zhok3lBRYZ1W+yaVWg7eNUV2+3v3R+7RIKNu4iXf+FxzUqH/rvMedW8yqaRPcJcA4H2QGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGr0hLSaxNqrs8Xr0t6m5ZXUrqwDfdz80uqfstu2dtpAAAAfBrIDMSQAk60YUTZ8MVQB0zYcyO36rffXmT+vHGk5R2v/XbpOWZedFBL3nOi5ZX2qPpvf9bCdxWzRzNkX37DV6u6Tj79m/SS0r/+93t14f2jiwcY+YuZ1d6hiw7dzHnx6vdXJQ9PzulR+4J5AACA1iMzEEMKONGGEWUjLYYmcNGNqmcHxlncPAKmncgvPzPJ5+98jU+LyRuDdCHbM3LSnpTeWdGZv1sJG4Nqnmzo66LSufmEr7tVlbklhE08us4Lf63IOTG7n6/BzS9o1PzYYIxBAADw/sgMxJACTrRhRNmwlXDqsPj6q5TlXWztXxu6NbPqzBTpnbXUYbszU7ZNW3n6QVZecVnu0Sn+jiqN59QTuUUvXr258XX7+qe6VB1i424XVL0sT/9x3Z6bxYkjDQ52K7V9Njx+cmj9nvO3H+cUZZ1f2s8gbXfpt/T03edlVmt5QfqV3V910dTdrL0xiHxyRbO0vdelFSVMmXvuxfUFfAdsY9B6PuVo+25Irzk7xd1BF7bjufXcVB+8KgcAAD4IMgMxpIATbRhRNmwl1EP2FVQdH8s/6UbtO+vyqycbeqtsY9DzmvJrGyM8NGoHg6Vzx9qPRTTEHrM2GG7UfpPPlj/ZM8JLa7BMOJL3R4VtDLJXycag9Df5h6O9NGpNzzUpFacneLDtev/gkPYeBjZj6TvPOpV7cYavOBZlfwxq/MkVzVF1XXXPenaSV8CiW1WXZts+nrpuDFI7e0dsumtNWRGkc+q45AYbAW3v5QoAACAfmYEYUsCJNowoG7YSmlGHK8oTh+v5wnhMOv/q+c4wNR+DrD/GutevmUCGG9fxJyrviYNJuojdOWVvG4PSShP4d/XD4gtSbZ84qPEIW5JwLT2vsCA/v6Tqdfb2AeJ9Y5t7Uqwln1xhWXTj5Y3FFo0ueFO69ewUd3X9uUHS6UF/Wh9sH8Y2qnquffTq6ly/T+JJQAAA+BcgMxBDCjjRhhFlw1ZCPSS+ydGgPvxoUHbWrtCmp+Y0Hm4czV9ffXlxmsk2SWi7r3pQ8tYxKEd8pLNuyJ6cx+uDdY4esUdLMxPGBxo0rKD/lmc5cRHvGIPeTe0/63I1P6alHbq/sOJ4tLHh0SC9sWvMvrTiM9Ms6g44GgQAAB8SmYEYUsCJNowoG7YStnODag/naPtvzag/N8j+B/4Zoo++uLWoU8OjQSkr+CShC9/V6GhQ40p7Y5AqeMOjvPhBtntx9Jx2rrpgz+DaMShka3p23IDGO9CSc4McPaeeffm/P39/Y8sff/5Zlhjl2ujcIOkE6izrsWittMM4NwgAAD4YMgMxpIATbRhRNtJiaLosvlktvVLM1b3hK8WaHYO0fdanlZyaYhZn56j9ppwrT/9+hKdW7xtzOOf3BucGkUq7R4N8Zl6oTN0S5umk9R+6K8X6uiIxSlzd0WfWxcq7K3s0+lDVlpwb5BJ7oqJwf6Q4vuU18bQ1f1+k1jYGSa8U07oYA6J2pNakb+6nUum6LLtptb1STO/iEzh8bgxeKQYAADKQGYghBZxow4iy4Yuh6TJ536386je/VWZd3hQl3jeo2TFIpfUeHXenpOb1K+uleVKxquP4PbcLrVUlaT/uOPSwWJz907TS3hjkoHINmpl0v9hqLXl6YWP0zKTi64s71R7pMfZdfjGn6vWrqtS1veunk3edG+Q64lBJMRumxJca07Tz1uydoR617xv015+vKrKuJ37dh3/2p8YvYtWJ+4XVb968LH58aq50ulLdTQEAALQOmYEYUsCJNowoG7IqcmlDNqdn1p3jDAAA8F9DZiCGFHCiDSPKhqzK+9EEDR0WZFKptMbBcWn5CcNdaQEAAMB/BJmBGFLAiTaMKBuyKu9HH7nlTm555Yvy4oxL64fZ3qQHAADgP4nMQAwp4EQbRpQNWRUAAACQg8xADCngRBtGlA1ZFQAAAJCDzEAMKeBEG0aUDVkVufSjE0vvfhPY6hdbOVkWXqu5Pt9S+w5DLacL23A/N7+k6rfs93qjRQAAgA+KzEAMKeBEG0aUDVuJqRdqP2OiNn9VHRltoAvWIu87Bjm49BwzLzrIpcn2lnn/95vWdp+09+LDAuurmvLnd48tCfNyZLcWvPHJn+KhkPKXNWls/XsX6fptfPjmj8frg21vXKRx6bcw+X5R1etXlbm3fpjeXVdbBgAA/01kBmJIASfaMKJs2Eo46Zx1zi469+ik8vy9w9zZZa1B/9Y35mnee49B8rz/GOQ8ZNnuJaP6BXj7BA7dfNdacGAoG8XUOo3BRXpMnF0MIZvTSo+Nkz4C1kYbtOSXWynpr8UYpO274cnLe5vC3LU6U2Rc+ssbizq3/oAWAAD8i5AZiCEFnGjDiLKpXxI2wZTnifc2tNF1mxp/O89aU1ORdWXrmA7Nv2uzxi30m9PPXtRUFdyO/+FyuRiDVJbRGy48KamqsRbePTijh54XO3f7aufl9NKqmurSJ+e/6Scd/tF4Tj2RW/Ti1Zv6Tx8zTDxdnn71pwf5BbeSD565m5F3f2O4m4PKpd/S03efl1mt5QXpV3Z/1UUjdqCZz6JvwcduNOTov+BKTYr4UBHBELozsyCh7p0YtZZZ5+/sHDH9dI0Yg5xjj1dnbA6xXUU/LL4ov+6TQAAA4L+JzEAMKeBEG0aUTf2SkDFIG7T8rjV12xCT1uA39mBGxcXp5maOc+jDtmWUnJ8fpNeY+q2/++r3e9IYpO26+GZlevw4i7PW0G3umfwH30rvzuwSuv1p+e1Ngy3Ojhr3wLFje9e9w1DjD2E1TDxTfW2hn0tUQklR/DBX3wVXsr8frFbp/YND2nsYHFUafedZp3IvzvAVnwxvfwxqwcduNOQyMiE/f39kwyfmXIbH5+fEDXLmXzr6jE9+eCTG23V83RikaT/1XOG9LYO99c4+I/c9yT00in/ELAAA/FeRGYghBZxow4iyqV+SxmOQ9HmrNVfn+td9bnzVqUkeorIxVZ9NT8qTR9umB0efOT/XSGOQU8DyO9YLUzz5TOA8LKHo1jcBTrohe/Ly90WKqaKRJmNQxbEYrbbfxrT7q7vrtDEnyk7EalUaj7AlCdfS8woL8vNLql5n171ddXNPir3rYzfqOXoOi3uS++OUDg3rXaOPlmRs78dvVu0Rue/x5YUBTqoGY5D0OSQzjuX89r+//vrfq6f7Y9q3cOQCAIB/KzIDMaSAE20YUTb1S9J4DFIFb0yzHh/LT5RWe8+49PL6wvZ2RwpNZHz+89rPgTeMO1IhPSmmDo/LfVNdmi9SWFaesq6vymXiqZe1H2VPNBmDyo6O02r7bHh0b2WQTht9vPzUBL1H7NHSzITxgQYNm8z6b3mWExfxjjGopVyCF13OubMhzFXdYKPad/K5F49qxx1tyKYHDzb1kR6QBmOQ29A9WXmnZvdw1epNoauuFD9c17f2cBoAAPwnkRmIIQWcaMOIsqlfErtHg/zqjwadntzM0aDg9Y+aHA1SBa1OKUoczj/jvc7bjgZFH31xa1Gn5seg0xNdgjc8yosfZJt1HD2nnasuqDsRRxWyNT27dhSr1dJzg3QBk088e7B7hBebrhpsd7IsuFJ1b3lXPrRpPGdffiNeOSbyG9ulkK3Pqk/GiI+yN8+7WnNrWUtPRQIAgH8lMgMxpIATbRhRNvVLQs8N6r4ipSp122CTVu879kDGi59nNfemPvoB2zJKzs3tqtN49F5zp0acGxS05Ebh9fVDfA0aJ2fvwCETIgNs5wbtzCi/tWmQ2dlRZ+o2dkz9uUHaPuvTSk5NMfNDL3bHIIPPzAuVqVvCPJ20/kN3pVhfVyRGiY+yd/SZdbHy7soe9S9rZ1p0bpDGMiYh7dGBGIuL7aVhBoNKHBDSdV5xt/r6Ikvj2cim/miQo//si1WFJ2cGuWi0rsHLfi4vPTTG2KQeAAD+Q8gMxJACTrRhRNnULwkZg1RqffcZ+2/nW1/VVOZc2xnTWV1XSWmM4asvZFfWVBXc/H7byZw70hjEphDLyDVnHhdV1by0FqVf3T+JH1Zx6T7p+6uZ5S9rrMVPLiwPqT8fWes9Ou5OSc3rV9ZL8yzO9sYgvco1aGbS/WKrteTphY3RM5OKry/uVHvoxdh3+cWcqtevqlLX9q5/0u2d5wZJb9v4uzi6I+XPnJ1htkdA23t9WtWl2WZ7n4/W8NwgQ8fxuy5nlNe8fl1V/Oj0muHedsYmAAD4DyEzEEMKONGGEWVDVgUAAADkIDMQQwo40YYRZUNWBQAAAOQgMxBDCjjRhhFlQ1YFAAAA5CAzEEMKONGGEWVDVgUAAADkIDMQQwo40YYRZUNWBQAAAOQgMxBDCjjRhhFlQ1blU6RX5uNaAQAA3gOZgRhSwIk2jCgbthKqoG/v//F///d/f/3vj5rS9J+3xQbUfWTpJ+H9xiC1d+iiQzdzXrz6/VXJw5NzeugcXCef/k16Ufxf//u9uvD+0cUDjLXvGa0Zsi//zz8ere31tncYAgAAaAEyAzGkgBNtGFE2bCWkMajm55k+erWLf59F54urr8yr/VCLT8L7jEG6zgt/rcg5Mbufr8HNL2jU/Nhg2xhU82RDXxeVzs0nfN2tqswt/JPhVbqQ7Rk5aU9K76zorG14IwAAAK1GZiCGFHCiDSPKhq2EbQy6NJ1/DKrLxFOvCr8fIr2FoMoyesOFJyVVNdbCuwdn9NCr1JrwuOzMnaHiMyvcRiUVp66RjqA0rWQF6rDdmSnbpq08/SArr7gs9+gUf0d2C12nxt/OraiqspZlXd8Q6WyrtHd1jVvoN6efvaipKrgd/8Pl8voxqEUfkaEL2/Hcem6qT6M3P7SNQevZPMQua/tuSK85O8Xddrn3urSihClzz724vuCTmv8AAOAfiMxADCngRBtGlA1bifoxSGvqNvNkftmpCT7sctfFNyvT48dZnLWGbnPP5D/4tqfOQR++KztjW6jtfZZdxyQWPfyObbRbaRuDnteUX9sY4aFROxgsnTu6OahcxxwtT9shfYKpyhgwIKybjt2O/TsK25ZRcn5+kF5j6rf+7iv+AR2235uWfESGU8clN16l1H4cWK26MUjt7B2x6a41ZUWQVKDquuqe9ewkr4BFt6ouzfaz97bRAAAALUVmIIYUcKINI8qGrUTtuUHSaTN/FF1c1NudjQJOAcvvWC9M4YeIVM7DEopufRPgpDIM3J2VviWEjSCGkQkFD9cGaZurtI1B1h9j3euXnI1BUYdLc47P69/BWDfE2L26ps+mJ00+rpXXS1d510dkqHquffSq9nNh69SeGyT9nH9aH2wf5i6dG6S1LLrx8sZii0YXvCndenaKbSMAAMB7IjMQQwo40YYRZcNWou5okNqr36JLxc92DZI+XzQ8LvdNdWm+SGFZecq6vmx2kZ4Xe7K5t9Z12IGCVNs5xc1VsjEoO2tX7TNogpN/5DeJVx4XVVcV3E2c2VPXzNX1kfH5z2s/Md4w7khF684Ncurw9qNBemPXmH1pxWemWZzU/rMuVz/Z0JvtsHbo/sKK49HGBlcBAABoJTIDMaSAE20YUTZsJRqeG6Tqvvp+5dV5HbWqoNUpRYnDnemyOegjdmWlbRgYFZ9ne0ZMurr9SjYGZWXs6N94DBLUru1jE7MqT0S72r+6Knj9o2aOBrXs3KDwXTlvPTdIOi06y3osWuc59ezL//35+xtb/vjzz7LEKNf6qwAAALQSmYEYUsCJNowoG7YSjU6RVvtOPleRsWOgVhu05Ebh9fVDfA0aJ2fvwCETIgP4AGEYGJf99OZt/oyYtKWZSntjkLHn6Jg+Zlcnld47Kv5ZYcIwQzNX1w/YllFybm5Xncaj95o7Na08N4hNOV2W3bTaXimmd/EJHD43puErxbQuxoCoHak16Zv7GWNPVBTuj+RDmNpr4mlr/r5IbaObAgAAaAUyAzGkgBNtGFE2bCUajUEqtSEyPrf8x6+8NSrLyDVnHhdV1by0FqVf3T+p9jkmTXhcTuN32bFbaW8M8hi07vLjghdVL6vLMy5vGd2e34K9q2uM4asvZFfWVBXc/H7byZw7rTo3SKLxi1h14n5h9Zs3L4sfn5rbs8H7Bv3156uKrOuJX/dxdxtxqKQ4McogrqUxTTtvza57KRwAAECrkRmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhq/IpatFHqxrcvaQ3v26yvTXe76PsVWony8JrNdfnW1r/eWS6sA33c/NLqn7LbuYNlgAA4J+GzEAMKeBEG0aUDVuJ2g/T+Ot/f9SUpv+8LTZA02S1lPTu6UTb/uuruQkj5e72+45BDi49x8yLDrK92eN7UPXf/qy595l8O02nr/bfymBT1B+vKzKv7ZvRS3rlv7b7pL0XHxZYX9WUP797bEmYlzQdajouuvm79G4BUv56dSLW9t5IGpd+C5PvF1W9flWZe+uH6d2lj3gDAAB5yAzEkAJOtGFE2bCVsL1v0M8zffRqF/8+i84XV1+Z90l90Pq7pxNd4KqUYgXHIHnefwxSe3aLCOtm8XHz8O0SHZ9ec2txZ62D85Blu5eM6hfg7RM4dPNda8GBoWw+Y2PQjcrjX5l0zi46Z2etzra+2r4bnry8tynMXaszRcalv7yxiF294e0DAEDrkRmIIQWcaMOIsmEr0ejtE10mnnpV+P0Q6TPkVZbRGy48KamqsRbePTijh55/oFhm3bsLuo1KKk5dI72JYtNKVqAO252Zsm3aytMPsvKKy3KPTvF3ZLfQdWr87dyKqiprWdb1DZHOtkp7V9e4hX5z+tmLmqqC2/E/XC5vdjpR9VtzIye/yPrmz5oy6TPJso9M8JJ+EF03dkd51pqaiqwrW8d0aP4tp+3fkd2fyMG521c7L6eXVtVUlz45/00/6fCPxnPqidyiF6/e3Pi6dnY0TDxdnn71pwf5BbeSD565m5F3f2O4m4PKpd/S03efl1mt5QXpV3Z/1aVuaLM7BrXoM0Pqad1CNt6r+nV+h0ZzjKP/gis1Kcu76Gxj0Iuj0c4Nv+vgHHu8OmNziO2B1Q+LL8rfM1hadwAAkIPMQAwp4EQbRpQNW4n6MUhr6jbzZH7ZqQk+7HLXxTcr0+PHWZy1hm5zz+Q/+LanzkEfvis7Y1uorVm6jkkssn2smN1K2xj0vKb82sYID43awWDp3JGNAq5jjpan7QhzVatVxoABYd2kZ2Hs31HYtoyS8/OD9BpTv/V3XzX4MA17mhwN0gYtv2tN3TbEpDX4jT2YUXFxurmZ4xx278j+T+QSuv1p+e1Ngy3Ojhr3wLFje7vW3ogh9pi14Rh0pvraQj+XqISSovhhrr4LrmR/P1it0vsHh7T3MDiqNPrOs07lXpzhK9622/4Y1KLPDGH0YduflFS8fFOdtm+ceFfuOi4jE/Lz90fyo0E3X78oeF5YlJv6064JQbbPTdO0n3qu8N6Wwd56Z5+R+57kHhplErsEAADvjcxADCngRBtGlA1bidpzg6SzRv4ouriot3SusVPA8jvWC1PEJ2w4D0souvVNgJPKMHB3VvqWENZuDSMT+MeKNVNpG4OsP8a61y85G4OiDpfmHJ/Xv4OxrmHbvbqmz6YnzXy0qj10DHLqsPh6zdW5/rbb1HZf9aDq1CSP2uJGVPbuyP5PpBuyJy9/X2TjAypckzGo4liMVttvY9r91d112pgTZdK5OBqPsCUJ19LzCgvy80uqXmdvHyAOvTT3pFiLPjNEpda4+/p07DVi9eX8jL2RHnyfJY6ew+Ke5P44pYN0I2pTr1HRA3p26dQzcm7S05fZeyJsP7Kmy4xjOb/976+//vfq6f4YOkUBAMB7IDMQQwo40YYRZcNWou5okNqr36JLxc92DTKwISY8LvdNdan0PJOUwrLylHV9WZuUnhd7srm31nXYgYJU28eKNVfJxqDsrF3k87mc/CO/SbzyuKi6quBu4syeumauro+Mz38eN4Bf1zDuSEXrzg1SBW9Msx4fa7B9qfaecenl9YXt7Y4UGnt3ZP8ncpl46uU96QmmxrcgaTIGlR0dp9X22fDo3sognTb6ePmpCXqP2KOlmQnjAw0aNpn13/IsJy7iHWNQ62h7r0+znhxvFF+6BC+6nHNng3Tgrb6GM44/Xpm7K1zv4DZ0T1beqdk9XLV6U+iqK8UP2QNPiwEAoJXIDMSQAk60YUTZsJVoeG6Qqvvq+5VX53XUqoJWpxQlDucfvd6QPmJXVtqGgVHxebZnxKSr26+099GqtdSu7WMTsypPRLvav7oqeP2j1hwNClh5ryQxih4N8qs/GnR6cjNHg+zdkf2f6G1Hg6KPvri1qFPzY9DpiS7BGx7lxQ+yPRqOntPOVRfUnYijCtmanl07itVq5blB7McMXvO45vx0k3RZFzD5xLMHu0d4sZGrYQ3nMi65Ii9ukJ7d77PqkzHi0/XN867W3FrW4rsDAIBmkBmIIQWcaMOIsmEr0egUabXv5HMVGTsGarVBS24UXl8/xNegcXL2DhwyITKADyKGgXHZT2/e5s+ISVuaqbQ3Bhl7jo7pY3Z1Uum9o+KfFSYMMzRzdf2AbRkl5+Z21Wk8eq+5U/OOc4M0njMvVd1ZGVB3X9ruK1KqUrcNNmn1vmMPZLz4eVZzb+pj947s/0QuoTszym9tGmR2dtSZuo0dU39ukLbP+rSSU1PM/Eklu2OQwWfmhcrULWGeTlr/obtSrK8rEqMM/OqOPrMuVt5d2cNF3JpNS84NcvQduWBJdO8Ons4eHUIXnsmvvrEoQOugsYxJSHt0IMbi4iK9LswgHdpz9AkbPz48wM/k6tN99I571oKE4Ua1o//si1WFJ2cGuWi0rsHLfi4vPTSm9mASAAC8LzIDMaSAE20YUTZsJRqNQayLR8bnlv/4lbdGZRm55szjoqqal9ai9Kv7J3UVg4gmPC7nzz8e2Z4R41vsVtobgzwGrbv8uOBF1cvq8ozLW0aLk1HsXV1jDF99Ibuypqrg5vfbTubceesYpHb0GrbxWm7Fi/LSwhOTvKUfRN99xv7b+dZXNZU513bGdFY3uUot+3dk/2d36T7p+6uZ5S9rrMVPLiwPsR1DstF6j467U1Lz+pX10jyLs70xSK9yDZqZdL/Yai15emFj9Myk4uuLO9UeejH2XX4xp+r1q6rUtb3rf8x3nhvk6DVy89X0wqrf//zzdWn6xc1jO7HHU3ovx7p3CGL5M2dnmN7JPGH/w0Lrmz///K3y+c2Euf1MtreaNHQcv+tyRnnN69dVxY9OrxnubffoEQAAtAaZgRhSwIk2jCgbsioAAAAgB5mBGFLAiTaMKBuyKgAAACAHmYEYUsCJNowoG7IqAAAAIAeZgRhSwIk2jCgbsioAAAAgB5mBGFLAiTaMKBuyKgAAACAHmYEYUsCJNowom7r1cHQPmbp6VUz3Ri/b/hi0fTak5cQNsvvGfQZ3L+ktrZtsbxHpNVM11+c391L51tKFbbifm19S9Vu27Lc6BACAfy8yAzGkgBNtGFE2Yj005phjubkP0wrT9wyu+0AGtXfookM3c168+v1VycOTc3rYXsttd6MczY5B2vZfX82V87nxLj3HzIsOqn9Z+wfQond81naftPfiwwLrq5ry53ePLQnzeu9JDgAA/nHIDMSQAk60YUTZ2BZDH7jwl+yr3/RwMQ3YnJJxYpKf9P4xus4Lf63IOTG7n6/BzS9o1PzYYDbx2N1Yv6jvo9kxqMkHpn4CWjQGOQ9ZtnvJqH4B3j6BQzfftRYcGPpBRzEAAPiUkRmIIQWcaMOIsmErYQjddPvB3mG2dx100LaPPfLw8uLuGl3YjufWc1N9Gh3JsLtR5dJv6em7z8us1vKC9Cu7v+oiDS4NhxvdkD05j9fbBiZVh9i42wVVL8vTf1y352Zx4kiDrTL36Pqtl3OqXtfkXVweYmBl/dbcyMkvsr75s6ZM+liv7CMTvGqPUTWh6To1/nZuRVWVtSzr+oZIZ2mjxnPqidyiF6/e1H/UF2P/3h8/ObR+z/nbj3OKss4v7cfu3f5PxG+hlZ//5ei/4EpNiv1PIgMAgH8jMgMxpIATbRhRNmRV6jh1XHLjVcry2neOfstGB5XePzikvYfBUaXRd551KvfiDF+N/TFI7Tf5bPmTPSO8tAbLhCN5f1SIQeTJb6UXFgUZdcbIPU8rT4334DfbwqNBrmOOlqftkD5DVGUMGBDWTVf3rcafeNrsvae/yT8c7aVRa3quSak4PUG6d3s/ke1GWjsGuYxMyM/fH4mjQQAA/xlkBmJIASfaMKJsyKrUUfVc++hV7aeTvnWjg0rjEbYk4Vp6XmFBfn5J1evs7QP09scg1/EnKms/pF0XsTunrHYMKk8e6ypt1I/YX5T6nTjfqKVjUNTh0pzj8/p3MNKP3yJjUHP3nlaawC6wjfph8QWpts+LtfcT2W6kVWOQo+ewuCe5P07pgM8rBQD47yAzEEMKONGGEWVDVqWOUwd7R4PsbXT0iD1ampkwPtCgUTto+295lhMXYX8McjR/ffXlxWkm/uxb91UPSmoHETtPn7X83CAn/8hvEq88LqquKribOLNnc0eDWn7v9n8i2420YgxyCV50OefOBukwFf0WAAD8e5EZiCEFnGjDiLIhq1JPF74rp+m5QXY2qoI3PMqLH2SbDBw9p52rLtgzmI1BwWseFv4wzHaUxWVscvmT2qNBKSv4FCXdVN3xGPtjUMDKeyWJUe8cgwS1a/vYxKzKE9F1H/xuiD764taiTg2PBrXo3u3/RLYbUYVsTc+OG/DOMUgXMPnEswe7R3jhw0oBAP5jyAzEkAJOtGFE2ZBVaUDXZdlNq+1FYXoXn8Dhc2Ok6cTORkefmRcqU7eEeTpp/YfuSrG+rkiMMjioPSeesWbsHeGpMwYt/Kn0tW0MUvtNOVee/v0IT63eN+Zwzu+1Z+fYH4M0njMvVd1ZGfCOmcPYc3RMH7Ork0rvHRX/rDBhmKH2W9o+69NKTk0xiyfLWnzv9n8i2404+sy6WHl3ZY+3vruSxjImIe3RgRiLi4vO2UVnMKhwQAgA4D+DzEAMKeBEG0aUDVmVRjR+EatO3C+sfvPmZfHjU3Olk2bsbnQNmpl0v9hqLXl6YWP0zKTi64s7OanUhn7f/JTz8nVVzuXNy/alPeLDjarj+D23C61VJWk/7jj0sFg6KafZMUjt6DVs47XcihflpYUnJvEXstnhMWjd5ccFL6peVpdnXN4yun2DM4S03qPj7pTUvH5lvTTPwnapxfdu/yey3aax7/KLOVWvX1Wlru0t9pOQ3rbx9/+rz585O8PEwSQAAPjXIzMQQwo40YYRZUNW5ePRhmxOz6w79fhjU/beAQDg34vMQAwp4EQbRpQNWZW/myZo6LAgk0qlNQ6OS8tPGF53Hs9Hoey9AwDAfwGZgRhSwIk2jCgbsip/N33klju55ZUvyoszLq0f5veRP2VC2XsHAID/AjIDMaSAE20YUTZkVQAAAEAOMgMxpIATbRhRNmRVAAAAQA4yAzGkgBNtGFE2ZFU+LOk1UzXX51vqP9WrlQzuXu7kqSvZtwkAAPA3IjMQQwo40YYRZcNWYuqF38RLu2vzV9WR0XXvviOHS88x86KD3vMTtbTtv76a2/RdpGXdJgAAwN+LzEAMKeBEG0aUDVsJJ52z9C5/7tFJ5fl7h7mzy1qD/hP4GKyWfpgGAADAp4PMQAwp4EQbRpRN/ZLoRyeW54k3ErRRWUZvuPCkpKrGWnj34IweettGddjuzJRt01aefpCVV1yWe3SKv2Hi6fL0qz89yC+4lXzwzN2MvPsbw92k94CeeiK36MWrNw0+3FTbZ8PjJ4fW7zl/+3FOUdb5pf0M0naXfktP331eZrWWF6Rf2f1VFzb3qPqtuZGTX2R982dNWT5L9pEJXprW3KZa1SE27nZB1cvy9B/X7blZLL1hNK9vQtN1avzt3IqqKmtZ1vUNkc62jS382bXhcdmZO0PF+1y7jUoqTl3TS9Xiq+OlagAA/z5kBmJIASfaMKJs6peEjEHarotvVqbHj7M4aw3d5p7Jf/Ct7V2kWS9/XlN+bWOEh0btYLB07uhmmHim+tpCP5eohJKi+GGuvguuZH8/WM1vhHzGOxtZ0t/kH4720qg1PdekVJye4MG26/2DQ9p7GBxVGn3nWadyL87w5W8Y3czRoJbcptpv8tnyJ3tGeGkNlglH8v6wfW5G3S004jrmaHnaDukDUFXGgAFh3aRPZm3xz+6gD9+VnbEt1PaguY5JLHoofUB9y69evxsAAPAvQWYghhRwog0jyqZ+SRqPQU4By+9YL0zx5BOJ87CEolvfBDjxXm79Mda99loqNRuDKo7FaLX9NqbdX91dp405UXYiVsu/23RkSSuVPsKCXdYPiy9IlYYGlcYjbEnCtfS8woL8/JKq19m1b+7c4jGo6W1Kn6J6b3kX24dd6CJ2809R5fWUa9Th0pzj8/p3MNZ9CkfLf3YHlWHg7qz0LSHsuoaRCQUP1wZpW3V1AAD4tyEzEEMKONGGEWVTvySNxyB1eFzum+pS6RkpKYVl5Snr+rJmz3p5dtau2qeBJGwMKjs6TsvGkUf3VgbptNHHy09NkI6pMHZGliafY+oRe7Q0M2F8oEHDCvpveZYTF9HaMajJbZq/vvry4jSTbRDRdl/1oOQtT4o5+Ud+k3jlcVF1VcHdxJk92Z63/GdnNOFx2U8299a6DjtQkLpWekasVVcHAIB/GTIDMaSAE20YUTb1S9J4DFIFrU4pShzuXPvdWqyXZ2Xs6P/2Mej0RH42jIMh+uiLW4s6vW1kUQVveJQXP8h2g46e085VF+wZLMaggJX3ShKjmoxB775N29GglBVd+dGg8F1vOxpUS+3aPjYxq/JEtGsrfnaJPmJXVtqGgVHxebZnxFrz0AEAwL8PmYEYUsCJNowom/oloecGBS25UXh9/RBfg8bJ2TtwyITIAHGCSyvGIG2f9Wklp6aYVbVf2jly4zPzQmXqljBPJ63/0F0p1tcViVF8ZNF4zrxUdWdlAJkbWnCbDmq/KefK078f4anV+8Yczvn9LecGGXuOjuljdnVS6b2j4p8VJgwztOJntzEMjMt+evM2f0ZM2tK6qwMAwL8KmYEYUsCJNowom/olIWOQ9HKnkWvOPC6qqnlpLUq/un+S7eBK68YgldZ7dNydkprXr6yX5lmc7I4sKtegmUn3i63WkqcXNkbPTCq+vrgTf7m+o9ewjddyK16UlxaemOTNT7Vp4W2qVR3H77ldaK0qSftxx6GHxeLkITs8Bq27/LjgRdXL6vKMy1tGt+fTVQt/dk4THpfz5x+PbM+I8S2tujoAAPybkBmIIQWcaMOIsiGr8i+kDdmcnll72jUAAMDfi8xADCngRBtGlA1ZlX8NTdDQYUEmlUprHByXlp8w3JUWAAAA/B3IDMSQAk60YUTZkFX519BHbrmTW175orw449L6YX54o0IAAPg4yAzEkAJOtGFE2ZBVAQAAADnIDMSQAk60YUTZkFUBAPjIxEc6Nw6pAfgHITMQQwo40YYRZSMthr5H29QdbZLD2qnpIlHtB33+dPtnm7vR7a1iMH0Z0+fL9zhZ55+ynx+bXjv5vuXwFVdz7XsptYrOrI2I0TZ5l6OPRNl7/0h0mtgblqQ7xs7SCwZbQ+M0+IT5SJmFOXTS2b3uxZL2+MzzPlziPzvyb3/+t7V3pGk//9qLo9HOdHsDYvBpHFID8A9CZiCGFHCiDSPKRlqMjzpe6L7csbFN+pwvvMj2Fvin7Oc7GYZ4xGV6hvk4GGI8D7EmV2pJKjR/f9NrxlSN81tbnX167ZQHlsNX3SzvMQYZ9POy391iG6rbebL9fbT+3v+RdJrxN6UxyPb2Ua3i6DfYEDHVfX3h3zUG1a+mi2FRQYvWwu4dafoYtxVL4xoXt0XL30NL7REUu/Z83uv046tnjQ32aOb/XDH4NA6pAfgHITMQQwo40YYRZSMtxkceL3ZvbtF44RP4xY6Fn6VuafNw9efbBrZz+1T3s9U0qkFH/Xdv0+lZE7KNQTuPGids9Fjz2Jxc7Dux7/v8a17v4eTm7vjOh8UOg/7rvNYMIg12nn7rPbT23v+xdO7vu0BMyx6l9xmDGq6m/DGoyH/TIffp2ySxY9Uatt25z/oHz3/ZvvPS3eRVy7YlrxnczK+NGHwah9QA/IOQGYghBZxow4iykRajbrzQun+5eWWbjLWfT/F38Aj5PH1Hm+97s7+V7RYsaZOxum2IVowX8aPbJq1uk7bus8192+nU9iul29ze5uDYtke+a/Nk/Wcbekmzy4ipbTJ3tMmqlbmh7RCd/au7Bba9uOmzQ1FfhHX8MrRv2xPrP1vZ6VPcT9uvsqrb4itlxRfmSJ+fyre8jSbIbWOuz9gg6bJtDDIvn+LE7tRjuhe7vGq6Sq3XTXtkOXTaGLXH+/s886GnnpEdWLFjh8nuq1P8E/P8d551D+vKm5Bjn73+ybZ/fx/+tfZokMapyzzTulT/QwX+uy64RwSJduXcy3nWed8f8s0HH/ssW6Zz1TiGJJj5dbnkLI8+Bunq3b/x3JxmPlxo/uGB96wYVcPm3XDn7VRqVZGnzMm5nhG2Y0UuY037S83rF6k1dm6z2XunO6/TxFwzbz7ttTPDf2OCaeVD88EUj1B/WzMu9p27wn3dE3Niug+7Tanvtvyh06lCd/rszTPvveQeu9c3qdB7BKu0d3W1py46yXvnU/OhInP8Ha9JI1Uau7vU3v5+asPc40qkHzDpbv3RIN1I04ES8/JNxtWPzImZPjNH2x5ku7vEtjcZg+zsUu10smStcdVDc+JTn9mxaul4TMtX094Y1PI7ksagQt9pw1SenvXTnvTWptm7wt0idp9eGvi2I2Fi8GkcUgPwD0JmIIYUcKINI8pGWgw+XhwZ8uXChW0y1n8+t720sdnxYger+WzHuLZnNrTJ3Pj5OGPz48WONk9XtJ0R2vbYxjbPln3RTetgDvgiJrTtqa1tnn7TdlrIFzF9vvTT2Lu6rt28xW3OR31p7tr20KrPHnz32dnVbU4Obmf41PazdgzquepuTdW1RV3r3kXaQWN0cnfnlx2NHdSsN9R+y7HHNr/9R509bM2mbgzSuKj67vRNKjUvjnHkzTi51Lz7pDFqmvPI79z6d3BwHuK+u8Sy/6pp4gbPbXmWw7eMgbaTLTwHGCKmGFdm1I9BHuM940vMcSeMUQuMyx+aD9+WKtUm/ZzHluQ83+Vb3cZvMK1OcPHWOniHiSdcDt/0GD7JOSJW66l10PQz7ii27DjoOnCsYcgy96lTbP+st7fzdis9pngmlJiXjGeDnW1EK/QeFWC/0u6929l5N2m8SDjlNmiHb1KRz+SJbusKzYtjHaVmzIa/FNOY6W5LUtkUZXtmp8UPnVu06Qe28Yppyl5vduFIgzGIXF3toxu9zm3kdOfBM1xnXfZPSvcIdre3S19p7e6n2kfbf7LbssdNxqBSy+E7ppFTjd89tyRdc+uga2aXWH3TMajpLrnappNSS1KG97zNpg2ZluRsz3CfVqym/TGo5XdU96RYqfmHXz0ibLOmpv28q9YH26MmxmMMgv8WMgMxpIATbRhRNtJi8FHg4cY2mds/29rDgf9j7i3jxfFB0iGTwKGfscs7erxtvPhxcDuNpt3U+W0y17cdzP8ONnmyqenV+/t+cXLz59O9v1y5ss1PMV/2Cfxi35o2Z4e2c/7E9rN2DGKctLr6Q0Eu4cZNOZbkXN8ZI53UBt2sdPO6haL9qH0MSzL9Zg0RU5E4N6jWoTvuvUy1zTjdo4+buEHWsaSRosh7dKB0OWCNb1KJ39SBtaOVXjsltXYM0jgNOm5Ozvca3sXJ6OXUYTH7h7vftDBHw1jTwVLzxmW1u6EVj17TFqsd4L6rxPL9KeOgoRqTq9jIkZ23W6n2dl6aY9mfaHB10c1Msxy+6Oqrbf42yb3b3fkIabzYs1XnMcXrUL6pv7t+bpZ59RyVrRmbV06XDqT5LmCX/eeNrJ0g3/3QOdk2+ozr5qDSqkb+ZG40BjW6uoPaVxd71Dc+3yKOXRX5jO0ujUF0l+bp7O6n9Djzc4PoGGRe97Vao1UNP2tOzvQINvD9bLJLrL7pGNR0l7rappMy85r50j2al/nwB6Tlq2l/DGrxHWkCDeO/dRkUa4j81nNnoSXxgquf9H+HIXje0bTKP/73uuDuifUxXWs/Y4cSg0/jkBqAfxAyAzGkgBNtGFE20mLwUSBzS5vUrW2ujf/SaFuht4wX23tIBa59P3+yo82Bfm8bLw4NYINIu0lzxfNK0sK3YLwY0LXtze/ahrl/cXDzZ0tsh3yGTm5zpnYM+nT2s8EY1JBTWLL50FWPrw77Hc70GjfBuKHQvCRWDEn+i70TfpX+6c+/rDs3KPYb12GxOl+jbbutGTd65ZfGafBJc3KeKcT2yWjGqV6HSs0Lx9gbg7TqcVfFa4tqSUeYPGd7saFhPhsU+FXqNGmxrAf3Wee1O0/qfMnPfeeOrz9+QHbefqXGacBh/+RM04AR7rtLzGttzbLZ2yT3bnfnx0tjUNwWncckTzZehLDxIlO6WdsYZBt91A7O46WDassmOrX0oRurGnyCzVum/i5so2Nv21GrujGo8WvuHHvs8EsuNW/Y7tx3sG7ID35JxT6xwdIYRHfpa2kMarqfbxmDpBlO4yQ9jZjl0cdZelGYnV1i9XSN7O1ST36QpvYBia19QFq+mnbGoNbckbiKdK2QA/7JBZ4RnrVbXIfvv3F0S8KDFzl7hzaYLxsQg0/jkBqAfxAyAzGkgBNtGFE20mLwUeBUZLvQsZ892/rZ8o7SRmM/2/QQ4qDWfvnd6kbjxbEI6ShL1+HiKIvdyreMF7sajxdNrz6gW9ubq9uGOn+5/rs2B0PbaQ3tli6tPxr06exn7RhEzg3SfHXbvHO9Vuuhm3JTOv0lKdWjD28JLtqpKf4rptpao03Dc4P4Fglvxr+4+jdoxn320UMaUwZIfchW3+ho0BDW9XO9YobregwWOvg4OI+TjgZtWFLbBRseDcq1HPqx0TEARm1w8o9wWfjAknTPGMg/jq3JzjdX6TrOtL/Ef9tNP+nsFtsaNVdJ793uzvvbmzkW2MagMvO6BWq2Px1X+SbxxtzSh84p5IBZ2thFGtGGnzM3GoMaXp3t0qm6AzOO/ROkAzbRvezt0kJ7Y9ACPgVqon81Jz10D+I/td0xyMCmB3u7xOoN+nlZlsMXpOcxm92l7uIgzXdzpXtsv1wcpOF316LVbDoGtf6O+LUGHWPznGeYR+0Wve3cINdhCcXpW0LqnzhuQAw+jUNqAP5ByAzEkAJOtGFE2UiLwUeB5LB2GuOX369vk7bwiy5aB11g25vb2zxa0nbFhM/vbWs0Xjxd8/nG0W1P1Z5zY7ey2fFC++Xq1W0y13/+bZg456bp1UP9vji1+fPJHg7t+7a9vKnN442f3V5fPwZ9OvtZNwY1PjfIqf0QfVCgdKKo2l3ddYjO4sXLHIwxpvjHHsH8kI9Ni8cgB5dID+kEl19ME9bbTnC54da57jPzG45BagfPyZ4/lJh3HDGOnuMyeqX7ogumwWbp3KC5tnODlm50i17rsepAbU+1XTf5mdfkWbXnBvVyXRBvHDnZEBLruiTVknRdHDBouvPNVarc9QsypGM5h86Je2m2ssm929n5Ds2PQfwMlS2mzc/FGSotf+g8JnseLLXEX3CP3ea9r/G5QWSK6rHdL7nEf/VqQ/Ak90150hND43q2cgxSO4UmmpNL/FZ85zJooqGr2e4Y1Mwusatr1aMvs8HCd/5i54iJ+g7u9nYpiB+ksRx+7D1rrcf6ulN2WryafAxKeuQ9d6f7TJuocFXL78hvtmlVgsfUdcaZR30Pskf7iLNJ66ANGD5tVGejCxuDlvXstfxW6blpvg0Gpnpi8GkcUgPwD0JmIIYUcKINI8pGWoy6MYj9yQ6M/PzJ9jaJbCzQtoudIr1e/fK0L1bMbTBebPts3SDxuir+CiyVvcpmxwu1Q+eQtmfXtnlW+wosO1fXt1u0rM3ZEe30bJLQOxgNDgaXdibDp7ef9c2y0blB9mnVUT+Zt6zS8PdT4Vo+Bqk0jh2ne6xN9T+U77/jjPuAwAbtpPEYpNI6dZ3nsSbFP7HQfDDdd22Ca1fbydrOwdIrxfYXmBOe+q5coXOtfYbFf5LHxifmpFLxWi1NJ8PMs757ssyHi8x7b3iOC7ftm72dt18psZ3mUmr+dpY42PCWSnLvdnbes/kxyPZ6pW8fmxOf+cweb3thVMsfOr164C7pZVk//Gqae6bxk2KNr64266ec90soNO+9Yore6n2oxH/2cHvP071tDHLQ93JZdNP/EBtuSv3nDne0OwbZ3yXb1Y2D3FY9MLPhQxpEutnbpaG2c8aLfafPN65u8IC0fDX5GNTw6cjv5qo0Lb4j0xj3dWzVii2HsvzW/eDazVu6TU370dt+Ss0tqXhZ86Iw89dd0ZZG91hPDD6NQ2oA/kHIDMSQAk60YUTZkFX5VJiC2l7Z/NmBoV92MTronNuFhn4RIp0z8Q+mCzXueO4VaaHbPwCDbvZTy+FL/KTUv0Urd96xy0bfpHyvYX/HD1uLj0GtfbfAehoHjRgEpXO5Gp3LopSPtUt/46+iPXgXafjvITMQQwo40YYRZUNW5RNi7t72wArpYEzWjjZP13++sMFZJv9EnkNcxk3UGJpsl0PdXhs2yXn4Bq99JZb4vfoPe+MNtXzn3Xrqw+e4r3tuOXCEnm/0Yckcg9Sezgt+8Zy2ynXsRq9dhZZDlxofQFLCR9ulv+NX8S3UflOOP44bUfccrh1i8GkcUgPwD0JmIIYUcKINI8qGrMonx+jRrpN3O6PSLerTpBttSii1JJeY910zDRJvqKiwTqt9k0otB++aIrv9vfsj92iQUTfxkm98rjmp0H/XeY+6N5lU0ie4Sx+JGHwah9QA/IOQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAABykBmIIQWcaMOIsiGrAgAAAHKQGYghBZxow4iyIasCAAAAcpAZiCEFnGjDiLIhqwIAAAByjIuJbTgDjY2OIQWcaMOIsiGrAgAAAHL06tO34RjEviQFnGjDiLIhqwIAAAByOGm0bPQZGx3DsAvsS1LAiTaMKBuyKgAAAPARiDaMKBuyKgAAAPARiDaMKBuyKgAAAPARiDaMKBuyKgAAAPARiDaMKBuyKgAAAPARiDaMKBuyKgAAAPARiDaMKBuyKgAAAPARiDaMIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAiCIAhC8/+zRXyBIH9H/p//5/8P1oho1/LYvv0AAAAASUVORK5CYII=)

Рисунок 6 – Реакция сервера на ввод Ctrl + C
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Рисунок 7 – Попытка запуска сервера с указанием “плохого” порта
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Рисунок 8 – Запуск клиента
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Рисунок 9 – Реакция сервера
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Рисунок 9 – Запуск клиента с передачей неверного IP-адреса сервера
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Рисунок 10 – Реакция сервера (отсутствует