**Collection Sınıflar**

C# Programlama Dili Kursunda collection sınıf olarak yalnızca ArrayList ve bunn generic biçimi olan List<T> sınıfı görülmüştü. Burada önemli bazı diğer colelction sınıflar ele alınacaktır.

.NET'te collection sınıflar üç gruba ayrılmaktadır:

1) Liste tarzı collection sınıflar

2) Sözlük tarzı collection sınıflar

3) Atipik collection sınıflar

.NET'teki collection sınıflar bazı arayüzleri desteklemektedir. Bu nedenle önce o arayüzlerin ele alınması anlatını kolaylaştıracaktır.
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IEnumerable arayüzünün GetEnumerator isimli tek bir metodu vardır:

interface IEnumerable

{

IEnumerator GetEnumerator();

}

IEnumerator arayüzü bir collection'ı türden bağımsız dolaşmak için kullanılmaktadır. Bu arayüzün üç elemanı vardır: MoveNext, Current ve Reset.

MoveNext metodu imleci sonraki elemana kaydırır. Current property'si object türündendir ve read-only'dir. Enumerator ilk alındığında imleç ilk elemanın bir gerisindedir. Yani bizim imleci ilk elemana konumlandırmamız için bir kez MoveNext yapmamaız gerekir. MoveNext metodunun parametrik yapısı şöyledir:

bool MoveNext()

MoveNext her çağrıldığında imleç bir sonraki elemana konumlanır. MoveNext ile imleç eğer son elemandan sonraya konumlandırılmaya çalışılırsa MoveNext false ile geri döner. Bu da collection'ın sonuna geldiğimiz gösterir. Bu durumda collection'ın sonuna kadar dolaşmak için şöyle basit bir while döngüsü yeterlidir.

IEmumerator ie = col.GetEnumerator();

while (ie.MoveNext())

{

//...

}

Reset metodu imleci ilk duruma yani ilk elemanın bir gerisine konumlandırır.

IEnumerable arayüzü sayesinde biz her türlü collection sınıfı onun özelliklerini bilmeden, türden bağımsız olarak dolaşabiliriz. Genel dolaşım kalıbı aşağıdaki gibi olabilir:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

ArrayList al = new ArrayList();

for (int i = 0; i < 10; ++i)

al.Add(i \* 10);

IEnumerator ie = al.GetEnumerator();

while (ie.MoveNext())

{

int val = (int)ie.Current;

Console.Write("{0} ", val);

}

Console.WriteLine();

ie.Reset();

while (ie.MoveNext())

{

int val = (int)ie.Current;

Console.Write("{0} ", val);

}

Console.WriteLine();

}

}

}

Aşağıdaki örnekte Walk isimli metot IEnumerable arayüzü türünden bir referansı parametre olarak almaktadır. Biz de bu metoda o arayüzü destekleyen herhangi bir sınıf referansını ya da yapı nesnesini parametre olarak geçirebiliriz:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

ArrayList al = new ArrayList();

for (int i = 0; i < 10; ++i)

al.Add(i \* 10);

Sample.Walk(al);

}

}

class Sample

{

public static void Walk(IEnumerable ie)

{

IEnumerator ien = ie.GetEnumerator();

while (ien.MoveNext())

Console.Write("{0} ", (int)ien.Current);

Console.WriteLine();

}

}

}

C#'ta tüm diziler de sanki liste tarzı bir collection sınıf gibidir. Şöyle ki: C# standartlarına göre tüm dizilerin System.Array isimli bir sınıftan türetildiği varsayılmaktadır. System.Array sınıfı da IList arayüzünü destekler ve System.Object sınıfından türetilmiştir:

![](data:image/png;base64,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)

Örneğin:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

double[] d = new double[] { 1, 2, 3, 4.5 };

int[] i = new int[] { 10, 20, 30, 40, 50 };

string[] s = new string[] { "ali", "veli", "selami", "ayşe", "fatma" };

ArrayList al = new ArrayList();

al.Add("Ankara");

al.Add("İzmir");

al.Add("Adana");

Sample.Walk(d);

Sample.Walk(i);

Sample.Walk(s);

Sample.Walk(al);

}

}

class Sample

{

public static void Walk(IEnumerable ie)

{

IEnumerator ien = ie.GetEnumerator();

while (ien.MoveNext())

Console.Write("{0} ", ien.Current.ToString());

Console.WriteLine();

}

}

}

C#'taki foreach deyimi aslında kendi içerisinde IEnumearable arayüzüyle dolaşımı yapmaktadır. Yani biz foreach deyimini kullandığımızda derleyicinin ürettiği koda bakarsak onun dolaşımı IEnumerable arayüzü ile yaptığını görürüz. Başka bir deyişle:

foreach (T x in a)

{

//...

}

Döngüsü aşağıdakiyle eşdeğerdir:

IEnumerator ien = a.GetEnumerator();

while (ien.MoveNext())

{

T x = (T)ien.Current;

//...

}

Peki biz IEnumerable arayüzünü destekleyen bir sınıf yazabilir miyiz? Böyle bir örnek şöyle oluşturulabilir:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

MyCollection mc = new MyCollection(10, 20);

IEnumerator ien = mc.GetEnumerator();

while (ien.MoveNext())

{

int val = (int)ien.Current;

Console.Write("{0} ", val);

}

Console.WriteLine();

foreach (int x in mc)

Console.Write("{0} ", x);

Console.WriteLine();

}

}

class MyCollection : IEnumerable

{

private int m\_low;

private int m\_high;

public MyCollection(int low, int high)

{

m\_low = low;

m\_high = high;

}

public IEnumerator GetEnumerator()

{

return new MyEnumerator(this);

}

private class MyEnumerator : IEnumerator

{

private MyCollection m\_mc;

private int m\_curVal;

public MyEnumerator(MyCollection mc)

{

m\_mc = mc;

m\_curVal = mc.m\_low - 1;

}

public bool MoveNext()

{

if (m\_curVal == m\_mc.m\_high)

return false;

++m\_curVal;

return true;

}

public object Current

{

get { return m\_curVal;}

}

public void Reset()

{

m\_curVal = m\_mc.m\_low - 1;

}

}

}

}

**Anahtar Notlar:** Alçak seviyeli bir dilden yüksek seviyeli bir dile dönüştüren tersine mühendislik programlarına "decompiler" denilmektedir. Örneğin .NET'in .exe ve .dll dosyalarını C#'a dönüştüren programlar birer "decompiler" programlardır. .NET'in için decompiler "Salamander" ismindeki paralı üründü. Sonra "Reflector" isimli "open source" yazılım kullanılmaya başlandı. Ancak "reflector"ü yazanlar "Redgate" firmasına sattılar. Tabi eski kodlara erişim devam etti. Yeni bir proje grubu da "ILSpy" ismiyle bunu devam ettirdi. Maalesef .NET gibi Java gibi dillerin arakodları "decompile" edilebilmektdir. Ancak C/C++ gibi dillerle saf makina diline dönüştürülmüş kodlar halen etkin bir biçimde "decompile" edilememektedir.

**ICollection Arayüzü**

ICollection arayüzünün dört elemanı vardır. CopyTo metodu collection sınıf içerisindekileri bir diziye aktarmak için kullanılır. Metodun parametrik yapısı şöyledir:

void CopyTo(Array array,int index)

Metodun birinci parametresi aktarımınm yapılacağı diziyi, ininci parametresi bu dizide kopyalamanın hangi indeksten itibaren yapılacağıdır. Örneğin:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

ArrayList al = new ArrayList();

for (int i = 0; i < 10; ++i)

al.Add(i);

Foo(al);

}

public static void Foo(ICollection ic)

{

int[] a = new int[ic.Count];

ic.CopyTo(a, 0);

foreach (int x in a)

Console.Write("{0} ", x);

Console.WriteLine();

}

}

}

Burada aktarılacak dizinin oradaki elemanın türüyle aynı türden olması gerekir. Aksi halde exception oluşur.

ICollection arayüzünün Count isimli read-only property elemanı collection içerisindeki eleman sayısını vermektedir. IsSynchronized property'si collection'ın thread güveli (thread safe) olup olmadığı bilgisini bize verir. SyncRoot property'si yine thread senkronizasyonu için kullanılan bir elemandır.

**IList Arayüzü**

IList arayüzü liste tarzı collection sısnıfların desteklediği ortak bir arayüzdür. İçerisinde pek çok önemli eleman vardır. Bu elemanların hepsi bu arayüzü destekleyen sınıflarda bulunmak zorundadır.

Add metodu collection'ın sonuna eleman eklemek için kullanılır:

[int](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ed425922-7a7b-5232-1fbc-5e4ac9680de6.htm) Add([Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) value)

Metot eklenecek elemanı bizden parametre olarak alır. Eklemenin yapıldığı indekse geri döner.

**Anahtar Notlar:** Bilindiği gibi bir dizeye ekleme yapılamaz. Peki hani diziler Array sınıfından türetilmişti de o sınıf da IList arayüzünü destekliyordu? Bu durumda biz bir dizi için Add yapabilir miyiz? İşte Array sınıfı içerisinde Add ve birkaç metot açıkça (explicit) desteklnemiştir. Array sınıfının Add metodunda doğrudan exception throw edilmektedir. Yani biz istesek de diziye bu metotlarla ekleme yaapamayız.

ILıst arayüzünün Clear metodu collection'daki tüm elemanları silmektedir. Contains metodu belli bir eleman colleciton'da var mı diye bakar. IndexOf da benzer bir arama yapar fakat elemanı bulursa onun collection'daki indeks numarasına bulamasa -1 değerine geri döner. Insert metodu diğer elemanları kaydırarak belli bir indekse ekleme yapmaktadır. Metodun parametrik yapısı şöyledir:

void Insert([int](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ed425922-7a7b-5232-1fbc-5e4ac9680de6.htm) index, [Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) value)

Collection'ın Remove metodu elemanı bularak siler, RemoveAT ise indeks ile belirtilen elemanı siler. Silme sırasında collection'daki elemanlar birer kaydırılır (shrink işlemi).

IList arayüzünün object türünden read/write indeskleyicisi vardır. Yani her liste collection sınıfı biz köşeli parantez operatörüyle kullanabiliriz. IList arayüzünün IsFixedSize property'si colelction'ın sabit uzunlukta olup olmadığını belirlemek için, IsReadOnly property elemanı da collection'ın read-only olup olmadığını belirlemek için kullanılmaktadır.

IList arayüzünü destekleyen en önemli sınıf ArrayList ve bunun generic biçimi olan List<T> sınıfıdır. İleride GUI işlemlerinde bu arayüzü destekleyen pek çok collection sınıfla karşılaşılacaktır.

**IDictionary Arayüzü**

Sözlük tarzı collection sınıflar IDictionary arayüzünü desteklemektedir. Bu collection sınıflar anahtar-değer çiftlerini bizden alırlar. Ona anahtarı verdiğimizde bize değeri verirler. Tabi bu işlemi özel algoritmik yöntemlerle çok hızlı yaparlar.

IDictionary arayüzünün Add metodu collection'a eleman eklemek için kullanılır:

void Add([Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) key, [Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) value)

Metodun birinci parametresi anahtarı ikinci parametresi değeri belirtir. Clear metodu collection'daki tüm elemanları silmektedir. Contains metodu algoritmik olarak belli bir anahtarın collection'da olup olmadığına bakar. Remove belli bir anahtarı parametre olarak alır ve onu colelction'dan siler.

IDicitionary arayüzünün object parametreli object türünden indeksleyicisi belli bir anahtara karşılık bize değeri vermektedir. Arayüzün Keys property'si bize tüm anahtarları, Values property'si tüm değerleri ICollection arayüzü ile verir.

Genel olarak IDictionary arayüzünü destekleyen sınıflarda Add metodu ile aynı anahtarı ikinci kez ekleyemeyiz. Bu durumda Exception oluşur. Ancak indeskleyici yoluyla ekleme yapmak istersek eski değer gider yeni değer atanır.

**Hashtable Sınıfı**

En çok kullanılan sözlük tarzı collection sınıf Hashtable sınıfıdır. Bu sınıf "hash tablosu" ya da "hashing" denilen algoritmik yöntemi kullanmaktadır. Örneğin:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

Hashtable ht = new Hashtable();

ht.Add("Ali Serçe", 123);

ht.Add("Kaan Aslan", 512);

ht.Add("Necati Ergin", 512);

int val = (int)ht["Ali Serçe"];

Console.WriteLine(val);

ht["Selami Karakelle"] = 654;

ht["Selami Karakelle"] = 657;

val = (int)ht["Selami Karakelle"];

Console.WriteLine(val);

foreach (string key in ht.Keys)

Console.Write("{0} ", key);

Console.WriteLine();

foreach (int v in ht.Values)

Console.Write("{0} ", v);

Console.WriteLine();

}

}

}

Hashtable şu durumlarda tercih edilmelidir:

- Eleman sayısı az olmayan durumlarda (en az 20, fakat daha fazla olsa daha iyi)

- Arama işleminin çok fazla yapıldığı sistemlerde

Eğer eleman sayısı çok azsa (tipik olarak 20'den az) bu durumda SortedList isimli collection tercih edilmelidir. SortedList iki paralel dizi biçiminde gerçekletirilmiştir. Dolayısıyla anahtar dizisinde eleman sıralı aramayla bulunur. Sonra da değer dzisinde bunun karşılığı olan değer verilir. Eleman sayısı az olduğu için sıralı arama çok etkindir. Örneğin:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

SortedList sl = new SortedList();

sl.Add("Ali Serçe", 123);

sl.Add("Kaan Aslan", 512);

sl.Add("Necati Ergin", 512);

int val = (int)sl["Ali Serçe"];

Console.WriteLine(val);

sl["Selami Karakelle"] = 654;

sl["Selami Karakelle"] = 657;

val = (int)sl["Selami Karakelle"];

Console.WriteLine(val);

foreach (string key in sl.Keys)

Console.Write("{0} ", key);

Console.WriteLine();

foreach (int v in sl.Values)

Console.Write("{0} ", v);

Console.WriteLine();

}

}

}

Hashtable sınıfının generic versiyonun ismi Dictionary<Key, Value> sınıfıdır. Ayrıca bir de HashSet<T> biçiminde bir versiyonu da vardır. HashSet<T> sınıfı bizden ekleme sırasında anahtar ve değeri ayrı ayrı istemez. Tek bir nesne olarak ister. Onu bulurken eşitlik karılaştırması yapmaktadır. Dictionary<Key, Value> ise Hashtable gibi kullanılır. Örneğin:

using System;

using System.Collections.Generic;

namespace CSD

{

class App

{

public static void Main()

{

Dictionary<string, int> dict = new Dictionary<string, int>();

dict.Add("Ali Serçe", 123);

dict.Add("Kaan Adictan", 512);

dict.Add("Necati Ergin", 512);

int val = (int)dict["Ali Serçe"];

Console.WriteLine(val);

dict["Selami Karakelle"] = 654;

dict["Selami Karakelle"] = 657;

val = (int)dict["Selami Karakelle"];

Console.WriteLine(val);

foreach (string key in dict.Keys)

Console.Write("{0} ", key);

Console.WriteLine();

foreach (int v in dict.Values)

Console.Write("{0} ", v);

Console.WriteLine();

}

}

}

Örneğin:

using System;

using System.Collections.Generic;

namespace CSD

{

class App

{

public static void Main()

{

SortedList<string, int> sl = new SortedList<string, int>();

sl.Add("Ali Serçe", 123);

sl.Add("Kaan Aslan", 512);

sl.Add("Necati Ergin", 512);

int val = (int)sl["Ali Serçe"];

Console.WriteLine(val);

sl["Selami Karakelle"] = 654;

sl["Selami Karakelle"] = 657;

val = (int)sl["Selami Karakelle"];

Console.WriteLine(val);

foreach (string key in sl.Keys)

Console.Write("{0} ", key);

Console.WriteLine();

foreach (int v in sl.Values)

Console.Write("{0} ", v);

Console.WriteLine();

}

}

}

SortedList<Key, Value> sınıfı System.dll içerisinde bulunmaktadır. Bu nedenle bu sınıf kullanılmadan önce bu dll'e referans edilmesi gerekir.

**Queue Sınıfı**

Queue kuruk veri yapısını destekleyen atipik bir collection sınıftır. Doğrudan IColelction arayüzünü desteklemektedir. Kuyruklar FIFO prensibiyle çalışan tamponlardır. Kuyruk için iki önemli işlem söz konusudur: Kuyruğa eleman yerleştirilir ve kuyruktan eleman alınır. Örneğin biz X, Y ve Z elemanlarını kuyruğa yerleştirmiş olalım. Bunları almak istediğimizde yine X, Y ve Z sırasına göre alırız. Kuyruk veri yapısı bilgileri geçici süre sırası bozulmadan bekletmek için kullanılmaktadır. Queue sınıfının Queue<T> biçiminde generic bir versiyonu da vardır.

Kuruğa eleman yerleştirmek için Enqueue metodu, eleman almak için Dequeue metodu kullanılır:

public virtual void Enqueue([Object](file:///E:\Dropbox\Kurslar\Beatles-App1\Doc\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) o)

public virtual [Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) Dequeue()

Count property'si kuyrukta o anda bulunan eleman sayısını bize verir. Kuyruk boşken Dequeue yapılmak istenirse exception oluşur. Örneğin:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

Queue q = new Queue();

for (int i = 0; i < 10; ++i)

q.Enqueue(i);

while (q.Count > 0)

{

int val = (int)q.Dequeue();

Console.Write("{0} ", val);

}

Console.WriteLine();

}

}

}

Queue sınıfının Peek metodu kuyruğun önündeki elemanı bize verir fakat onu kuyruktan atmaz.

Diğer bir kuruk sistemine de öncelik kuyruğu (priority queue) denilmektedir. Bu tür kuyruklara elemanlar bir öncelik derecesi verilerek eklenir. Eleman alınırken en yüksek önceliğe sahip eleman alınır. Maalesef .NET kütüphensinde Microsoft tarafından gerçekleştirilmiş böyle bir sınıf hazır biçimde yoktur.

**Stack Sınıfı**

LIFO (Last In First Out) prensibiyle çalışan kuyruk sistemlerine Stack denilmektedir. Stack sistemleriyle günlük hayatta karşılaşılmaktadır. Örneğin tabaklar üst üste konulduğunda son konulan önce alınır. Undo işlemi son yapılanı geri alır. Stack veri yapısı bazı tipik algoritmaları gerçekleştirmek için kullanılabilmektedir. Stack sisteminde kuyruğa eleman eklemeye geleneksel olarak Push işlemi, kuyruktan eleman almaya da Pop işlemi denilmektedir:

public virtual void Push([Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) obj)

public virtual [Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) Pop()

Yine Stack'teki eleman sayısı Count property'si ile elde edilmektedir. Stack de atipik bir collection sınıfıdır. Doğrudan ICollection arayüzünü desteklemektedir. Örneğin:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

Stack s = new Stack();

for (int i = 0; i < 10; ++i)

s.Push(i);

while (s.Count > 0)

{

int val = (int)s.Pop();

Console.Write("{0} ", val);

}

Console.WriteLine();

}

}

}

Stack sınıfının generic versiyonu benzer biçimde kullanılabilir:

using System;

using System.Collections.Generic;

namespace CSD

{

class App

{

public static void Main()

{

Stack<int> s = new Stack<int>();

for (int i = 0; i < 10; ++i)

s.Push(i);

while (s.Count > 0)

{

int val = s.Pop();

Console.Write("{0} ", val);

}

Console.WriteLine();

}

}

}

**Eşitlik Karşılaştırmaları**

C#'ta iki referans == ve != operatörleriyle karşılaştırılmak istendiğinde önce referanslara ilişkin sınıflarda bu karşılaştırmayı yapabilecek operatör metodu var mı diye bakılır. Varsa onlar çağrılır. Fakat böyle bir operatör metodu yoksa bu durum referanslar içerisindeki adreslerin karşılaştırılacağı anlamına gelir. Yani böylelikle iki referansın aynı nesneyi gösterip göstermediğine bakılacaktır. Ancak operatör metodu söz konusu olmadığında bizim == ve != operatörleriyle eşitlik karşılaştırması yapabilmemiz için iki referansın ya aynı sınıf türünden olması ya da aralarında türetme ilişkisi olması gerekir (yani biri diğerinin taban sınıfı olm alıdır). Biz operatör metodu söz konusu değilse >, >=, < ve <= operatörleriyle hiçbir durumda karşılaştırma yapamayız.

Örneğin biz iki string'i karşılaştırmak istediğimizde string sınıfının == ve != operatör metotları olduğu için onların içerisindeki adresleri değil, onların gösterdiği yerdeki nesne içerisindeki yazıların aynı olup olmadığını karşılaştırırız.

Bazen sınıfın == ve != operatör metotları olduğu halde biz yine de adres karşılaştırması yapmak isteyebiliriz. Bunun için object sınıfının static ReferenceEquals metodu kullanılmaktadır. Örneğin:

using System;

namespace CSD

{

class App

{

public static void Main()

{

string s = "ankara";

string k = "an";

k += "kara";

Console.WriteLine(s == k); // True

Console.WriteLine(object.ReferenceEquals(s, k)); // False

}

}

}

**Anahtar Notla**r: C# standartlarına göre taamamen aynı karakterlerden oluşan özdeş string'ler için her defasında ayrı bir string nesnesi oluşturulmaz. Aynı assemblideki özdeş string2ler için tek bir string nesnesi oluşturulur. Hepsine aynı nesne adresi atanır. Örneğin:

using System;

namespace CSD

{

class App

{

public static void Main()

{

string s = "ankara";

string k = "ankara";

Console.WriteLine(s == k); // True

Console.WriteLine(object.ReferenceEquals(s, k)); // True

}

}

}

**Object sınıfının Equals Metotları**

object sınıfının aşağıdaki gibi virtual bir Equals metodu vardır:

public virtual [bool](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ff35b1f1-386c-370b-2c36-a48e7dcbc147.htm) Equals([Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) obj)

Bu metot int, long, double gibi temel türlere ilişkin yapılarda ve pek sınıfta override edilmiştir. Equals metodu bazı metotlar tarafından kullanılmaktadır. Örneğin ArrayList sınıfının Equals gibi, IndexOf gibi metotları collection içerisinde arama yaparken Equals sanal metodundan faydalanmaktadır. Bizim bu metotları sağlıklı llarak kullanabilmemiz için ilgili sınıfta bu metodu override etmemiz gerekir. Örneğin:

using System;

using System.Collections;

namespace CSD

{

class App

{

public static void Main()

{

ArrayList al = new ArrayList();

for (int i = 0; i < 10; ++i)

al.Add(new Number(i));

Number x = new Number(5);

if (al.Contains(x))

Console.WriteLine("Var");

else

Console.WriteLine("Yok");

}

}

class Number

{

private int m\_val;

public Number(int val)

{

m\_val = val;

}

public override bool Equals(object obj)

{

Number n = (Number)obj;

return n.m\_val == m\_val;

}

public int Val

{

get { return m\_val; }

}

}

}

ArrayList sınıfında Contains metodu muhtemelen aşağıdakine benzer biçimde yazılmıştır:

class MyArrayList

{

private object[] m\_objs;

private int m\_count;

private int m\_capacity;

public MyArrayList()

{

m\_objs = new object[2];

m\_capacity = 2;

m\_count = 0;

}

public int Add(object o)

{

if (m\_count == m\_capacity)

{

m\_capacity \*= 2;

object[] newObjs = new object[m\_capacity];

for (int i = 0; i < m\_count; ++i)

newObjs[i] = m\_objs[i];

m\_objs = newObjs;

}

m\_objs[m\_count] = o;

++m\_count;

return m\_count - 1;

}

public int Count

{

get { return m\_count; }

}

public int Capacity

{

get { return m\_capacity; }

}

public bool Contains(object obj)

{

for (int i = 0; i < m\_count; ++i)

if (obj.Equals(m\_objs[i]))

return true;

return false;

}

public object this[int index]

{

get { return m\_objs[index]; }

set { m\_objs[index] = value; }

}

//...

}

Eğer biz ilgili sınıfta Equals metodunu override etmezsek bu durumda object sınıfının Equals metodu çağrılır. O da referans eşitliğine bakmaktadır.

object sınıfında static bir Equals metodu daha vardır:

public static [bool](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ff35b1f1-386c-370b-2c36-a48e7dcbc147.htm) Equals([Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) objA,[Object](file:///C:\Users\csystem\AppData\Roaming\Microsoft\Word\ee2c26d9-17cc-ab19-8a9c-6fca33a3c7ad.htm) objB)

Bu fonksiyon tatamen kendi içerisinde objA.Equals(objB) işlemini yapmaktadır. Yani:

object.Equals(a, b)

ile,

a.Equals(b)

tamamen işlevsel olarak eşdeğerdir.