Q1:

Suppose the robot is always looking for the lower right corner, wherever its initial position is, firstly, it senses s4 cell. If s4 is free, move east, then senses new s4 cell. Repeat moving east, until its s4 is not free, then senses robot’s s6 cell. If s6 is free, move south, then senses the new s6 cell. Repeat moving south, until robot’s s6 is not free, now the robot is in the lower right corner.

Q2:

1. The inputs(x1, ..., x5) can be either 1 or 0, weight of x5 is 0.5, whether x5 is 1 or 0, it never makes difference to whether the threshold can be passed or not. So ignore x5, it need not show up in the boolean function.

2. Easily to find that at least one of x1 or x2 must be ‘on’.
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2.3 If x1 and x2 are both on, the threshold can be passed in any way. The boolean term is: ![wpsoffice](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAAWCAYAAACSYoFNAAAACXBIWXMAACHVAAAh1QEEnLSdAAAETUlEQVRYhd3YaaiUZRQH8N+de40sM029qdcNwwUXNCyLRMM2oojECiHCNpCKaL9g9CUioYWk/YMtlBWYLbRhRAvaQpZtthlaKtyigq5mkBku04fzDDPOfefeebujRH94mZlnO+c9c5b/eeiKSXgAH+IbrMYCtKT5IViKL9L8yzgfzRlnNQrNOAMr8FmS+wJmVKyZhuewAZ9jOaY3UokzsQbzcDgKuBa7cCMG4RVcjEPT71XYiVMbqUgF+uAW8eLHiT9pgDDUb5iFE/AWZqIp/d6ILUnHXmMGPsCoqvFBSUgnXkR7xdyjKKbnpkYokYEr8QT6VY2fjN34FO/hxDQ+WHh1UfxpM3urQD+8nQRWoz/WJ2G/Co8qoTS+Ayf1VokMjMM6DM2Ym4q/sQ/PKof1hKRPUYRf/94qcUES0JIxdzR+ScLuq5qbjtsxp045A0XOqhfLhOdk4SzswV6cXTFewHzcqmsUVKIFI4Uxj8FRtRbeI/JNFqYrh868boR1h0MwFx/hwRz71ogwycLipNPPGJPjzCacgpdEnlqD7/At7hfG2g9HyvYauCopsQvDcygxDNfgXpHLOtI5y3KcUcswRGEoYq3wlnrQhEV4H7NFyB0iomOxCNEOURnrwooKJfrWu0m49HW4EGNxs/zGqYUB2JrOuzPHvskiT46sMb8kndmBtp4Oa1Y73+RFu8YZZzb+EtXqnBz7logSv1C2t7Vhu9Dzhp7ccYJwOSI2/ys4XvCsnfgkx742UQHvkB2yv+OH9H1qT8aZmz53COaZhVHKBjwYaFKmHFtFQs7CjLS2EqvwB94Q79QdCiXjFAQTrUaJ9W5KinQ5QFSfyT0I+rdo0bUtaRUcB96ssW84nta1yKwUxedSwZGqMQgT0/ePCxiBJ/Eajq1YOFiZdW4UMV6NCaIqrauhZG8wJ+n0mP1bgGnK/GV9jb3niTK9J6fMywTJ3SQMaZkyj7mtYmHJukXRaFajRbQT8+sUnCch98dXaf1uZZJZEA3l3jSXVXJHi3ZibJ16lTBe5JxOKWIKmJIEbceraWEbrsDVSZHx9s/ufQQD/UmQqUajVeSxouiwv07jcwXhW5rmJlXtGyjC/GFsziFvCJ4SnrZQtFLgctHdtotMfhpeFy0FwU+24XphpNLVwVJBoOpFHs9pFs3mj4K5j8MleFdQ/SPwvDJhm4iL8E76zINhIgQ3qMqdTcIjZonwGCGy/3LlEtksqsMCkYc2C29ZK7yqXrTjLjwiWGpP6ItzcboIsy/xuPBWIjfMFz0WEYYr8X0OnYaKd/1TsPmOHHsbikaSwEZgsOBud+t6HTIFi2r1U/93tOEZEZoPiZ6qEjPRdjCNU29zeKAxWiTf1aKqTa2Ya8ZhoqT3tl3qES0idwwT+aCYlBqdxg+2544RubJEEaqffcq0proSNhSt4iZui2DXneImcZtIfFtE8pxYY/+BQOW1bndPJ1r/AXbNA2e7Vz5LAAAAAElFTkSuQmCC).

3. The final boolean function which following the TLU implement is: ![wpsoffice](data:image/png;base64,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).

Q3:

1. Suppose the length of collection of tuples of the form (x1, ..., xn, l) is L, we have M tuples (w1, ..., wn, theta), pop means tuple of (w1, ..., w), in every loop, the perceptron gives L outputs, fitness value is the number of the right output(equals to l). The fitness function returns an array which contains every fitness value.

def fitness\_function(pop):

fitness = []

for i in range(len(pop)):

fitness\_value = 0

for j in range(len(X\_train)):

x = X\_train[j]

d = D\_train[j]

output = 1 if (np.dot(x, pop[i]) >= theta[i]) else 0

if d == output:

fitness\_value += 1

fitness.append(fitness\_value)

return fitness

2. Suppose crossover rate is *pc*, swap a pop of a row with the last j bit of the pop of its next row:

def crossover(pc, pop):

crossover\_pop = pop.copy()

for i in range(len(pop)-1):

if (np.random.rand() < pc):

j = int(np.random.rand()\*(N))

crossover\_pop[i, j:] = pop[i+1, j:]

return crossover\_pop

3. Copy only the first M/2 lines data with a large fitness value:

def copy(fitness, pop):

arr = np.argsort(fitness)[::-1]

select\_pop = np.zeros((M/2, N))

for i in range(len(arr)/2):

select\_pop[i] = pop[arr[i]]

return select\_pop

4. Suppose mutation rate is pm, add a random number in [-1.0, 1.0] to the j-th bit of the pop:

def mutation(pm, pop):

mutation\_pop = pop.copy()

for i in range(len(mutation\_pop)):

if (np.random.rand() < pm):

j = int(np.random.rand()\*(N))

mutation\_pop[i, j] = pop[i, j] + np.random.uniform(-1, 1)

return mutation\_pop

5. Size of the initial generation is 5000, generated program:

random\_data = np.random.uniform(-4, 4, size=(M, N+1))

initial\_pop = random\_data[:, :9]

theta = random\_data[:, 9]

6. When a tuple of (w1, ..., wn, theta) fitness value is L(length of of collection of tuples of the form (x1, ..., xn, l)), we can stop the evolution. I assume the iteration times is *gen*, if there is no tuple’s fitness value is L, then return the tuple which has the largest fitness value. Otherwise, when finding the tuple whose fitness value is L, return this tuple immediately.

def generation(iteration\_times, pop):

result\_pop = np.zeros(N)

max\_data = 0

result\_index = 0

for i in range(iteration\_times):

fitness = fitness\_function(pop)

if max(fitness) > max\_data:

max\_data = max(fitness)

result\_index = fitness.index(max\_data)

result\_pop = pop[result\_index]

if max\_data == data\_scale:

return [result\_pop, result\_index, i]

else:

select\_pop = copy(fitness, pop)

crossover\_pop = crossover(pc, select\_pop)

mutation\_pop = mutation(pm, crossover\_pop)

length = len(pop)

pop[0:length/2] = select\_pop[:]

pop[length/2:length] = mutation\_pop[:]

return [result\_pop, result\_index, iteration\_times]

7. The output of the system is different from times to times, there is one of the outputs:

result\_pop: array([-0.87432598, -0.24358244, 3.61997334, -2.30332836, 6.13514847,

1.67799262, -6.0032493 , -2.40655813, 3.77078857])

theta: 0.9097341958873502

generation\_times: 53

Q4:

Run:

Python pacman.py -p PSAgent -l smallMap

Python pacman.py -p PSAgent -l ultMap

Q5:

1. According to north.csv, I found that only s1 or s8 equals to 1 and s2 and s3 can’t be 1, the robot will move north, so the boolean expression corresponding to the perceptron for the move north action is: ![wpsoffice](data:image/png;base64,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)

2. Run:

Python pacman.py -p PSAgent -l testMap  
Python pacman.py -p PSAgent -l smallMap

Python pacman.py -p PSAgent -l ultMap