1. **说一说cookie sessionStorage localStorage 区别？**

Cookie、SessionStorage、 LocalStorage都是浏览器的本地存储。(数据存储位置) 它们的共同点：都是存储在浏览器本地的。它们的区别：cookie是由服务器端写入的，而SessionStorage、 LocalStorage都是由前端写入的，cookie的生命周期是由服务器端在写入的时候就设置好的，LocalStorage是写入就一直存在，除非手动清除，SessionStorage是页面关闭的时候就会自动清除。cookie的存储空间比较小大概4KB，SessionStorage、 LocalStorage存储空间比较大，大概5M。Cookie、SessionStorage、 LocalStorage数据共享都遵循同源原则，SessionStorage还限制必须是同一个页面。在前端给后端发送请求的时候会自动携带Cookie中的数据，但是SessionStorage、 LocalStorage不会 加分回答 由于它们的以上区别，所以它们的应用场景也不同，Cookie一般用于存储登录验证信息SessionID或者token，在有效的过期时间内一直保存。LocalStorage常用于存储不易变动的数据，减轻服务器的压力，关闭浏览器存储的信息不会丢失除非手动清除。SessionStorage可以用来检测用户是否是刷新进入页面，如音乐播放器恢复播放进度条的功能，关闭浏览器则信息自动删除。

1. **说一说你对闭包的理解？**闭包 一个函数和词法环境的引用捆绑在一起，这样的组合就是闭包（closure）。一般就是一个函数A，return其内部的函数B，被return出去的B函数能够在外部访问A函数内部的变量，这时候就形成了一个B函数的变量背包，A函数执行结束后这个变量背包也不会被销毁，并且这个变量背包在A函数外部只能通过B函数访问。 闭包形成的原理：作用域链，当前作用域可以访问上级作用域中的变量 闭包解决的问题：能够让函数作用域中的变量在函数执行结束之后不被销毁，同时也能在函数外部可以访问函数内部的局部变量。 闭包带来的问题：由于垃圾回收器不会将闭包中变量销毁，于是就造成了内存泄露，内存泄露积累多了就容易导致内存溢出。 加分回答 闭包的应用，能够模仿块级作用域，能够实现柯里化，在构造函数中定义特权方法、Vue中数据响应式Observer中使用闭包
2. **说一说promise是什么与使用方法？**Promise的作用：Promise是异步微任务，解决了异步多层嵌套回调的问题，让代码的可读性更高，更容易维护 Promise使用：Promise是ES6提供的一个构造函数，可以使用Promise构造函数new一个实例，Promise构造函数接收一个函数作为参数，这个函数有两个参数，分别是两个函数 `resolve`和`reject`，`resolve`将Promise的状态由等待变为成功，将异步操作的结果作为参数传递过去；`reject`则将状态由等待转变为失败，在异步操作失败时调用，将异步操作报出的错误作为参数传递过去。实例创建完成后，可以使用`then`方法分别指定成功或失败的回调函数，也可以使用catch捕获失败，then和catch最终返回的也是一个Promise，所以可以链式调用。 Promise的特点： 1. 对象的状态不受外界影响（Promise对象代表一个异步操作，有三种状态）。 - pending（执行中） - Resolved（成功，又称Fulfilled） - rejected（拒绝） 其中pending为初始状态，fulfilled和rejected为结束状态（结束状态表示promise的生命周期已结束）。 2. 一旦状态改变，就不会再变，任何时候都可以得到这个结果。 Promise对象的状态改变，只有两种可能（状态凝固了，就不会再变了，会一直保持这个结果）： - 从Pending变为Resolved - 从Pending变为Rejected 3. resolve 方法的参数是then中回调函数的参数，reject 方法中的参数是catch中的参数 4. then 方法和 catch方法 只要不报错，返回的都是一个fullfilled状态的promise 加分回答 Promise的其他方法： Promise.resolve() :返回的Promise对象状态为fulfilled，并且将该value传递给对应的then方法。 Promise.reject()：返回一个状态为失败的Promise对象，并将给定的失败信息传递给对应的处理方法。 Promise.all()：返回一个新的promise对象，该promise对象在参数对象里所有的promise对象都成功的时候才会触发成功，一旦有任何一个iterable里面的promise对象失败则立即触发该promise对象的失败。 Promise.any()：接收一个Promise对象的集合，当其中的一个 promise 成功，就返回那个成功的promise的值。 Promise.race()：当参数里的任意一个子promise被成功或失败后，父promise马上也会用子promise的成功返回值或失败详情作为参数调用父promise绑定的相应句柄，并返回该promise对象。
3. **说一说跨域是什么？如何解决跨域问题？**跨域：当前页面中的某个接口请求的地址和当前页面的地址如果协议、域名、端口其中有一项不同，就说该接口跨域了。跨域限制的原因：浏览器为了保证网页的安全，出的同源协议策略。跨域就是要通过各种方法，避开浏览器的安全限制。跨域办法：  
   cors：目前最常用的一种解决办法，通过设置后端允许跨域实现。  
   res.setHeader('Access-Control-Allow-Origin', '\*');  
   res.setHeader("Access-Control-Allow-Methods", "GET, PUT, OPTIONS, POST");  
   node中间件、nginx反向代理：跨域限制的时候浏览器不能跨域访问服务器，node中间件和nginx反向代理，都是让请求发给代理服务器，静态页面面和代理服务器是同源的，然后代理服务器再向后端服务器发请求，服务器和服务器之间不存在同源限制。  
   JSONP：利用的原理是script标签可以跨域请求资源，将回调函数作为参数拼接在url中。后端收到请求，调用该回调函数，并将数据作为参数返回去，注意设置响应头返回文档类型，应该设置成javascript。  
   postmessage：H5新增API，通过发送和接收API实现跨域通信。  
   加分回答 跨域场景：前后端分离式开发、调用第三方接口
4. **说一说BFC**

BFC(Block Formatting Context)块级格式化上下文，是Web页面一块独立的渲染区域，内部元素的渲染不会影响边界以外的元素。 BFC布局规则 内部盒子会在垂直方向，一个接一个地放置。 -Box垂直方向的距离由margin决定。属于同一个BFC的两个相邻Box的margin会发生重叠。 -每个盒子（块盒与行盒）的margin box的左边，与包含块border box的左边相接触(对于从左往右的格式化，否则相反)。即使存在浮动也是如此。 -BFC的区域不会与float box重叠。 -BFC就是页面上的一个隔离的独立容器，容器里面的子元素不会影响到外面的元素。反之也如此。 -计算BFC的高度时，浮动元素也参与计算。 BFC形成的条件 -`float `设置成 `left `或 `right` ,不为none ;绝对元素定位`position `是`absolute`或者`fixed` -`overflow `不是`visible`，为 `auto`、`scroll`、`hidden` -行内块和弹性盒`display`是`flex`或者`inline-block` 等 。

BFC能解决的问题：清除浮动,BFC的方式都能清除浮动，但是常使用的清除浮动的BFC方式只有`overflow:hidden`,原因是使用float或者position方式清除浮动，虽然父级盒子内部浮动被清除了，但是父级本身又脱离文档流了，会对父级后面的兄弟盒子的布局造成影响。如果设置父级为`display:flex`，内部的浮动就会失效。所以通常只是用`overflow: hidden`清除浮动。

IFC（Inline formatting contexts）：内联格式上下文。IFC的高度由其包含行内元素中最高的实际高度计算而来（不受到竖直方向的padding/margin影响)，IFC中的line box一般左右都贴紧整个IFC，但是会因为float元素而扰乱。 GFC（GrideLayout formatting contexts）：网格布局格式化上下文。当为一个元素设置display值为grid的时候，此元素将会获得一个独立的渲染区域。 FFC（Flex formatting contexts）：自适应格式上下文。display值为flex或者inline-flex的元素将会生成自适应容器。

1. **说一说Vuex是什么，每个属性是干嘛的，如何使用？**Vuex是集中管理项目公共数据的。Vuex 有state、mutations 、getters、actions、module属性。 state 属性用来存储公共管理的数据。 mutations 属性定义改变state中数据的方法， 注意：不要在mutation中的方法中写异步方法ajax，那样数据就不可跟踪了 。 getters 属性可以认为是定义 store 的计算属性。就像计算属性一样，getter 的返回值会根据它的依赖被缓存起来，且只有当它的依赖值发生了改变才会被重新计算。 action属性类似于 mutation，不同在于：Action 提交的是 mutation，而不是直接变更状态。Action 可以包含任意异步操作。 moudle属性是将store分割成模块。每个模块拥有自己的 state、mutation、action、getter、甚至是嵌套子模块，从上至下进行同样方式的分割 使用方法： state ：直接以对象方式添加属性 mutations ：通过`store.commit`调用 action：通过 `store.dispatch` 方法触发 getters：直接通过store.getters.调用 加分回答 可以使用mapState、mapMutations、mapAction、mapGetters一次性获取每个属性下对应的多个方法。 VueX在大型项目中比较常用，非关系组件传递数据比较方便。
2. **JavaScript有几种方法判断变量的类型？**  
    JavaScript有4种方法判断变量的类型，分别是typeof、instanceof、Object.prototype.toString.call()（对象原型链判断方法）、 constructor (用于引用数据类型) typeof：常用于判断基本数据类型，对于引用数据类型除了function返回’function‘，其余全部返回’object'。 instanceof：主要用于区分引用数据类型，检测方法是检测的类型在当前实例的原型链上，用其检测出来的结果都是true，不太适合用于简单数据类型的检测，检测过程繁琐且对于简单数据类型中的undefined, null, symbol检测不出来。 constructor：用于检测引用数据类型，检测方法是获取实例的构造函数判断和某个类是否相同，如果相同就说明该数据是符合那个数据类型的，这种方法不会把原型链上的其他类也加入进来，避免了原型链的干扰。 Object.prototype.toString.call()：适用于所有类型的判断检测，检测方法是Object.prototype.toString.call(数据) 返回的是该数据类型的字符串。 这四种判断数据类型的方法中，各种数据类型都能检测且检测精准的就是Object.prototype.toString.call()这种方法。 加分回答 instanceof的实现原理：验证当前类的原型prototype是否会出现在实例的原型链\_\_proto\_\_上，只要在它的原型链上，则结果都为true。因此，`instanceof` 在查找的过程中会遍历左边变量的原型链，直到找到右边变量的 `prototype`，找到返回true，未找到返回false。 Object.prototype.toString.call()原理：Object.prototype.toString 表示一个返回对象类型的字符串，call()方法可以改变this的指向，那么把Object.prototype.toString()方法指向不同的数据类型上面，返回不同的结果。  
   ⭐⭐new⭐⭐
3. **说一说样式优先级的规则是什么**  
    CSS样式的优先级应该分成四大类 -第一类`!important`，无论引入方式是什么，选择器是什么，它的优先级都是最高的。 -第二类引入方式，行内样式的优先级要高于嵌入和外链，嵌入和外链如果使用的选择器相同就看他们在页面中插入的顺序，在后面插入的会覆盖前面的。 -第三类选择器，选择器优先级：id选择器>（类选择器 | 伪类选择器 | 属性选择器 ）> （后代选择器 | 伪元素选择器 ）> （子选择器 | 相邻选择器） > 通配符选择器 。 -第四类继承样式，是所有样式中优先级比较低的。 -第五类浏览器默认样式优先级最低。
4. **说一说js实现异步的方法**  
   所有异步任务都是在同步任务执行结束之后，从任务队列中依次取出执行。 回调函数是异步操作最基本的方法，比如AJAX回调，回调函数的优点是简单、容易理解和实现，缺点是不利于代码的阅读和维护，各个部分之间高度耦合，使得程序结构混乱、流程难以追踪（尤其是多个回调函数嵌套的情况），而且每个任务只能指定一个回调函数。此外它不能使用 try catch 捕获错误，不能直接 return Promise包装了一个异步调用并生成一个Promise实例，当异步调用返回的时候根据调用的结果分别调用实例化时传入的resolve 和 reject方法，then接收到对应的数据，做出相应的处理。Promise不仅能够捕获错误，而且也很好地解决了回调地狱的问题，缺点是无法取消 Promise，错误需要通过回调函数捕获。 Generator 函数是 ES6 提供的一种异步编程解决方案，Generator 函数是一个状态机，封装了多个内部状态，可暂停函数, yield可暂停，next方法可启动，每次返回的是yield后的表达式结果。优点是异步语义清晰，缺点是手动迭代`Generator` 函数很麻烦，实现逻辑有点绕 async/awt是基于Promise实现的，async/awt使得异步代码看起来像同步代码，所以优点是，使用方法清晰明了，缺点是awt 将异步代码改造成了同步代码，如果多个异步代码没有依赖性却使用了 awt 会导致性能上的降低，代码没有依赖性的话，完全可以使用 Promise.all 的方式。 加分回答 JS 异步编程进化史：callback -> promise -> generator/yield -> async/awt。 async/awt函数对 Generator 函数的改进，体现在以下三点： - 内置执行器。 Generator 函数的执行必须靠执行器，而 async 函数自带执行器。也就是说，async 函数的执行，与普通函数一模一样，只要一行。 - 更广的适用性。 yield 命令后面只能是 Thunk 函数或 Promise 对象，而 async 函数的 awt 命令后面，可以跟 Promise 对象和原始类型的值（数值、字符串和布尔值，但这时等同于同步操作）。 - 更好的语义。 async 和 awt，比起星号和 yield，语义更清楚了。async 表示函数里有异步操作，awt 表示紧跟在后面的表达式需要等待结果。 目前使用很广泛的就是promise和async/awt
5. **说一说数组去重都有哪些方法？**  
   第一种方法：利用对象属性key排除重复项：遍历数组，每次判断对象中是否存在该属性，不存在就存储在新数组中，并且把数组元素作为key，设置一个值，存储在对象中，最后返回新数组。这个方法的优点是效率较高，缺点是占用了较多空间，使用的额外空间有一个查询对象和一个新的数组 第二种方法：利用Set类型数据无重复项：new 一个 Set，参数为需要去重的数组，Set 会自动删除重复的元素，再将 Set 转为数组返回。这个方法的优点是效率更高，代码简单，思路清晰，缺点是可能会有兼容性问题 第三种方法：filter+indexof 去重：这个方法和第一种方法类似，利用 Array 自带的 filter 方法，返回 arr.indexOf(num) 等于 index 的num。原理就是 indexOf 会返回最先找到的数字的索引，假设数组是 [1, 1]，在对第二个1使用 indexOf 方法时，返回的是第一个1的索引0。这个方法的优点是可以在去重的时候插入对元素的操作，可拓展性强。 第四种方法：这个方法比较巧妙，从头遍历数组，如果元素在前面出现过，则将当前元素挪到最后面，继续遍历，直到遍历完所有元素，之后将那些被挪到后面的元素抛弃。这个方法因为是直接操作数组，占用内存较少。 第五种方法：reduce +includes去重：这个方法就是利用reduce遍历和传入一个空数组作为去重后的新数组，然后内部判断新数组中是否存在当前遍历的元素，不存在就插入到新数组中。这种方法时间消耗多，内存空间也有额外占用。 方法还有很多，常用的、了解的这些就可以 加分回答 以上五个方法中，在数据低于10000条的时候没有明显的差别，高于10000条，第一种和第二种的时间消耗最少，后面三种时间消耗依次增加，由于第一种内存空间消耗比较多，且现在很多项目不再考虑低版本浏览器的兼容性问题，所以建议使用第二种去重方法，简洁方便。
6. **说一说null 和 undefined 的区别，如何让一个属性变为null**  
   undefind 是全局对象的一个属性，当一个变量没有被赋值或者一个函数没有返回值或者某个对象不存在某个属性却去访问或者函数定义了形参但没有传递实参，这时候都是undefined。undefined通过typeof判断类型是'undefined'。undefined == undefined undefined === undefined 。 null代表对象的值未设置，相当于一个对象没有设置指针地址就是null。null通过typeof判断类型是'object'。null === null null == null null == undefined null !== undefined undefined 表示一个变量初始状态值，而 null 则表示一个变量被人为的设置为空对象，而不是原始状态。在实际使用过程中，不需要对一个变量显式的赋值 undefined，当需要释放一个对象时，直接赋值为 null 即可。 让一个变量为null，直接给该变量赋值为null即可。 加分回答 null 其实属于自己的类型 Null，而不属于Object类型，typeof 之所以会判定为 Object 类型，是因为JavaScript 数据类型在底层都是以二进制的形式表示的，二进制的前三位为 0 会被 typeof 判断为对象类型，而 null 的二进制位恰好都是 0 ，因此，null 被误判断为 Object 类型。 对象被赋值了null 以后，对象对应的堆内存中的值就是游离状态了，GC 会择机回收该值并释放内存。因此，需要释放某个对象，就将变量设置为 null，即表示该对象已经被清空，目前无效状态。

**12、说一下浮动**浮动的特点：

（1）浮动在父元素范围内，不会从父元素中移出。

（2）元素设置浮动后，会完全从文档流中脱离，不再占用文档流的位置。之后的元素会自动向上移动占用文档流的位置。

（3）浮动元素不会超过前面的浮动元素，利用此特点可以设置水平排列布局。

（4）浮动元素不会盖住文字，文字会自动环绕在浮动元素周围，利用此特点来设置文字环绕图片效果。  
设置浮动的图片，可以实现文字环绕图片，设置了浮动的块级元素可以排列在同一行，设置了浮动的行内元素可以设置宽高，同时可以按照浮动设置的方向对齐排列盒子。 设置浮动元素的特点： -设置了浮动，该元素脱标。元素不占位置 -浮动可以进行模式转换（行内块元素） 浮动造成的影响，使盒子脱离文档流，如果父级盒子没有设置高度，需要被子盒子撑开，那么这时候父级盒子的高度就塌陷了(“子元素设置浮动或者设置绝对定位后,子元素会完全脱离文档流,此时将会导致子元素无法撑起父元素的高度,导致父元素高度塌陷。”)，同时也会造成父级盒子后面的兄弟盒子布局受到影响。如果浮动元素后面还有其他兄弟元素，其他兄弟元素的布局也会受到影响。 清除浮动的方法： -伪元素清除浮动：给浮动元素父级增加 .clearfix::after { content: ''; display: table; clear: both; } /\*兼容IE低版本 \*/ .clearfix { \*zoom: 1; } overflow：hidden`：给浮动元素父级增加`overflow：hidden`属性 额外标签法：给浮动元素父级增加标签

加分回答 三种清除浮动的特点和影响 -伪元素清除浮动：不会新增标签，不会有其他影响，是当下清除浮动最流行的方法 -`overflow：hidden`：不会新增标签，但是如果父级元素有定位元素超出父级，超出部分会隐藏，在不涉及父级元素有超出内容的情况，overflow：hidden比较常用，毕竟写法方便简洁 -标签插入法：清除浮动的语法加在新增标签上，由于新增标签会造成不必要的渲染，所以这种方法目前不建议使用。

1. **箭头函数**  
   箭头函数相当于匿名函数，简化了函数定义。箭头函数有两种写法，当函数体是单条语句的时候可以省略{}和return。另一种是包含多条语句，不可以省略{}和return。 箭头函数最大的特点就是没有this，所以this是从外部获取，就是继承外部的执行上下文中的this，由于没有this关键字所以箭头函数也不能作为构造函数， 同时通过 `call()` 或 `apply()` 方法调用一个函数时，只能传递参数（不能绑定this），第一个参数会被忽略。箭头函数也没有原型和super。不能使用yield关键字，因此箭头函数不能用作 Generator 函数。不能返回直接对象字面量。 加分回答 箭头函数的不适用场景： -定义对象上的方法 当调用` dog.jumps` 时，`lives` 并没有递减。因为 `this` 没有绑定值，而继承父级作用域。 var dog = { lives: 20, jumps: () => { this.lives--; } } -不适合做事件处理程序 此时触发点击事件，this不是button，无法进行class切换 var button = document.querySelector('button'); button.addEventListener('click', () => { this.classList.toggle('on'); }); 箭头函数函数适用场景： -简单的函数表达式，内部没有this引用，没有递归、事件绑定、解绑定，适用于map、filter等方法中，写法简洁 var arr = [1,2,3]; var newArr = arr.map((num)=>num\*num) -内层函数表达式，需要调用this，且this应与外层函数一致时 let group = { title: "Our Group", students: ["John", "Pete", "Alice"], showList() { this.students.forEach( student => alert(this.title + ': ' + student) ); } }; group.showList();
2. **说一说call apply bind的作用和区别？**  
   call、apply、bind的作用都是改变函数运行时的this指向。 bind和call、apply在使用上有所不同，bind在改变this指向的时候，返回一个改变执行上下文的函数，不会立即执行函数，而是需要调用该函数的时候再调用即可，但是call和apply在改变this指向的同时执行了该函数。 bind只接收一个参数，就是this指向的执行上文。 call、apply接收多个参数，第一个参数都是this指向的执行上文，后面的参数都是作为改变this指向的函数的参数。但是call和apply参数的格式不同，call是一个参数对应一个原函数的参数，但是apply第二个参数是数组，数组中每个元素代表函数接收的参数，数组有几个元素函数就接收几个元素。 加分回答 call的应用场景： 对象的继承，在子构造函数这种调用父构造函数，但是改变this指向，就可以继承父的属性 function superClass () { this.a = 1; this.print = function () { console.log(this.a); } } function subClass () { superClass.call(this); // 执行superClass，并将superClass方法中的this指向subClass this.print(); } subClass(); 借用Array原型链上的slice方法，把伪数组转换成真数组 let domNodes = Array.prototype.slice.call(document.getElementsByTagName("div")); apply的应用场景： Math.max，获取数组中最大、最小的一项 let max = Math.max.apply(null, array); let min = Math.min.apply(null, array); 实现两个数组合并 let arr1 = [1, 2, 3]; let arr2 = [4, 5, 6]; Array.prototype.push.apply(arr1, arr2); console.log(arr1); // [1, 2, 3, 4, 5, 6] bind的应用场景 在vue或者react框架中，使用bind将定义的方法中的this指向当前类
3. **说一说this指向（普通函数、箭头函数）？**  
    this关键字由来：在对象内部的方法中使用对象内部的属性是一个非常普遍的需求。但是 JavaScript 的作用域机制并不支持这一点，基于这个需求，JavaScript 又搞出来另外一套 this 机制。 this存在的场景有三种全局执行上下文和函数执行上下文和eval执行上下文，eval这种不讨论。在全局执行环境中无论是否在严格模式下，（在任何函数体外部）`this` 都指向全局对象。在函数执行上下文中访问this，函数的调用方式决定了 `this` 的值。在全局环境中调用一个函数，函数内部的 this 指向的是全局变量 window，通过一个对象来调用其内部的一个方法，该方法的执行上下文中的 this 指向对象本身。 普通函数this指向：当函数被正常调用时，在严格模式下，this 值是 undefined，非严格模式下 this 指向的是全局对象 window；通过一个对象来调用其内部的一个方法，该方法的执行上下文中的 this 指向对象本身。new 关键字构建好了一个新对象，并且构造函数中的 this 其实就是新对象本身。嵌套函数中的 this 不会继承外层函数的 this 值。 箭头函数this指向：箭头函数并不会创建其自身的执行上下文，所以箭头函数中的 this 取决于它的外部函数。 加分回答 箭头函数因为没有this，所以也不能作为构造函数，但是需要继承函数外部this的时候，使用箭头函数比较方便 var myObj = { name : "闷倒驴", showThis:function(){ console.log(this); // myObj var bar = ()=>{ this.name = "王美丽"; console.log(this) // myObj } bar(); } }; myObj.showThis(); console.log(myObj.name); // "王美丽" console.log(window.name); // ''
4. **说说未知宽高元素水平居中的办法**  
   设置元素相对父级定位`position:absolute;left:50%;right:50%`，让自身平移自身高度50% `transform: translate(-50%,-50%);`，这种方式兼容性好，被广泛使用的一种方式  
   设置元素的父级为弹性盒子`display:flex`，设置父级和盒子内部子元素水平垂直都居中`justify-content:center; align-items:center` ，这种方式代码简洁，但是兼容性ie 11以上支持，由于目前ie版本都已经很高，很多网站现在也使用这种方式实现水平垂直居中  
   设置元素的父级为网格元素`display: grid`，设置父级和盒子内部子元素水平垂直都居中`justify-content:center; align-items:center` ，这种方式代码简介，但是兼容性ie 10以上支持  
   设置元素的父级为表格元素`display: table-cell`，其内部元素水平垂直都居中`text-align: center;vertical-align: middle;` ，设置子元素为行内块`display: inline-block; `，这种方式兼容性较好
5. **创建ajax** 1. 创建XHR对象：new XMLHttpRequest() 2. 设置请求参数：request.open(Method, 服务器接口地址); 3. 发送请求: request.send()，如果是get请求不需要参数，post请求需要参数request.send(data) 4. 监听请求成功后的状态变化：根据状态码进行相应的处理。 XHR.onreadystatechange = function () { if (XHR.readyState == 4 && XHR.status == 200) { console.log(XHR.responseText); // 主动释放,JS本身也会回收的 XHR = null; } }; 加分回答 POST请求需要设置请求头 readyState值说明 0：初始化,XHR对象已经创建,还未执行open 1：载入,已经调用open方法,但是还没发送请求 2：载入完成,请求已经发送完成 3：交互,可以接收到部分数据 4：数据全部返回 status值说明 200：成功 404：没有发现文件、查询或URl 500：服务器产生内部错误

一、**js部分**

1、DOM树中总共分为如下几种节点格式：Element类型（元素节点）、Text类型（文本节点）、Comment类型（注释节点）、Document类型（document节点）。所有的 HTML elements 都是 element nodes，在 HTML element 內的 text 內容也是 text node

DHTML实现了网页从Web服务器下载后无需再经过服务的处理，而在浏览器中直接动态地更新网页的内容、排版样式和动画的功能。例如，当鼠标指针移到文章段落中时，段落能够变成蓝色，或者当鼠标指针移到一个超级链接上时，会自动生成一个下拉式子链接目录等。

包括：①动态内容(Dynamic Content)：动态地更新网页内容，可“动态”地插入、修改或删除网页的元件，如文字、图像、标记等。 ②动态排版样式(Dynamic Style Sheets)：W3C的CSS样式表提供了设定HTML标记的字体大小、字形、样式、粗细、文字颜色、行高度、加底线或加中间横线、缩排、与边缘距离、靠左右或置中、背景图片或颜色等排版功能，而“动态排版样式”即可以“动态”地改变排版样式。

2、DOM中的事件对象：（符合W3C标准）

   preventDefault()        取消事件默认行为

   stopImmediatePropagation() 取消事件冒泡同时阻止当前节点上的事件处理程序被调用。

   stopPropagation()      取消事件冒泡对当前节点无影响。

3、IE中的事件对象：

   cancelBubble()          取消事件冒泡

   returnValue()             取消事件默认行为

oncontextmenu 事件在元素中用户右击鼠标时触发并打开上下文菜单。

注意：所有浏览器都支持 oncontextmenu 事件， [contextmenu](https://www.runoob.com/tags/att-global-contextmenu.html) 元素只有 Firefox 浏览器支持

4、spellcheck 属性规定是否对元素进行拼写和语法检查。（不是很明白怎么进行检查的）可以对以下内容进行拼写检查：

5、简单数据类型(基本类型)：字符串（String）、数字(Number)、布尔(Boolean)、对空（Null）、未定义（Undefined）、Symbol(ES6新增), 复杂数据类型(引用数据类型)：对象(Object)、数组(Array)、函数(Function)

6、函数声明，函数声明有提升现象；函数表达式，函数表达式不会提升，实际代码执行顺序如下：

|  |  |
| --- | --- |
| 1  2  3  4  5 | var check；  check('second');  check= function(ars){      console.log(ars);  }//在未给check赋值的情况下调用，所以报错 |

7、Java delete运算符只能删除自由属性，不能删除继承属性。

8、一般情况下，给参数进行复制修改，其arguments的值也会修改。在给参数进行赋值时，将其变为严格模式，对参数的修改，其arguments的值不被修改。

9、Math.random()方法返回指0到指定数之间的随机数,默认值为1，Math.random()\*4返回0到4之间的随机数;Math.floor()方法返回一个整数，向下取值，例如：Math.floor(5.2232)，取值为5;Math.ceil()方法返回一个整数，向上取值，例如：Math.ceil(5.2232)，取值为6;

eval：返回字符串表达式中的值unEscape：返回字符串ASCI码escape：返回字符的编码

parseFloat：返回实数

10、js中可以修改数组长度，java不能修改，其他语言应该不能修改的居多

11、Shift()返回的是删除的元素

12、检测是否为数组用instanceof，typeof用来检测基本类型

13、根据官方的JVM规范：如果try语句里有return，返回的是try语句块中变量值。详细执行过程如下：如果有返回值，就把返回值保存到局部变量中；执行jsr指令跳到finally语句里执行；执行完finally语句后，返回之前保存在局部变量表里的值。如果try，finally语句里均有return，略try的return，而使用finally的return.

14、null是关键字，NULL不是关键字，java区分大小写。 java关键字都是小写。

15、bootstrap框架，页面是采用的IE盒模型的方式呈现的。content-box指定盒子模型为W3C（标准盒模型），border-box为IE盒子模型（怪异盒模型）

16、let const var 相关

ES6之前创建变量用的是var,之后创建变量用的是let/const

三者区别：

（1）var定义的变量，没有块的概念，可以跨块访问, 不能跨函数访问。let定义的变量，只能在块作用域里访问，不能跨块访问，也不能跨函数访问。const用来定义常量，使用时必须初始化(即必须赋值)，只能在块作用域里访问，且不能修改。

（2）var可以先使用，后声明，因为存在变量提升；let必须先声明后使用。

（3）var是允许在相同作用域内重复声明同一个变量的，而let与const不允许这一现象。

在全局上下文中，基于let声明的全局变量和全局对象GO（window）没有任何关系 ;

（4）var声明的变量会和GO有映射关系；

（5）会产生暂时性死区：

暂时性死区是浏览器的bug：检测一个未被声明的变量类型时，不会报错，会返回undefined

如：console.log(typeof a) //undefined

而：console.log(typeof a)//未声明之前不能使用

let a

（6）let /const/function会把当前所在的大括号(除函数之外)作为一个全新的块级上下文，应用这个机制，在开发项目的时候，遇到循环事件绑定等类似的需求，无需再自己构建闭包来存储，只要基于let的块作用特征即可解决

**二、操作系统**

1、最佳适应:空闲区按容量大小递增 最差适应:空闲区按容量大小递减 最先适应:空闲区按地址大小递增

**三、mysql**

1、MYSQL中处理插入过程主键或唯一重复值的解决办法：

IGNORE:有则忽略，无则插入

REPLACE：有则删除再插入，无则插入

ON DUPLIACATE KEY UPDATE:有则更新，无则插入只更新新增部分，其余未涉及的字段不变；无则添加；

2、rank() over(pattition by id,order by score desc)the\_rank from SC 1 2 2 4

Dense\_rank() over(pattition by id,order by score desc)the\_rank from SC 1 2 2 3

Row\_number()over() 1 2 3 4

3、case

When then

When then

Else

End

4、DateDiff(datepart,startdate,enddate)

5、ifnull(a,b) 第一个参数为空则返回b

6、inner join 内连接或者等值连接 left join 获取左表所有记录

7、limit a offset b limit限制select的查询数量，offset表示要跳过的数量

8、min(日期)

9、select 没有则返回null

**四、计算机网路**

1、响应分为五类：信息响应(100–199)，成功响应(200–299)，重定向(300–399)，客户端错误(400–499)和服务器错误 (500–599)：

![IMG_256](data:image/png;base64,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)

**五、网页设计html、css**

1、块状元素：div h dt dd li p；行内元素：a b span i input img label u var；行内块元素：canvas

块级元素总是从新的一行开始，即各个块级元素独占一行，默认垂直向下排列；高度、宽度、margin及padding都是可控的，设置有效，有边距效果；宽度没有设置时，默认为100%；块级元素中可以包含块级元素和行内元素。行内元素和其他元素都在一行，即行内元素和其他行内元素都会在一条水平线上排列；高度、宽度是不可控的，设置无效，由内容决定。根据标签语义化的理念，行内元素最好只包含行内元素，不包含块级元素。转换：当然块级元素与行内元素之间的特性是可以相互转换的。HTML可以将元素分为行内元素、块状元素和行内块状元素三种。使用display属性能够将三者任意转换：

(1)display:inline;转换为行内元素；

(2)display:block;转换为块状元素；

(3)display:inline-block;转换为行内块状元素。

⭐⭐new⭐⭐2、伪类和伪元素

区别：是否创建列新元素

伪类：用于已有元素处于某种状态时为其添加对应的样式，这个状态是根据用户行为而动态变化的。例如：当用户悬停在指定元素时，可以通过:hover来描述这个元素的状态，虽然它和一般css相似，可以为 已有元素添加样式，但是它只有处于DOM树无法描述的状态下才能为元素添加样式，所以称为伪类。

伪元素：用于创建一些不在DOM树中的元素，并为其添加样式。例如，我们可以通过:before来在一个元素之前添加一些文本，并为这些文本添加样式，虽然用户可以看见 这些文本，但是它实际上并不在DOM文档中。

1. html语义化标签

HTML5中加入了一些语义化标签，来更清晰的表达文档结构。如 title、header、nav、article、section、aside、footer、 strong等。语义化更具有可读性，代码更好维护。

4、h5新增的特性

（一）媒体播放的 video 和 audio

<video src =# preload =auto/meta/none loop controls autoplay muted ></video>

cobtrols是设置是否有播放的组件

muted默认静音

Poster=”....”设置视频封面

<audio duration paused volume starttime currentTime.....></audio>

5、选择器类型

!important

内联样式（1000）

ID选择器（0100）

类选择器/属性选择器/伪类选择器（0010）(相等优先级)

元素选择器/伪元素选择器（0001）

关系选择器/通配符选择器（0000）

带!important 标记的样式属性优先级最高； 样式表的来源相同时：!important > 行内样式>ID选择器 > 类选择器 > 标签 > 通配符 > 继承 > 浏览器默认属性

6、position属性  
固定定位 fixed： 元素的位置相对于浏览器窗口是固定位置，即使窗口是滚动的它也不会移动。Fixed 定位使元素的位置与文档流无关，因此不占据空间。 Fixed 定位的元素和其他元素重叠。

*相对*定位 relative： 如果对一个元素进行相对定位，它将出现在它所在的位置上。然后，可以通过设置垂直或水平位置，让这个元素“相对于”它*自己*的起点进行移动（↓→为正）在使用相对定位时，无论是否进行移动，元素仍然占据原来的空间，不会脱离文档流和改变元素性质。【灵魂出窍】

绝对定位 absolute： 绝对定位的元素的位置相对于最近的已定位父元素，如果元素没有已定位的父元素，那么它的位置相对于absolute 定位使元素的位置与文档流无关，因此不占据空间。 absolute 定位的元素和其他元素重叠，定位元素提升一个层级覆盖其他元素。【层级特点：父子水涨船高；同级后者居上。】

粘性定位 sticky： 元素先按照普通文档流定位，然后相对于该元素在流中的 flow root（BFC）和 containing block（最近的块级祖先元素）定位。而后，元素定位表现为在跨越特定阈值前为相对定位，之后为固定定位。

默认定位 Static： 默认值。没有定位，元素出现在正常的流中（忽略 top, bottom, left, right 或者 z-index 声 明）。 inherit: 规定应该从父元素继承 position 属性的值。

7、让一个元素水平垂直居中  
水平居中  
（一）、对于行内元素 : text-align: center;

（二）、对于确定宽度的块级元素：

（1）width和margin实现。margin: 0 auto;

（2）绝对定位和margin-left: -width/2, 前提是父元素position: relative

（三）、对于宽度未知的块级元素

（1）table标签配合margin左右auto实现水平居中。使用table标签（或直接将块级元素设值为 display:table），再通过给该标签添加左右margin为auto。

（2）inline-block实现水平居中方法。display：inline-block和text-align:center实现水平居中。

（3）绝对定位+transform，translateX可以移动本身元素的50%。

（4）flex布局使用justify-content:center

垂直居中

（一）、利用 line-height 实现居中，这种方法适合纯文字类

（二）、通过设置父容器 相对定位 ，子级设置 绝对定位，标签通过margin实现自适应居中

（三）、弹性布局 flex :父级设置display: flex; 子级设置margin为auto实现自适应居中

（四）、父级设置相对定位，子级设置绝对定位，并且通过位移 transform 实现

（五）、table 布局，父级通过转换成表格形式，然后子级设置 vertical-align 实现。（需要注意的是：vertical-align: middle使用的前提条件是内联元素以及display值为table-cell的元素）

8、链接伪类的使用顺序是很重要的。对于超链接的伪类，推荐的使用顺序是：:link - :visited - :hover - :active。

9、脱离文档流：块元素变成行内块元素，宽高由内容撑开，也可自己设置。