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Web前端笔记

# WEB资源网站

## Web技术社区论坛：

Web技术文档：https://developer.mozilla.org/zh-CN/docs/Web

Github官网：<https://github.com/>

Web前端网站（hellogirl）：<http://www.jqhtml.com/>

大前端：http://www.daqianduan.com

伯乐在线：<http://hao.jobbole.com/>

[百度静态资源公共库](https://www.baidu.com/link?url=ddGVtL9zWXLA975ORBoxQRY4WJertS4IItAewHD7eEu92bIG_QqcXtcm9uLVGzgR&wd=&eqid=9772ead200002f650000000359e064fe" \t "https://www.baidu.com/_blank)：<http://cdn.code.baidu.com/>

CSDN社区: https://www.csdn.net/

segmentfault社区：https://segmentfault.com/

博客园：https://www.cnblogs.com/

## 脚手架-工具：

npm中文网：<https://www.npmjs.com.cn/>

npm帮助文档：https://docs.npmjs.com/

Webpack中文网（Web前端脚手架）：<https://www.webpackjs.com/>

Babel中文网（JavaScript转换器）：https://www.babeljs.cn/

ESlint官网(代码标准规范)：<https://eslint.org/>

Eslint-react规则：<https://www.npmjs.com/package/eslint-plugin-react>

DvaJS中文网（React的脚手架）：https://dvajs.com/

## JS框架官网

Node.js中文网：<http://nodejs.cn/>

jQuery插件库：http://www.jq22.com/

jQuery中文API：http://www.jq22.com/

React中文网：<http://www.css88.com/react/docs/react-api.html>

Redux中文文档：http://www.redux.org.cn/

ant-design官网：http://1x.ant.design/

ant-design（ReactPC端框架）<https://ant.design/index-cn>

ant-design-mobile（React移动端框架）<https://mobile.ant.design/index-cn>

Amaze UI React（基于react的UI框架）http://amazeui.org/react/

支付宝蚂蚁金服开放平台：<https://open.alipay.com/platform/home.htm>

react-bootstrap（react的bootstrap框架）：http://react-bootstrap.cn/

AntV （react蚂蚁数据图表）：<https://antv.alipay.com/zh-cn/index.html>

VUE 中文网：<https://cn.vuejs.org/>

Element-UI官网(Vue 2.0 PC端)：http://element-cn.eleme.io/#/zh-CN

Muse-UI（vue的PC端UI框架）：<http://www.muse-ui.org/#/index>

VUX（vue的移动端UI框架）https://vux.li/#/

Mint UI（vue的移动端UI组件库）http://mint-ui.github.io/#!/zh-cn

sChart（vue数据图表）<http://blog.gdfengshuo.com/example/sChart/>

Antd-Angular：http://ng-zorro.gitee.io/docs/introduce/zh

Echarts图表：<http://echarts.baidu.com/index.html>

SUI（淘宝的PC端UI框架）http://sui.taobao.org/sui/docs/

SUI-mobile（淘宝的移动端UI框架）：<http://m.sui.taobao.org/>

SUI3（淘宝的全栈框架）http://sui3.taobao.org/css/

微信小程序开发者文档api：

<http://mp.weixin.qq.com/debug/wxadoc/dev/api/>

微信企业号开发者文档：[http://qydev.weixin.qq.com/wiki/index.php](http://qydev.weixin.qq.com/wiki/index.php?title=%E9%A6%96%E9%A1%B5)

微信公众平台开发者文档：https://mp.weixin.qq.com/wiki/home/

微信第三方接口开发平台：<https://open.weixin.qq.com/>

## UI框架官网

Bootstrap中文网：<http://www.bootcss.com/>

Amaze-UI：http://amazeui.org/

MUI官网：<http://dev.dcloud.net.cn/mui/>

H-UI：<http://www.h-ui.net/index.shtml>

layUI：<http://www.layui.com/>

Layer（layUI弹出层）：http://layer.layui.com/

Swiper中文网：<http://www.swiper.com.cn/>

## 其他公共开放平台

WordPress（快速搭建网站）：<https://cn.wordpress.org/>

百度地图AIP：<http://api.map.baidu.com/lbsapi/creatmap/>

MongoDb中文网：<http://www.mongodb.org.cn/>

Sonatype官网（Nexus服务器）：<https://help.sonatype.com/docs>

# 干货

WEB安全色：http://card.qdsay.com/color/safe

WEB颜色对照表：<http://www.114la.com/other/rgb.htm>

图片压缩网址：<https://tinypng.com/>

贴图库网站：<http://www.tietuku.com/>

七牛云：https://www.qiniu.com/

二维码生成链接：“http://qr.liantu.com/api.php?text=”+字符串

七牛云uptoken生成网址：

http://jsfiddle.net/gh/get/extjs/4.2/icattlecoder/jsfiddle/tree/master/uptoken

一览芳华（个人网站）：<http://www.51283.net/>

Js操作本地文件夹：<http://www.jb51.net/article/48538.htm>

福利(手机UC浏览器或手机微博在线观看)：http://m.guanren15.com

表情包在线生成器https://fabiaoqing.com/

种子链接：

<https://github.com/Chion82/hello-old-driver/blob/master/archives/magnet_output-2017-08-31-000003(迅雷下载)>

# 本机ip地址、localhost与127.0.0.1

|  |  |  |  |
| --- | --- | --- | --- |
|  | localhost | 127.0.0.1 | 本机IP (192.168.xxx.xxx) |
| 是否联网 | 不联网 | 联网 | 联网 |
| 传输途径 | 不使用网卡，只是内部端口使用，不受防火墙和网卡限制 | 网卡传输，受防火墙和网卡限制 | 网卡传输 ，受防火墙和网卡限制 |
| 应用环境 | 只限于本机内部端口访问 | 只限于本机内部端口访问 | 本机或外部(局域网最常用)访问 |

# 项目配置解决方案

## PHPstudy配置前端页面域名步骤

1.在PHPstudy安装目录中的WWW文件夹下新建一个项目文件夹。

2.将react编译后的文件夹（dist）放到项目文件夹里。

3.打开PHPstudy——>点击MySQL管理器——>站点域名管理——>网站目录，然后选择目录，找到并选中步骤1的文件夹，点击确定之后在网站端口里配置端口号，然后点击新增。4.点击保存并生成配置文件，最后重启PHPstudy。

# 阿里鄙视题

1.写一个有效的算法完成矩阵搜索，这个矩阵有如下特点：

1) 矩阵中的每行数字都是经过排序的，从左到右依次变大。

2) 每行的第一个数字都比上一行的最后一个数字大

例如：

[

[2, 4, 8, 9],

[10, 13, 15, 21],

[23, 31, 33, 51]

]

实现一个函数，搜索这个数组

输入：4，返回：true

输入：3，返回：false

要求：这道题要求性能优化，如果只是简单的写，还不能达到最低标准。数组一般用for of 提示：用二分法搜索， 40分钟内完成。

1. 有一个数组：  
   const imgs = ['url1', 'url2', 'url3', ...];  
   请实现效果：  
   按照图片数组顺序队列加载图片（注：加载完一张再加载下一张）

请用SE6的promise或者ES7的async await

# Utils工具函数

## 1.ajax的封装

Ajax.js:

export var APIhost=”后台接口域名”

export function ajax(options) {

options = options || {};

options.type = (options.type || "GET").toUpperCase();

options.dataType = options.dataType || "jsonp";

options.jsonpCallback= 'callback';

var params = formatParams(options.data);

var xhr;

//创建 - 第一步

if (window.XMLHttpRequest) {

xhr = new XMLHttpRequest();

}

//连接 和 发送 - 第二步

if (options.type == "GET") {

xhr.open("GET", `${options.url}?${Getparams}`, true);

xhr.send(null);

} else if (options.type == "POST") {

xhr.open("POST", options.url, true);

//设置表单提交时的内容类型

xhr.setRequestHeader("Content-Type", "application/x-www-form-urlencoded");

xhr.send(params);

}

//接收 - 第三步

xhr.onreadystatechange = function () {

if (xhr.readyState == 4) {

var status = xhr.status;

if (status >= 200 && status < 300 || status == 304) {

options.success && options.success(xhr.responseText, xhr.responseXML);

} else {

options.error && options.error(status);

}

}

}

}

//格式化参数

export function formatParams(data) {

var arr = [];

for (var name in data) {

arr.push(encodeURIComponent(name) + "=" + encodeURIComponent(data[name]));

}

arr.push(("v=" + Math.random()).replace("."));

return arr.join("&");

}

用法：

import \* as reajax from "../utils/ajax";

Let sbdata={

...//提交的data

}

reajax.ajax({

url: reajax.APIhost+"/admin/member/card/getAllUserList", //请求地址

type: "POST", //请求方式

data: sbdata, //请求参数

dataType: 'jsonp',

success: function (resStr) { // 此处放成功后执行的代码

var res=JSON.parse(resStr);

console.log(res);

},

error: function (res) { // 此处放失败后执行的代码

console.log(res);

}

});

## 2.格式化二维数组数组，生成JSON格式的TreeData

### 源数据格式：

const data=[

//s1线

[1,'a',11,'a1',111,'a11'],

[1,'a',11,'a1',112,'a12'],

[1,'a',12,'a2',121,'a21'],

[1,'a',12,'a2',122,'a22'],

[1,'a',12,'a2',123,'a23'],

//s2线

[2,'b',21,'b1',211,'b11'],

[2,'b',21,'b1',212,'b12'],

[2,'b',21,'b1',213,'b13'],

[2,'b',22,'b2',221,'b21'],

[2,'b',22,'b2',222,'b22'],

];

console.log(data);

### 格式化函数：

export function FormatTreeData(data=[]){

var lines = {};

for(var i in data){

var linename = data[i][1];

var line = lines[linename];

if(line===undefined){

lines[linename]={'key':data[i][0],'title':data[i][1]};

}

var stations = lines[linename].stations;

if(stations===undefined){

lines[linename].stations={};

}

if(lines[linename].stations[data[i][3]]===undefined){

lines[linename].stations[data[i][3]]={'key':data[i][2],'title':data[i][3]};

}

var devices = lines[linename].stations[data[i][3]].devices;

if(devices===undefined){

lines[linename].stations[data[i][3]].devices=[];

}

lines[linename].stations[data[i][3]].devices.push({'key':data[i][4],'title':data[i][5]});

}

// console.log(lines);

var treeData = []

for(var line in lines){

var lineData = {};

lineData.title=lines[line].title;

lineData.key=lines[line].key;

lineData.children=[];

for(var station in lines[line].stations){

var stationData = {};

stationData.title=lines[line].stations[station].title;

stationData.key=lines[line].stations[station].key;

stationData.children=lines[line].stations[station].devices;

lineData.children.push(stationData);

}

treeData.push(lineData);

}

console.log(treeData);

return treeData;

}

调用：

import FormatTreeDatafrom “../utils/FormatTreeData”

FormatTreeData(data);

# 什么是html

HTML（Hyper Text Mark-up Language ）即[超文本标记语言](https://www.baidu.com/s?wd=%E8%B6%85%E6%96%87%E6%9C%AC%E6%A0%87%E8%AE%B0%E8%AF%AD%E8%A8%80&tn=44039180_cpr&fenlei=mv6quAkxTZn0IZRqIHckPjm4nH00T1Yzn17BPWF-mHfLnyu9nAub0ZwV5Hcvrjm3rH6sPfKWUMw85HfYnjn4nH6sgvPsT6KdThsqpZwYTjCEQLGCpyw9Uz4Bmy-bIi4WUvYETgN-TLwGUv3En1D1P1cd" \t "https://zhidao.baidu.com/question/_blank)，是 WWW 的描述语言，由 Tim Berners-lee提出，它定义了浏览器页面的骨架。

主要特点如下：

简易性：超级文本标记语言[版本升级](http://baike.baidu.com/view/421718.htm" \t "http://baike.baidu.com/_blank)采用[超集](http://baike.baidu.com/view/760124.htm" \t "http://baike.baidu.com/_blank)方式，从而更加灵活方便。

[可扩展性](http://baike.baidu.com/view/476360.htm" \t "http://baike.baidu.com/_blank)：超级文本标记语言的广泛应用带来了加强功能，增加[标识符](http://baike.baidu.com/view/390932.htm" \t "http://baike.baidu.com/_blank)等要求，超级文本标记语言采取子类元素的方式，为系统扩展带来保证。

平台无关性：虽然[个人计算机](http://baike.baidu.com/view/920814.htm" \t "http://baike.baidu.com/_blank)大行其道，但使用[MAC](http://baike.baidu.com/view/32702.htm" \t "http://baike.baidu.com/_blank)等其他机器的大有人在，超级文本标记语言可以使用在广泛的平台上，这也是[万维网](http://baike.baidu.com/view/7833.htm" \t "http://baike.baidu.com/_blank)（[WWW](http://baike.baidu.com/view/1453.htm" \t "http://baike.baidu.com/_blank)）盛行的另一个原因。

通用性：另外，[HTML](http://baike.baidu.com/view/692.htm" \t "http://baike.baidu.com/_blank)是网络的通用语言,一种简单、通用的全置标记语言。它允许网页制作人建立文本与图片相结合的复杂页面，这些页面可以被网上任何其他人浏览到，无论使用的是什么类型的电脑或浏览器。

什么是css：

层叠样式表，是一种用来表现[HTML](http://baike.baidu.com/view/692.htm" \t "http://baike.baidu.com/_blank)（[标准通用标记语言](http://baike.baidu.com/view/5286041.htm" \t "http://baike.baidu.com/_blank)的一个应用）或[XML](http://baike.baidu.com/view/63.htm" \t "http://baike.baidu.com/_blank)（标准通用标记语言的一个子集）等文件样式的计算机语言。CSS不仅可以静态地修饰网页，还可以配合各种脚本语言动态地对网页各元素进行格式化。

其主要特点如下：

简易性：超级文本标记语言[版本升级](http://baike.baidu.com/view/421718.htm" \t "http://baike.baidu.com/_blank)采用[超集](http://baike.baidu.com/view/760124.htm" \t "http://baike.baidu.com/_blank)方式，从而更加灵活方便。

[可扩展性](http://baike.baidu.com/view/476360.htm" \t "http://baike.baidu.com/_blank)：超级文本标记语言的广泛应用带来了加强功能，增加[标识符](http://baike.baidu.com/view/390932.htm" \t "http://baike.baidu.com/_blank)等要求，超级文本标记语言采取子类元素的方式，为系统扩展带来保证。

平台无关性：虽然[个人计算机](http://baike.baidu.com/view/920814.htm" \t "http://baike.baidu.com/_blank)大行其道，但使用[MAC](http://baike.baidu.com/view/32702.htm" \t "http://baike.baidu.com/_blank)等其他机器的大有人在，超级文本标记语言可以使用在广泛的平台上，这也是[万维网](http://baike.baidu.com/view/7833.htm" \t "http://baike.baidu.com/_blank)（[WWW](http://baike.baidu.com/view/1453.htm" \t "http://baike.baidu.com/_blank)）盛行的另一个原因。

通用性：另外，[HTML](http://baike.baidu.com/view/692.htm" \t "http://baike.baidu.com/_blank)是网络的通用语言,一种简单、通用的全置标记语言。它允许网页制作人建立文本与图片相结合的复杂页面，这些页面可以被网上任何其他人浏览到，无论使用的是什么类型的电脑或浏览器。

什么是javascript：

avaScript一种直译式脚本语言，是一种动态类型、弱类型、基于原型的语言，内置支持类型。它的解释器被称为JavaScript引擎，为-浏览器的一部分，广泛用于客户端的脚本语言，最早是在HTML（标准通用标记语言下的一个应用）网页上使用，用来给HTML网页增加动态功能。

特点：

(1)脚本语言。JavaScript是一种解释型的脚本语言,C、C++等语言先编译后执行,而JavaScript是在程序的运行过程中逐行进行解释。

(2)基于对象。JavaScript是一种基于对象的脚本语言,它不仅可以创建对象,也能使用现有的对象。

(3)简单。JavaScript语言中采用的是弱类型的变量类型,对使用的数据类型未做出严格的要求,是基于Java基本语句和控制的脚本语言,其设计简单紧凑。

(4)动态性。JavaScript是一种采用事件驱动的脚本语言,它不需要经过Web服务器就可以对用户的输入做出响应。在访问一个网页时,鼠标在网页中进行鼠标点击或上下移、窗口移动等操作JavaScript都可直接对这些事件给出相应的响应。

(5)跨平台性。JavaScript脚本语言不依赖于操作系统,仅需要浏览器的支持。因此一个JavaScript脚本在编写后可以带到任意机器上使用,前提上机器上的浏览器支持JavaScript脚本语言,目前JavaScript已被大多数的浏览器所支持。

日常用途：

嵌入动态文本于HTML页面。

对浏览器事件做出响应。

读写HTML元素。

在数据被提交到服务器之前验证数据。检测用户的浏览器信息。

与用户进行数据交互。

控制cookies，本地存储，包括创建和修改等。

基于Node.js技术进行服务器端编程。

要是通过html标记对网页中的文本，图片，声音等内容进行描述

2：HTML之所以称为超文本标记语言，不仅是因为他通过标记描述网页内容，同时也由于文本中包含了所谓的“超级链接”，通过超链接可以实现网页的跳转。从而构成了丰富多彩的Web页面。

<title>标记用于。一个HTML文档只能含有一对<title></title>标记，<title></title>之间的内容定义HTML页面的标题，即给网页取一个名字，必须位于<head>标记之内将显示在浏览器窗口的标题栏中。其基本语法格式如下：

<title>网页名称</title>

<body>标记用于定义HTML文档所要显示的内容，也称为主体标记。浏览器中显示的所有文本、图像、音频和视频等信息都必须位于<body>标记内，<body>标记中的信息才是最终展示给用户看的。

一个HTML文档只能含有一对<body>标记，且<body>标记必须在<html>标记内，位于<head>头部标记之后.

双标记也称体标记，是指由开始和结束两个标记符组成的标记。其基本语法格式如下：

<标记名></标记名>

该语法中“<标记名>”表示该标记的作用开始，一般称为“开始标记（start tag）”，“</标记名>” 表示该标记的作用结束，一般称为“结束标记（end tag）”。和开始标记相比，结束标记只是在前面加了一个关闭符“/”。

单标记也称空标记，是指用一个标记符号即可完整地描述某个功能的标记。其基本语法格式如下

<标记名/>

在HTML中还有一种特殊的标记——注释标记。如果需要在HTML文档中添加一些便于阅读和理解但又不需要显示在页面中的注释文字，就需要使用注释标记。其基本语法格式如下：

<!--注释语句-->

注释内容不会显示在浏览器窗口中，但是作为HTML文档内容的一部分，也会被下载到用户的计算机上，查看源代码时就可以看到。

在html中，如果希望某段文本强制换行显示，就需要使用换行标记<br />，如果在控制台或弹框内显示换行，那么就是”\n”.
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为此HTML提供了文本样式标记<font>，

|  |  |  |
| --- | --- | --- |
| 特殊字符 | 描述 | 字符的代码 |
|  | 空格符 | &nbsp; |
| < | 小于号 | &lt; |
| > | 大于号 | &gt; |
| & | 和号 | &amp; |
| ￥ | 人民币 | &yen; |
| © | 版权 | &copy; |
| ® | 注册商标 | &reg; |
| ° | 摄氏度 | &deg; |
| ± | 正负号 | &plusmn; |
| × | 乘号 | &times; |
| ÷ | 除号 | &divide; |
| ² | 平方2（上标2） | &sup2; |
| ³ | 立方3（上标3） | &sup3; |

有序列表即为有排列顺序的列表，其各个列表项按照一定的顺序排列定义，有序列表的基本语法格式如下：

<ol >

<li >项一</li>

<li >项二</li>

</ol>

一：主流开发：B/S（browser/server）browser浏览器

server服务器。

当你输入一个网站时，浏览器向服务器发送一个请求：http而服务器将反馈信息反馈给浏览器，浏览器在屏幕上显示。

C/S(Client/Server )Client 客户端

Server服务器

Hybird 用一个客户端来封装Brower的页面。混合开发

二：应届生选择什么技术就业：

Web前端/Unity3D>>JAVA/PHP/NET>>云计算、大数据、UL/单片机/嵌入式、UI、网络营销

三：三门技术组成了前端开发

1：HTML Hyper TextMarkUp language(超文本标记语言)描述网页的语义。

2：CSS Cascading Sheet Style（层叠样式列表）描述网页的样子

3：JavaScript（JS）

四：网页制作

Spading= 0；

Margin=0；‘

清除页面中原有的样式

Css中能被继承的属性：

1.Text-

2.Font-

3.Line-

4.Color-

这四种在嵌套从属关系中可以继承，即通用。除了这4个属性，其他的都不能嵌套包含中通用。

# 页面标签

<!DOCTYPE html>

声明必须是 HTML 文档的第一行，位于 <html> 标签之前。

<!DOCTYPE> 声明不是 HTML标签；它是指示 web 浏览器关于页面使用哪个 HTML 版本进行编写的指令。定义了页面版本里的编写指令，标记文本语言。

Doctype有三种指令：严格，过渡，框架。

<html> </html> 标签

限定了文档的开始点和结束点，在它们之间是文档的头部和主体。声明了html文档，有三个主要组成部分：head，title和body。

<meta>

提供有关页面的元信息（meta-information），比如针对搜索引擎和更新频度的描述和关键词，指定网页的编码格式，设置文档类型以及设置网页编写所用的语言。

# 块级标签

1．<h1>………</h1>h: headline描述页面标题的语义。网页标题一共有六级。分别是<h1>………</h1>~<h6>…………</h6>

2．<p></p> paragraph 描述页面段落的语义，自带上下行间距。

3．&nbsp;空格，空白折叠现象，即多个空格产生一个空格。

5．<span></span>里面专门用来写入 行元素，即“文本“的。这里的”“文本包括：文字，图片，表单元素，超链接

</div>块元素，换行 solid:实线

<input></input>标签：点击输入标签，根据其type属性不同，它很特殊，可以设置宽高和背景颜色，可分为button（按钮），checkbox（单选框），text（文字输入框）等样式，并且可以设置宽高和背景颜色。

浏览器（搜狐）在input标签内默认值padding值为1，border为2px；所以实际宽、高比设置值大了（2+1）\*2=6像素。

<label></label>标签为input元素标注，它的for属性可将label标签绑定到input等表单元素中

for属性：值为element Id，Id值。

<textarea></textarea>:文本输入框标签，用来设置一个文本输入框。

<select>有多个选项可供选择。

<option></option>

</select>下拉文本框（选择文本，如北京，上海，郑州等）

6．列表

<ul>unorderlist无序列表

<li>列表项目内容</li>

</ul>

<dl>自定义列表

<ol>有序列表

7.文本标签：用来控制网页中文本的字体、字号和颜色。其基本语法格式如下：

<font>文本内容</font>

List-tstyle：列表元素前的黑点，由于网页默认list元素前的黑点，所以通常用list-style：none来清除超链接列表元素前面的黑点。

text-decoration: none;清除超链接列表元素的下划线。

Link：网页重定向，即打开新的网页。

Ctrl+/：文本注释标签。

<hr>横线标签。

<fieldset>将表单内相关元素分组

<legend></legend>

</fieldset>

<marquee></marquee>

Marquee是个块级标签，标记在可浏览区域中滚动文本。它的公共属性可在style标签里设置。

重要的全局属性:

1. 滚动方向direction

（包括4个值：up、 down、 left和 right）

　　语法：<marquee direction="滚动方向">...</marquee>

1. 滚动方式behavior

（scroll:循环滚动，默认效果； slide:只滚动一次就停止； alternate:来回交替进行滚动）

　　语法：<marquee behavior="滚动方式">...</marquee>

1. 滚动速度scrollamount

（滚动速度是设置每次滚动时移动的长度，以像素为单位）

　　语法：<marquee scrollamount="5">...</marquee>

1. 滚动延迟scrolldelay

（设置滚动的时间间隔，单位是毫秒）

　　语法：<marquee scrolldelay="100">...</marquee>

1. 滚动循环loop

（默认值是-1，滚动会不断的循环下去）

　　语法：<marquee loop="2">...</marquee>

6.滚动范围width、height

7.滚动背景颜色bgcolor

8.空白空间hspace、vspace

五：网页制作与前端工程师的区别

HTML+CCS。网络三剑客Photoshop Fireworks DreamWheaver

Subline Webstorm

Visual Studio Core

六：table表格的制作

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |

# Form表单元素

<form action=”” methd=”” name=“”>

</form>

有了表单元素，html文本才能上传到服务器。

常见表单元素：

input，a，form，select（下拉表），button，datalist。

<input>输入框，根据其type属性不同，可以变化多种形态（包括HTML5新属性）

button：按钮，

textarea：文本框

checkbox：选中按钮

tel：电话号码框

Email：邮件

Search：搜索框，与datalist 配合使用

Submit：提交按钮

file：上传按钮，点击打开计算机本地文件

range：控制条（控制时间，音量，进度等），max：最大长度，min：最小长度

Number：数字框

Color：调色板，看颜色

datetime-local：本地时间

time：时间日历

placeholder

autocomplete显示完全提示

autofocus：指定自动获取焦点

Sp额、llcheck 可对带有文本内容输入框和textarea控件设置。设完之后，类似于word文档里的错误拼写检查。

List与datalist：可为用户设置选值列表，与ooption配合使用。

Step：步伐，步骤，表示range控件每次走的步数

valueAsNumber属性

完成控件值在文本与数之间相互转换。

required 必填项

1. disabled  --  完全不可编辑，并且是不能复制
2. readonly-- 不可编辑，但是可以复制。

3.Readonly只针对input(text / password)textarea，而对于所有的表单元素都有效，包括select, radio, checkbox, button等。

4表单元素在使用了disabled后，当我们将表单以POST或GET的方式提交的话，这个元素的值不会被传递出去，而readonly会将该值传递去

<textarea>文本输入框

<select>下拉列表

<option></option>

<option></option>

<option></option>

<option></option>

</select>

select的mutiple属性：规定了有多个选项可以同时选择。

<datalist>元素规定预定义选项列表

文字格式化标签

文字标题：

<h1></h1>---<h6></h6>

段落：

<p>这是一段话</p>

<hr>段落间隔符，用于新闻日期和内容之间的间隔。

<font>:文本编辑器，用法：

<font size=”10” color=”erd”>

一段优美的文字

</font>

文字加粗标签：

<strong>**该减肥了**</strong>或<b >**该减肥了**</b>

文字斜体标签：

<em>*文字斜体*</em>或<i>*文字斜体*</i>

删除线标签：

<del>~~删除线~~</del>或<s>~~删除线~~</s>

文字下划线标签：

<ins>文字下划线</ins>或<u>文字下划线</u>

<span> span意思是跨度，测量；行内元素。

<textarea></textarea>文本输入框标签。

# 表格定义标签：

<table>属性有：

<tr>…</tr>行

<Td>…</td>列，单元格

<caption><h1>人员统计表</h1></caption>表格标题标签

Border=““：边框 soild实线 color颜色

Wideth=““：表格宽度

Heght=““：表格高度

Cellspacing=“0“：单元格间距（一盘单元格间距为0，即Cellspacing=“0“）

Cellpadding=’’’’：文字距单元格边框距离

Bgcolor=’’’’:背景颜色

Align=”center/right/left”居中/居左/居右。如果把它放到单元格标签<td>中，那么是单元格里的文字居中；如果将它放到表格标签<table>中，那么表格居中。

<th></th>:设置表格单元格标题，将哪一行设成标题，就放在哪一行的<tr>..</tr>里面，代替<td></td>。注意：表格类型<table>的标签与标题类型<h>的标签不能互相嵌套。

表格结构：

<table>

<thead></thead>

<tbody></thead>

<tfoot></thead>

</table>

表格单元格的合并：

横向合并（列合并）<td colspan=”3”>(有几就是几，写到第几个单元格就是从第几个单元格开始,然后把后面的单元格<td>删除)

纵向合并（行合并）<td rowspan=”3”>(有几就是几，写到第几个单元格就是从第几个单元格开始, 然后把后面的单元格<td>删除)

<Label for>关联标签

在我们的浏览器向服务器请求有两种方法：

1：get 特点是用户输入的信息会在地址栏上显示。

2：Post 特点是不会在地址栏中传送你输入的信息。

八HTML标签分为两大阵营

1：容器级标签：

<h1></h1> <p></p><ul></ul><ol></ol><dl></dl><dd><dt><form>

2:文本级标签 <span></span><img src=””><a><b>加粗</b>

<i>倾斜</i>

<Img sr=””>img:图片标签，行内元素。

Src属性：链接地址，可以是网页地址或本地地址。

Onload属性：onload表示加载好，换言之，没有加载好不会执行；

Complete属性：判断img是否加载完成，返回布尔值。True：加载完成，false：未加载完成。

第七天 CCS标准文档流与浮动

复习块级元素与行内元素的互相转换

哪些是块级元素？pul，ol，di，dt，dd，div，h1~h6系列。

哪些是行内元素？span、a、img、u、l、em、del、b。

他们的区别在于能否在一行内显示。

标准文档流与脱离文档流

从上而下地执行顺序称为标准文档流（织毛衣）

无规则地执行顺序称为非标准文档流。

一定要掌握的两个概念：

display：Block ；display ：inline。Display：none；

Display：inline-block：既可以像行内元素那样左右排列，又可以像块级元素那样设置宽高。

Display是显示模式，用来改变元素行为，块级性质。

Inline是“行内”。

一旦给一个标签加入display：inline；

那么这个元素就变成了行内元素。此时它和一个span无异。

此时这个div不能设置宽和高，并且能和行内元素并排。

同理：

display：inline；

“block”是“块”的意思。

让标签变成块级元素，此时一个行内元素变成了一个会计元素。

这个span能设置高和宽，这个span就占一行，别人无法与他并排，不能设置宽度，将撑满父亲。

标准流里面限制很多，标签的性质异常恶心，比如我们要并排，并且要设置高。

# Float：浮动。

由于标准文本流中，两个块级元素各自霸占一行，不能并排成一行，因此浮动的目的就是将两个块级元素并排成行。

float：right/left

可以带着自己的边框，颜色，边距而并排成行，已经脱离了文档流而不用display。

浮动是我们用CSS布局最长使用的技术。必须掌握。

并且两个元素并排了，并且可设置高和宽（这在刚才的比爱哦准文本中是不可想象的，标准文档里面不可设置宽和高）。

浮动元素不区分行内和块状元素。

饭是浮动的元素，脱离了标准流，都可以设置宽和高。

不需要加上display：none/display：block。

浮动元素的性质：

盒子塌陷现象：档浮动的元素宽度超过了父亲元素的宽度，那么它就会往下找容纳自己的宽度，如果找到，那么紧贴着找到的元素。如果没找到距离可以存放自己，那么继续往下走，这种现象会导致布局混乱。

浮动有一个“字围”效果。

Div挡住了<p>,但是<p>中的文字不会被挡住，形成“字围”效果。

关于浮动我们要记住一点，我们在初期一定要遵循把握一个原则。

永远不要一个东西单独浮动，要浮动一起浮动，否则都不浮动；即浮动是一起的。“字围”效果是个特别案列。

浮动的元素不能撑起盒子的高度，也就是说浮动只影响宽度，不影响高度。

# 清除浮动的4个方法：

清除浮动方法1：给浮动的元素的祖先元素添加高度。

如果一个元素要浮动，那么它的祖先元素一定要有高度。有高度的盒子，才能锁住浮动。

清除浮动的方法2:clear:both；

网址制作中，高度height很少出现，为什么，因为很所时候都是被内容撑起了高！那也就是说，在盒子中写上高度几乎不可见。

能不能写height，也把浮动清除了呢，也让浮动之间，互不影响。

Clear:both：就是清除，Both指的是左右，意思就是说清除别人对我的影响。这个方法有个致命的缺点，就是因为没有高，所以margin也失效了。

清除浮动方法3:隔墙法

清除浮动元素的方法4：内墙法

王炸：不让溢出：overflow：hidden。

Overflow是“溢出”的意思，hidden就是隐藏的意思。

所有溢出边框的内容，都要隐藏掉。

总结：清除浮动总结

（1）加高法

浮动的元素，只能被有高度的元素的盒子锁住，也就是说盒子内部有浮动，这个盒子有高度，那么妥妥的，浮动不会受到影响，但是，工作上，我们绝不会给盒子加高度，这是因为麻烦，并且不能自适应页面的快速变化。

1. clear:both

最简单的清除浮动的方法，就是给盒子增加clear:both。表示自己的内部元素，不受其他盒子的影响。

1. 隔墙法 在两部门盒子之间，建一堵墙，隔开两部分的浮动，让浮动的元素，不去追前面浮动的元素。
2. 内墙法 在第一个盒子后面加上一堵墙，这堵墙清除了

浮动，然后呢，还可以加上高度隔开与后面的距离。

1. Overflow:hidden 这个属性的本意，就是将溢出盒子的内容，隐藏掉，但是，我们发现这个东西能够用于浮动的清除。我们知道，一个没有高度（不设置高度）的父亲元素，不能被浮动的儿子撑起高度，但是如果这个父亲加上了overflow:hidden；那么这个父亲就能够被浮动的儿子撑起高度了，这个现象，不能解释，这是浏览器的小偏方。并且它可以让margin生效。
2. overflow：auto；清除浮动/溢出并产生拖动框
3. <ul>
4. <li>
5. <span class="title">哈哈哈哈</span>
6. <span class="date"> 2015-10-01</span>
7. </li>
8. <li>
9. <span class="title">哈哈哈哈</span>
10. <span class="date"> 2015-10-01</span>
11. </li>
12. <li>
13. <span class="title">哈哈哈哈</span>
14. <span class="date"> 2015-10-01</span>
15. </li>
16. <ol>
17. </ul>
18. IE6浏览器不支持12px以下的盒子（块元素），即任何小于12px的盒子，IE6中看起来都。

解决方案：很简单，就是将盒子的字号，设置成小于盒子的高度。比如0px；

Height：10px；

-font-size：0px；

现在我们介绍以下浏览器的一个机制hack就是“黑客“的意思，就是浏览器的后门，针对浏览器做兼容。IE6就留了一个后门，加上想要兼容的IE6浏览器的CSS属性，加上下划线”-“。

例如：-background color

第二，IE6不支持overflow:hidden清除浮动

解决办法：以毒攻毒。追加一条

-Zoom：1

完整写法：overflow:hidden

-Zoom:能够触发浏览器的layout机制，不要深究了。因为IE6有。我们不需要了解这个机制，有兴趣的同学回去搜一下。

# HTML与CSS语法扩展

第一 复习昨天的知识

浮动的目的是让所有的HTML标签脱离文档流。

标准文档流指的是浏览器从上至下按照顺序执行标签脱离文档流是指让浏览器同时读取块级元素和行内元素。

块级元素：占据一行。

行内元素是只占据自己的位置，可与其他元素并排。行内元素不许有宽和高，其宽高是文字的宽高display：online块内元素转成行内元素。Display：block行内元素转为块级元素。

## 外边框，轮廓与阴影

Border三要素：宽度，虚实，颜色。

宽度：上不封顶，无负值。

虚实：solid：实线；dashed：虚线。

Border：1px solid green

border：transparent。设置透明边框。

border-radius：向div元素添加圆角边框

Border-top/bottom/left/right:

Border-top-left:

Border-top-right

Border-radius：边框圆角：左上角，右上角，右下角，左下角。

border-radius：a px：边框圆角半径为a px；

百分数：圆角半径占宽/高的百分比；

圆点：宽高相等，并且border-radius：50%；

box-shadow:向块盒子设置阴影区域。不算作盒子本身的宽高。

box-shadow:横向偏移量 纵向偏移量 模糊范围 四周扩展范围 阴影颜色。

从左到右依次为：横向阴影位移（右正左负） 纵向阴影位移（下正上负）阴影模糊值 值越大模糊范围越广（正值延伸，负值内延伸） 阴影边框 阴影颜色；

扩展范围：必须使得纵横偏移量为0，值越大扩展范围越广。

文本阴影：text-shadow：横向偏移量（必选值）、纵向偏移量（必选值）、模糊范围（可选值）。

box-sizing: content-box|border-box|inherit;

border-box：为元素设定的宽度和高度决定了元素的边框盒。

就是说，为元素指定的任何内边距和边框都将在已设定的宽度和高度内进行绘制。通过从已设定的宽度和高度分别减去边框和内边距才能得到内容的宽度和高度。

outline-style（轮廓）：

outline（轮廓）是绘制于元素周围的一条线，位于边框边缘的外围，用于设置元素的整个轮廓的样式,可起到突出元素的作用。如果设置了none，则元素轮廓不会展现。

请始终在 outline-color 属性之前声明 outline-style 属性。元素只有获得轮廓以后才能改变其轮廓的颜色。轮廓线不会占据空间，也不一定是矩形。

None 默认。定义无轮廓。

Dotted 定义点状的轮廓。

Dashed 定义虚线轮廓。

Solid 定义实线轮廓。

Double 定义双线轮廓。双线的宽度等同于 outline-width 的值。

Groove 定义 3D 凹槽轮廓。此效果取决于 outline-color 值。

Ridge 定义 3D 凸槽轮廓。此效果取决于 outline-color 值。

Inset 定义 3D 凹边轮廓。此效果取决于 outline-color 值。

Outset 定义 3D 凸边轮廓。此效果取决于 outline-color 值。

Inherit 规定应该从父元素继承轮廓样式的设置。

## Overflow特殊用法：

overflow: hidden; /\*自动隐藏文字\*/

text-overflow: ellipsis;/\*文字隐藏后添加省略号\*/

white-space: nowrap;/\*强制不换行，不允许出现半汉字截断\*/

蓝色字体部分，二者配合，可以形成文本超出部分用省略号代替。

注意：这种方式只能在一行文本内适用，两行或以上的文本就不适用了。

（2）浮动是让标签脱离文档流

Div：分块盒子元素，其属性有：

<div Class =”div1”></div>部分等级

<ul>

<li></li>列表元素（文本文件）

</ul>无顺序列表

<ol>

<li></li>

</ol>

## Padding和margin的用法

Padding：衬料，衬垫。在CSS中它的意思是内边框到内元素的增加距离。系统body默认padding值=8px。

Padding：100px；上下左右都增加100px。即width增加了200px，height增加了200px

Padding right：100px；右内边框距离子元素增加100px。

Padding left：100px； 左内边框距离子元素增加100px。

在web制作工程里边，通常情况下，div的大小是不能改变的，所以加了padding之后相当于div的内边距和子元素之间距离增加了padding值的距离，所以div盒子要减高减宽。

一个盒子的真实宽高=width+padding+border

Margin：外边距，加边于。在css中它的意思是自己的位置外边框到兄弟元素的增加距离。系统默认margin值= px。Margin：边缘，距离，范围。

margin：100px；上下左右都增加100px。

Class：取名，命名属性。

margin top：距上个盒子

Margin bottom：距下个盒子。

Margin left：距左边的盒子。

Margin right：距右边的盒子。

Margin对定位了的元素仍然生效，但是参照点是元素定位之后的位置。

对于两个标准流上下排列div盒子的margin值来说，谁的值大谁说了算，即取较大值。这种现象叫做margin塌陷现象。由于标准文档流的盒子不能并排出现，所以没有横向塌陷的现象

注意：脱离了标准文档流的浮动的两个元素的margin值相加。

Div：分块，既可以包含嵌套，又可以同级。

## 居中

1. 盒子居中：margin：0 auto

Margin的值可取auto表示自动。（横向自动）

简写形式是margin：0 auto

注意：使用margin：0 auto的盒子<div>居中，必须有width，否则霸一行了

具有标准流的盒子才能使用margin：0 auto居中,也即是说当一个盒子浮动起来或者定位了，脱离了标准文档流，都不能使用margin：0 auto，但可以使用margin-left或者margin-right。

margin：0 auto 是居中盒子，不是居中文本。

(C) vertical-align: middle：使图片与文字上下居中

文本字体的居中使用text-align：“center“

普及一下text-align用法：

text-align：“left“（没卵用，因为文本默认是居左）

text-align：“center“（居中）

text-align：“rihgt“（居右）

在flex布局里：

justify-content: center;/\*里边的元素水平居中\*/

align-items: center; /\*里边的元素垂直居中\*/

text-indent：首行缩进，单位是em（中文字符）。

text-indent：2em代表着段落里面移动2个中文字符。

(4)善用于父亲的padding，而不是儿子的margin，这是因为儿子的margin属性本质上是描述同级兄弟之间的距离，而不是儿子与父亲（祖先）之间或者是上下包含嵌套之间的距离，所以嵌套上下级关系的距离属性我们首选padding，而兄弟同级之间的距离我们首选margin。

IE6的margin兼容问题：

IE6的bug，当连续出现浮动的元素，携带和浮动方向相同的margin时，队首的元素会出现双倍margin。

解决方案：

1. 使浮动的方向和margin的方向相反
2. 使用hack-margin-left：10px；

行高（line-height）

顾名思义，行高就是文本高度。他可以被继承，也就是说给父亲盒子设置行高之后，文本占据的高也会变成行高，但行高不能撑开父亲盒子的高度，如果行高大于父亲盒子的高度，那么文本就会跑到父盒子外面去。

Css中，所有的行都有行高，盒子模型的padding，绝对不是直接应用在文字上的，而是应用在行上的。

为了保证字在行内垂直居中，我们的设计工程师有一个约定，行高，字号一般都是偶数，这样，他们的商就是偶数，能被2整除。

单行文本垂直居中：

Line-height：”100px(这里的行高等于盒子高度)

文本在行内垂直居中

公式：行高=盒子高

需要注意的是这个小技巧，行高=盒子高只适用于单行文本，不适用于多行文本。

多行文本垂直居中

加padding减高（详见第一天笔记）

文字水平居中：text-algin:canter;

## font家族

使用font属性，能够修饰文字。文字的字号，行高，字体能够一齐设置

font-size：“字体大小”，单位是px，em，pt，rem， vw。

font-family：“字体样式“：“SimSun”，

font-style：斜体：一般都是none。

font-weight：加粗：normal普通，bold 加粗。

line-height行高：200，2，px，em，可以继承。

页面中不是所有的字体都能用，因为字体要看用户的电脑里有没有安装。

中文：我们在工作中只能用微软雅黑，宋体，黑体。如果页面中，需要其他字体，让UR工程师切图。

英文：Microfoft-yahei，Time new Roman

比如说，为了防止电脑用户中没有安装微软雅黑这种字体，那么要用英语逗号“,“来隔开备选字体。就是说如果用户电脑里没有安装某种字体，就要用英文逗号隔开。

如果将英文字体放到最前面，这样所有的中文就不能匹配英文字体。就能自动变成后面的中文字体。

所有的中文字体都有对应的英文名称。

Eg：微软雅黑：microfoft-yahei

Font’标记可以合并

Font：12px（字号）/30px（行高）{或“%300”，这里的%300是针对于字号的百分比，一般行高都大于字号。}“times new roman”，“Microsoft-yahei”，“宋体”

Font：12px/24px“宋体”等价于 font：12px/200%“宋体”。

## 超链接的创建与美化

超链接

在HTML中创建超链接非常简单，只需用<a></a>标记环绕需要被链接的对象即可，其基本语法格式如下：

a标签：

<a href="跳转目标" target="目标窗口的弹出方式">任何元素</a>

在上面的语法中，<a>标记是一个行内标记，用于定义超链接，href和target为其常用属性，下面对它们进行具体地解释。

href：用于指定链接目标的url地址，当为<a>标记应用href属性时，它就具有了超链接的功能。

**target：用于指定链接页面的打开方式，**如果在一个 <a> 标签内包含一个 target 属性，浏览器将会载入和显示用这个标签的 href 属性命名的、名称与这个目标吻合的框架或者窗口中的文档。如果这个指定名称或 id 的框架或者窗口不存在，浏览器将打开一个新的窗口，给这个窗口一个指定的标记，然后将新的文档载入那个窗口。从此以后，超链接文档就可以指向这个新的窗口。

**\_self为默认值。**

**\_blank为在新窗口中打开方式。**

**\_parent:在父框架集中打开被链接文档。**

**\_top:在整个窗口中打开被链接文档。**

**\_*framename:*在指定的框架中打开被链接文档。**

<base /> 可以设置整体链接的打开状态

Link：网页重定向，打开新的网页。其用法如下：

<Link rel=”icon” href=”123.function”>

Rel:引用，规定页面的引用。·

cursor: pointer;当鼠标悬停在链接上方时，鼠标箭头变成手指形态。

Href：取地址。

**注意:**

暂时没有确定链接目标时，通常将<a>标记的href属性值定义为“#”(即href="#")，表示该链接暂时为一个空链接。

不仅可以创建文本超链接，在网页中各种网页元素，如图像、表格、音频、视频等都可以添加超链接。

<li><a href="">数码产品</a></li>href的英文全称是hypertext

Lis-tstyle：列表元素前的黑点，由于网页默认list元素前的黑点，所以通常用list-style：none来清除超链接列表元素前面的黑点。

text-decoration: none;清除超链接列表元素的下划线

超链接的状态：

变成会计元素之后再

爱恨准则：”Love hate“先爱，后恨

1 ul li a：link：{ } 默认状态，即鼠标还没有点击 这个链接之前的状态。

2 ul li a：visited { }访问后的状态，即鼠标点击这个链接之后的状态。

3 ul li a：hover{ }悬停状态，即鼠标悬停在文本链接上的状态.

4ul li a：active:{ } 激活状态，即鼠标摁下去，还没松开，表示鼠标点击这个链接，但是不松手，一刹那的状态，英语是“激活的“。

伪类

也就是说，同一个标签，根据用户的某种状态，有着不同的样式。这就是伪类注意：“：”与后面的代码不能有间隔，否则不起作用。

伪类用冒号表示：

：link表示拥护没有点击过这个超链接，是英语“链接“的意思。

注意：这四种状态，必须按照顺序来写；如果不按照顺序来写，效果失效。这个顺序被称为“爱恨准则“。

爱恨准则：”Love hate“先爱，后恨

a:link{

}

a：visited{

}

A：hover{

}

A：active{

}

# Background家族

## 1：background-color背景颜色

背景颜色属性在CSS中表示方法有三种：单词，rgb表示法，十六进制表示法。单词表示法：

都是简单的颜色。能用英语中单词表示的颜色有限

rgd三原色表示法：

回顾一下三原色：红、绿、蓝，顺序记一下。

Red green blue都是由16进制的颜色值组成

background-color：rgb（0-255（红），0-255（绿），0-255（蓝）其中，255：纯红，255：纯绿，255：纯蓝）

用逗号隔开，rgb’取值都是0-255

十六进制法：

Background-color:#ff0000

十六进制：0-9.A,B,C,D,E,F

类似于rgd’表示法，都是将红绿蓝三种原色用0-f的十六进制数表示，设置数即可表示颜色的值。

我们的十六进制取色#6位数字或字母 可以简写#xx

Eg：#ff0000简写为#f00

#112233简写为#123.六位每相邻两位都相同的可以简写否则不能简写。

注意：在大公司里，WEB前端工程师禁止在公司配色。

## 2：Background-image:背景图片：

语法：background-image:url(相对路径)。

电脑默认是重复的，所以要想平铺或者是不重复，可以用：

Background-repeat：no-repeat（不重复）

Background-repeat：repeat-x/y（横向/纵向平铺）

背景图片有平铺的功能，就是说盒子可以被铺满，但背景图片不能撑大盒子，即使背景图片大小大于盒子大小。

其他值还可能有：

top left、top center、top right、center left、center center、center right、bottom left  
bottom center

Padding的区域也有背景图片。

background: url(“images/bynewsbg.jpg”) ;

background-image: ;

background-repeat:;

background-color: ;

background-position:;

背景图片定位属性：

1：url（“图片地址”）属性：图片地址

2：position是“位置，方位“的意思。Background-position是指背景颜色/图片在浏览器页面里面的属性，为不是自定义盒子的属性。

位置定位可以为负数。Background-position：center right，bottom，left，top。距离右，左，下，上 多少多少像素

Background-position ：100px 右100 ，200px；下100.

关于广告位：PV是多少

3：background综合属性：

Background -attachment：规定元素是否随着页面滚动而移动。

Fixed：不滚动。Scroll：默认值，滚动

inherit：规定应该从父元素继承 background-attachment 属性的设置

Background属性和border一样，是一个综合属性。

Background：red url（）no-repeat可以省略任意部分：

Background：red；

Background：颜色，url（），repeat-x，position，fixed；

清除溢出：overflow：hidden；

预告片：CSS3里面的属性

Background-orign，background-clip，background-size

做一个著名的CSS精灵（雪碧）涂鸦

北京798艺术区

## 本地图片/外部文件的引入：

通过路径url或者src来引入，引入的时候要分html文件与本地图片/外部文件的文件夹的位置关系：

1. 绝对路径：
2. 相对路径：

①该文件的父级文件夹的兄弟文件夹：../文件夹名字或者文件名。

以此类推，向上找父级文件（夹）

②该文件的同级文件或文件夹：同级文件夹名字或者文件名。

③该文件的子级文件夹内的文件：统计文件夹/同级文件夹的子文件名。

以此类推，向下找子级文件（夹）。

单行文本

（2）多行文本

注意：超链接<a></a>，所有的a标签继承text-，font的属性。因为a标签有一个伪类权。

# 定位的几种用法

position：定位，相距，单位是px或百分比(%)。

Background-position是指背景颜色/图片在浏览器页面里面的属性，为不是自定义盒子的属性。

定位可以为负数。

Position：static；浏览器默认定位（静态定位）。

定位有三种：相对定位，绝对定位，固定定位。

1. .相对定位：position：relative是个变量，如果直接设置，那么就并没有脱离标准文档流。浮动了的元素也可以设置相对定位，从而使被定位的元素压盖在父级盒子上。相对定位就是盒子相对元素自己于原来位置的改变。
2. position：relative ：必须先声明：我要相对定位了。

Left：以自己原始位置左端为准，距离自己原始位置左端向右的移动距离。可正可负，加上“-“，那么是反方向移动。

Top：以自己原始位置上端为准，距离自己原来位置上端向下的移动距离。可正可负，加上“-“，那么是反方向移动。

Right：以自己原始位置右端为准，距离自己原始位置右端向左的移动距离。可正可负，加上“-“，那么是反方向移动。

Bottom：以自己原始位置下端为准，距离自己原始位置下端向上的移动距离。可正可负，加上“-“，那么是反方向移动。

实质：浏览器给我们渲染了一个肉眼可以看到的图像，但是盒子还是在标准文本流中。

1. 绝对定位：position：absolute，他的本身意义是脱离文档流。

绝对定位是脱离标准文档流的，所以所有的标准文档流的的性质，绝对定位之后都不遵循了。

绝对定位之后，表亲就不区分所谓的行内元素，块级元素了，就不用再设置display：block了，就可以设置宽和高了。

绝对定位的参考点：有两种参考点：

1）没有祖先盒子设置定位：

如果用top描术，那么参考点就是**浏览器首屏页面尺寸（body页面）**的左上角，而不是浏览器的左上角。同理，如果是bottom，那么参考点是页面（body）的左下角，而不是浏览器的左下角。也就是说，定位是会随着 鼠标滚动而滚动，跟首屏页面的位置坐标保持不变。

以Bottom描述：那么就是浏览器首屏尺寸（body页面）的左下角为参考点，距离浏览器首屏尺寸（body页面）的左下角的移动距离。可正可负，加上“-“，那么是反方向移动。跟滚动没有半毛钱关系。

1. 已经有祖先盒子定位：

会自动寻找已经绝对或相对定位了的祖先个盒子的左上角。所以如果想让一个元素在一个盒子内定位，那么就要让父盒子先相对/绝对定位（一般是相对定位）

然后再设置该元素绝对定位。

3：固定定位：position：fixed；left：50%：以页面垂直中线为界，距离左半屏幕，也就是在右半屏幕。

4：静态定位：position：static；

Background -position：attuchment；定位在某一个位置不动

写作规范：用更少的代码完成更多的功能，大模块布局用浮动（float），小模块布局用定位（position）

注意：1：overflow：hidden对已经定位了的子元素仍然起作用。

2：margin对定位之后的元素仍然起作用，但是参照物是定位后的元素位置。

三角遮盖/精灵图/雪碧图的遮盖截取：可以用定位或浮动与overflow：hidden相结合，通过使父级盒子塌陷（height与line-height不等）然后再对父级盒子设置overflow：hidden，达到遮盖截取的目的。

# Z-index

## Z-index的应用

* Z-index值表示着谁压盖着谁，数值大的压盖着数值小的。
* 只有定位了的元素，才能使用Z-index,也就是说，不管是相对定位，绝对定位，固定定位，都可以使用z-index值，而浮动的元素不能用。（工作中不能使用）。
* Z-index值没有单位，就是一个正整数，默认的z-index值是0；
* 如果大家都没有z-index，或者是z-index的值是一样的，那么谁写在Html后面，谁在上面压盖着别的元素。定位了的元素，永远能够压住没有定位的元素。
* 从父现象，如果父亲定位的比较之中，某一个父亲怂了，那么它的儿子也怂了。

# JS基本算法与表达式

一：网页布局的流程与拆分

1. Web前段工程师从UI工程师手中接过网页设计图。

2:把设计图上的文字等转成我们的html+css布局代码。

1. 实现页面效果，添加动态内容，与服务器交互。

二：拿到设计图纸之后

1. 找到设计版心，测量版心距离；
2. 多用padding，少用margin；

Web开发，web三层

Html 超文本链接语言 描述页面骨架

Css 层叠样式表

JavaScript JS描述页面的交互

3.1 JS用来描述页面交互效果，提升用户提体验

简单介绍几个JS页面效果，他能干什么：

1：轮插图

2：选项卡

3：地图  
4：表单验证

3.2 JavaScript的history

布兰登-艾奇（Brendan Eich，1961~今天）1995年在网景公司，发明了JavaScript，叫做liveScript，但是由于当时java语言特别火，所以帮了打款，就改名为liveScript，如同“北大”与“北大青鸟”的关系。北大青鸟就是“北大”的搭牌。

同时还有其他网页，比如VBScript和Jscript等，但是后来都被JavaScript打败，所以现在所有的浏览器，只运行一种脚本，就是JS。

3.3学习JS的三大部分。

1：EcmaScript 语法

2：BOM 浏览器对象（Browser object Model）

3：DOM 文档对象（Document object Model）

EcmaScript是由ECMA国际组织前身为欧洲计算制造协会，英文名称是“European Computer MaunFactuers Asspcaition”。

JavaScript是由公司研发的，公司开发而成的一定是有些问题，不便于其他公司拓展和使用，所以这个组织，牵头是javascript的标准，取名为Ecmascript。

简单地说，Ecmascript不是一门语言，而是一个标准，符合这个标准的比较常见的有javascript，ActionScript（Flash编程），就是说你学完了JS，你也可以去其他软件的语言进行编程，

2016年6月，发布了最新版本的Ecmascript语言功能更强大，但是，浏览器厂商不能那么快的追随标准。

工匠精神 寿司之神 我为故宫修文物

3.4今天的Ecmascript承担更多责任

2003年之前，Ecmascript被称为“牛皮癣”，用来制作页面上的广告，弹窗，漂浮的个广告，什么东西惹人烦，什么东西就是Ecmascript的开发的。所以浏览器就推出了屏蔽广告的功能。

2004年Javascript的命运开始改变了，那年，谷歌推出了Ajax技术，Ajax技能就是Javascript的一个应用。并且，那时候人们逐渐开始提升客户体验了。

2007年乔帮主发布了第一代iphone。从这一年开始，全球进入了移动互联网时代，javascript开始在移动设备上大量使用。这一年，乔帮主狙击了Adobe的flash。

2011年Ryan Dahl推出了Node.Js使得Javascript可以开始开发后台服务器了。

IT行业本来就是国务院东部所有行业的薪资老大。

今天Javascript工程师是IT里面的薪资老大。能够和IOS，Android踩才下去。现在公司采用的一律都是WebAPP，就是网页技术开发手机APP，什么意思呢，手机有三大系统：IOS Windows Android，安卓工程师，windows，IOS工程师各10人，共30人。比如说“携程”，女生就必须做三个版本。现在公司采用了Web前段端。好处不用招聘那么多工程师。网页更新，

3.5 JavaScript非常好学（最起码跟着Roky Ren是这样的）

JavaScript在“对初学者友好语言排行榜”中排名第一。

JavaScript是有界面效果的，比如你学C语言的，那么对不起，白纸黑字。但是你做JavaScript，它有绚烂效果，效果是可见的，你的劳动可以被看到。

JavaScript是弱变量类型的语言，变量只需要var关键字，在C#中，顶一个数

Int a=10；

String s=“大家好”;

Double a=“1.23”;

我们的课程：

语言核心：变量，循环，运算符，函数，选择语句;

DOM让盒子移动，让盒子轮播。

BOM 让浏览器被我们的代码所控制。

学习JavaScript的学习方法和HTML，CSS截然不同。

要多去品尝JS，多去思考编程的本质，HTML，CSS好比富士康的工人，很精密，很小心。JS的重复性工作几乎是0，机会本都是需要创造性的思维来学习。而不像HTML，CSS，Padding机械重复。

永远不要背诵程序，每一个程序必须要自己写出来，今后有一个隐性的作业，老师的代码重打三遍。

我们的JS课程最大的好处就是让小白，纯0基础的同学体验到什么是变成，如何编程，其思维是什么，所以我们的JS课程，都是基础知识。很多深入的东西，后面去讲。

JavaScript是前台语言，而不是后台语言。

四 开始写第一个JavaScript程序

4.1程序的书写位置

在<style></style>的下方。

## 1.Alert(“ ”)：弹出警示框。

Alert（”哇塞！！“）;

如果要弹出两个或以上警示框，那么就要写两遍（或以上）也即是说，一个alert只能弹出一个警示框。

学习程序，是有规矩的。就是程序有相同的部分，这部分相同的我们称为语法。世界上的所有语言，都必须喊出一声Hello World向迈凯思-利威尔致敬。

我们的语法都是一样一行的执行，不能越行执行。

语法规则：

1： JS对换行，缩进，空格不敏感，也就是说，在编程时可以随意换行，缩进，空格。但是由于工程师书写，观察方便，便于纠错，工程师要按照良好的规格来书写。

2：每一句必须加上分号，虽然不必要。如果不加分号，那么压缩之后就不能运行了。所以以后写程序，必须加分号，而且所有的分号都是英文的。

还有同学们一定要注意：

**<meta charset="utf-8">**

**<style type="text/css"></style>**

**<script type="text/javascript"></script>**

不要写错。

define：定义

注意：字符串必须加引号，而数字（int型数据）并不需要加引号。

Console.log：控制台输出，相当于printf表示在审查元素时显示。浏览器页面F12调出来Console.log的输出结果。控制台是工程师/程序员调试的地方。我们经常用这个方法调试输出。

Console.log(“s”)

Console.log(s)

一：编程语言的分类以及所学知识的问题

1：脚本语言（Script语言）

Vbscript（微软出的针对ASP编程）ActionScript（Flash，已经于2012年淘汰，Adobe公司于12年宣布停止发布销售Flash）TypeScript。宿主环境是指他的代码执行在神经么环境中，那么我们的javaScript执行在浏览器环境下。**解释性语言**

2：编译语言C/C++

这些语言编译后直接可以被机器运行，并且开辟进程。C/C++编写程序是跨平台的。

3：预编译语言。

代表作：java/c#.第一次先便宜成机器系统可以识别的语言，第二次再编译成机器能够运行的语言。

简单回顾一下js函数的书写位置：

<script type=”text/javascript”>

Alert:(“”)；

console.log()；

Document.write()；

</script>

二：变量

2.1：变量的整体感知

X,y等，计算机程序设计中，也是用这样的量，就是用字幕表示数字、字符串等来表示其他东西的量成为变量。

Js中，“=”是赋值语句，而不是判断语句，“==”才是判断语句。

Var ：就是英语“varliant”变量的意思。用于给变量赋值。具体用法：

Var+变量名=变量值。即将变量值赋给变量名。这个变量的值可以是数字，也可以是字符串。

例如：var a=“10”，var name=“jeff”

注意：变量名不能与浏览器关键字重名，那么浏览器不认。

Var关键字：所谓的关键字，就是有特殊功能的语法。关键字后面一定要用空格隔开。符号表示赋值，会将等号右边的值，赋给等号左边的变量名。

2.2：变量的命名规范

Var变量名称只能由英文字母ab，数字12，下划线 \_\_，美元符号$等以及他们的组合构成，且不能含有数字开头，不能是系统关键字 并且他们之间不能加空格。

例如：var a=你好；

var \_a=“23”；

var $a123=hello；

var a\_sun=“哎”；

var a$0=“65”；

他们都是合法的。

var a-1=“23”；

var 2@=“23”；

var 5year=“23”；

var a￥=“23”；

var ！@%&=“23”；

Var a b=“nio”；

他们都是不合法的。

大写字母是可以使用的，并且js对字母大小写是敏感的。比如，A与a是不一样的两个变量。

2.3 变量的定义和赋值;

变量只有定义之后才能使用，没有定义过的变量浏览器不认识，不能用。

Var a=100；

Consle.log (a)

在js当中，永远都是用var来定义变量，这点和外面那些java，C/C++，C#等妖艳贱货不一样。

Document.write()在屏幕上书写

Console.log(“s”)输出文本字符串s

Console.log(s)输出变量s的值

**梗**：字符串加双引号，变量名不加双引号，也即是：加双引号的都是文本字符串，不加引号的都是变量名。

也就是说，一个变量如果想输出值，就不应该加双引号。

变量里面能够存储数字，字符串，变量会自动根据存储内容的类型不同，来决定自己的类型。也就是说变量有类型之分。

如果一个变量中存放了数字，那么这个变量就是数值类型的变量。

Var a=100；

Console.log(a)

Typeof显示输出数据类型：typeof（变量名）。

用法：console.log(typeof(变量名))

JS中，只要是个数，那么就是数值类型，无论是正数，负数，还是小数无论大小，都是数值类型，统统用number表示。

”浮“就是浮点数，就是”小数点“，专业术语称为浮点数。

String：字符串类型，用双引号引起来的

键盘上的”+“在js中有两个意思。

1. 连字符 。例如：”我“+”爱“+”你“就等同于”我爱你“，用来拼接用户输入内容和浏览器网页显示的内容。
2. 运算符+

同样是加号”+“有时表示的是连字符，有时候表示的是加号。什么时候是连字符？什么时候是加号？就是只有当加号两边都是数字的时候他是运算符，否则就是连字符。两边既有数字又有字符串的时候他就按照顺序执行，从第一个字符串开始，往后的数字都会隐式转化成字符串，第一个字符串之前的数字还是数字，只是用“+”相连接。字符串还是字符串，连起来之后总体来讲是个字符串，括号除外。但在工作中先写字符串。

总结：无论前面的var怎样定义，后面console.log()输出中，只要加引号，就输出字符串，只要不加引号，就输出字。

运算符“-”：

当字符串与数字用“-”相连时，会隐式将字符串转化为数字，然后再相减。

赋值语句,赋值表达式：

Var a=1；

b=2；

a=b；

a=a++等同于a=a,a++

a=++a等同于a++,a=a.

Console.log(a+b)

现在有两个变量，var a=3；var b=5.要求不使用第三方变量，交换两个变量a和b的值。

Var a=3；

Var b=5;

a=a+b;

b=a-b;

a=a-b;

Console.log(a b);

在计算机程序运算中，+，-，\*，/，% （取余）这些运算符跟数学一样，都是乘法（\*）、除法（/）、取余（%）优先级大于+、-。但是（）表示优先级。()里面的运算优先于（）外面的运算。没有中括号[ ]和{}，只有（）参与运算。

五：prompt（”“）用户对话框函数，相当于C语言中的csanf（）

Var receive=prompt（”请输入你的报价，我们汇给你折扣后的价格“）

Console.log(receive)打印出来receive的内容

用户输入到用户对话框的东西可以被receive接收到,从而在开发者页面显示出来。

receive= parseInt（receive）;

ParseInt：将用户书写的结果中的字符串中的数字转化为整数值（默认为取整数位，舍弃小数位）。强制转换类型

Console.log（receive\*0.8）;

布尔值与运算关系符，逻辑运算符。

布尔值：

学习了两种变量，数字类型的值和字符串类型。

实际上，还有很多数据类型。

数值类型的值，有无穷多个，因为世界上所有的数字，都是数值型。

布尔类型（boolean）：

布尔值只有两个：True，false；真和假

字符串：string 数值：number 布尔值：boolean，都是typeof的属性。

用法：例如：console.log(1<2);那么网页自动显示布尔值.

## 关系运算符

> 大于号,

< 小于号,

>=大于或等于 ,

<=小于或等于,

==判断是否等于，如果两边的类型不一样而数值一样，那么将进行一个隐式的转换，再比较数值。

===判断类型和数值是否相等

！==判断是否不等，用法和==相反

！===：判断数据和类型是否不等，用法与===相反

逻辑运算符：

&&：逻辑与（且）：必须同时满足，才能返回布尔值true，否则为false。

||：逻辑或：只要有一个满足，就能返回布尔值true，否则为false。如果有多个||存在，那么浏览器从前往后判断，只要第一个条件成立，后面的||条件就会自动放弃，不管了。

！逻辑非：必须不满足，用于求反。

其他运算符：+=：

## 短路表达式：

||：如果逻辑或运算符左边的值布尔转换后为true，那么返回左边的值，

如果逻辑或运算符左边的值布尔转换后为false，那么返回右边的值或执行右边的代码（不管右边的值是真还是假），如果两个操作数都是是null（NaN/undefined），返回null（NaN/undefined）。

&&：如果逻辑与运算符左边的值布尔转换后为true，那么返回右边的值或执行右边的代码（不管右边的值是真还是假）。如果逻辑与运算符左边的值布尔转换后为false，那么返回左边的值，但是当逻辑与的左边为 null/NaN/undefined ，结果就会得到null/NaN/undefined。

## 三目运算表达式：

三目运算：c=a>b?”1”:”0”;(a>b吗？如果a>b，那么为1，否则为0)

问号冒号表达式（？：）if...else...的另一种简单表达式。

语法：（条件）？值1：值2

判断条件是否成立，如果成立，那么就取值1，否则就取值2。

编程就是程序语言+算法。

## 条件语句（if...else if...else...）

If.。。Else。。。语句：

如果。。。没那么。。。否则。。。。

Else if。。。。语句：

除了上面if（真语句）之外的条件成立。。。那么。。。

If的执行顺序：if（）{}

**注意**：结果有多个else if（）{}并排出现，这个结果语句只能在当前的if（）{}中结束，不能跳过当前条件执行。也就是说，**其中一个条件语句if（）{}的结果语句只针对变量的初始值而言，并不继承上一个if（）{}的结果内容，他们之间是平行的。**

**用法如下：**

**If（真语句）{**

**执行语句；**

**}**

**Else if（真语句）{**

**执行语句；**

**}**

**Else{**

**执行语句；**

**}**

**最后一个else中，只有没有条件的情况下才能直接写else{}，有条件的情况下要加要用else if{**

**}**

**括号里的真语句可以为已经定义过的真语句。**

**括号里写真语句，然后自动返回一个bool值。**

初学者一定不要省略花括号，把花括号写完整，按规范的模式来。

## For循环

**For（初始条件语句，初始条件语句；循环条件语句；执行完本每次循环之后的执行语句）{**

**执行语句；**

**}**

**这个结构不能出错，如果初始条件有多个，那么初始条件用“，”隔开，而不能用“；”隔开。**

**i++等价于i=i+1.先使用，再自增。**

**++i是先自增，后使用。**

**i--等价于 i=i，i--。先使用，再赋值。**

**i=i++; i=i, i++先赋值，再自增；**

**i=++i; i++, i=i先自增，再赋值；**

**break：跳出本循环体，结束所有循环。相当于终止本循环体。**

**Continue：在本循环体内，跳出本次循环，进入下一次循环。**

**如果需要打印所有的结果，那么要把console.log放到for循环里面，如果得出一个结果就行，那么就将console.log放到for循环外面。所以for循环通常用于循环滚动或多个结果的输出。**

**For循环嵌套：外部循环执行一次，内部循环执行内部循环条件的次数。**

**For（var i=0;i<10;i++）{**

**For(var j=0;i<10;j++){**

**Console.log(j);**

**}**

**}**

**for（var 变量 in 数组名）{**

**}**

**变量：是自己定义的一个关键字，相当于for循环中的i。**

**关联数组：他是个JSON对象（JSON格式的JS对象）**

**用处：当所处理的数组是以键值对的形式存在的时候，用关联数组的方法可以分割数组，从而将键值对打印出来，更适合处理字符串。但性能比普通for循环速度较慢。**

**For循环内尽量不要声明变量，否则每次循环结束，被声明的变量会被清空。**

**For循环与判断的先顺序（全选与反选的实现原理）：**

**共同点：二者控制方式相同。**

**①全选：是单个控制多个；**

**②反选：也是单个控制多个。**

**二者的单个按钮都是个指示灯，作用都是给状态。**

**不同点：二者先决条件（前提）不同。**

**①全选的前提条件是以全选按钮（单个个体）为准则，所以不必管群体按钮的样式，只需要跟他保持一致就行了，所以先判断再循环；**

**②反选的前提条件是群体按钮中部分按钮的状态，所以要先for循环再判断。**

**For循环只是对数组中的每一项进行遍历，它的对象是对数组中的每一项而言，循环条件有几次，就循环几次，每次都是一个。这点很重要，不要理解成一次性循环所有的。**

## Break

break 语句用于跳出循环。

continue 用于跳过循环中的一个迭代。

## Break 语句

break 语句可用于跳出循环。

在for循环中，如果碰到break条件语句的话，for循环会将i依次累加，直到满足break所指定的条件的上一个下标（不包括break的条件）。如果碰到满足break的条件，那么就不会再往下循环，而是立即跳出当前整个for循环体，。

break 语句跳出循环后，会继续执行该循环体之后的代码（如果有的话）

## Continue 语句

continue 语句中断循环中的迭代。如果碰到continue的条件语句，就会跳过本次循环，然后继续循环中的下一个迭代。

## While循环

While（表达式）{

执行语句；

}

While循环是对while后面括号的表达式进行判断，相当于一个条件。当执行语句符合这个条件时，那么执行while循环体。

do

{

}while（）

## 遍历筛选——循环+if判断

循环遍历的时候，如果想用循环遍历筛选合适的条件，可以在循环遍历中添加if语句。但是不能写else。但是不能写else。但是不能写else。重要的事情说三遍！！因为既然是筛选，总有不符合的，if执行完之后else总会执行，所以筛选就无效了。

## Switch ...case语句

Switch...case语句：多条件判断语句：

这是一个分支语句，表示只匹配符合表达式里的语句里的内容。Default表示除了你列出的所有条件之外的情况。

用法如下：

Switch（条件表达式）{

Case常量表达式1：语句1；

//Break；

Case常量表达式2：语句2；

//Break；

Case常量表达式3：语句3；

//Break；

Case常量表达式4：语句4；

//Break；

Default 语句5；

}

原理：首先设置表达式 n（通常是一个变量）。随后表达式的值会与结构中的每个 case 的值做比较。如果存在匹配，则与该 case 关联的代码块会被执行。请使用 break 来阻止代码自动地向下一个 case 运行。

注意：case后面只能跟常量表达式，不能跟变量。

try...catch...finally    语句

try...catch...finally 语句 为 Jscript 实现错误处理。

try {

tryStatements

}

catch(exception){

catchStatements

}

finally{

finallyStatements

}

**参数  ：**

   tryStatement     必选项。可能发生错误的语句。       
   exception     必选项。任何变量名。exception    的初始化值是扔出的错误的值。

  exception属性：

exception.name: 错误类型.

    exception.message：错误信息    
   catchStatement       
   可选项。处理在相关联的    tryStatement    中发生的错误的语句。       
   finallyStatements       
   可选项。就是无论try与catch语句执行结果如何，都会执行的语句。

**说明   :**

   try...catch...finally    语句提供了一种方法来处理可能发生在给定代码块中的某些或全部错误，同时仍保持代码的运行。如果发生了程序员没有处理的错误，Jscript    只给用户提供它的普通错误信息，就好象没有错误处理一样。

tryStatements    参数包含可能发生错误的代码，而    catchStatement    则包含处理任何发生了的错误的代码。如果在    tryStatements    中发生了一个错误，则程序控制被传给    catchStatements    来处理。exception    的初始化值是发生在    tryStatements    中的错误的值。如果错误不发生，则不执行    catchStatements。

如果在与发生错误的    tryStatements    相关联的    catchStatements    中不能处理该错误，则使用    throw    语句来传播、或重新扔出这个错误给更高级的错误处理程序。

在执行完    tryStatements    中的语句，并在    catchStatements    的所有错误处理发生之后，可无条件执行    finallyStatements    中的语句。

请注意，即使在    try    或    catch    块中返回一个语句，或在    catch    块重新扔出一个错误，仍然会执行    finallyStatements    编码。一般将确保    finallyStatments    的运行，除非存在未处理的错误。（例如，在    catch    块中发生运行时错误。）。

# 函数的性质

## 1.复习

1.1复习：if/for等这些都是流程控制语句，是编译语言通用的语句。

If语句：

选择语句，给程序添加多种执行线路，有且只有一条出路。注意**跳楼现象。所以我们发现计算机的两个基本功能：1：计算能力。2：流程控制能力。**

**1.2 for循环语句：**

**顾名思义，就是将结构类似的语句重复执行。For语句可简化程序的书写，不用大量的复制粘贴。For语句充分地体现了计算机的“奴隶性”。**

**比如题目：寻找1—1000之内所有能被5或6整除的数字。他是把所有的结果都打印出来，而不是单单一个结果。**

**上面这个例子的算法叫“穷举法”或“枚举法”，就是一个一个的尝试列出，实验，判断每一个可能的结果是否符合。**

**计算机就是人类的奴隶，它没有自己的思维，就是一个不吃饭，有着极强运算能力的机器而已。所以不能用人类想当然的思维来让计算机工作。**

**While和do while（他们不常用）：**

**While（条件表达式）**

**{**

**}**

**Switch case语句：**

**Switch（条件表达式）{**

**Case1：常量表达式：执行语句1；**

**break；**

**Case2：常量表达式：执行语句2；**

**break；**

**Case3：常量表达式：执行语句3；**

**break；**

**Case4：常量表达式：执行语句4；**

**break；**

**Case5：常量表达式：执行语句5；**

**break；**

**}**

## 2.函数

2.1整体感知：

函数的定义：

**function 函数名（）{**

**函数体语句；**

**Return 结果；**

**}**

函数的调用：

定义变量

**函数名（）；**

**Console.log()**

函数在使用前要先定义或先声明，然后再执行调用。函数名称是自己定义的。

函数就是一种代码封装，就是将一些语句封装到函数里面，通过函数的执行，来执行这些语句。

Function就是英语”函数“的意思。是指将一些功能封装到里面。

Function是一个关键字，和var，typeof一样，都是关键字，后面要加空格。

123.html:19 undefined函数的名字有明明规范，和变量名一样，只能是字母，数字，下划线，美元符号，不能以数字或他们的组合开头。

后面的小括号，里面存放参数，大括号里存放函数体语句。函数后面不跟分号。

函数的调用：

如果函数不调用，等于白写。调用一个函数，就是**函数名（）；**

**Return 的作用：**[JavaScript](http://lib.csdn.net/base/javascript" \o "JavaScript知识库" \t "http://blog.csdn.net/gchonghavefun/article/details/_blank)在事件中调用函数时用return返回值实际上是对window.event.returnvalue进行设置。

而该值决定了当前操作是否继续。  
当返回的是true时，将继续操作。  
当返回是false时，将中断操作。

而直接执行时（不用return）。将不会对window.event.returnvalue进行设置

关于javascript中的 return false和return true  
return 是javascript里函数返回值的关键字，  
一个函数内处理的结果可以使用return 返回，  
这样在调用函数的地方就可以用变量接收返回  
结果。return 关键字内任何类型的变量数据或表达式  
都可以进行返回，甚至什么都不返回也可以比如return ;

**函数的好处是什么？**

**1.大量重复的语句将会被写入函数里面，这样以后我们需要用的时候，直接调用函数，不用谢重复语句，简化编程。**

**调用时候如果不加小括号（），那么就不显示函数结果，而是函数体。**

**小括号里面的是参数。注意：函数体的结果要有返回值，一个函数只能有一个返回值。如果一个函数有多个返回值，那么只有第一个返回值有效，其他的返回值都无效。**

**例如：var a，b，c；**

**Function sum（a，b）{**

**c=a\*b；**

**Return c；**

**}//函数定义完成。**

**Var x=1，y=2，z；**

**z=sum（x，y）；调用函数sum。**

**Console.log(c);**

**我们的调用函数与定义函数的参数个数要相同，如果不同，若是少了参数，那么将会把没有定义的值称为undefined。**

**如果两个或多个名字相同但是函数体不同的函数同时出现，那么结果将只打印最后一个函数的结果，不管console.log出现在哪里。**

**注意：函数体里面声明的变量为局部变量，不能被外部所访问，但for循环体和if语句定义的能被外部访问。**

**全局变量如果与局部变量名称相同，那么全局变量在本函数中会被覆盖， 被谁覆盖了呢？被本函数体内新建的一个与局部变量名相同的变量所覆盖。也就是说，全局变量在函数体内不能被直接调用**

**同名函数的重载：两个函数的执行顺序。**

**当浏览器看到多个同名函数时，它会从上下依次浏览，但不会执行，只有当看到最后一个函数时，他再执行函数结果。**

**函数的形参和实参：**

**形参：形式参变量，是指函数定义时的变量，相当于公式中的字母，只是把函数原理表示出来，并不参加函数的调用。**

**实参：实际参变量，是指函数调用时的变量，用于参与实际运算。**

**Arguments的长度是由实参个数所决定，function.length由形参所决定。**

## JS变量与隐式转换：

我们知道，JS是一种 弱变量（只有一种 var 变量声明类型），弱类型（只有6种类型）的一种语言。

若变量固然简单，但也带来了一定的困扰：变量的隐式转换。

NaN：不是一个数字的数字，用来解决隐式转换。如果不同类型的两个变量做数学运算，那么就可能涉及隐式转换。如果不能隐式转换，那么就是NaN。

Infinity ：Infinity 属性用于存放表示正无穷大的数值。

Nall，undefined。

**注意：1：形参变量不需要定义，可以直接拿来用。2：”+“的特殊性：在函数定义时如果要用到”+“，那么在函数调用的时候要注意，实参变量如果要相加，那么就要用（parseInt（a），parseInt（b））。这是因为”+“在html中不仅有算数运算符”+“的作用，而且有连字符”+“的作用。如果不加parseInt，那么就是两个字符串相连接。其他运算符都可以进行隐式转换**

形参是对实参直接负责的，也就是说形参能把函数逻辑关系传递到实参当中去。

## 函数类型的声明与调用

函数表达式就是JS'中的一个工具类型。它有两种表达方式

①函数声明：

function 函数名 (){

执行语句

}

alert (函数名.name);也就是说函数名称是可以被打印出来的。但是这个功能并不是所有浏览器都支持的。

②函数声明提升

就是先调用，再声明

nihao();

function nihao(){

alert("我是一个函数声明");

}

但是用匿名函数赋值给一个变量，那么就不能先调用。

a();

var a=function (){

alert("我是一个函数声明");

}

浏览器报错：a is not afunction。

而应该把调用放到声明之后。

var a=function (){

alert("我是一个函数声明");

}

a();

这样就可以了。

匿名函数表达式也称之为lameda表达式。像这样，通过一个变量动态生成一个函数表达式，就体现了函数的灵活性。

理解函数提升的定义：就是要求大家理解函数声明与函数表达式之间的差异。

二 递归函数

function factorial(num){

if (num<1) {

return 1;

}

else{

return num\*factorial(num-1);

}

}

alert(factorial(6));

打印结果为720.

自定义函数

UnDefined与null：

Undefined：是指未定义的变量，但是占用了计算机内存。

Null：是指连内存都没有占用的变量。

Js分为三个模块：

1：EcmaScript：就是JS的一些基本语法：赋值，循环，判断，函数等。

2：Bom ，浏览器对象模型。就是用前面学习到的JS语法去操作浏览器。

3：Dom 对html标签进行操作

补充;

1：.length 表示显示字符串的个数。

数据类型：Object：null和undefined，string，number，boolean（true/false），isNaN：判断是否是数值类型（true/fslse）

函数声明：function sum=（a，b）{ }

匿名函数 var sum=function（）{ }

自执行函数：（function（）{ }）

## javascript变量

作用域：如果几个变量都在同一个环境下，那么他们都称为在一个作用域下面。

循环和函数的作用域不一样。循环变量本来就是全局变量。

全局变量：

是指在函数外声明的变量或者在函数内部定义的无var 声明的变量。

调用特点：在任何情况下都可以调用。

局部变量：

是指在函数体内部用var声明的变量或者函数的参数变量，包括形参与实参。

调用特点：只能在当前函数内调用，出了该函数就是undefined。

作用域：

函数变量的作用域：

变量的优先级：

1：局部变量高于同名参数变量。

2：参数变量高于同名全局变量。

3：局部变量高于同名全局变量。

变量的提升：

在函数体内部声明变量会把该声明提升到该函数体内部的最顶端，只提升变量不赋值，因为在函数体语句内，函数体是从上往下执行的。在函数体外部声明的变量都是该函数的全局变量

在函数体内部出现的变量都是在函数体内部声明的。

作用域链：

1：内层函数可访问外层函数的局部变量。

2：外层函数不能访问内层函数的局部变量。

对象/属性链：JavaScript的变量都是对象的属性，而该对象可能又是其它对象的属性，而所有的对象都是全局对象的属性，所以这些对象的关系可以看作是一条链，链头就是变量所处的对象，链尾就是全局对象.

## 函数闭包

要学习函数闭包，一下这几点必须知道：

闭包是指有权利访问另一个作用域于内的函数变量。创建闭包的常见方式就是在一个函数内部创建另一个函数。

函数的闭包实际上是作用域的问题，在工作上牵涉到的主要问题就是浏览器内存泄露。函数（）如果加了（），就执行，如果不加（），就不执行，只是个函数体。

比如alert（a）和alert（a（））是不一样的，前一个是打印函数体，后一个打印的是a（）的结果。

**函数闭包问题，说白了就是变量作用域的问题。**

**1：函数可以理解为既可以存放，又可以赋值给变量的一个内存空间。函数体内部可以调用另外一个函数体的变量，也可以调用全局变量。如果一个全局变量在一个函数体内部被赋值了的话，那么它在该函数内就成为了一个局部变量；在另外一个函数内调用的是该变量在上一个函数内的值。也就是说，函数体跟全局这两个内空间存是不同状态的两个空间，他们可以分别调用或声明变量，二者不一样。**

**2：在函数内部声明的变量永远是局部变量，只能在该函数内部使用，在其他函数内无效。**

**3.如果在函数外面（全局范围）声明了一个变量，再在函数内部声明一个同样的变量，那么该变量的值以函数内部赋值为准。**变量的作用域

## 函数详解

一：this关键字

This 关键字代表着当前对象，

1. 在script标签里面打印出this，那么this是当前的window对象，打印结果是[Object Window]
2. 如果写在script标签里的变量或函数，其实都是我们写在window对象下的对象成员。写在function下面的this指向的是window，而不是指向函数的形参。
3. 事件中的this指向：

指向函数所作用的html元素对象（标签）

二window.SetInterval(“函数（）”，3000)；它调用的函数永远是全局函数，而不是局部函数，说白了必须是window对象下面的函数。我们在window.onload这个事件里卖弄定义的函数，它的作用域只是onlod事件（window对应的事件有很多，如window.alert,window.console.log等），所以SetInterval无法找到并调用。

注意：如果在某个子作用域中调用了setInterval（）方法，那么在在此时，setInterval（）方法里的函数作用域就是全局的了。如果还想调用子作用域的this，就要转换作用域，就要在setInterval（）方法外面写：const \_this=this；在setInterval（）方法里面调用\_this.

## 关于ValueOf( )的用法

ValueOf是返回指定对象的原始值，而tostring是强行转化输出为字符串形式。

1：ValueOf它是我们object对象下的函数。其他的对象也有这个函数，为哦什么呢，因为任何对象都是继承了object！既然Object有，那么孩子也有，理所当然。

## New 方法与构造函数

构造函数不需要返回对象，饮食的返回对象

1：当我们在页面上大写定义一个函数的时候，那么约定俗成的就是大写函数是为了创建类。

2：当我们在外面通过new 函数名称（构造函数）实例化一个对象的时候。浏览器会隐式的给我们new object()对象

3：然后把我们定义好的function构造函数添加到object对象里面作为他的一个成员。

4：通过New 构造函数实例化的时候，我们就可以得到一个具体的类实例。

使用构造函数的方法解决了重复实例化的问题，又解决了对象识别问题。但是问题是感官上没有new Object()。为什么可以实例化。

所有的构造函数实例都是

![](data:image/png;base64,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)

可用之处：1 构造函数没有new Object();后台会隐式自动 创建一个 var box=new Object();

2 this 就指向了box

3 构造函数不需要返回对象，隐式的返回对象。

规范： 1 构造函数名首字母大写

2 必须使用new 构造函数名 首字母大写

规范:构造函数首字母大写

对象的伪装：要伪装的对象.Call(“伪装的对象”，要伪装的对象)；

对象方法的比较：

1：如果比较两个函数的运行结果，那么比较的是两个输出结果的值，结果有可能一样。

2：如果比较两个函数的名称，两个函数体也有可能一样，那么打印出来也一样。但是实质上比较的是两个函数体的地址位置。那是肯定不一样的。

堆栈：

栈方法：（LIFO）（先进后出）

队列方法（LIFO）后进先出

对象的伪装： 被伪装的对象.Call(‘伪装的对象’，要伪装对象的实参)。有多少参数写多少参数，可以是函数。

场景：有利于自己的自定义对象成员和实现方式。不被泄漏。

## Call，apply，bind的用法：

### Call的用法：

是自定义一个变量类型a，构造一个函数体，函数名.call(a,属性1，属性2.。。)然后让元素a运行。

//声明一个原型对象方法：

function Box(name,age)

{

this.name=name;

this.age=age;

this.run= function () {

return this.name+this.age+"运行中";

}

}

var o=new Object();//声明一个伪装体对象

Box.call(o,'Rocky',30);//用新声明的函数伪装原函数。

alert(o.run());

注意：call改变了this的指向。

如果在函数体1里面定义了一个函数体2；函数体2描述函数体1的一个对象，那么函数体2就成了局部函数。在函数体1外部直接调用函数2的时候，window会把函数2定义为undefined，一般不能调用。如果想要在函数体外部调用函数体2，那么就要用到指针this。

this.函数1属性=function（）{

执行语句；

}

那么这样就能在函数体1外部调用函数体2了。

在事件函数中，如果要在内部函数体中调用外部函数体中的对象，要另外声明一个变量存储父级函数的“this”，否则直接写对象名。

## apply的用法：

Apply的用法同call一样，区别只是apply以数组形式传参，而call是以单个参数形式传参。

总结：call和apply，bind都是用来改变函数中this的指向  
不同的是call和apply不仅改变了函数中this的指向并且立即调用了函数而bind仅仅是替换了this没有调用

# JS数据类型与Object

## Js数据类型

任何类型都有布尔值，强制将其他类型转化为boolean：

|  |  |  |
| --- | --- | --- |
| 数据类型 | Boolean表现 | 说明 |
| String | True/false | 非空字符为true，空字符为false |
| Number | True/false | 非零为true，零为false |
| Undefined | 只有false | Undefined类型只有一个值undefined，并且为false |
| Null | False | 他是一个空对象。 |

**一：ECMAScript就是语法，它里面包含了6个语法对象**

**①Js语法的初级数据类型有：**

**Undefined（只有一个值undefined）**

**string**

**number（包括数字和NaN）**

**null**

**Objecct(包括function与array)**

**boolean**

**Undefined：JS里面没有被声明的局部变量或已经被声明但未被赋值的变量。它里面只有一个值，那就是Undefined。**

**String：字符串类型。**

**Number：数字和NaN**

**Null：未被开辟空间来存储值的变量成为null。也就是说不存在的变量打印出来就是null。**

Null 是第二个只有一个值的类型，这个特殊值就是null，从逻辑上来说，null值表示一个空对象，而这个对象用typeof检测null值得时候会返回object。也就是说，其类型是object。

**Objecct：对象。书写形式为：**

**Var aa={**

**A：”nini”,**

**B:”wertp”**

**....**

**}**

**Console.log(aa[“A”]);//结果为“nini”**

**Console.log(aa.A);//结果为“nini”**

**Aa[“A”]=”nini”,**

**aa.A=”nini”**

## 判断数据类型的属性与方法：

**1.Typeof（）方法：**

**Typeof（）方法用来检测某个变量属于六种数据类型的哪一种，返回首字母小写的字符串类型的数据名称（“object”，“string”，，，，）。**

1. **constructor属性：**
2. **constructor.name也是检测某个变量属于六种数据类型的哪一种，但要比typeof准确。返回首字母大写的字符串类型的数据名称（“Object”，“String”，，，，）。**

**比如，用typeof判断一个string类型的数据，只能判断到object这一层，但是constructor.name可以准确判断到string这一层。**

# Array类型的方法属性

## 数组的定义：

Var 数组名=new Array（元素个数）;

数组名[1]=”元素1”；

数组名[2]=”元素2”；

数组名[3]=”元素3”；

数组名[4]=”元素4”；

..............;

这种方法比较官方，

也可以：

Var 数组名=new Array（“元素1”，“元素2”，“元素3”，.......）

数组名 .length:该数组的元素个数。

或者是

var 数组名=[“元素 1”,”元素2”,”元素3”,”元素4”,..............] 这种方比较简单，比较常用。

默认的元素的索引位从左到右是第0位，第1位，第2位，第3位，第4位。。。。。

定义一个空数组：var a=[ ];

注意：中括号里的数据类型必须是同类型。

关于数组的长度length:

数组的length属性指的是该元素所包含数据类型的长度或个数，字符串的个数，数组元素的个数等，并且可以动态设置，即初始化元素个数之后还可以设置length的值。

如果你定义的数组元素个数大于真正数组元素，那么数组元素定义的个数可以被你真正写的元素个数所扩大，这种现象是因为在工作中汪汪你不知道你到底要定义多少个。

相反，如果你定义的数组元素个数大于真正数组元素，那么多余的元素就会显示undefined或显示空字符，就是空白，啥都没有，但实际上是打印了。

在工作中，通常要将每一个数组元素单独打印，可以用for循环来实现。

var a=[1,5,8,9,12];

for (vari = 0; i < =a.length; i++) {

i=a[i]

alert(i);

}

如果直接打印数组名称，那么会把数组默认转化为字符串。

注意，结果要注意字符串跟数字还有符号的表达，该用连字符用连字符，该用引号的用引号。

## 数组元素的添加：

1.添加索引：数组名[n+1]=”新元素”；

2.concat：js的Array对象提供了一个叫concat()方法，连接两个或更多的数组，并返回合并后的数组。

用法：

var arr0 = arr1.concat(arr2,arr3,arr4,......)；

Console.log(arr0);

arr1.concat(arr2,arr3,arr4......)--------这是个赋值语句。想要得到新数组，必须用变量接收；

concat()方法可接受任意多的数组，把他们逐个添加到已有的数组，并返回添加后的新数组。无论concat进来的是一个数组还是一个元素，都返回新组成的数组。a.concat(b)返回的是新的数组。

var arr1=["a","b","c","d"];

var arr2=["e","f"];

Var arr3=arr2.concat(arr1);

console.log(arr3);

//返回 ["e", "f", "a", "b", "c", "d"]。

将数组b拓展给a，使a成为a和b合并后的新数组，并返回新数组的长度。

1. 向数组的末尾添加元素：push（）

push（）方法可接受任意多的数组元素，把他们逐个添加到已有的数组，并返回添加后的新数组的长度，不可用变量接受。无论push进来的是一个数组还是一个元素，都返回原数组长度统统+1。

数组在for循环内添加元素的话应该用push，而不应该用concat。

a.push(b)返回的是新数组的长度（length）；而执行完push语句后，打印a,才返回新数组。例如：

var arr1=["a","b","c","d"];

var tt1=1;

arr1.push(tt1);

console.log(arr1.push(tt1));//返回5；

console.log(arr1);//返回["a", "b", "c", "d", 1]；

4.在数组的开头添加新元素:unshift()

Unshift()推入，从开始位置添加元素，并返回被添加的元素。

5.在数组的第2位置添加一个元素 - splice()

## 数组元素的删除与截取：

Arr.join() 把数组的所有元素放入一个字符串。元素通过指定的分隔符进行分隔。

数组名.shift（）移除数组中第一个元素并返回数组并返回被移除的元素，原数组长度-1

②pop（）从数组的末尾移除最后一个元素，返回被移除的这个元素。

Slice（a，b）（自立为王）从一个数组中抽取一个或多个元素来组成一个新的数组。a是从第a个下标开始截取，b是到第b个下标

Slice（i，j）--------从一个数组中按下标抽取i-j元素来组成一个新的数组，自立为王。

王炸：

数组名.splice(i,j)----------从第i索引位开始删除，删除j个元素。i>=0,j>=1。

这个很叼：数组名.splice(i,j，“元素1”，“元素2”。。。)----------从第i索引位开始删除，删除j个元素，并从第i个元素开始添加“元素1”，“元素2”。。。

## 数组的循环遍历

### 1.$.each(prama,function(index,el))

jQuery遍历数组中每一个元素并为每一个元素添加事件：

.each()方法，该对每一个选中的对象添加函数事件，相当于for循环.

.each()的2种写法：

1：$(“”).each(function(index,element){

//添加事件语句

index是索引值，

此时的$(this)与element相同，都表示获取所遍历的每一个节点对象；

但是：$(this).click(function(){

//实现功能语句

此时的$(this)指的是你点击的单个节点对象。

})

})

2$.each($(“”),function(index,element){

//添加事件语句

此时的$(this)与element相同，都表示获取所遍历的每一个节点对象；

})

### 2.循环对象$.each()

$.each()接收两个参数，第一个是需要循环的对象或数组，第二个是回掉函数。

用法：$.each(obj,function(key,value){

})

$.each()方法比较牛逼，可以循环遍历对象，依次输出对象的每个键与值。

index()方法：

jQueryObject.index( [ object ] )或者$(selector).index()

index() 方法返回指定元素相对于其他指定元素的 index 位置。

这些元素可通过 jQuery 选择器或 DOM 元素来指定。

**注释：**如果未找到元素，index() 将返回 -1。

**返回值：**

index()方法的返回值为Number类型，返回指定元素的索引位置(从0开始算起)。

注意：以下文本描述中的当前元素表示当前jQuery对象的第一个元素。

如果没有指定参数object，则返回当前元素在其所有同辈元素中的索引位置。

如果object为String类型，则将其视作选择器，返回当前元素在选择器所匹配的元素中的索引位置。如果该选择器不匹配任何元素或者当前元素不在匹配到的元素内，则返回-1。

如果object为DOM元素或jQuery对象，则返回该元素(或该jQuery对象中的第一个元素)在当前jQuery对象所匹配的元素中的索引位置。

这个写法有个bug，index()方法打印出来的不是相对于你规定的那些元素中的洗标，而是相对于页面boday下所有的Html标签下标。

### 3.Array.map()

map()方法遍历数组的每一个元素。Item是数组的单个元素，index返回item的索引。map循环有一个至关重要的前提条件：那就是map循环的对象必须是颜色意义上的数组（constructor.name==”array”）。另外，map()方法是有返回值得，要把map的结果返回出来。

用法：arr.map(function(value,index,array){

　　//do something

　　return XXX

})

Map方法的性质：

1. map() 不会对空数组进行检测。

2. map() 不会改变原始数组。

3.跳出map循环的方法：return false;

### 4.Array.forEach()

用法：arr[].forEach(function(value,index,array){

　　//do something

})

用法与map相同，只不过没有返回值。

## 数组的搜索：

### 1.Arr.indexOf(item);

indexOf()方法可返回某个指定的字符串或数组值在字符串或数组中首次出现的索引位置，若不在其中则返回-1 。但是这种方法只能搜索基本的数组，复杂的对象数组不起作用，始终返回-1.

### 2.Array.find()/array.findIndex()方法

用法：Array.find(function(){})/array.findIndex(function(){})

find()、findIndex()接收一个回调函数，搜索一个满足函数条件的值。

find()与findIndex()的不同支持就在于：find()方法返回第一个满足函数条件的数组元素值，而findIndex()返回该值的索引。如果未找到的话，find()会返回undefined，findIndex()返回-1。

### 3.arr.includes(item,[index])

Includes()方法接收两个参数，第一个是被搜索的元素，第二个是开始搜索的索引位置，也就是从第几位开始搜索，正数是从该位开始搜索，负数是从右边倒数该位置开始索引。省略之后就是全数组搜索。返回的结果是一个布尔值，找到的话就是true，找不到返回false。

### 数组的筛选——循环遍历+if判断

循环遍历的时候，如果想用循环遍历筛选合适的条件，可以在循环遍历中添加if语句把符合条件的筛选出来。但是不能写else。但是不能写else。但是不能写else。重要的事情说三遍！！因为既然是筛选，总有不符合if条件的，if执行完之后else总会执行，所以筛选就无效了。

## 数组的检测：

### Array some() 方法

some() 方法用于检测数组中的元素是否满足指定条件（函数提供）。

用法:

array.filter(function(currentValue,index,arr), thisValue)；

currentValue：当前在数组中处理的元素。

Index：正在处理元素在数组中的索引。可选。

Arr：调用了filter的数组。可选。

thisValue：执行 callback 时的用于 this 的值。可选。

some() 方法会依次执行数组的每个元素：

如果有一个元素满足条件，则表达式返回true , 剩余的元素不会再执行检测。

如果没有满足条件的元素，则返回false。

some() 不会对空数组进行检测。

some() 不会改变原始数组。

### Array filter() 方法

filter() 方法创建一个新数组, 其包含通过所提供函数实现的测试的所有元素。

array.filter(function(currentValue,index,arr), thisValue)；

currentValue：当前在数组中处理的元素。

Index：正在处理元素在数组中的索引。可选。

Arr：调用了filter的数组。可选。

thisValue：执行 callback 时的用于 this 的值。可选。

filter() 不会对空数组进行检测。

filter() 不会改变原始数组。

## 数组的转义：Array.from()

Array.from()方法就是将一个类数组对象（具有length属性的对象）或者可遍历对象转换成一个真正的数组。

let arrayLike = {

    0: 'tom',

    1: '65',

    2: '男',

    3: ['jane','john','Mary'],

    'length': 4

}

let arr = Array.from(arrayLike)

console.log(arr) // ['tom','65','男',['jane','john','Mary']]

如果把length属性去掉，就会出现问题。

console.log(arr)  // [ undefined, undefined, undefined, undefined ]

由此可见，要将一个类数组对象转换为一个真正的数组，必须具备以下条件：

1、该类数组对象必须具有length属性，用于指定数组的长度。如果没有length属性，那么转换后的数组是一个空数组。

2、该类数组对象的属性名必须为数值型或字符串型的数字

ps: 该类数组对象的属性名可以加引号，也可以不加引号

## 数组与字符串的转换：

Join（）将数组转化为字符串。

.join(“,”“ ”“.””/””：”)以逗号，. / 冒号等将数组中的每个元素拼接成字符串。

语句名.split(“,”“ ”“.””/”””)-----------用逗号,空格，斜杠等分割字符串，并返回一个分割后的数组。

## 数组元素排序：

### Sort排序：

Sort（）方法的排序规则：将数组中的每一个元素toString（）方法调用，然后根据字符串进行排序。字符串排序：按照字符串的ASCII码值，默认是ASCII升序排列。

function sortNumber(a,b){

return a - b；

}

*var* arr1=[3,45,56,12,23,26,78,86,92,71,54];

*console*.log(arr1.sort(sortNumber));

这样，就可以准确地把数组从小到大排列起来了。

### 冒泡排序:

*function* maopao (*arr*) {

for (*var* i = 0;i<arr.length;i++) {

for (*var* j = 0; j < arr.length-i-1; j++) {

if (arr[j]>arr[j+1]) {

const swap = arr[j];

arr[j]=arr[j+1];

arr[j+1]=swap;

}

}

return arr;

}

*var* arr=[2,5,3,1,7,8,78,89];

*var* temp=arr[j];

arr[j]=arr[j+1];

arr[j+1]=temp;

}

*var* dd= maopao(arr);

*console*.log(dd);

### 对象数组排序：

通常我们需要根据一个对象数组的每个元素的某一个性质（比如id）来进行排序；这个要比上面稍微复杂一些，但是原理思想是相同的，所以写法类似。

var compare = function (obj1={}, obj2={}) {

var val1 = obj1.id;//若是根据id排序 那么就写id，如果根据其他属性排序 就是其他的

var val2 = obj2.id;

if (val1 < val2) {

return -1;

} else if (val1 > val2) {

return 1;

} else {

return 0;

}

}

var objArr=[

{

name:"李二",

id:3,

age:20,

},

{

name:"张一",

id:1,

age:18,

},

{

name:"找四",

id:10,

age:90,

},

{

name:"王三",

id:8,

age:18,

},

{

name:"冯五",

id:5,

age:18,

},

];

console.log(objArr.sort(compare));

## 数组去重：

### new Set()去重

new Set()方法：对基本类型的数组进行去重操作。ES6中新增了Set数据结构，类似于数组，但是 它的成员都是唯一的 ，其构造函数可以接受一个数组作为参数

let array = [1, 1, 1, 1, 2, 3, 4, 4, 5, 3];

let set = new Set(array);

console.log(set);

### 不排列数组的情况下

思路：

1.创建一个新的数组存放结果

2.创建一个空对象

3.for循环时，每次取出一个元素与对象进行对比，如果这个元素不重复，则把它存放到结果数组中，同时把这个元素的内容作为对象的一个属性，并赋值为1，存入到第2步建立的对象中。

说明：至于如何对比，就是每次从原数组中取出一个元素，然后到对象中去访问这个属性，如果能访问到值，则说明重复。

一：function func1(array){

var temp = [];//临时数组

for(var i=0;i<array.length;i++){ //遍历当前数组

//判断array[i]是否在临时数组中，不在则将array[i]的值复制到temp里 //indexOf()方法可返回某个指定的字符串或数组值在字符串或数组中首次出现的位置，若不在其中则返回-1

if (temp.indexOf(array[i]) === -1) {

temp.push(array[i]);

}

}

return temp;

}

二：Array.prototype.unique3 = *function*(){

*var* res = [];

*var json* = {};

for(*var* i = 0; i < *this*.length; i++){

*console*.log(*json*[*this*[i]]);

if(!*json*[*this*[i]]){

res.push(*this*[i]);

*json*[*this*[i]] = 1;

}

}

return res;

}

*var* arr = [112,112,34,'你好',112,112,34,'你好','str','str1'];

alert(arr.unique3());

### 排列数组情况下：

思路：

1.先将原数组进行排序

2.检查原数组中的第i个元素 与 结果数组中的最后一个元素是否相同，因为已经排序，所以重复元素会在相邻位置

3.如果不相同，则将该元素存入结果数组中

Array.prototype.unique2 = function(){

this.sort(); //先排序

var res = [this[0]];

for(var i = 1; i < this.length; i++){

if(this[i] !== res[res.length - 1]){

res.push(this[i]);

}

}

return res;

}

var arr = [1, 'a', 'a', 'b', 'd', 'e', 'e', 1, 0]

alert(arr.unique2());

数组名.reverse()-------------数组元素进行反转，排头变队尾。

indexOf() -------方法可返回某个指定的字符串值在字符串中首次出现的位置。它的合法取值是 0 到 stringObject.length - 1。如省略该参数，则将从字符串的首字符开始检索。indexOf() 方法对大小写敏感！如果要检索的字符串值没有出现，则该方法返回 -1。

**For循环之后，a[ i ] .index=i:数组当前元素的索引值；通过给index赋值为i来实现获得当前元素的索引值，供下一次调用。**

**说明：i不是索引值，而.index才是索引值。i只是index的值。**

主要处理下拉菜单问题。

### 对象数组去重(特殊数组去重)

思想：因为对象数组不能直接用indexOf()方法判断，所以我们可以简化为普通的临时数组代替，做简化处理。

①for循环arr0，把所有原始数组的每个对象的某个属性（如id）都push到一个新数组arr1内，这样push之后的数组就变成普通的有重复数组了。这样就简化为普通的数组去重问题考虑。

②再声明一个中间数组arr2，for循环arr1，判断arr2.indexOf(arr1[j])==-1?如果不存在，就把arr1[j]push到arr2中去，否则(重点在否则)，arr2.push(0)(这里arr2随便push一个东西就行，目的是跟push进来的arr1[j]做区分),此时的数组arr2.length===arr0.length===arr1.length。

③声明一个目的itemArr，for循环arr2，此时arr2肯定既有arr1的元素又有0，判断arr2[k]!=0;就让itemArr.push(arr0[k]);

④console.Log(itemArr);我们就得到了去重后的数组。

代码如下：

var arr0=[

{

name:"张三",

id:1,

age:18,

},

{

name:"李四",

id:2,

age:20,

},

{

name:"张三",

id:1,

age:18,

},

{

name:"王五",

id:3,

age:90,

},

];

var arr1=[];//id数组

var arr2=[];//中间数组

var itemArr=[];//目的数组

console.log(arr0);

for(var i=0;i<arr0.length;i++){arr1.push(arr0[i].name);}

for(var j=0;j<arr1.length;j++){

if(arr2.indexOf(arr1[j])==-1){

arr2.push(arr1[j]);

}else{

arr2.push(0);

}

}

console.log(arr2);

for(var k=0;k<arr2.length;k++){

if(arr2[k]!=0){

itemArr.push(arr0[k]);

}

}

console.log(itemArr);

## 将伪数组转化为严格意义上的数组

### 伪数组的定义：

因为数组（array）严格意义上来讲是Object类型的一支，所以这里把符合以下条件的对象称为伪数组：  
1，具有length属性  
2，按[索引](http://www.jzxue.com/tag/%CB%F7%D2%FD/" \t "https://blog.csdn.net/diligentcatrich/article/details/_blank)方式存储数据  
3，不具有数组的push,pop等方法

常见类型有：

1. function内的arguments 。  
   2.通过以下几种：

Object JSON对象

document.forms

Form.elements

[Select](http://www.jzxue.com/tag/Select/" \t "https://blog.csdn.net/diligentcatrich/article/details/_blank).options

document.[get](http://www.jzxue.com/tag/get/" \t "https://blog.csdn.net/diligentcatrich/article/details/_blank)ElementsByName()

document.getElementsByTagName()

document.getElementsByClasssNameName()

[childNodes/children](http://www.cnblogs.com/snandy/archive/2011/03/11/1980085.html" \t "https://blog.csdn.net/diligentcatrich/article/details/_blank)

等方式获取的集合（[HTML](http://www.jzxue.com/wangyesheji/html/" \t "https://blog.csdn.net/diligentcatrich/article/details/_blank)Collection，NodeList）等。

### 转换方法：

1. 使用Array.prototype.slice.call();或者[].slice.call();方法
2. 使用ES6中Array.from();

HTML:

<body>

<div class="d1">1</div>

<div class="d1">2</div>

<div class="d1">3</div>

<div class="d1">4</div>

<div class="d1">5</div>

</body>

Javascript:

var d1=document.getElementsByClassName("d1");

console.log(d1);//HTMLCollection(5) [div.d1, div.d1, div.d1, div.d1, div.d1]

var d1Arr=Array.from(d1);

console.log(d1Arr);//[div.d1, div.d1, div.d1, div.d1, div.d1]

## 数组的扩展(...)

扩展运算符（spread）是三个点（...）。它好比 rest 参数的逆运算，将一个数组转为用逗号分隔的参数序列,该运算符主要用于函数调用,这种方法实际上是对数组的深拷贝。

console.log(...[1, 2, 3])

// 1 2 3

var ar=[0,1,2,3,4,5];

console.log(...ar)//0 1 2 3 4 5

console.log([...ar])//[0,1,2,3,4,5]

## 数组元素的迭代

### Foreach(()=>{})方法迭代

arr.forEach()方法接受一个函数作为筛选条件,可返回数组每一个元素被该筛选条件筛选后的所有结果。

### Map(()=>{})和filter(()=>{})方法：

Map和filter也可以接受一个函数。Map返回的是数组每一个元素经过函数筛选的所有结果，而filter返回的是每一个满足函数筛选条件的所有数组元素。

### 数组元素的累加

reduce() 方法接收一个函数作为累加器，数组中的每个值（从左到右）开始缩减，最终计算为一个值。它有4个参数，上个元素（previous）,当前元素（current）,当前元素的索引（currentIndex）和当前数组(arr).如果直接用当前数组的话，那么第4个参数就不用写了。

arr.reduce((previous,current,index)=>{

return previous+current;

})

### 数组元素的循环迭代

Foreach、map、for...of，for...in

### 数组的填充：fill方法

Arr.fill(item,beginIndex,endIndex)

Arr.fill方法会复制内部元素并填充到相应索引位置上。

Fill()方法接收3个参数：item是要填充的元素，beginIndex是开始的index值，endIndex是结束的index。

### 数组的内部潜复制：copyWithin()方法\*晦涩难懂 不明白也罢

array.copyWithin(target,[start, end])

该方法是将数组内部的元素进行复制，然后替换另外一些元素。该方法接收3个参数：

Target：目的索引，复制过来的元素都将从该位置替换原来的元素

Start：从该索引开始找元素(左边闭合)，可省略，省略之后。

End：找到该索引结束（右边开，不包括该元索引），省略之后会将找start开始，到数组结束为止所有的元素来替换。

## 将一般数组转化为对象

let arr = [1,2,3,4,5,6,7,8,9,10,11,12,13,14,15];

let jsonObj={};

arr.map((item,index)=>{

jsonObj[index]=item;

})

console.log(jsonObj);

//{0: 1, 1: 2, 2: 3, 3: 4, 4: 5, 5: 6, 6: 7, 7: 8, 8: 9, 9: 10, 10: 11, 11: 12, 12: 13, 13: 14, 14: 15}

## 将特殊数组转化为对象

var Objarry=["name=李狗蛋","fryNumber=0","sex=男"];

var Obj={};

for(var i=0;i<Objarry.length;i++){

Obj[Objarry[i].split("=")[0]]=Objarry[i].split("=")[1];

}

console.log(Obj);

**弹出结果为true。**

**Boolean：布尔值，true或false；**

**②其他数据类型：array Math date function**

**特殊：NaN:不是数字的number类型的数据。**

**Console.log(typeof(NaN))==>number.**

**打印它的数据类型，结果为number，说明它地的数据类型是number；**

**Array：数组。Math：数学工具对象date：日期类型function：函数**

**判断一个变量是不是数字类型：**

If（typeof（a）==“number”）{

}

# Object类型的方法属性

## 对象的属性与方法

### 对象的形式

Object类型的数据是JS数据家族中一个重要的数据类型，它的格式为{键：值，键：值，。。。。。}

获取对象的某一个键，可以用for循环的方法进行判断，而获取对象的某一个value，可以有两种写法。

1.Obj.a //此时a为Obj的一个key，这样写的时候a不要加引号，代表a是key值

2.Obj[“a”]//此时a可以理解为与Obj的属性a值相同的一个字符串。

Var oa={

a:1,b:2,c:3

};

**空对象：{ }**

**判断一个对象是否为空对象：**

var c={ }；

if(JSON.stringify(c)==”{ }”){

console(“true”);

}

### in操作符与delete：

in 操作符用来判断属性是否存在与对象中。

Let obj={

a:1，

b:2，

}

Let c= 3;

Console.log(a in obj);//true

Console.log(c in obj);//false

delete操作符用来删除对象的某个属性。

Let obj={

a:1,

b:2,

}

delete obj[a];

Console.log(obj);

### hasOwnProperty(key)方法

hasOwnProperty(key)方法也可以判断key属性是否在对象中，返回布尔值boolen。

Let o = new Object();

o.prop = 'exists';

function changeO() {

o.newprop = o.prop;

delete o.prop;}

o.hasOwnProperty('prop'); // 返回 truechangeO();

o.hasOwnProperty('prop'); // 返回 false

### 对象的解构赋值

let node = {

type: "Identifier",

name: "foo"

};

let { type, name } = node;

console.log(type); // "Identifier"

console.log(name); // "foo"

在这段代码中，node.type的值被存储在名为type的变量中；node.name的值被存储在名为name的变量中

let node = {

type: "Identifier",

name: "foo"

},

type = "Literal",

name = 5;// 使用解构来分配不同的值

Let{ type, name } = node;

console.log(type); // "Identifier"

console.log(name); // "foo"

var ar=[0,1,2,3,4,5];

var obj ={

name:'aa',

age:22

};

let {name,age}=obj;

console.log(name,age);

console.log({...obj});//{name:'aa',age:22}

console.log([...ar]);//[0,1,2,3,4,5]

### 对象的合并

假设有多个对象，对象的个数是可枚举的，有限的：

const obj2={a:1,b:2}

const obj3={c:3,d:4}

1. 将每个个对象作为属性单元合并到一个对象中：

跟对象的解构过程相反：{obj2,obj3}

const concatObj={obj2,obj3};

console.log(concatObj);//{obj2:{a:1,b:2},obj3:{c:3,d:4}}

1. 将多个对象的每一项拆开共同合并到一个对象中：

{...obj2,...obj3}

const concatObj2={...obj2,...obj3};

console.log(concatObj);//{a:1,b:2,c:3,d:4}

但是这种方法要考虑一种情况，就是多个对象的key如果有重复的话，后面的会覆盖前面的。

const obj2={a:1,b:2}

const obj3={a:3,d:4}

console.log(concatObj);//{a:3,b:2,d:4}

### 对象的循环遍历

对象也可以for循环。如果一个对象Obj的某个属性的键为key，那么Obj[key]是该属性的value值。

1. for(in)循环

用法：对于一个 baseObj，for(let key in baseObj){

console.log(key,baseObj1[key]);

}

此时key就是键，baseObj[key]是value。

1. Object.keys(Obj).forEach();

用法：Object.keys(Obj).forEach(function(key,value){

//do something

})

该方法接收两个参数key与value，value与Obj[key]相同。

1. jQuery内置的Object遍历方法：

$.each(obj,function(key,value){})方法

也是接收key与value两个参数。

### 将对象转化为数组（只有Chrome与Firefox支持）：

一：

Object.keys(obj)方法：返回一个以对象的key值组成的数组

Object.values(obj)方法：返回一个以对象的value值组成的数组

Object.entries(obj)方法：返回一个以对象的每一个[ “key”，”value“ ](数组)为元素值组成的数组。

var obj={

a:1,

b:2,

c:3,

d:4,

e:5,

f:6,

g:7

}

Key返回对象的每个key值组成的数组，value返回key值对应的value值所组成的数组。

var item1=[];

var item2=[];

console.log(Object.keys(obj));

console.log(Object.values(obj));

console.log(Object.entries(obj));

二：$.each(obj,function(key,value){})方法：

var obj={username:"李狗蛋",age:18,isBoy:true};

$.each(obj,function(key,value){

item1.push(key);

item2.push(value);

})

alert(item1);

alert(item2);

### 对象的拷贝

对于基本数据类型来说，复制一个变量值，本质上就是copy了这个变量。一个变量值的修改，不会影响到另外一个变量。

let val = 123;

let copy = val;

console.log(copy); //123

val = 456; //修改val的值对copy的值不产生影响

console.log(copy); //123

而对于复杂数据类型来说，同基本数据类型实现的不太相同。对于复杂数据类型的复制，要注意的是，变量名只是指向这个对象的指针。当我们将保存对象的一个变量赋值给另一个变量时，实际上复制的是这个指针，而两个变量都指向都一个对象。因此，一个对象的修改，会影响到另外一个对象。

// obj只是指向对象的指针

let obj = {

character: 'peaceful'

};//copy变量复制了这个指针，指向同一个对象

let copy = obj;

console.log(copy); //{character: 'peaceful'}

obj.character = 'lovely';

console.log(copy); //{character: 'lovely'}

同理，在复制一个数组时，所有声明的变量名只是指向这个数组对象的指针；

即使arr=null，也不会影响copy。因此此时的arr变量只是一个指向数组对象的指针。同理，在复制一个函数时，函数名只是指向这个函数对象的指针：

function foo () {

return 'hello world';

};

let bar = foo;

console.log(foo());//'hello world'

foo = null; //foo只是指向函数对象的指针,即使fool变成null也不会对bar造成影响

console.log(bar()); //'hello world'

#### **1.对象的浅拷贝**

在ES6中，Object对象新增了一个assign方法，可以实现对象的浅复制。这里谈谈Object.assign方法的具体用法，因为稍后会分析jQuery的extend方法，实现的原理同Object.assign方法差不多

Object.assign的第一个参数是目标对象，可以跟一或多个源对象作为参数，将源对象的所有可枚举（[[emuerable]] === true）复制到目标对象。这种复制属于浅复制，复制对象时只是包含对该对象的引用。

Object.assign(target, [source1, source2, ...])

1.如果目标对象与源对象有同名属性，则后面的属性会覆盖前面的属性

2.如果只有一个参数，则直接返回该参数。即Object.assign(obj) === obj

3.如果第一个参数不是对象，而是基本数据类型（Null、Undefined除外），会调用对应的基本包装类型

4.如果第一个参数是Null和Undefined，则会报错；如果Null和Undefined不是位于第一个参数，则会略过该参数的复制

要实现对象的浅复制，可以使用Object.assign方法,用法与Array.concat方法类似：

let target = {a: 123};

let source1 = {b: 456};

let source2 = {c: 789};

let obj = Object.assign(target, source1, source2);

console.log(obj); //{a: 123,b: 456,c: 789}

#### 对象的深拷贝

一.JSON.parse(JSON.stringify(obj)是一种对象的深度拷贝

let obj = {

a: 123,

b: {

c: 456,

d: {

e: 789,

}

}

};

let copy = JSON.parse(JSON.stringify(obj));// 对obj对象无论怎么修改，都不会影响到copy对象

obj.b.c = 'hello';

obj.b.d.e = 'world';

console.log(copy); // {a: 123, b: {c: 456, d: {e: 789}}}

1. 对象/数组的扩展（...）

const arr = [1, 2, 3];

let copy = [...arr];

copy = [0, 0, 0];

// arr：[1, 2, 3]，copy : [0, 0, 0]

const obj1 = { a: 1 };

const obj2 = { ...obj1 };

obj1.a = 2;

// obj1 :{a:1} obj2 : { a:2 }

# String类型的方法属性

## 字符串的转换与截取：

parseInt(string, radix)：解析一个字符串或一个数字，返回一个整数。

String：必须，需要解析的字符串。

Radix：可选。表示要解析的数字的基数。该值是介于 2 ~ 36 之间的一个整数。（小数的话转化为其它数字，结果有偏差）

如果省略该参数或其值为 0，有两种情况：

如果String以 “0x” 或 “0X” 开头，将转化为16进制数，否则String将转化为10进制数。

如果该参数为1或该参数大于36，则 parseInt() 将返回 NaN。

.substring()与.substr():

.substring(i)-----------从第i个索引位开始截取它之前的字符串，返回它之后的字符串。

语句名.split(“,”)-----------用逗号,空格，斜杠等分割字符串，返回一个分割后的数组。

indexOf()方法：

用法：Arr.indexOf(item);

indexOf()方法可返回某个指定的字符串或数组值在字符串或数组中首次出现的索引位置，若不在其中则返回-1

Arr.charAt() – 返回指定位置的字符。

语句名.substring(i,j)-----------从第i个索引位开始，截取到第j-1个索引位字符，截取长度为j-i（包括空格）。

语句名.substr(i,j)-----------从第i个索引位开始，截取到第j个字符。  
去除所有空格: str = str.replace(/\s\*/g,"");        
去除两头空格: str = str.replace(/^\s\*|\s\*$/g,"");  
去除左空格： str = str.replace( /^\s\*/, “”);  
去除右空格： str = str.replace(/(\s\*$)/g, "");

去除字符串内的空格：str.replace(/\s/ig,'')；

var s="1223 332 "; console.log(s.replace(/\s/ig,''));

new Date()；--------声明日期时间。

Date .parse(时间格式)；-------将日期时间转化为规定的时间格式。

比如一段话：word1=“你是我的小雅小苹果。”

charAt（i）获取第i个索引字符。

charCodeAt（i）获取第i个索引字符的AscII字符。

World1[i]根据字符串数组的[ ]索引找到第i个字符。

Word1.concat（word2）；链接字符串word1和word2。用“+”也是可以的。也可以用于把一个数组添加到另一个数组。

.trim() 函数用于去除字符串两端的空白字符(空格)。

**注意：**$.trim()函数会移除字符串开始和末尾处的所有换行符，空格(包括连续的空格)和制表符。如果这些空白字符在字符串中间时，它们将被保留，不会被移除。

英文的大小写转换;语句名

语句名..toUpperCase();-----转换成大写字母。

语句名.toLowerCase();------转换成小写字母。

语句名.replace(第i个字符,其他元素)-------将第i个字符换成其他字符。

var num=1.37

Number（）强制转换为数字，把字符串里的数字提取出来，如果是布尔类型，那么转换为数字0/1.如果是undefined，那么结果是NaN。如果是Null那么返回0，如果是字符串，那么转换成NaN，如果是字符串类型的数字，那么转化为数字。

toString()：数字强制转换成字符串。

Num.valueOf()数字转化为字符串。

`${expression}`字符串占位符

在一个模板字面量中，你可以把任何合法的JavaScript表达式嵌入到占位符中将其作为字符串的一部分输出到结果中。占位符${expression}中间可以包含任意的JavaScript表达式。` `里占位符${expression}可无缝拼接字符串。例如下面的例子：

const a = '小明';

const b = `我是${a}`;

console.log(b);// (String)我是小明

注意：parseInt（）parseFlour（）Number（）

## Js对字符串进行编解码：

escape(string)

escape(string) 函数可对字符串进行编码，这样就可以在所有的计算机上读取该字符串。

注意：escape(string)方法不会对 ASCII 字母和数字进行编码，也不会对下面这些 ASCII 标点符号进行编码： \* @ - \_ + . / 。其他所有的字符都会被转义序列替换。

unescape(string)

unescape() 函数可对通过 escape() 编码的字符串进行解码。

注意：unescape()数通过找到形式为 %xx 和 %uxxxx 的字符序列（x 表示十六进制的数字），用 Unicode 字符 \u00xx 和 \uxxxx 替换这样的字符序列进行解码。

encodeURI(string)

encodeURI() 函数可把字符串作为 URI 进行编码。

注意：该方法不会对 ASCII 字母和数字进行编码，也不会对这些 ASCII 标点符号进行编码： - \_ . ! ~ \* ' ( ) ，该方法的目的是对 URI 进行完整的编码，因此对以下在 URI 中具有特殊含义的 ASCII 标点符号，encodeURI() 函数是不会进行转义的：;/?:@&=+$,#

decodeURI(string)

decodeURI() 函数可对 encodeURI() 函数编码过的 URI 进行解码。

# Number类型与Math数学工具

Number(object )方法：将其他类型的值强制转化为Number类型。以下几种是转换的结果：

Boolean类型：false转化为0；true转化为1.

Array类型：空数组转化为0，非空数组转化为1.

Object类型：空对象转化为0，非空对象转化为1.

String类型：只含有纯阿拉伯数字的字符串转化为Number类型，纯数字与其他字符串并存时转化为NaN。

toFixed(n) 方法可把 Number 四舍五入为指定小数位数的数字，n为位数。

用法：NumberObject.toFixed(num).例如：

var num = new Number(13.37);

document.write (num.toFixed(1));

isNaN（）判断一个变量是否是一个非数字类型的变量，返回一个布尔值。 如果是非数字类型，那么返回true；否则返回false；

isNaN（123）返回false；isNaN（“123”）也返回false；只有当变量值全为纯字符串时才为true。比如isNaN（“你好”）、isNaN（“adb”）、isNaN（“123adb”）

王炸：

eval(string);eval() 函数可计算某个字符串，并执行其中的的 JavaScript 代码。

**比如说eval（“3/4”）=0.75.**

乘方和开方

Console.log（Math.pow(3,4)）

Math.Pow()乘方函数

.Pow（a，b）表示a的b次方。

Console.log (Math.Pow（3，math.pow(3,4)）)

Console.log (Math.Pow（math.pow(3,4),3）)

圆周率：Math.PI，在js中表示180°对应的弧度。

角度：

n°(角度)的转弧度的js的写法n\*Math.PI/180 。

Js三角函数：

Jiaodu de

Math.sin(n°)

Math.cos(n°)

Math.tan(n°)

自然常数：Math.E（e = 2.718281828459）

开根号：

Math.sqrt()开根号

Math.abs():取绝对值

Math.ceil(num)----天花板，要有小数，就进1

Math .floor(num)； 地板，只取整数部分，和parseInt（）功能一样，返回的数字类型为Number类型。

Math .round(num)；/num.toFixed（）四舍五入，返回的数字类型是String类型。

num.toExponential()转化成指数形式

Math.max(a,b,c);取最大值

Math.min(a,b,c);取最小值。

Math .random();取闭区间[0,1]之间小数点后的位数长达16位的随机数。这个非常有用，用于抽奖，用于抢票，作弊，很叼的。

例如：字母+数字组合：

const num=["1","2","3","4","5","6","7","8" ,"9","0" ];

const abc=["a","b","c","d","e","f","g","h","i","j","k","l","m","n","o","p","q","r","s","t","u","v","w","x","y","z" ];

private initData(){

var suiji1 = Math.ceil(Math.random() \* (this.abc.length - 1));

var suiji2 = Math.ceil(Math.random() \* (this.abc.length - 1));

var suiji3 = Math.ceil(Math.random() \* (this.num.length - 1));

var suiji4 = Math.ceil(Math.random() \* (this.num.length - 1));

var suiji5 = Math.ceil(Math.random() \* (this.num.length - 1));

var suiji6 = Math.ceil(Math.random() \* (this.num.length - 1));

var suiji7 = Math.ceil(Math.random() \* (this.num.length - 1));

//this.zhanghao=Math.random().toString(36).substr(2);

this.ZC\_ZhangHao.text= this.abc[suiji1]+this.abc[suiji2]+this.num[suiji3]+this.num[suiji4]+this.num[suiji5]+this.num[suiji6]+this.num[suiji7];

# JS面向对象编程

## this的指向

一：在原生JS的this指向：

a：在全局范围内，this是指window。

b：在对象里或函数里，this指向调用该语句的该对象（直接对象）或该函数（直接函数，PS：函数本身也是一种对象）。

二：在框架内的this指向：

1.箭头数里的 this 指向声明函数的地方，也就是组件class内，所以不用 bind(this)  
2.普通函数里 this 指向调用它的地方，在没有bind 的时候指向函数，而不指向组件class，所以要想让 this 指向组件class必须使用 bind()。

## 二：封装（prototype与\_proto\_）

### prototype的定义

javascript中的每个对象都有prototype属性，Javascript中对象的prototype属性的解释是：返回对象类型原型的引用。Prototype指向它的原型对象。

当我们用obj.xxx访问一个对象的某个属性时，JavaScript引擎先在当前对象上查找该属性，如果没有找到，就到其原型对象上找，如果还没有找到，就一直上溯到原型对象的Object.prototype对象，最后，如果还没有找到，就只能返回undefined。

### prototype的作用

prototype的作用是为原型Object声明一些公共的方法来抛出给实例。

### prototype里的this

Prototype里的this指向该函数的调用者，也就是指向new出来的实例。

### \_\_proto\_\_属性：

一句简单的话概括\_\_proto\_\_属性：Son.\_\_proto\_\_==Father.prototype.

也就是说，new 实例的子对象本身是有一个\_\_proto\_\_属性的，该属性继承自它的原型的prototype属性。

### **ES6的类： Class关键字**

用class关键字来定义一个Object类：

class Point {

constructor(x, y) {//声明自己的私有属性，无法对这些属性进行扩展

this.x = x;

this.y = y;

this.a=1;

this.b=2;

this.sum=function(){

return this.a+this.b

}

}

//声明prototype里的公有方法。

toString() {

return '(' + this.x + ', ' + this.y + ')';

}

}

注意：定义“类”的方法的时候，前面不需要加上function这个关键字，直接把函数定义放进去了就可以了。另外，方法之间不需要逗号分隔，加了会报错。

构造函数的prototype属性，在ES6的“类”上面继续存在。事实上，类的所有方法都定义在类的prototype属性上面。

class Point {

constructor(){

// 声明自己的 私有属性

}

//prototype里的方法：

toString(){

// ... }

toValue(){

// ... }

}

// 等同于

Point.prototype = {

toString(){},

toValue(){}

};

类的内部所有定义的方法，都是不可枚举的（non-enumerable）。这一点与ES5的行为不一致。

constructor方法是类的默认方法，通过new命令生成对象实例时，自动调用该方法。一个类必须有constructor方法，如果没有显式定义，一个空的constructor方法会被默认添加。constructor方法默认返回实例对象（即this），完全可以指定返回另外一个对象。

可以通过实例的\_\_proto\_\_属性为Class添加方法。

var p1 = new Point(2,3);var p2 = new Point(3,2);

p1.\_\_proto\_\_.printName = function () { return 'Oops' };

p1.printName() // "Oops"

p2.printName() // "Oops"

var p3 = new Point(4,2);

p3.printName() // "Oops"

### constructor属性

　　prototype对象有一个constructor属性，默认指向prototype对象所在的构造函数。

要注意的是，prototype是构造函数的属性，而constructor则是构造函数的prototype属性所指向的那个对象，也就是原型对象的属性。注意不要混淆。

constructor属性的作用：

a：抛出一些默认的私有属性给实例

function A(){};

var a=new A();

console.log(a.constructor.name===A) //true

console.log(a.constructor.name===Array) //false

b：从实例新建另一个实例

function A() {};

 var a = new A();

var b = new a.constructor();

console.log(b instanceof A); //true

上面代码中，a是构造函数A的实例对象，可以从a.constructor间接调用构造函数。

### **Static-静态方法**

Static方法是一个class类私有的方法，它声明的方法用于该类直接调用，而不能被子实例继承。

class Book {

constructor(a,b) {

this.a=a;

this.b=b;

}

static open() {

return console.log(12313);

}

}

let mybook=new Book(1,'2');

console.log(mybook);

Book.open();//12313

mybook.open();//error

### instanceof运算符

instanceof运算符返回一个布尔值，表示指定对象是否为某个构造函数的实例。

用法：a instanceof(Object);

function A() {};

var a = new A();

console.log(a instanceof A); //true

因为instanceof对整个原型链上的对象都有效，所以同一个实例对象，可能会对多个构造函数都返回true。

function A() {};

 var a = new A();

console.log(a instanceof A); //true

console.log(a instanceof Object); //true

　注意，instanceof对象只能用于复杂数据类型（数组，对象等），不能用于简单数据类型（布尔值，数字，字符串等）。

var x = [1];

 var o = {};

 var b = true;

 var c = 'string';

 console.log(x instanceof Array); //true

console.log(o instanceof Object); //true

 console.log(b instanceof Boolean); //false

console.log(c instanceof String); //false

此外，null和undefined都不是对象，所以instanceof 总是返回false。

console.log(null instanceof Object); //false console.log(undefined instanceof Object); //false

利用instanceof运算符，还可以巧妙地解决，调用构造函数时，忘了加new命令的问题。

function Keith(name,height) {

 if (! this instanceof Keith) {

 return new Keith(name,height);

 }

 this.name = name;

 this.height = height;

}

　　上面代码中，使用了instanceof运算符来判断函数体内的this关键字是否指向构造函数Keith的实例，如果不是，就表明忘记加new命令，此时构造函数会返回一个对象实例，避免出现意想不到的结果。

　 因为限于篇幅的原因，暂时介绍到这里。

　　我会在下次的分享中谈谈原型（prototype）对象的一些原生方法，如Object.getPrototypeOf()，Object.setPrototypeOf()等，并且介绍获取原生对象方法的比较。

## 取值函数（getter）和存值函数（setter）

与 ES5 一样，在“类”的内部可以使用get和set关键字，对某个属性设置存值函数和取值函数，拦截该属性的存取行为。

class MyClass {

constructor() {}

get prop() {

return 'getter';

}

set prop(value) {

console.log('setter: '+value);

}}

let inst = new MyClass();

inst.prop = 123;

// setter: 123

inst.prop

// 'getter'

## 三：继承与扩展（prototype）

当用构造函数的方法来创建一个对象的时候，这个构造函数将会把该对象的属性prototype赋给新new出来的子对象的内部属性\_\_proto\_\_。这个\_\_proto\_\_被这个对象用来查找它的属性。

JS创建对象的方法有三种：

a 类方法b 对象方法c 原型方法

//构造函数的方法创建一个对象:

function Student(name) {

this.name = name;

this.hello = function () {

alert('Hello, ' + this.name + '!');

}

}

设置对象的原型Prototype：

Student.prototype={

IntroduceChinese:function(){

alert("我的名字是"+this.name);

},

age:18,

}

用new方法实例化一个Student对象，此时，new的新对象就继承了原Student对象内置的所有属性，并且可以在new的子例中可以更改内置属性。

var xiaoming=new Student("小明");

console.log(xiaoming.name);

xiaoming.name="小红";//xiaoming的name属性可以被更改

xiaoming.hello();

原型继承：xiaoming不仅继承了函数内部的对象属性，更继承了Student的prototype属性。xiaoming的IntroduceChinese属性继承自Student的prototype，并且继承自原型的prototype也可以被更改：

xiaoming.IntroduceChinese();

console.log("原型age为",xiaoming.age)

xiaoming.age=20;

xiaoming.IntroduceChinese();

console.log("实例子对象age更改为",xiaoming.age);

//打印输出子实例的\_\_proto\_\_属性，它就继承自它的原型的prototype属性。

console.log(xiaoming.\_\_proto\_\_);结果为（一个对象）：

Object {

IntroduceChinese:function(){

alert("我的名字是"+this.name);

},

age: 18

}

该\_\_prototype\_\_属性与父类对象的prototype属性完全相同。

我们用js的prototype属性可以做一些自己的函数封装，可以对Object，Array，String，Number类型的数据进行自己的实例化封装函数；

Array.prototype.con=function(){

console.log(this);

return this.concat([1,2,3,4]);

}

var arr0=[5,6,7,8];

console.log(arr0.con());

这里的this指向用prototype属性创建的方法的调用者，也就是你实例出来的子类。

使用extends关键字实现类之间的继承。这比在ES5中使用继承要方便很多。

//定义类父类

class Parent {

  constructor(name,age){

    this.name = name;

    this.age = age;

  }

  speakSometing(){

    console.log("I can speek chinese");

  }

}

//定义子类，继承父类

class Child extends Parent {

  constructor(name,age){

    //不调super()，则会报错 this is not defined

    //必须调用super

    super(name,age);

  }

  coding(){

    console.log("coding javascript");

  }

}

var c = new Child("job",30);

//可以调用父类的方法

c.speakSometing(); // I can speek chinese

子类必须在constructor方法中调用super方法，否则新建实例时会报错(this is not defined)。这是因为子类没有自己的this对象，而是继承父类的this对象，然后对其进行加工。如果不调用super方法，子类就得不到this对象。

## 四：多态

多态就是一个变量可以接受多种类型的数据。

## 获取日期、时间对象

通过实例化一个日期对象来获取当前的时间

var date=new Date()；声明一个日期对象

.getFullYear()获取完整年份（浏览器都支持）

.getMonth()获得月份

var date1=date.getDate()获得当日的日期0-31；

var date2=date.getDay()；获得星期0-6，从星期日开始算

.getHours()获取小时0-23

.getMinutes()获得分钟0-59

.getSeconds()获取秒数0-59

.getMillisecond()；获取毫秒0-1000；

New Date().getTime()；或者用Date.parse(new Date())获取指定日期对象的累计毫秒数（据1970年1月1日午夜）目前总共有13位。

Date.parse(datestring)方法：解析一个标准类型的日期字符串，并返回该日期与 1970 年 1 月 1 日午夜之间相差的毫秒数(时间戳)。

创建一个日期对象：

Var date1=newDate（“年数/月数/日数 小时数：分数：秒数”）；

Var date1=new Date(“2017/04/19 17：30：00”);

Var date2=new Date(“2017-04-19 17：30：00”);

得到某个时间戳的官方日期字符串：

New Date.getTime().toLocaleDateString()；

得到某个时间的官方时间字符串：

New Date.getTime().toLocaleTimeString()；

使用 ISO 标准返回 Date 对象的字符串格式:

new Date().toISOString();

获取当前时间的时间戳，有三种方法

第一种方法：

var timestamp = Date.parse(new Date());

结果：1280977330000

第二种方法：

var timestamp = (new Date()).valueOf();

结果：1280977330748

第三种方法：

var timestamp = new Date().getTime();

结果：1280977330748

第一种方法获取的时间戳是把毫秒改成000显示，后两种方法获取了当前毫秒的时间戳。三种结果的类型都是number。

倒计时：

var second = parseInt((endTime.getTime() - nowTime.getTime()) / 1000);

或者是

var second =Math.floor((endTime.getTime() - nowTime.getTime()) / 1000);// 用将来的时间毫秒 - 现在的毫秒 / 1000 得到的 还剩下的秒 可能除不尽 取整

// 一小时 3600 秒

// second / 3600 一共的小时数 /24 天数

var d = parseInt(second / 3600 / 24); //天数

//console.log(d);

或者是

var d = Math.floor(second / 3600 / 24); //天数

//console.log(d);

// 获取剩下的小时

var h = parseInt(second / 3600 % 24)

// console.log(h);

或者是

var h = Math.floor(second / 3600 % 24) // 小时

// console.log(h);

var m = parseInt(second / 60 % 60);

//console.log(m);

或者是

var m =Math.floor(second / 60 % 60);

//console.log(m);

当前的秒：

var s = parseInt(second % 60); //

console.log(s);

或者是

var s = Math.floor(second % 60);

console.log(s);

## 定时器/计数器的声明与调用：

setTimeout（函数名，毫秒数）到数执行，执行1次；

SetInterval（函数名，毫秒数）间隔执行，反复执行；

ClearTimeout（定时器名），clearIntevcal（定时器名）清除定时器；

第一种声明方式：间接声明

var 定时器名=Window.setInterval(“函数名”，记时时间)；

Function 函数名（）{

}

第二种：直接声明：

var 定时器名=Window.setInterval(function（）{

}，记时时间)；

或者这样：

Var myInterval；

myInterval=Window.setInterval(“函数名”，记时时间)；

Function 函数名（）{

}

这样的好处是可以随时调用或清除。

以指定时间间隔调用函数，反复循环调用，没有终止。下面是函数体。

setTimeout（函数名，毫秒数）到数执行，执行1次

SetInterval（函数名，毫秒数）间隔执行，反复执行；

ClearTimeout（定时器名），

clearInterval（定时器名）清除定时器；

在实际应用中，如果定时器需要多次重复调用，那么每次调用之前必须先清除，再重新调用。

声明定时器/计数器，用于设置执行函数语句。这个计时时间单位是毫秒，1s=1000ms。它不是一个单线程的方法。

setInterval的特点：

1：全局性：其内的作用域是全局作用域。

2：异步操作：setInterval（）是异步进程。

window.SetInterval(“函数（）”，1000)；它调用的函数永远是全局函数，而不是局部函数，说白了必须是window对象下面的函数。我们在window.onload这个事件里面弄定义的函数，它的作用域只是onlod事件（window对应的事件有很多，如window.alert,window.console.log等），所以SetInterval无法找到并调用。

注意：如果在某个子作用域中调用了setInterval（）方法，那么在在此时，setInterval（）方法里的函数作用域就是全局的了。如果还想调用子作用域的this，就要转换作用域，就要在setInterval（）方法外面写：const \_this=this；在setInterval（）方法里面调用\_this.

setInterval与for循环配合使用基本思想：

在setInterval内部设置一个变量（i=0/1）；让i自增，当i值增大到某一个数时，i置零；这样这个setInterval就变成了一个for循环；在setInterval内部添加一个for循环（var j=0；j<...），然后判断i与j是否相等，然后再添加事件。

一个for循环同时处理多个事件的基本思想（层级菜单，层级下拉列表）：

for循环结束之后，通过把数组名元素的索引值赋值：数组名[i].index=i；

第一个事件函数用 class名[i];后面的事件函数用class名[this.index];this指向的是第一个函数的第i个索引对象。

排他思想：两个for循环嵌套：

外部for循环找到当前事件对象的索引值；a[i].index=i;内部for循环清空所有对象的抓状态。

总结for循环的几个用途：

循环计数，循环赋值（添加事件），清空状态（CSS属性/innerHTML状态）

Window.clearInterval（方法名）清除执行语句。也不是一个单线程的语句。这个也很操蛋，如果在一个局部区域内使用了这个语句，那么不仅当前的语句被清除，往下的所有的语句都被清除了。因为window是单线程的。如果把它放到全局区域里，那么还是因为window是单线程原因，当前的循环清除就失效了，因为当浏览器执行完所有的语句之后，还会执行当前的循环体，实际上是清除了一次，又执行了一次，相当于不清除。

浏览器的单线程性：如果浏览器看到有阻塞浏览气执行的代码，那么它不会立即执行，而是先从上到下执行完所有的操作之后，才去执行该语句。

setInterval，setTimeout与ajax请求一样，是异步的，所以在这些函数体内执行自己的语句，不会影响函数外代码的执行，也就是说不会影响浏览器的主进程。所以浏览器会同时开辟另一个进程完成这些异步方法。异步方法执行完之后的结果会变成同步进程的状态。

## 堆和栈：

栈的空间是固定的，而堆的空间是不固定的，当用户定义一个变量为一个数字时候，内存在堆里开辟一个确定的空间来存放该变量的值，当用户自定义（动态定义）变量为字符串的时候，内存在栈里开辟一个地址来引用该字符串，再在堆空间里通过地址来找到该字符串。

除了自定义对象之外，其他类型的数据都是保存在栈里。栈内存的内存开辟都是固定大小。堆空间内存大小是动态生成的，所以自定义的面向对象都是堆和栈同时贮存的。

内存在编程过程中其实逻辑上分为两个部分。

栈空间是通过变量的名称开辟了一个空间，并且里面放入了变量的值。比如说var a=”张三”; 就是在栈内存上开辟了一个空间，这个空间的内存地址是ofx0101101,但是内存地址不好记忆，因为它是二进制的，所有我们的变量名称可以作为这个地址空间的别名，方便记忆。在这个空间上存贮的值是字符串“张三”。

堆：动态存贮的是自定义对象的数据的。里面实实在在的是对象的值，通过栈内存开辟的空间变量里面的存放的地址来引用。

引用类型与值类型

引用类型就是指的贮存方式由栈开辟空间贮存的是地址，改名改的是堆空间内存的值。

赋值是copy一个变量，引用类型赋值是两个变量同时拥有堆里的值。

地址与值。

面向对象的语法定义：就是对象将类实例化。

引用函数来创造一个类，再用对象将该类实例化：

例如：

function Cat(name,color){

return{

name:name,

color:color

}

}

var cat1=new Cat( "Tom","Flower");

alert(cat1.name+cat1.color);

# Window对象的方法

1：浏览器是一个对象，对象名成为window。

任何一个对象都有一个方法和属性。

函数就是function定义的方法，属性就是定义特有变量。

一个对象都有其属性。

只要是在script标签下进行的所有编程，其对象都是window。

重要语法：window.alert（window.弹出内容）。

Window对象的函数有两种：一种是window自带的函数，另一种是程序猿定义的函数。任何在window下定义的变量，都属于window下面的变量定义。

当一个变量出现在局部范围内，并且没有在全局范围内规定，那么window会饮食地定义该变量为全局变量，并且其值（属性）为undefined。所以如果在script标签下有一个未命名的变量，那么它就被window定义了。

四：关于window默认的几个重要对象。

Window.alert()

Window.prompt()接受用户输入

Window.prompt(“提示用户输入的语言”,”值”)；通常这个值为空，也就是不设置这个值。

Window.confirm()选择对话框状态，返回一个布尔值true/false。

Window.print();打印

Window.close( )关闭浏览器页面

Window.open(“http://www.baidu.com”)；打开浏览器页面或打开本页面的一个标签，比如登陆，下载等（这个很操蛋，慎用，忌用，容易被浏览器拦截）

navigator对象：用于提供ｗｅｂ服务器的信息

比如：window.navigator.userAgent：获取当前浏览器的版本信息。

screen对象：可以用screen对象获取某些关于用户屏幕信息。

screen对象通常包含下列属性.

       availHeight : 窗口可以使用的屏幕的高度(以像素计),其中包括操作系统元素（如windows工具栏）需要的空间

       availWidth: 窗口可以使用的屏幕的宽度(以像素计)

       colorDepth: 用户表示颜色的位数,大多数采取32位计.

       height : 屏幕的高度

       width : 屏幕的宽度

History对象：用于保存浏览器显示过的URL

## location对象：

window.location：获取当前页面的地址。不光可以获取，还可以赋值。例如：window.location(.href)='http://www.baidu.com/'

BOM之location对象

Location专门来处理URL解析的

|  |  |  |  |
| --- | --- | --- | --- |
| 属性名 | 案例 | 说明 | 备注 |
| Hash | “#contents””页面内的锚节点，会在地址栏中显示 | 返回URL中的hash，如过不包含则返回空字符串 |  |
| Host | “www.BAIDU.com：80” | 端口号和服务器名称 |  |
| Href |  | 当前加载的URL地址 | 跳转 |
| Pathname | “D/Web/1.html” | 返回url中的目录和文件名称 |  |
| Port | “8080” | 返回端口号 |  |
| Protocal | hppt/https | 返回页面使用的协议，通常是hppt/https |  |
| Search | “？Name=age” | 返回参数字符串，问号？开头 | 常用 |

window.location.protocol 返回所使用的 web 协议（http:// 或 <https://）>

window.location.hostname（document.domain） 返回当前的web域名

window.location.port 返回 web 端口 （80，或 443）

window.location.host：web 协议+当前域名+端口号，如果没有显示端口号就是默认80

window.location.pathname 返回当前页面的路径和文件名

window.location.href：当前页面完整URL（web 协议+当前域名+端口号+服务器页面地址+参数）

## Window.location.href=””

跳转网页加载地址，后跟域名。用于网页跳转到下一个页面。这是系统自己定义的。

1. 在当前窗口打开百度,并且使URL地址出现在搜索栏中.

window.open("<http://www.baidu.com/>", "\_search");

window.open("<http://www.baidu.com/>", "\_self");

Window.location.href="<http://www.baidu.com/>";

a href="<http://www.baidu.com/>"

三者的功能都是一样的，都是在本网页上打开新的网页链接。

2. 在一个新的窗口打开百度

window.open("<http://www.baidu.com/>", "\_blank");

3. 打开一个新的窗口,并命名为"hello"

window.open("", "hello");

另外, open函数的第二个参数还有几种选择:

\_top : 如果页面上有framesets,则url会取代framesets的最顶层, 即, 如果没有framesets, 则效果等同于\_self.

\_parent: url所指向的页面加载到当前frame的父亲, 如果没有则效果等同于\_self.

\_media : url所指向的页面加载到Media Bar所包含的HTML代码区域中.如果没有Media Bar则加到本身.

Window.history.go(“页面地址”)跳转到指定的页面。go里面是数字。.。。。1-，-2，-1，1，2，3。。。负数代表上页，正数代表下页。

Window.history.back(“上页页面地址”)跳回上页。

Window.history.forward(“下一页地址”)跳到下页。

## history.back(-1)和history.go(-1)的区别

history.back(-1):直接返回当前页的上一页，数据全部消息，是个新页面

history.go(-1):也是返回当前页的上一页，不过表单里的数据全部还在

history.back(0) 刷新 history.back(1) 前进 history.back(-1) 后退

window.location.reload();    //刷新

window.history.go(1);         //前进

window.history.go(-1);        //返回+刷新

window.history.forward();  //前进

window.history.back();       //返回

window.navigator.userAgent：获取当前浏览器的版本信息。

window.location：获取当前页面的地址。不光可以获取，还可以赋值。例如：window.location(.href)='http://www.baidu.com/'

$(window).resize(function() { }）当浏览器窗口大小改变时的函数

$(dindow).scrollTop()/Left():据页面已经向上/向左卷动的距离。

## Event对象与dom对象的宽高

DOM事件可以传一个event对象，这个event对象就继承自window。

document.element.onclick=function(event){

const event= event ||wndow.evnet;

}

//获得相对于body定位的横标值；

x=event.clientX

//获得相对于body定位的纵标值；

y=event.clientY

当前元素可见区域宽： document.element.clientWidth  
当前元素可见区域高： document.element.clientHeight

可见区域，这个好理解，就是在屏幕内的都算，出去卷去的宽高之外的可见宽高。  
当前元素的宽度： document.element.offsetWidth (包括边线的宽)  
当前元素的高度： document.element.offsetHeight (包括边线的高)

offsetWidth与style.widtht的区别是：

1.若对象的宽度设定值为百分百宽度，无论页面变大或变小，style.width都返回此百分比；而offsetWidth则返回页面中对象的宽度值而不是百分比。

2.如果没在行内style里或style标签里设置height或width；那么style.width返回值为“”，但是offsetWidth 返回值是元素本身初始化的宽度。  
网页正文全文宽： document.body.scrollWidth  
网页正文全文高： document.body.scrollHeight  
网页被卷去的高： document.body.scrollTop  
网页被卷去的左： document.body.scrollLeft

scrollHeight - scrollTop = clientHeight：当这两个条件成立时，也就代表垂直滚动条走到底了

scrollWidth - scrollLeft = clientWidth：当这两个条件成立时，也就代表水平滚动条走到底了  
网页正文部分上： window.screenTop  
网页正文部分左： window.screenLeft  
屏幕分辨率的高： window.screen.height  
屏幕分辨率的宽： window.screen.width  
屏幕可用工作区高度： window.screen.availHeight  
屏幕可用工作区宽度： window.screen.availWidth

# JS复杂数据结构

## 栈——Stack

Js里的栈是一种遵循后进先出(LIFO)原则的有序集合。栈的添加新元素与删除元素都在某一端，称为栈顶。可以理解为一摞砖头，从最上面添加砖头，从最上面移除砖头。

### 创建栈，以数组为例：

function Stack(){

let items = [];

}

### 给栈声明一些属性方法：

由于栈只遵循后入先出的规则，那么就只能用push（）和pop（）两种方法。

1.push(item):往栈里添加元素到栈的最后一项(栈顶)

2.pop():删除栈的最后一项，同时返回被移除的元素。

3.peek():找到栈顶的元素。

4.isEmpty():判断这个栈里有没有元素(是否为空)；如果为空，返回true，否则返回false。

5.clear():把该栈清空。

6.size():返回该栈的元素个数(类似于数组的length)

push()方法:

this.push= function(item){

items.push(item);

}

pop()方法:

this.pop=function(){

return items.pop()

}

Peek()方法:

This.peek=function(){

Return items[items.length-1]

}

isEmpty()方法:

This.empty=function(){

return items.length==0;//return items.length==0?true:false;

}

size()方法:

This.size=function(){

return items.length;

}

clear()方法:

This.clear=function(){

items=[];

}

注意：以上的方法包括items都是栈的私有属性，也称为固有属性，可以直接访问items。如果要写一些公共方法或者不需要访问items的方法或属性，那么就要用到prototype属性。写法为：

Stack.prototype.ok= function(){

alert(“ok”);

}

### 实例化：

Let stack = new Stack()

### 用ES6 class来声明Stack类

Class Stack {

Constructor(){

This.items=[];

}

push(item){

this.items.push(item);

}

//其他方法

}

用法：

let st=new Stack();

console.log(st);//是一个该类的实例化 {"items":[]}

st.push(1111);

console.log(st);//{"items":[1111]}

这种class类声明的类就不区分私有属性还是共有属性了，new出来的实例都可以访问。

## 队列——Queue

队列是遵循FIFO（First in first out先进先出，也称为先来先服务）原则的一组有序的项。队列在尾部添加新元素，并从顶部移除元素。最新添加的元素必须排在队列的末尾。

### 创建队列

function Queue(){

let items = [];

}

### 给队列声明一些属性方法：

由于栈只遵循先入先出的规则，那么就只能用shift（）和pop（）两种方法。

1.enqueue(item):往队列里添加元素到栈的最后一项(栈顶)

2.dequeue():删除队列的最后一项，同时返回被移除的元素。

3.Front():找到队列第一个元素。

4.isEmpty():判断这个队列里有没有元素(是否为空)；如果为空，返回true，否则返回false。

5.clear():把该队列清空。

6.size():返回该队列的元素个数(类似于数组的length)

queue()方法:

this.enqueue= function(item){

items.push(item);

}

dequeue()方法:

this.pop=function(){

return items.shift()

}

Front()方法:

This.peek=function(){

Return items[0]

}

isEmpty()方法:

This.empty=function(){

return items.length==0;//return items.length==0?true:false;

}

size()方法:

This.size=function(){

return items.length;

}

clear()方法:

This.clear=function(){

items=[];

}

### 实例化：

Let queue= new Queue();

### 用ES6 class来声明Queue类

class Queue{

constructor(){

this.items=[];

}

queue(item){

this.items.push(item);

}

//其他方法

}

### 优先队列

function PriorityQueue(){

let items = [];

function QueueElement(element,priority){

this.element=element;

this.priority=priority;

};

this.enqueue=function(element,priority){

let queueElement =new QueueElement(element,priority)；

let added=false;

for(let i=0;i<items.length;i++){

if(queueElement .priority<items[i].priority){

items.splice(i,0,queueElement);

added=true;

break;

}

}

if(!added){

items.push(queueElement);

}

};

this.print=fuction(){

for(let i=0;i<items.length;i++){

console.log(`${items[i].element}-${items[i].priority}`)

}

}

//其他方法和默认Queue实现相同

}

## 链表——LinkedList

链表是一种物理存储单元上非线性、非连续性的数据结构（它在数据逻辑上是线性的），它的每个节点由两个域组成：数据域和指针域。数据域中存储实际数据，指针域则存储着指针信息，指向链表中的下一个元素或者上一个元素。正是由于指针的存在，链表的存储在物理单元是非连续性的。

      链表的优点和缺点同样明显。和线性表相比，链表在添加和删除节点上的效率更高，因为其只需要修改指针信息即可完成操作，而不像线性表（数组）那样需要移动元素。同样的，链表的长度在理论上也是无限的（在存储器容量范围内），并可以动态变化长度，相比线性表优势很大。 相应的，由于线性表无法随机访问节点，只能通过指针顺着链表进行遍历查询来访问，故其访问数据元素的效率比较低。下面是JS部分

这里面封装了的常用方法及描述：

append(element)   向链表尾部添加结点element

insert(position,element)  向位置position处插入结点element

removeAt(position)  按照索引值position删除结点

remove(element)  搜索并删除给定结点element

remove()  删除链表中最后一个结点

indexOf(element) 查找并返回给定结点element的索引值

isEmpty()  判断链表是否为空

size()  获取链表长度

toString()  转换为字符串输出

getHead() 获取头结点

getTail()  获取尾结点

### 单向链表：

function LinkedList(){

/\*节点定义\*/

var Node = function(element){

this.element = element; //存放节点内容

this.next = null; //指针

}

var length = 0, //存放链表长度

head = null; //头指针

this.append = function(element){

var node = new Node(element),

current; //操作所用指针

if (!head){

head = node;

}else {

current = head;

while(current.next){

current = current.next;

}

current.next = node;

}

length++;

return true;

};

this.insert = function(position, element){

if (position >= 0 && position <= length) {

var node = new Node(element),

current = head,

previous,

index = 0;

if(position === 0){

node.next = current;

head = node;

}else{

while(index++ < position){

previous = current;

current = current.next;

}

node.next = current;

previous.next = node;

}

length++;

return true;

}else{

return false;

}

};

this.removeAt = function(position){

if(position > -1 && position < length){

var current = head,

previous,

index = 0;

if (position === 0) {

head = current.next;

}else{

while (index++ < position){

previous = current;

current = current.next;

}

previous.next = current.next;

};

length--;

return current.element;

}else{

return null;

}

};

this.remove = function(element){

var current = head,

previous;

if(element === current.element){

head = current.next;

length--;

return true;

}

previous = current;

current = current.next;

while(current){

if(element === current.element){

previous.next = current.next;

length--;

return true;

}else{

previous = current;

current = current.next;

}

}

return false;

};

this.remove = function(){

if(length < 1){

return false;

}

var current = head,

previous;

if(length == 1){

head = null;

length--;

return current.element;

}

while(current.next !== null){

previous = current;

current = current.next;

}

previous.next = null;

length--;

return current.element;

};

this.indexOf = function(element){

var current = head,

index = 0;

while(current){

if(element === current.element){

return index;

}

index++;

current = current.next;

}

return false;

};

this.isEmpty = function(){

return length === 0;

};

this.size = function(){

return length;

};

this.toString = function(){

var current = head,

string = '';

while(current){

string += current.element;

current = current.next;

}

return string;

};

this.getHead = function(){

return head;

}

}

### 单向循环链表

在单链表的基础上，将尾节点的指针指向头结点，就构成了一个循环链表。环形链表从任意一个节点开始，都可以遍历整个链表。

function CircularLinkedList(){

var Node = function(element){

this.element = element;

this.next = null;

}

var length = 0,

head = null;

this.append = function(element){

var node = new Node(element),

current;

if (!head) {

head = node;

node.next = head;

}else{

current = head;

while(current.next !== head){

current = current.next;

}

current.next = node;

node.next = head;

};

length++;

return true;

};

this.insert = function(position, element){

if(position > -1 && position < length){

var node = new Node(element),

index = 0,

current = head,

previous;

if (position === 0) {

node.next = head;

head = node;

}else{

while(index++ < position){

previous = current;

current = current.next;

}

previous.next = node;

node.next = current;

};

length++;

return true;

}else{

return false;

}

};

this.removeAt = function(position){

if(position > -1 && position < length){

var current = head,

previous,

index = 0;

if (position === 0) {

head = current.next;

}else{

while (index++ < position){

previous = current;

current = current.next;

}

previous.next = current.next;

};

length--;

return current.element;

}else{

return null;

}

};

this.remove = function (element){

var current = head,

previous,

indexCheck = 0;

while(current && indexCheck < length){

if(current.element === element){

if(indexCheck == 0){

head = current.next;

length--;

return true;

}else{

previous.next = current.next;

length--;

return true;

}

}else{

previous = current;

current = current.next;

indexCheck++;

}

}

return false;

};

this.remove = function(){

if(length === 0){

return false;

}

var current = head,

previous,

indexCheck = 0;

if(length === 1){

head = null;

length--;

return current.element;

}

while(indexCheck++ < length){

previous = current;

current = current.next;

}

previous.next = head;

length--;

return current.element;

};

this.indexOf = function(element){

var current = head,

index = 0;

while(current && index < length){

if(current.element === element){

return index;

}else{

index++;

current = current.next;

}

}

return false;

};

this.isEmpty = function(){

return length === 0;

};

this.size = function(){

return length;

};

this.toString = function(){

var current = head,

string = '',

indexCheck = 0;

while(current && indexCheck < length){

string += current.element;

current = current.next;

indexCheck++;

}

return string;

};

}

### 双向链表

单向链表只能向着一个方向遍历链表节点，而在节点指针域中增加了前向指针的双向链表，则可以向着两个方向遍历节点。这使得双向链表也可以在任何一个节点遍历整个链表。

function DoublyLinkedList() {

var Node = function(element) {

this.element = element;

this.next = null;

this.prev = null;

};

var length = 0,

head = null,

tail = null;

this.append = function(element){

var node = Node(element),

current,

previous;

if(!head){

head = node;

tail = node;

}else{

current = head;

while(current){

previous = current;

current = current.next;

}

node.next = current;

current.prev = node;

previous.next = node;

node.prev = previous;

}

length++;

return true;

}

this.insert = function(position,element){

if(position > -1 && position < length){

var node = new Node(element),

current = head,

previous,

index = 0;

if(position === 0){

if(!head){

head = node;

tail = node;

}else{

node.next = current;

current.prev = node;

head = node;

}

}else if (position === length -1){

current = tail;

current.next = node;

node.prev = current;

}else {

while(index++ < position){

previous = current;

current = current.next;

}

node.next = current;

previous.next = node;

current.prev = node;

node.prev = previous;

}

length++;

return true;

}else{

return false;

}

};

this.removeAt = function(position){

if(position > -1 && position < length){

var current = head,

index = 0,

previous;

if (position === 0) {

head = current.next;

if(length === 1){

tail = null;

}else{

head.prev = null;

}

}else if(position === length - 1){

current = tail;

tail = current.prev;

tail.next = null;

} else{

while(index++ < position){

previous = current;

current = current.next;

}

previous.next = current.next;

current.next.prev = previous;

};

length-- ;

return current.element;

}else{

return false;

}

};

this.remove = function(element){

var current = head,

previous;

if(current.element === element){

head = current.next;

}

previous = current;

current = current.next;

while(current){

if (current.element = element) {

previous.next = current.next;

current.next.prev = previous;

}else{

previous = current;

current = current.next;

}

}

return false;

};

this.remove = function(){

if (length === 0) {

return false;

};

var current = head,

previous;

if(length === 1){

head = null;

tail = null;

length--;

return current.element;

}

while(current){

previous = current;

current = current.next;

}

previous.next = null;

length--;

return current.element;

};

this.indexOf = function(element){

var current = head,

index = 0;

while(current && index++ < length){

if (current.element === element) {

return index;

};

current = current.next;

}

return false;

};

this.isEmpty = function(){

return length === 0;

};

this.size = function(){

return length;

};

this.toString = function(){

var current = head,

string = '';

while(current){

string += current.element;

current = current.next;

}

return string;

};

this.getHead = function(){

return head;

};

this.getTail = function(){

return tail;

};

}

### 双向循环链表

将双向链表的头尾指针相连，就构成了双向循环链表。这种链表从任意一个节点都可以同时向两个方向进行节点遍历，查询节点的速度也是最快的。

/\*双向循环链表\*/

function DoublyCircularLinkedList(){

var Node = function(element){

this.element = element;

this.next = null;

this.prev = null;

};

var length = 0,

head = null,

tail = null;

this.append = function(element){

var node = new Node(element),

current,

previous;

if (!head) {

head = node;

tail = node;

head.prev = tail;

tail.next = head;

}else{

current = head;

while(current.next !== head){

previous = current;

current = current.next;

}

current.next = node;

node.next = head;

node.prev = current;

};

length++;

return true;

};

this.insert = function(position, element){

if(position >= 0 && position <= length){

var node = new Node(element),

index = 0,

current = head,

previous;

if(position === 0){

if(!head){

node.next = node;

node.tail = node;

head = node;

tail = node;

}else{

current.prev = node;

node.next = current;

head = node;

node.prev = tail;

}

}else if(position === length){

current = tail;

current.next = node;

node.prev = current;

tail = node;

node.next = head;

}else{

while(index++ < position){

previous = current;

current = current.next;

}

current.prev = node;

node.next = current;

previous.next = node;

node.prev = previous;

}

length++;

return true;

}else{

return false;

}

};

this.removeAt = function(position){

if(position > -1 && position < length){

var current = head,

index = 0,

previous;

if(position === 0){

current.next.previous = tail;

head = current.next;

}else if(position === length - 1){

current = tail;

current.prev.next = head;

head.prev = current.prev;

tail = current.prev;

}else{

while(index++ < position){

previous = current;

current = current.next;

}

previous.next = current.next;

current.next.prev = previous;

}

length--;

return true;

}else{

return false;

}

};

this.remove = function(element){

var current = head,

previous,

indexCheck = 0;

while(current && indexCheck < length){

if(current.element === element){

if(indexCheck === 0){

current.next.prev = tail;

head = current.next;

}else{

current.next.prev = previous;

previous.next = current.next;

}

length--;

return true;

}

previous = current;

current = current.next;

indexCheck++;

}

return false;

};

this.remove = function(){

if(length === 0){

return false;

}

var current = head,

previous,

indexCheck = 0;

if(length === 1){

head = null;

tail = null;

length--;

return current.element;

}

while(indexCheck++ < length){

previous = current;

current = current.next;

}

previous.next = head;

tail = previous.next;

length--;

return current.element;

};

this.indexOf = function(element){

var current = head,

index = 0;

while(current && index++ < length){

if(current.element === element){

return index;

}

current = current.next;

}

return false;

};

this.toString = function(){

var current = head,

indexCheck = 0,

string = '';

while(current && indexCheck < length){

string += current.element;

indexCheck++;

current = current.next;

}

return string;

};

this.isEmpty = function(){

return length === 0;

};

this.getHead = function(){

return head;

};

this.getTail = function(){

return tail;

};

this.size = function(){

return length;

};

}

## 集合——Set

集合是一组无序且唯一（不能重复）的项组成的。这个数据结构使用了与有限集合相同的数学概念，但应用在了计算机科学的数据结构中。集合里的每一项都是用对象Object包裹起来的，包括键与值。

### 创建集合

function Set(){

let items ={};

}

### 给集合声明一些属性方法：

add(value)：向集合内添加一个新的项。

remove(value)：移除集合中某一个值。

has(value)：判断是否含有该值。

clear()：清空该集合

size()：获取集合所包含元素的数量。

values()：返回一个包含集合中所有值所组成的数组。

has(value)方法：可以用js的in操作符

this.has=function(value){

return value in items；

}

add(value)方法：

在add方法中，会先判断该元素是否在集合中，如果不在集合中，那么就添加。否则就return false;。

this.add=function(value){

if(!This.has(value)){

items[value]=value;

}

return false;

}

remove和clear方法：

同add方法，remove也会先判断该元素是否在集合中。

This.remove=function(value){

If(value in items){

delete items[value];

}

Return;

}

Clear()方法：

This.clear=function(){

items = { }

}

Size()方法:

Size()方法有两种实现方式：

1:间接获取Object.keys(items)到的长度。

this.size=function(){

return Object.keys(items).length;

//return Object.values(items).length;

}

2:老老实实用for in循环。

this.size=function(){

For(let key in items){

Let count =0;

If（items.hasOwnProperty(key)){++count;}

}

Return count;

}

Values()方法：也有两种方法实现第一种只有谷歌与火狐兼容。第二种是兼容大众浏览器。

1：this.values=function(){

Return Object.values(items);

}

2：this.valuesAll=function(){

Let vlaues=[];

For(let key in items){

If（items.hasOwnProperty(key)){vlaues.push(items[key]);}

}

return values;

}

Set的遍历：for of

for(let item of set){

}

### 集合的运算：交集，并集，差集与子集

并集：对于给定的两个集合，返回一个包含两个集合中素有元素所组成的不重复的新集合。

交集：对于给定的两个集合，返回一个包含两个集合中共有元素所组成的新集合。

差集：对于给定的两个集合，返回一个包含于第一个集合而且不包含在第二个集合的元素所组成的新集合。

子集：验证一个给定集合是否是另一个集合的子集。

1. 并集(union)：

this.union =function(otherSet){

let unionSet=newSet();

let values=this.values();

for(let i=0;i<values.length;i++){

unionSet.add(values[i]);

}

let values2=otherSet.values();

for(let i=0;i<values2.length;i++){

unionSet.add(values2[i]);

}

return unionSet;

}

1. 交集(intersection)：

This.intersection=function(otherSet){

Let intersectionSet=new Set();

Let values = this.values();

For(let i =0;i<values.length;i++){

If(otherSet.has(values)){

intersectionSet.add(values[i]);

}

}

Return intersectionSet;

}

1. 差集(difference)：

This.difference=function(otherSet){

Let differenceSet=new Set();

Let values=this.values();

For(let i =0;i<values.length;i++){

If(!otherSet.has(values[i])){

differenceSet.add(values[i]);

}

}

Return differenceSet;

}

1. 子集

This.subset=function(otherSet){

If(this.size()>otherSet.size()){

Return false;

}

Else{

Let values=this.values();

For(let i=0;i<values.length;i++){

If(!otherSet.has(values[i]){return false;}

}

Return true;

}

}

### 使用ES6——Set类

Let set = new Set( );

set.add(1);

ES6的Set类已经包含了我们以上封装好的方法，可以直拿来接用。但和我们自己封装的Set类不同的是，ES6的Set类只能打印Iterator，而不是由值构成的数组。

let a = new Set([1, 2, 3]);

let b = new Set([4, 3, 2]);

// 并集

let union = new Set([...a, ...b]);

// Set {1, 2, 3, 4}

// 交集

let intersect = new Set([...a].filter(x => b.has(x)));

// set {2, 3}

// 差集

let difference = new Set([...a].filter(x => !b.has(x)));

// Set {1}

## 字典——Map类

与Set类似，Map是ES6对对象Object的封装，用于存储一组互不相同的元素。在字典中，我们用【键，值】来存储数据。

## 创建字典

fnction Dictionary(){

var items={};

}

## 给字典声明一些方法

set（key，value）：向字典中添加新元素。

Delete（key）：通过键删除已经存在于字典中的键对应的值。

Has（key）：判断该键是否存在于字典中。

Get（key）：通过键值获取对应数据，有的话返回该值，没有的话返回undefined。

Clear（）：将该字典清空。

Size（）：获取该字典的元素数量，与数组的length长度类似。

Keys（）：返回字典中所有key组成的数组。

Values（）：返回字典中所有值组成的数组。

1. has和set方法：

This.has = function(key){

Return items.hasOwnProperty(key);

// return items[key]===undefined;

}

This.set=function(key,value){

Items.key =value;

//Items[ key ]=value;

}

1. delete方法：

This.delete = function(key){

If(item.has(key)) {

delete items.key;

}

}

1. get 和values方法：

This.get=function(key){

Return item.has(key)?Items.key:undefined;

}

This.values=function(){

Const values=[];

For(let k in items){

Values.push(items[k]);

}

Return values;

}

1. clear,size,keys和getItems方法

This.clear=function(){

Items={};

}

This.size=function(){

Return this.values().length;

}

This.keys=function(){

Const keys=[];

For(let k in items){

keys.push(k);

}

return keys;

}

This.getItems=function(){

return items;

}

实例化：

Const myd =**new** Dictionary();

## ES6——Set类

Const myset = new Set();

以上封装的字典方法都适用于Set类。

## 树——Tree

# 常用函数汇总

## 判断两个数组是否相等

function arrayEqual(arr1, arr2) {

    if (arr1 === arr2) return true;

    if (arr1.length != arr2.length) return false;

    for (var i = 0; i < arr1.length; ++i) {

        if (arr1[i] !== arr2[i]) return false;

    }

    return true;

}

## 根据name读取cookie

function getCookie(name) {

    var arr = document.cookie.replace(/\s/g, "").split(';');

    for (var i = 0; i < arr.length; i++) {

        var tempArr = arr[i].split('=');

        if (tempArr[0] == name) {

            return decodeURIComponent(tempArr[1]);

        }

    }

    return '';

}

## removeCookie

function removeCookie(name) {

    // 设置已过期，系统会立刻删除cookie

    setCookie(name, '1', -1);

}

## setCookie

function setCookie(name, value, days) {

    var date = new Date();

    date.setDate(date.getDate() + days);

    document.cookie = name + '=' + value + ';expires=' + date;

}

## 获取浏览器类型和版本

function getExplore() {

    var sys = {},

        ua = navigator.userAgent.toLowerCase(),

        s;

    (s = ua.match(/rv:([\d.]+)\) like gecko/)) ? sys.ie = s[1]:

        (s = ua.match(/msie ([\d\.]+)/)) ? sys.ie = s[1] :

        (s = ua.match(/edge\/([\d\.]+)/)) ? sys.edge = s[1] :

        (s = ua.match(/firefox\/([\d\.]+)/)) ? sys.firefox = s[1] :

        (s = ua.match(/(?:opera|opr).([\d\.]+)/)) ? sys.opera = s[1] :

        (s = ua.match(/chrome\/([\d\.]+)/)) ? sys.chrome = s[1] :

        (s = ua.match(/version\/([\d\.]+).\*safari/)) ? sys.safari = s[1] : 0;

    // 根据关系进行判断

    if (sys.ie) return ('IE: ' + sys.ie)

    if (sys.edge) return ('EDGE: ' + sys.edge)

    if (sys.firefox) return ('Firefox: ' + sys.firefox)

    if (sys.chrome) return ('Chrome: ' + sys.chrome)

    if (sys.opera) return ('Opera: ' + sys.opera)

    if (sys.safari) return ('Safari: ' + sys.safari)

    return 'Unkonwn'

}

## 获取操作系统类型

function getOS() {

    var userAgent = 'navigator' in window && 'userAgent' in navigator && navigator.userAgent.toLowerCase() || '';

    var vendor = 'navigator' in window && 'vendor' in navigator && navigator.vendor.toLowerCase() || '';

    var appVersion = 'navigator' in window && 'appVersion' in navigator && navigator.appVersion.toLowerCase() || '';

    if (/mac/i.test(appVersion)) return 'MacOSX'

    if (/win/i.test(appVersion)) return 'windows'

    if (/linux/i.test(appVersion)) return 'linux'

    if (/iphone/i.test(userAgent) || /ipad/i.test(userAgent) || /ipod/i.test(userAgent)) 'ios'

    if (/android/i.test(userAgent)) return 'android'

    if (/win/i.test(appVersion) && /phone/i.test(userAgent)) return 'windowsPhone'

}

## 判断浏览设备（PC，手机，微信）

function IsPC() {  
var userAgentInfo = navigator.userAgent;  
var Agents = ["Android", "iPhone","SymbianOS", "Windows Phone",  
                "iPad", "iPod"];  
    var flag = true;  
    for (var v = 0; v < Agents.length; v++) {  
    if (userAgentInfo.indexOf(Agents[v]) > 0) {  
    flag = false;  
    break;  
    }  
    }  
    return flag;  
}

If(IsPC()){

Console.log(“是PC端”);

}

else{

Console.log(“是手机端”);

}

## 判断是否微信浏览器中打开(是否是微信端)

var ua = navigator.userAgent.toLowerCase();

if(ua.match(/MicroMessenger/i)=="micromessenger") {

return true;

} else {

return false;

}

## 判断手机操作系统(ios或者是Android)

var u = navigator.userAgent, app = navigator.appVersion;

var isAndroid = u.indexOf('Android') > -1 || u.indexOf('Linux')> -1; //安卓终端

var isIOS = !!u.match(/\(i[^;]+;( U;)? CPU.+Mac OS X/); //ios终端

if (isAndroid) {

//这个是安卓操作系统

}

if (isIOS) {

　　//这个是ios操作系统

}

## 获取滚动条距顶部的距离getScrollTop

**function** getScrollTop() {

**return** (document.documentElement && document.documentElement.scrollTop) || document.body.scrollTop;

}

## 获取一个元素（ele）的距离文档offect的位置

**function** getOffset(ele) {

**var** pos = {

        left: 0,

        top: 0

    };

**while** (ele) {

        pos.left += ele.offsetLeft;

        pos.top += ele.offsetTop;

        ele = ele.offsetParent;

    };

**return** pos;

}

## 在${duration}时间内，滚动条平滑滚动到${to}指定位置

**function** scrollTo(to, duration) {

**if** (duration < 0) {

        setScrollTop(to);

**return**

    }

**var** diff = to - getScrollTop();

**if** (diff === 0) **return**

**var** step = diff / duration \* 10;

    requestAnimationFrame(

**function** () {

**if** (Math.abs(step) > Math.abs(diff)) {

                setScrollTop(getScrollTop() + diff);

**return**;

            }

            setScrollTop(getScrollTop() + step);

**if** (diff > 0 && getScrollTop() >= to || diff < 0 && getScrollTop() <= to) {

**return**;

            }

            scrollTo(to, duration - 16);

        });

}

## 设置滚动条距顶部的距离setScrollTop

**function** setScrollTop(value) {

    window.scrollTo(0, value);

**return** value;

}

## 对象深拷贝，支持常见类型

**function** deepClone(values) {

**var** copy;

    // Handle the 3 simple types, and null or undefined

**if** (**null** == values || "object" != **typeof** values) **return** values;

    // Handle Date

**if** (values **instanceof** Date) {

        copy = **new** Date();

        copy.setTime(values.getTime());

**return** copy;

    }

    // Handle Array

**if** (values **instanceof** Array) {

        copy = [];

**for** (**var** i = 0, len = values.length; i < len; i++) {

            copy[i] = deepClone(values[i]);

        }

**return** copy;

    }

    // Handle Object

**if** (values **instanceof** Object) {

        copy = {};

**for** (**var** attr **in** values) {

**if** (values.hasOwnProperty(attr)) copy[attr] = deepClone(values[attr]);

        }

**return** copy;

    }

**throw** **new** Error("Unable to copy values! Its type isn't supported.");

}

## 判断obj是否为空

**function** isEmptyObject(obj) {

**if** (!obj || **typeof** obj !== 'object' || Array.isArray(obj))

**return** **false**

**return** !Object.keys(obj).length

}

## 随机生成颜色

**function** randomColor() {

**return** '#' + ('00000' + (Math.random() \* 0x1000000 << 0).toString(16)).slice(-6);

}

## 判断是否为邮箱地址email

**function** isEmail(str) {

**return** /\w+([-+.]\w+)\*@\w+([-.]\w+)\*\.\w+([-.]\w+)\*/.test(str);

}

## 判断是否为身份证号**isIdCard**

**function** isIdCard(str) {

**return** /^(^[1-9]\d{7}((0\d)|(1[0-2]))(([0|1|2]\d)|3[0-1])\d{3}$)|(^[1-9]\d{5}[1-9]\d{3}((0\d)|(1[0-2]))(([0|1|2]\d)|3[0-1])((\d{4})|\d{3}[Xx])$)$/.test(str)

}

## 判断是否为手机号

**function** isPhoneNum(str) {

**return** /^(0|86|17951)?(13[0-9]|15[012356789]|17[678]|18[0-9]|14[57])[0-9]{8}$/.test(str)

}

## 判断是否为国内手机号

//手机号正则

var r=/^((0\d{2,3}-\d{7,8})|(1([358][0-9]|4[579]|66|7[0135678]|9[89])[0-9]{8}))$/;

if(!r.test(phone)){

alert('号码格式错误,固话需加区号和符号‘-’');

return;

};

## 判断是否为URL地址

**function** isUrl(str) {

**return** /[-a-zA-Z0-9@:%.\_\+~#=]{2,256}\.[a-z]{2,6}\b([-a-zA-Z0-9@:%\_\+.~#?&//=]\*)/i.test(str);

}

## 现金额转大写

**function** digitUppercase(n) {

**var** fraction = ['角', '分'];

**var** digit = [

        '零', '壹', '贰', '叁', '肆',

        '伍', '陆', '柒', '捌', '玖'

    ];

**var** unit = [

        ['元', '万', '亿'],

        ['', '拾', '佰', '仟']

    ];

**var** head = n < 0 ? '欠' : '';

    n = Math.abs(n);

**var** s = '';

**for** (**var** i = 0; i < fraction.length; i++) {

        s += (digit[Math.floor(n \* 10 \* Math.pow(10, i)) % 10] + fraction[i]).replace(/零./, '');

    }

    s = s || '整';

    n = Math.floor(n);

**for** (**var** i = 0; i < unit[0].length && n > 0; i++) {

**var** p = '';

**for** (**var** j = 0; j < unit[1].length && n > 0; j++) {

            p = digit[n % 10] + unit[1][j] + p;

            n = Math.floor(n / 10);

        }

        s = p.replace(/(零.)\*零$/, '').replace(/^$/, '零') + unit[0][i] + s;

    }

**return** head + s.replace(/(零.)\*零元/, '元')

        .replace(/(零.)+/g, '零')

        .replace(/^整$/, '零元整');

};

## 判断浏览器是否支持webP格式图片isSupportWebP

**function** isSupportWebP() {

**return** !![].map && document.createElement('canvas').toDataURL('image/webp').indexOf('data:image/webp') == 0;

}

## 格式化${startTime}距现在的已过时间

**function** formatPassTime(startTime) {

**var** currentTime = Date.parse(**new** Date()),

        time = currentTime - startTime,

        day = parseInt(time / (1000 \* 60 \* 60 \* 24)),

        hour = parseInt(time / (1000 \* 60 \* 60)),

        min = parseInt(time / (1000 \* 60)),

        month = parseInt(day / 30),

        year = parseInt(month / 12);

**if** (year) **return** year + "年前"

**if** (month) **return** month + "个月前"

**if** (day) **return** day + "天前"

**if** (hour) **return** hour + "小时前"

**if** (min) **return** min + "分钟前"

**else** **return** '刚刚'

}

## 格式化现在距${endTime}的剩余时间

**function** formatRemainTime(endTime) {

**var** startDate = **new** Date(); //开始时间

**var** endDate = **new** Date(endTime); //结束时间

**var** t = endDate.getTime() - startDate.getTime(); //时间差

**var** d = 0,

        h = 0,

        m = 0,

        s = 0;

**if** (t >= 0) {

        d = Math.floor(t / 1000 / 3600 / 24);

        h = Math.floor(t / 1000 / 60 / 60 % 24);

        m = Math.floor(t / 1000 / 60 % 60);

        s = Math.floor(t / 1000 % 60);

    }

**return** d + "天 " + h + "小时 " + m + "分钟 " + s + "秒";

}

## url参数转对象

**function** parseQueryString(url) {

    url = url == **null** ? window.location.href : url

**var** search = url.substring(url.lastIndexOf('?') + 1)

**if** (!search) {

**return** {}

    }

**return** JSON.parse('{"' + decodeURIComponent(search).replace(/"/g, '\\"').replace(/&/g, '","').replace(/=/g, '":"') + '"}')

}

## 对象序列化**stringfyQueryString**

**function** stringfyQueryString(obj) {

**if** (!obj) **return** '';

**var** pairs = [];

**for** (**var** key **in** obj) {

**var** value = obj[key];

**if** (value **instanceof** Array) {

**for** (**var** i = 0; i < value.length; ++i) {

                pairs.push(encodeURIComponent(key + '[' + i + ']') + '=' + encodeURIComponent(value[i]));

            }

**continue**;

        }

        pairs.push(encodeURIComponent(key) + '=' + encodeURIComponent(obj[key]));

    }

**return** pairs.join('&');

}

## 删除旧的全量压缩包

rm(path.resolve(rootPath, 'min', `${pkg.name}.min.js`), err => {

**if** (err) **throw** (err)

    webpack(config, **function** (err, stats) {

**if** (err) **throw** (err)

        building.stop()

        process.stdout.write(stats.toString({

            colors: **true**,

            modules: **false**,

            children: **false**,

            chunks: **false**,

            chunkModules: **false**

        }) + '\n\n')

        resolve()

        console.log(chalk.cyan('  Build complete.\n'))

    })

})

OA：办公自动化

CRM管理系统： custormer releation Manager。

ERP ：Enterprise Relationship Planning 企业资源计划

O2O：online to offline

EC（Electronic Commrce电子商务）

SNS （Social Network Site）

# DOM对象模型

一：Dom产生于98年，由ECMAScript组织把原属于XML技术的DOM移植到了HTML平台上。

XML：是一种数据传输方式，08年之前是主流。

二：DOM描绘了一个层次化的节点关系。允许开发人员动态的去增删改查页面的一部分。98年10月，DOM一级规范出炉，目前各大浏览器厂商都支持DOM。

三：DOM1时代 2B青年的操作节点

Node只不过是一个HTML文档给我们提供的一个操作节点的API（Application InterFace 应用程序接口）。当时除了IE之外，任何浏览器都支持Node对象来操作文档。目前新版支持。

1：NodeName和Nodevalevalue

要了解具体信息。最好使用上面这两个属性。

Nodename可以直接可以直接获取元素对象名称，也就是标签名。Doucument.getEl....获得

Nodevalue实在接待你元素上才可找到元素值。、

1. 节点关系

在DOM元素下，每个阶段都与其他节点有关系，节点之之间的关系通常使用家族关系来描述的。家族。在HTMl中，可以将<html>元素看成<body>元素的父亲。每一个节点都有一个childnode属性，其中保存着一个神秘的对象：nodelist。Nodelist是一个数组，可以通过[ ]来访问nodelist的值。既然是数组，那么肯定有length属性，但他并不是Array的实例。

(Window.)document.title=”” 作用于<title></title>标签。给浏览器命名。

document.write(“”);动态输出一段话

Document.write(“”)与innerHTML=（“”）的区别：

1：Document.write(“”)本意是重绘html页面样式，是把原来的页面清空之后再写一遍，而innerHTML=（“”）是对页面样式的书写，可以添加或更改，而不是重绘。

2：在工作中：忘掉innertext，很少用Document.write(“”)，常用innerHTML=（“”）。

3：document.write与window.onload=function(){}

Window.onload含义是当页面html样式全部加载完毕之后再显示它下面的东西，而document.write意思是网页重绘，如果<style>标签在<script>上面的话，那么在window.onload下面书写document.write(“”)，在<style>标签里书写document.write(“”)里的CSS样式，CSS将不起作用。

Document.read()读取一段话

document.getElementsByTagName(“标签名”);通过标签选择器来找到自己的标签，作用于多个标签选择器，返回一个数组。

var divs=document.getElementsByTagName("div");

for(var i=0;i<divs.length;i++)

{

console.log(divs[i].innerText);

console.log(divs[i].innerHTML);

}

Document.getElementById(“ID名”)通过id名来找到自己想要的标签。返回一个元素。

⑤： var input= document.getElementById("dy");

alert(input.value);

Document.getElementsByClassNa'me(“标签名”)通过标签名来找到自己想要的标签，作用于多个标签，返回一个数组。

var tags= document.getElementsByClassName("btn");

for(var i=0;i<tags.length;i++)

{

tags[i].style.backgroundColor="red";

}

Document.getElementsByName(“name属性名称”)通过name属性名称来找到自己想要的标签。返回一个数组。

var tags= document.getElementsByName("tag");

for(var i=0;i<tags.length;i++)

{

tags[i].style.width="500px";

}

1.onabort事件:对象载入被中断时触发

2.onblur事件：元素或窗口本身失去焦点时触发。

3.onchange事件：改变<select>元素中的选项或者其他表单元素失去焦点，并且在其获取焦点后内容发生过改变时触发。

4.onclick事件：单机鼠标左键时候触发。当光变的焦点在按钮上，并且按下Enter键时，也会触发该事件。

5.onblclick事件:双击鼠标左键时候触发。

6.onerror事件:出现错误时候触发。

7.onfocus事件：任何元素或者窗口本身获得焦点时触发。

8.onkeydown事件:键盘上的按键（包括Alt和Shift等键）被按下时候触发，如果一直按着，则会不断触发。返回false时，取消默认动作。

9.onkeypress事件：键盘上的按键被按下，并产生一个字符时候发生，即当按下Shift等键时不断触发。如果一直按下某键时，会不断触发。返回lfalse时候，取消默认动作。

10.onkeyup事件：释放键盘上的按键时候触发。

11.onload事件:页面完全载入后，在windows对象上触发;所有框架都载入后，在框架集上触发;<img>标记指定的图像完全载入后，在其上触发；<object>标记指定的对象完全载入后，在其上触发。

12.onmousedown事件:单击任何一个鼠标按键时候触发。

13.onmousemove事件:鼠标在某个元素上持续移动时候触发。

14.onmouseout事件：将鼠标从指定元素上移开时触发。

15.onmouseover事件:鼠标移动到某个元素上时候触发。

16.onmouseup事件:释放任意一个鼠标按键时候触发。

17:onreset事件：单击重置按钮是在<form>上触发。

18.onresize事件：窗口或者框架大小有所改变时候触发。

19.onscroll事件：在屏幕滚动的时候触发。

20.onselect事件：选中文本时触发。

21.onsubmit事件：单击提交按钮时候，在<form>上触发。

22.onnunload事件：当页面完全卸载后，在Window对象上触发，或者所有框架都卸载后，在框架集上触发。

## Dom事件汇总

事件3要素：

1：事件源（对象）

2：事件：（触发方法）

Window.onload/onunload

Onsubmit：表单提交的事件

Onreset：重置表单

Onclick/bdlclick事件：

Change事件：文本经过或者下拉菜单中的选项发生改变

Onfocus、onblur聚焦/失焦onmouseover：鼠标悬停(包括子元素) onmouseout：鼠标移出（包括子元素）

.focus();使对象获得焦点（处于获得焦点的状态）

.onmouseenter:鼠标悬停(不包括子元素)

.onmouseleave:鼠标移出（不包括子元素）

在拖动目标上触发事件 (目标元素)以鼠标光标事件（event）为标准，而不是被拖拽对象（this）:

1、要想使用拖拽功能，就必须使用draggable属性，标签内设置行内样式设置为true。

2、对象.[ondragstart](http://www.runoob.com/jsref/event-ondragstart.html) - 用户开始拖动元素时触发该事件，此事件作用在被拖拽元素上。

3、ondrag - 元素正在拖动时触发

4、[ondragend](http://www.runoob.com/jsref/event-ondragend.html) - 用户完成元素拖动后触发，此事件作用在被拖拽的元素上。

5、[ondragenter](http://www.runoob.com/jsref/event-ondragenter.html) - 当被鼠标拖动的对象进入其容器范围内时触发此事件，只触发一次，此事件作用在目标元素上，以鼠标光标事件（event）为标准，而不是被拖拽对象（this）

6、[ondragover](http://www.runoob.com/jsref/event-ondragover.html) - 当某被拖动的对象在另一对象容器范围内拖动时触发此事件，此事件作用在目标元素/容器，以鼠标光标事件（event）为标准，而不是被拖拽对象（this）只要被拖拽对象在目标容器内，该事件一直在触发。

7、[ondragleave](http://www.runoob.com/jsref/event-ondragleave.html) - 当被鼠标拖动的对象离开其容器范围内时触发此事件，以鼠标光标事件（event）为标准，而不是被拖拽对象（this）。

8、[ondrop](http://www.runoob.com/jsref/event-ondrop.html) - 在一个拖动过程中，释放鼠标键时触发此事件，作用在目标接纳容器上

9、dataTransfer 对象：拖拽对象用来传递的媒介使用的时候使用event.dataTransfer 。

3：鼠标事件处理程序（结果）

|  |  |
| --- | --- |
| 事件名称 | 说明 |
| onclick | 鼠标左键单击 |
| Ondblclick | 鼠标左键双击 |
| Onkeyup | 按下并松开一个键（微博限制数字） |
| Onkeydown | 按下触发的那一刻（微博输入框限制数字） |
| Onchange | 文本内容或下拉菜单中的选项发生改变。 |
| Onfocus | 获得焦点，表示文本框等获得鼠标焦点 |
| Onblur | 失去标点，表示文本框等失去鼠标焦点 |
| Onmouseomve | 当鼠标按住拖动时 |
| Onmouseover | 就是鼠标悬停在被获得的元素上方时 |
| Window.Onload | 网页加载完毕时显示 |
| window.Onunload | 网页关闭时显示 |
| Ondragstart | 被拖动的对象开始拖动瞬间时 |
| Ondragover | 被拖动的对象悬停在其对象其容器范围内时 |
| Ondragend | 被拖动的对象拖拽结束时 |
| Ondragenter | 当被拖动的对象进入其容器范围内时 |
| Ondrag | 正在拖动时 |
| Ondragleave | 当被拖动的对象离开其容器范围内时 |
| ondragover | 鼠标拖动停止时 |
| Onmousedown | 鼠标左键按下时 |
| Onmouseup | 鼠标左键松开时 |
| Onmouseleave | 鼠标离开元素时 |

事件三要素：

事件源：点击，改变了，双击了，悬浮了

事件处理程序：就是function（）函数。

事件源.事件

This：指的是外部事件所触发的元素。

祖先包含关系的节点查找：Dom树

Dom操作包含级标签就称为节点查找。

父子关系：祖先节点也属于间接父子关系事件就是由外部因素导致的动作和行为。

事件的声明：用函数来声明事件，后面要加上匿名函数。

键盘事件：

3：.onkeydowm鼠标或键盘按下去没有松开时

4：.onkeyup鼠标或键盘按下去再松开时

## 通过DOM来操作节点的属性：

**对象名.setAttribute(“属性名”,”属性值”)；解释一下，这里的Attribute属性是后天具有的，比如name，class，id，href，src等等。**

**设置多个属性：.setAttribute（{“key”：“value”，“key”：“value”，“key”：“value”，......}）**

**对象名.Classlist=””;**

**对象名.ClassName=””;这三种含义是相同的**

对象名.parentNote 通过此标签找到其父亲节点。

Div.getAttribute（“属性名”）获取该节点的某个属性名。

对象名.setAttribute（css属性，属性值）设置一个新的属性和属性值。

对象名.removeAttribute(css属性，属性值)移除某该节点的某一个属性。

兄弟关系：

标签名.nextSibling(标签名)找到下一个兄弟标签。空格也算。

标签名.previousSibling(标签名)找到上一个兄弟标签，空格也算。

选择器不要选错。

还有一种对标签的属性（prototype）操作：

El.property.”属性名称”=”值”；

这里的property属性指的是元素本身具有的属性天生的属性，比如input标签中type为checkbox或者radio样式时，它的checked属性或者value属性。

而style属性是专门指css样式属性。

## Document获取元素并触发的事件：

一 根据id获取元素的值，getElementById（）返回一个HTML元素对象。

二 根据name取得多个元素所组成的数组getElementsByName（）

注意：textContent只获取元素中的文本，而innerHTML不但获取文本，而且获取里面HTML标签。

三：根据类样式的名称来获取一串HTML标签对象getElementsByClassName（）返回一个含有该由类名的标签所组成的一个数组。

四：根据标签名称获取HTMl标签getElementsByTagName（），返回一个由所有该标签组成的数组。

五：js根据需要找到元素对象，找到我们想要的第一个标签类型document.querySelector( “.div” “.p”);返回第一个符合条件的标签。

六java根据需要找到元素对象，找到所有想要的标签类型document.querySelector（“div”）返回所有符合条件的元素。

七：节点操作

1: .parentNode 找到父亲级元素。

1. nextSibling(标签名)找到下一个兄弟标签。但是空格也算。.previousSibling(标签名)找到上一个兄弟标签，空格也算。
2. previousSibling同级的上个兄弟节点。
3. **childNodes返回一个节点下面所有一阶子节点的组合数组（只包含儿子元素，不包含孙子元素）**
4. firstchild第一个孩子
5. lastchild最后一个孩子
6. **div .removeChild(被删除的节点名称)删除节点，空格也算一个节点。**
7. **div.replaceChild（标签1，标签2）替换节点，用标签1替换标签2。**
8. 父节点：</b>parentNode、offsetParent（获取元素用于定位的那个父级）
9. **nodeType单个节点类型。只要是一个标签，其type就是1。**
10. **nodeValue节点的值**
11. **nodeName节点的名称**
12. **document.createElement(“标签名”)新建一个标签。**

**标签名.appendChild（子元素名)；追加一个子元素，不分类型，只要是元素都可以。先创建，再追加。**

**14.标签名.createTextNode（“一段话”）新建一段文本元素（字符串）。**

1. **.insertbefore（标签a，标签b）；把a标签放到标签前面。**

## JS动态创建元素/节点：

var lis=document.createElement("li");

设置父元素接收并添加：

节点名.appendChild(lis);

JS动态设置所创建对象的样式：

lis.style.width=400+"px";

lis.style.height=20+"px";

lis.style.border="solid 1px red";

lis.style.listStyle="none";

JS动态添加元素的class/id名:  
lis.className="liss";或者lis.setAttribute(“class”,”class名”)；

console.log(lis.className);

li.id="lis1";

getElement方法只能得到，得到之后不能再设置样式。

然后再var liss=document.getElemensByClassName(“liss”);

或者 var lis1=document.getElementById(“lis1”);

console.log(liss.length);

删除节点：

节点名.removeChild(lis);

节点名.children;该节点的所有子节点

节点名.children.length该节点的所有子节点的长度。

JS动态创建元素/节点：

var lis=document.createElement("li");

设置父元素接收并添加：

节点名.appendChild(lis);

JS动态设置所创建对象的样式：

lis.style.width=400+"px";

lis.style.height=20+"px";

lis.style.border="solid 1px red";

lis.style.listStyle="none";

JS动态添加元素的class/id名:  
lis.className="liss";

console.log(lis.className);

lis.id="lis1";/lis.setAttribute(“id”,”lis1”);

getElement方法只能得到，得到之后不能再设置。

然后再var liss=document.getElemensByClassName(“liss”);

或者 var lis1=document.getElementById(“lis1”);

console.log(liss.length);

删除节点：

节点名.removeChild(lis);

节点名.children;该节点的所有子节点

节点名.children.length该节点的所有子节点的长度。

1. **Dom对象是节点**

**得到指定节点对象的类名：var cN=document.getElementById(“id名”).className;**

**Alert(cN);**

**可以通过改变节点对象的类名来改变节点标签的样式，实现一定的样式效果，如选项卡的制作。**

**找到节点对象的索引值（一般在ul li 中）：**

**.style.index**

**计算机对于操作者来说，就是4件事：增删改查。**

**NodeObj.style.css属性=“值”：动态设置nodeObj的css样式，只能读取或设置行内样式，style标签里的样式不能读取。**

**.getComputedStyle（element，ov）是获取一个对象最终的所有属性列表，返回一个由属性组成的数组，只读。Element：元素节点对象；ov：伪类，如果没有伪类则值为null。**

**一般我们在读取一个元素的摸一个CSS属性时使用的方式是getPropertyCSSValue（返回一个叫做CSS2Properties的对象）或者使用getPropertyValue（）（返回一个PropertyValue的字符串）。**

## 循环为Dom元素添加事件

HTML：

<body>

<div class="d1">1</div>

<div class="d1">2</div>

<div class="d1">3</div>

<div class="d1">4</div>

<div class="d1">5</div>

</body>

### JS第一种写法：普通for循环

window.onload=function(){

var d1=document.getElementsByClassName("d1");

console.log(d1);

for(var i=0;i<d1.length;i++){

d1[i].index=i;//在这里，为d1[i]的对象属性index赋了值为i。

d1[i].onclick=function(){

console.log(this.index);//this指向函数的调用者，即d1[i]。

}

}

}

### JS第二种写法：Arr.map( )方法

因为Arr.map()规定，这里的Arr必须是严格意义上的array，但是通过document选择器获取的并不是严格意义上的array，而是HTMLCollection(5)，所以要用ES6的Array.form()方法处理一下，转换为真正的array。

window.onload=function(){

var d1=document.getElementsByClassName("d1");

console.log(d1);

var d1Arr=Array.from(d1)

console.log(d1Arr);

d1Arr.map(function(item,index){

item.index=index;

item.onclick=function(){

console.log(this.index)

}

})

}

# JS操控浏览器本身事件

一：Onsubmit.function( ){

}

点击提交事件，处理用户表单元素向服务器提交数据。无论它之后有多少个事件，这个提交事件都是最后触发。需要提交的表单元素都写在Onsubmit事件中。

return false 固定语法，阻止标签在该语句之后的默认事件发生。

二：一个链接？跟的是参数

？：参数名称=参数值&参数名称=参数值&参数名称=参数值

一个按钮（或者说一个鼠标操作）可出发多个事件。

Javascript：void（0）；阻止标签属性的运行。

Argument(s)参数，argument.length实际参数的个数.无论形式参数有几个，它只显示实参就打印几个。从先到后。

## 事件冒泡:

事件冒泡：就是子元素触发事件之后，父元素的事件也会随之出发（并不需要父元素出发）

阻止事件冒泡的发生：在事件函数的参数括号里写个e，再在事件结束之前添加一句event.stopPropagation();这种方法只能阻止这一级事件的发生。比如：

div2.onclick=function(e){

Alert(“我是div2！！”)；

e.stopPropagation()

}

Document.getElementById(“div1”).onclick=fuction(){

Alert(“我是div1”)

}

阻止事件默认执行的方法：

return false 不仅阻止了事件往上冒泡，而且阻止了事件本身。event.stopPropagation() 则只阻止事件往上冒泡，不阻止事件本身。

event.stopPropagation()方法

$("#d0").click(*function*(){

*console*.log("d0");

})

$("#d1").click(*function*(*event*){

*event*.stopPropagation();

*console*.log("d1");

})

## 阻止浏览器继续执行js代码深入剖析：

”return false“到底做了什么？

当你每次调用”return false“的时候，它实际上做了3件事情：

•event.preventDefault();  
　　•event.stopPropagation();  
　　•停止回调函数执行并立即返回。

## **js检测复制、粘贴与剪切操作**

检测复制：

$("#textA").bind('copy', function() {

}

检测粘贴：

$("#textA").bind(‘paste’, function() {

}

检测剪切：

$("#textA").bind(‘cut’, function() {

}

## [js禁用页面上左右键菜单、选中和复制](http://www.cnblogs.com/liaidai/p/6737784.html)：

oncontextmenu 事件：当点击右键时触发该事件。

onselectstart事件：当开始选中时触发该事件。

onkeydown 事件：当有键盘被按下时触发该事件。

\* 禁用右键菜单

document.oncontextmenu = function(){

event.returnValue = false;

};

\* 禁用选中功能

document.onselectstart = function(){

event.returnValue = false;

};

禁用复制功能

document.oncopy = function(){

event.returnValue = false;

};

\* 禁用鼠标的左右键 \* @param {Object} e

document.onmousedown = function(){

if(event.which==1){//鼠标左键

return false;

}

if(event.which==3){//鼠标右键

return false;

}

};

\* 获取键盘上的输入值

document.onkeydown = function(){

console.info(event.which);

if(event.which==13){

console.info("回车键");

}

};

# Ajax异步请求

## ajax请求（Asynchronous JavaScript And Xml）

异步javascript和XML（代表产品：G-mail谷歌邮箱）

存在原因是浏览器与服务器之间的数据交互不用通过刷新页面就可以完成。

创建AJAX对象请求服务器一共分为4个步骤（每一步都非常重要）：

①：**创建浏览器的ajax对象**

**var oajax=new XMLHttpRequest();//保留了最原始的xml格式，非IE浏览器适用**

**//IE适用于 var oajax=new ActiveXObject("Microsoft.XMLHTTP");**

**var oajax;**

**if (window.XMLHttpRequest) { //判断是否为非IE浏览器,如果是非IE浏览器，那么就往下执行**

**oajax=new XMLHttpRequest()**

**}**

**else{//如果不是，那么就写为IE浏览器的一部对象声明。**

**oajax=new ActiveXObject("Microsoft.XMLHTTP");**

**}**

②：**连接服务器**

通过 .open（“Get/Post”,端口号，true/false）方法。Open（）方法有3个参数，第1个参数是请求方式(GET/POST)第2个参数是URL地址，即所要传递的服务器端口号，第3个参数是 是否异步，布尔值，true是异步，false为同步。

语法：

**oajax.open(“Get/Post”,“url地址”,true);**

③发送请求，一句话

**oajax.send(data)**

这句话非常关键。

浏览器从读到这句话开始，浏览器与服务器就开始进行数据交互并且执行判断5步状态了，而且是循环执行5次。

④接收返回值：

**oajax.onreadystateChange事件，当请求被发送到服务器端时，我们需要执行一些基于响应的任务。每当readystate改变时，就会触发onreadystateChange事件。**

**oajax.readyState：判断请求状态，返回的是5个整数（0，1，2，3，4），代表5种状态。**

0：未初始化：还没有调用open（）方法。

1：载入中：已经调用send方法，正在发送请求

2：载入完成，send（）方法已经完成，已经接收到响应内容。

3：解析中：浏览器正在解析响应内容

4：响应完成；响应内容已经完成，可以在浏览器调用了。

**oajax.status：**服务器返回结果，返回200或是404.(200:成功，404：未找到)

**ajax.responseText：**返回过来的内容，就是我们做需要读取的数据，responseText属性返回的是一个字符串。

前后台数据交互有4种常用格式

|  |
| --- |
| HTML |
| Text |
| XML |
| Json（主流，最常用） |

## JavaScript Ajax请求的Jason格式（要求必须会手写，熟练运用）：

在工作中，这种请求通常用函数封装起来，作为全局函数，便于以后调用。

在封装函数的时候，要判断是哪种请求（get/post）。如果是get，那么系统默认执行，如果是post请求，那么要加上一句话：oajax.setRequestHeader("content-type","application/x-www-form-urlencoded");

向服务器发送Ajax请求时，可以有两种不同的方式从服务器响应返回的数据：

一：XMLHttpRequest对象的responseXML属性访问XML格式的数据。

二：XMLHttpRequest对象的responseText属性访问字符串格式的数据。

当前，XML是已经被废除的进行数据传输的标准语言。XML操作复杂，解析复杂。

JSOAN（Jacascript Object Notation）是一种轻量级的数据传输格式。我们成为javascript对象表示法。使用JSON进行数据传输的优势之一是实际上JSON是一种javascript表示。

## http协议的服务器错误代码及其含义

|  |  |
| --- | --- |
| 1XX | 服务器已经获取了客户端的请求，但是还没有处理 |
| 2XX | 服务器返回浏览器请求成功 |
| 3XX | 重定向301 临时重定向，302永久重定向 |
| 4XX | 404找不到网页403禁止访问 |
| 5XX 6XX | 服务器内部发生错误 |

## 上传图片形式的文件：

const { uploadMerchantImageAct } = this.props;

var formData = new FormData();

formData.append("Filename", e.target.files[0].name);

formData.append("imgFile",e.target.files[0]);

uploadMerchantImageAct(formData);

# Fetch异步请求

## Fetch使用说明

W3Cschool：https://www.w3cschool.cn/fetch\_api/fetch\_api-5kdv2lfq.html

fetch(url, options).then(function(response) {

// handle HTTP response

}, function(error) {

// handle network error

});

说明：  
a. fetch api返回的是一个promise对象  
b.Options:

* method(String): HTTP请求方法，默认为GET
* body(String): HTTP的请求参数，有两种情况：

1，如果设置了Form-data形式的data,需要做一下处理：

由于fetch的body参数的形式是[[‘a’,1],[‘b’,2]...];

然后用 **new** URLSearchParams()方法处理一下。

所以要把普通的JSON对象转化为上面的形式。方法如下：

**function** **objtoString**(obj, arr = [], idx = 0) {

**for** (**let** item **in** obj) {

arr[idx++] = [item, obj[item]]

//arr.push([item, obj[item]];

)

}

**return** **new** URLSearchParams(arr).toString()

}

由上面的方法我们可以了解到，fetch执行post请求时，实质上是把post请求的参数转化为url参数，写到url里了。

2.如果设置了JSON形式的data，那么就用body: JSON.stringify(data)的形式。

* headers(Object): HTTP的请求头，默认为{}，通常有下面几种：

headers: **new** Headers({

'Accept': 'application/json',

'Content-Type': 'application/x-www-form-urlencoded'

Content-Type:text/plain;charset=UTF-8

}),

* credentials(String): 默认为omit,忽略的意思，也就是不带cookie;还有两个参数，same-origin，意思就是同源请求带cookie；include,表示无论跨域还是同源请求都会带cookie

c.第一个then函数里面处理的是response的格式，这里的response具体如下：

· status(number): HTTP返回的状态码，范围在100-599之间

· statusText(String): 服务器返回的状态文字描述，例如Unauthorized,上图中返回的是Ok。

· ok(Boolean): 如果状态码是以2开头的，则为true

· headers: HTTP请求返回头

· body: 返回体，这里有处理返回体的一些方法

* text(): 将返回体处理成字符串类型
* json()： 返回结果和 JSON.parse(responseText)一样
* blob()： 返回一个Blob，Blob对象是一个不可更改的类文件的二进制数据
* arrayBuffer()
* formData()

## 封装的fetch请求

/\*\*

\* 将对象转成 a=1&b=2的形式

\* @param obj 对象

\*/**function** **obj2String**(obj, arr = [], idx = 0) {

**for** (**let** item **in** obj) {

arr[idx++] = [item, obj[item]]

}

**return** **new** URLSearchParams(arr).toString()

}

/\*\*

\* 真正的请求

\* @param url 请求地址

\* @param options 请求参数

\* @param method 请求方式

\*/**function** **commonFetcdh**(url, options, method = 'GET') {

**const** searchStr = obj2String(options)

**let** initObj = {}

**if** (method === 'GET') { // 如果是GET请求，拼接url

url += '?' + searchStr

initObj = {

method: method,

credentials: 'include'

}

} **else** {

initObj = {

method: method,

credentials: 'include',

headers: **new** Headers({

'Accept': 'application/json',

'Content-Type': 'application/x-www-form-urlencoded'

}),

body: searchStr

}

}

fetch(url, initObj).then((res) => {

**return** res.json()

}).then((res) => {

**return** res

})

}

/\*\*

\* GET请求

\* @param url 请求地址

\* @param options 请求参数

\*/**function** **GET**(url, options) {

**return** commonFetcdh(url, options, 'GET')

}

/\*\*

\* POST请求

\* @param url 请求地址

\* @param options 请求参数

\*/function POST(url, options) {

return commonFetcdh(url, options, 'POST')

}

# 异步转同步

使用new Promise 与async/await是一种异步转同步的好方案：

大致思想：在Promise里的回掉函数里用resolve/reject函数把异步的结果返回出来，然后在另一个函数中用async/await调用，从而避免了陷入回调地狱的尴尬。

//fetch.js:

function fetchGET() {

return new Promise((resolve, reject) => {

//异步成功的回调：

resolve(res);

//异步失败的回调：

reject(res);

});

}

export default {

fget: fetchGET,

};

//Item.js:

import FETCH from '../utils/fetch';

async componentWillMount() {

const myRes = await fget();

console.log(myRes);

}

# JSON语法

JSON是一种数据格式。在JSON中，有两种结构：对象和数组。

1. 一个对象以“{”（左括号）开始，“}”（右括号）结束。每个“名称”后跟一个“:”（冒号）；“‘名称/值’ 对”之间运用 “,”（逗号）分隔。 名称用引号括起来；值如果是字符串则必须用括号，数值型则不须要。例如：

var o={"xlid":"cxh",

"xldigitid":123456,

"topscore":2000,

"topplaytime":"2009-08-20"

}；

2. 数组是值（value）的有序集合。一个数组以“[”（左中括号）开始，“]”（右中括号）结束。值之间运用 “,”（逗号）分隔。例如：

var jsonranklist=[

{"xlid":"cxh",

"xldigitid":123456,

"topscore":2000,

"topplaytime":"2009-08-20"

},{"xlid":"zd",

"xldigitid":123456,

"topscore":1500,

"topplaytime":"2009-11-20"

}

];

JSON格式的字符串:

    var str1 = '{ "name": "cxh", "sex": "man" }';

    JSON格式对象:

    var jsonObj= { "name": "cxh", "sex": "man" };

多个json数据集合用数组封装表示：

Var jsondata2=[

{“变量1”：“值1”，“变量2”：“值2”，“变量3”：“值3”，“变量4”：“值4”},

{“变量1”：“值1”，“变量2”：“值2”，“变量3”：“值3”，“变量4”：“值4”},

{“变量1”：“值1”，“变量2”：“值2”，“变量3”：“值3”，“变量4”：“值4”},

{“变量1”：“值1”，“变量2”：“值2”，“变量3”：“值3”，“变量4”：“值4”}

]

一个对象以{ “ ” }每两个对象后面用逗号“，”隔开，属性与值对之间用冒号“：”隔开,最后一个键值对后面不能加逗号（“，”），多个数据集合之间用逗号（“，”）隔开，最后一个数据集合后面不加逗号（“，”）。

例如：var ad1={

name：“Jordan”，

sex：“m”，

age：18，

job：”程序员”

}

Var ad2={

name：“奇瑞”，

Color：“yellow”，

Coast：5.89，

job：”UI设计师”

}

值的数据类型可以包含以下几种：

字符，“字符串”，数字，布尔值，null，DOM对象，数组。

2：json字面量的表达法:

Var add1={

name：“Jordan”，

sex：“m”，

age：18

}

JSON格式的数据实际上就是我们的JS对象。JSON格式的对象实例：

{

"message": "查找生肖信息列表成功",

"statusCode": 107,

"status": true,

"resource": [

{

"\_id": "59ad028b36c34d55c001d811",

"palaceid": 1,

"uid": "59a12166a6cc1020f06ff61d",

"ripe\_num": 59.76,

"type": 0,

"status": 1,

"futou": 0,

"ctime": 1504510603343,

"utime": 0,

"bonus": 600

},

{

"\_id": "59b3b70c4492f151186d8d9c",

"palaceid": 2,

"uid": "59a12166a6cc1020f06ff61d",

"ripe\_num": 14.94,

"type": 0,

"status": 1,

"futou": 0,

"ctime": 1504950028969,

"utime": 0,

"bonus": 600

},

{

"\_id": "59b3b7174492f151186d8da1",

"palaceid": 3,

"uid": "59a12166a6cc1020f06ff61d",

"ripe\_num": 14.94,

"type": 0,

"status": 1,

"futou": 0,

"ctime": 1504950039383,

"utime": 0,

"bonus": 600

}

]

}

二：使用XMLHttpRequest对象创建JSON数据请求

为了方便处理JSON数据，JSON提供了json。Js包。JSON是以文本，即字符串的形式传递的。所以JSON对象和JSON字符串之间的相互转换式关键。

## 将JSON格式字符串转化为JOSN格式的对象：

使用方法1：var ajsion=JSON.prase(oa);

或者使用方法2：var obj=str.parseJSON();

## 将JSON格式的对象转化为JSON格式的字符串：

可以运用 toJSONString()或者使用JSON.stringify()将JSON对象转化为JSON字符串,用于调试打印或者本地存储。

var last=obj.toJSONString(); //将JSON对象转化为JSON字符串。

var last=JSON.stringify(obj); //将JSON对象转化为JSON字符

# JQuery讲解

Jquery的操作方法包括以下5个方面：

1：JQuery选择器

2：JQUERY 操作Dom

3：jquery的动画操作

4：jquery对表单元素Ajax操作

5：jquery插件

## jQuery选择器与事件

一：认识什么是JavaScript框架

Javascript框架就是为了简化原生JS操作，世界上有很多简化JS的框架。

ProtoType 2004-2008年使用 开源基金会

Dojo Yahoo公司出品

YUI Yahoo公司出品

JQuery

二 下载并测试JQuery代码，并且和们的html文件放在同一个文件夹内。

Jquery1.x版本兼容IE6，7，8

Jquery2.x版本不兼容IE6，7，8

Jquery3.x版本不兼容IE6，7，8，支持移动端代码。

三：开始学习JQuery

1：引入JQuery3.0.0-js框架

<script type="text/javascript" src="jquery-3.0.0/jquery-3.0.0.js"></script>

外部文件的引用：

外部css文件的引用：<link rel="stylesheet" type="text/css" href="css/base.css">

外部jquery框架的引用：<script type="text/javascript" src="jquery-3.0.0/jquery-3.0.0.js"></script>

2：开始编写

$(document).Ready(function(){

});

$非常强大，可以抽取任何Dom对象,$(“”)就是选择器。

当页面Dom部分加载完成之后执行该函数。类似于window.onload=function(){ },但又有所不同。下面介绍两种的不同之处：

|  |  |  |
| --- | --- | --- |
| 不同指之处 | Window.onload=function(){ } | $(document).ready( function(){ }) |
| 执行时机 | 必须等待网页中所有内容加载完毕（包括图片，外部样式，外部JS等）才能执行 | 所有Dom结构绘制完毕后就可以执行，可能与Dom关联的东西没有加载完毕 |
| 编写个数 | 一个页面只能由于一个window.onload，即使有多个，也只执行最后一个 | 一个页面可以有多个$(document).ready( )，并且都可以执行 |
| 简化写法 | 没有 | $(function(){ })常用简写方法 |

四JQuery对象和Dom对象：

Jquery中页面跳转：（function（）{window.location.href=”网页地址”}）,和js一样

JQuery对象是通过JQuery包装Dom对象之后的对象，也就是说，JQuery对象和Dom对象是一样的，本质上都是js对象。把dom对象转化成jquery对象：$(“#one”).把jquery对象转化为对象：var dom=document.getElementById（“one”）；

五：jquery的选择器

### 1：基本选择器

|  |  |  |  |
| --- | --- | --- | --- |
| 选择器 | 描述 | 返回 | 案例 |
| #id名 | Id选择器，通过id选择jquery元素 | 单个id元素 | Var $select=$(“#one”) |
| .class名 | 类选择器 | 所有class类组成的一个数组 | Var $select=$(“.one”); |
| element名 | 标签选择器 | 所有标签名组成的数组 | $selector=$(“span”) |
| Element名 .class名 #id名 | 把标签和标签下面的元素合并在一起选择 | 把标签和标签下面的元素合并在一起的数组 | $(“span.one#one”) |

Jquery的每一个操作都是函数操作，所以都写成函数调用的方式。

把dom对象转化成jquery对象：$(“#one”).

把jquery对象转化为对象：var dom=document.getElementById（“one”）；

Dom=$dom.get(0)/dom=$dom.get[0];固定语法

例如：$(“#one”).text():

### 2：层次选择器

|  |  |
| --- | --- |
| $(“parent children”) | $(“div span”)选中该标签名下的所有后代span元素，不论子元素或孙子元素,返回一个数组 |
| $( “parent>child” ) | $( “div>p” )选取所有一阶p标签返回一个数组 |
| $(“prev+next”) | $( “div1+div2” )选取div1的下一个div |
| $(“prev~siblings”) | 选取所有的silbing元素 |

$(“div span ”).css(“属性” ，“属性值”)。

### 3：过滤选择器：

|  |  |  |
| --- | --- | --- |
| **基本过滤选择器** | | |
| **符号** | 说明 | 用法 |
| **:eq(index)**  **.eq(index)** | index是从0开始的一个数字，选择序号为index的元素。选择第一个匹配的元素。 | $(“li:eq(1)”). css(“background”,”red”)  或者$(“li”).eq(1) |
| **:gt(index)** | Index 是从0开始的一个数字，选择序号大于index的元素 | $(“li:gt(2)”). css(“background”,”red”) |
| **:lt(index)** | Index是从0开始的一个数字，选择小于index 的元素 | $(“li:lt(2)”). css(“background”,”red”) |
| **:odd** | 选择所有序号为奇数行的元素 | $(“li:odd”). css(“background”,”red”) |
| **:even** | 选择所有序号为偶数的元素 | $(“li:even”). css(“background”,”red”) |
| **:first** | 选择匹配第一个元素 | $(“li:first”). css(“background”,”red”) |
| **:last** | 选择匹配的最后一个元素 | $(“li:last”). css(“background”,”red”) |
| **:contains（‘’）** | 选择包含该字符的元素 | $(:contains('尼康')).css("background","pink") |

### 4：属性选择器：

|  |  |  |
| --- | --- | --- |
| **属性选择器** | | |
| **符号** | 说明 | 用法 |
| **$(“a[href]”)** | 选择所有包含href属性的元素 | $(“a[href]”). css(“background”,”red”) |
| **$(“a[href=’itcast’]”)** | 选择href属性值为itcast的所有a标签 | $(“a[href=’itcast’]”). css(“background”,”red”) |
| **$(“a[href!=’baidu’]”)** | 选择所有href属性不等baidu的所有元素，包括没有href的元素 | $(“a[href!=’baidu’]”). css(“background”,”red”) |
| **$(“a[href^=’web’]”)** | 选择所有以web开头的元素 | $(“a[href^=’web’]”). css(“background”,”red”) |
| **$(“a[href$=’cn’]”)** | 选择所有以cn结尾的元素 | $(“a[href$=’cn’]”). css(“background”,”red”) |
| **$(“a[href\*=’i’]”)** | 选择所有包含i这个字符的元素，可以是中英文 | $(“a[href\*=’i’]”). css(“background”,”red”) |
| **$(“a[href][title=’我’]”)** | 选择所有符合指定属性规则的元素，都符合才会被选中。 | $(“a[href][title=’我’]”). css(“background”,”red”) |
| **$("input[name='checked']:checked")/$(":checked")** | 选择属性为：checked的标签 | **$("input[name='checked']:checked")/$(":checked")** |

例：[name=’checked’]

### 5:兄弟选择器：

$(“’).siblings()当前元素的所有同级的兄弟节点

$(“’).prev()当前元素的前一个兄弟节点

$(“’).prevAll()当前元素之前的所有兄弟节点

$(“’).next()当前元素的后一个兄弟节点

$(“’).nextAll()当前元素之后的所有兄弟节点

### 6.后代选择器

.find(“.pep”)找到包含class属性为pep的后代元素并返回该元素组成的数组。

如果给定一个表示 DOM 元素集合的 jQuery 对象，.find() 方法允许我们在 DOM 树中搜索这些元素的后代，并用匹配元素来构造一个新的 jQuery 对象。.find() 与 .children() 方法类似，不同的是.children() 方法仅沿着 DOM 树向下遍历单一层级。

.find() 方法第一个明显特征是，其接受的选择器表达式与我们向 $() 函数传递的表达式的类型相同。将通过测试这些元素是否匹配该表达式来对元素进行过滤。

当调整浏览器窗口的大小时，发生 resize 事件。

resize() 方法触发 resize 事件，或规定当发生 resize 事件时运行的函数。

1： .show() 显示隐藏的元素

2 ： .css({属性：值,属性：值}) 给元素添加样式

3 ： .text() 没有参数的话就是获取标签的文本如果有参数的话就是设置标签的文本

4 ： .filter(exp) 筛选出与指定的选择器匹配的元素集合。可以有多个

5： .hide()隐藏元素

判断方法：

$("#id").is(“:visible”，boolean);       true 为显示 false 为隐藏

$("#id").is(":hidden"，boolean);       true 为隐藏 false 为显示

$("#id").is(":checked"，true);  true为选中

$("#id").is(":checked"，false);  false为未选中

补充css代码：

cursor: pointer;当鼠标悬停在被点击元素上时，鼠标箭头变成手指形态。

.indexOf("字符 ")找到包含该字符的元素

.contains(“字符”)找到含有指定字符的元素。

## jQuery操作Dom

一般来说，DOM的操作主要分3种，即D'OM Core（核心），HTML-DOM和CSS-DOM

1：查找设置标签节点

var $xj=$("ul li:eq(1)");

alert($xj.text());

.val():内容，指获取input标签中的内容或value属性值。

.html()：设置html标签样式。

.text()打印文本内容。

.html()与.text()都是方法，要直接在括号内写内容。

.html()与.text()都可以动态获取并设置dom节点的内容，不同之处是.text()只能获取或设置文本内容，而.html()不仅可以动态获取或者设置文本内容，还可以动态设置标签。

2：查找和设置属性节点

1. attr(“属性名”，”值”)设置所有行内属性和值。针对于对于自己定义的属性（比如src，data，height，width），一般是class,id,name等。

设置单个attr属性：$().attr(“key”,”value”);

设置多个属性：$().attr({“key1”：”value1”，“key2”：”value2”，.........});

②对于html固有的属性，用prop（“属性名”，“值”）方法。

对于表单元素（input，a，form，select（下拉列表），button，datalist），name才是其固有属性，否则是可有可无的。

③.css（属性名”，”值”）是更改style标签里的css样式表里的css属性,一般用于更改某一项css的样式属性。

编辑多个CSS样式：

.css({“key1”:”value1”,“key2”:”value2”,“key3”:”value3”...})

.addClass(“”)添加一个class；

.removeClass(“属性名”)删除该class。

②.prop(“属性名”，boolean)，设置节点的原本属性。

jQueryObject.prop( propertyName [, value ] )

设置或返回指定属性propertyName的值。如果指定了value参数，则表示设置属性propertyName的值为value；如果没有指定value参数，则表示返回属性propertyName的值。

参数value还可以是函数，prop()将根据匹配的所有元素遍历执行该函数，函数中的this指针将指向对应的DOM元素。prop()还会为函数传入两个参数：第一个参数就是该元素在匹配元素中的索引，第二个参数就是该元素propertyName属性当前的值。函数的返回值就是为该元素的propertyName属性设置的值。

用法二：

jQueryObject.prop( object )

以对象形式同时设置任意多个属性的值。对象object的每个属性对应propertyName，属性的值对应value。

注意：prop()函数的所有"设置属性"操作针对的是当前jQuery对象所匹配的每一个元素；所有"读取属性"的操作只针对第一个匹配的元素。

返回值

prop()函数的返回值是任意类型，返回值的类型取决于当前prop()函数执行的是"设置属性"操作还是"读取属性"操作。

如果prop()函数执行的是"设置属性"操作，则返回当前jQuery对象本身；如果是"读取属性"操作，则返回读取到的属性值。

如果当前jQuery对象匹配多个元素，返回属性值时，prop()函数只以其中第一个匹配的元素为准。如果该元素没有指定的属性，则返回undefined。

prop()和attr()的主要区别：prop()函数针对的是DOM元素(JS Element对象)的属性，[attr()](http://www.365mini.com/page/jquery-attr.htm" \o "jQuery.attr() 函数详解" \t "http://www.365mini.com/page/_blank)函数针对的是DOM元素所对应的文档节点的属性。详情请查看[jQuery函数attr()和prop()的区别](http://www.365mini.com/page/jquery-attr-vs-prop.htm" \o "jQuery函数attr()和prop()的区别" \t "http://www.365mini.com/page/_blank)。

**注意事项**

①如果通过prop()函数更改<input>和<button>元素的type属性，在多数浏览器上将会抛出一个错误，因为该属性一般不允许在后期更改。

②如果使用prop()函数操作表单元素的checked、selected、disabled等属性，如果该元素被选中(或禁用)，则返回true，否则(意即HTML中没有该属性)返回false。

③prop()函数还可以设置或返回DOM元素的Element对象上的某些属性，例如：tagName、selectedIndex、nodeName、nodeType、ownerDocument、defaultChecked和defaultSelected等属性。

④在IE9及更早版本中，如果使用prop()函数设置的属性值不是一个简单的原始值(String、Number、Boolean)，并且在对应的DOM元素被销毁之前，该属性没有被移除，则可能会导致内存泄漏问题。如果你只是为了存储数据，建议你使用[data()](http://www.365mini.com/page/jquery-data.htm" \o "jQuery.data() 函数详解" \t "http://www.365mini.com/page/_blank)函数，以避免内存泄漏问题。

3：动态创建和追加节点（文本，元素，属性都可以）

.append(“<></>”)

$li.append(“<p title=“te” name=“pb”>我是一段文字</p>”)

append详解

|  |  |
| --- | --- |
| .append（“”） | 向某个元素里面追加新的元素（最后一位） |
| .appendTo(“”) | 将所有的匹配元素剪切追加到原有标签里边去，原来的被删除了。 |
| .prepend(“<></>”) | 向某个元素里添加新的元素（最前面一位） |
| .prependTo(“”) | 将某个元素追加到原有标签里边去（最前面一位） |
| $(“”).after(<></>“”) | 将所匹配的标签插入到制定标签的前面。 |
| $(“<></>”).insertAfter（“p”） | 将所有匹配的元素插入到指定元素的后面，实际上，使用该方法颠倒了常规的$().after() |
| $(b”).before(“<p></p>”) | b在p标签前面 |
| $(“b”)insertbefore(<></>) | b在p后面 |

4:删除节点

$(“ul li.eq(1)”).removeClass(“属性名”);根据属性名将所选中的标签删除。如果没有属性名称的话，那么就是默认删除所有属性。

被删除的节点看可以被接受，还可以添加到别的别的元素里边去。这就说明，.remove方法不是真的删除。

5：Empty方法：

.empty()

Empty方法并不是删除节点，而是清空节点，它能清空该标签元素所有后代节点

6：复制节点

$(“”).clone()

.clone()通常与.appendTo(“”)配合使用

$(“”).clone().appendTo(“”)；

7:替换节点

$(“”).replacewith(“<></>”)

将后面的标签替换前面的标签。

$(“<></>”)replaceAll(“”)

将前面的标签替换后面的标签

8：$(“strong”).wrap(“<b></b>”)分别包裹$(“strong”).warpAll(“<b></b>”)将所有的标签用b标签包裹。

9：追加设置属性：

$(“p”).attr(“class ”,”on heigh”)这时p标签具有两个属性，on和heigh。

$(“p”).addClass(“类名”)追加样式

设置和获取html文本和值

获取HTML：$(“p”).Html()

获取文字：$(“p”).text()

获取文本内容：$(“p”).val()

10：添加子节点

.children（）选中所有一阶子节点

.next和nextAll()取得匹配元素后面的一个同级元素/所有的同级元素

.prev和prevAll()取得匹配元素前面的一个同级元素/所有的同级元素

$(“p”).closest（“标签名”）获取离鼠标最近的标签的父级标签名。

11：css的编辑

①如果只有一个属性：

.css(“属性1”：“值”）

②如果有多个属性：

.css({

“属性1”：“值”，

“属性2”：“值”，

“属性3”：“值”

。。。。。。

})

.offset();获取或设置当前对象距离它的已经定位了的父级对象的坐标；如果没有定位的父级对象，则以body为准。

.offset().left：距离父级元素的左边框距离

.offset().top：距离父级元素的上边框距离

12：事件函数（event）

.bind(“事件名”，function（）{ })给某个标签绑定函数（写死了，可以多次使用），就相当于js中的事件函数声名和调用。

或者$(slector).on(“click”,function(){ });

.each(function(index,el){ })对每一个选中的对象添加回调函数事件，相当于for循环.

.click /.dblclick

.mouseover/out

.onkeyup

Js方式 :document.getElementById(“id”).onclick

jQuery方式: $(“#id”).click

区别：jQuery的事件不带on

事件处理程序

Js 书写方式:

document.getElementById(“id”).onclick = function(){

// 语句

}

jQuery 书写方式:

$(“#id”).click(function(){

// 语句

});

还有一种写法：

$(“p”).unbind(\_”事件名”，function（）{ })移除某一个函数。

## jQuery里的$(this)

在原生js里，this指向函数的调用者。在操作Dom的时候，this指向选择器选择出来的Html标签。但是jQuery里，$(this)指向jQuery选择器，而不再指向你选择出来的标签。如果想在each（）循环里点击打印标签的index，那么就还是用原生js的index赋值方法。不多比比，上代码：

<div class="dd">1111</div>

<div class="dd">2222</div>

<div class="dd">3333</div>

<div class="dd">4444</div>

$(".dd").each(function(index,item){

item.index=index;

$(item).click(function(){

console.log(this);//Html标签

console.log(this.index);//index下标

console.log($(this));//$选择器：r.fn.init [div.dd]

console.log($(this).index())//n，不确定。这个写法有个bug：index()方法打印出来的不是相对于你规定的那些元素中的洗标，而是相对于页面boday下所有的Html标签下标。

})

})

## 点击失效的解决方法：

Ajax从服务器里获取数据后，动态创建Dom元素并添加点击事件失效问题的解决方法：

$(“父元素”).on(“click”,”被点击的元素”,function(){

})

# JQuery的动画效果

模拟操作

前面学过的所有例子必须都是通过用户出发才能执行。但有时需要通过模拟操作来达到效果，例如在用户进入页面内就能触发click事件，而不需要用户主动点击。

.trigger(“事件名”)；：当页面加载完毕时自动执行事件函数，写在函数体的最后面。

模拟事件不关心事件函数名是否为关键字，只关心时间函数体内的代码。所以这个事件名可以是自定义的事件名（用户触发不可用，仅限于自执行）。

或者直接 $(“#btn”).事件名( );

含参函数的声名与调用：

$(“#btn”).bind(“myclick”,function(eventmesg1,mesg2){ })

为一个元素绑定多个事件

$(“button”).bind(“事件1 事件2”，function（）{ })

这个不常用，常用：

$(“button”).bind(“事件1”，function（）{ }).bind(“事件2”，function（）{ })......

动画效果：

display：none;

display：block;

.is（：”didden”）

.is（：”visiable”）

.is（“：animated”）判断是否是当前的动画效果。

.hide(3000) 3秒之内消失

.show(3000) 3秒之内呈现

.toggle(3000)对选中元素隐藏/显示的切换

$(selector).fadeOut(speed,callback);在一段时间内逐渐消失

可选的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒数。可选的 callback 参数是 fading 完成后所执行的函数名称。

$(selector).fadeIn(speed,callback);在一段时间内逐渐出现。

可选的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒数。可选的 callback 参数是 fading 完成后所执行的函数名称。

$(selector).fadeIn();在一段时间内逐渐出现。

$(selector).fadeIn(speed,callback);

可选的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒数。可选的 callback 参数是 fading 完成后所执行的函数名称。

.slideDown(3000)从上往下卷动显示

slideUp(3000)从下往上卷动隐藏

## jQuery slideDown() 方法

jQuery slideDown() 方法用于向下卷动显示。

$(selector).slideDown(speed,callback);

可选的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒。

可选的 callback 参数是滑动完成后所执行的函数名称。

slideUp与slideDown用法相同。

## jQuery slideUp() 方法

jQuery slideDown() 方法用于向上卷动隐藏。

$(selector).slideDown(speed,callback);

可选的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒。

可选的 callback 参数是滑动完成后所执行的函数名称。

slideUp与slideDown用法相同。

## jQuery slideToggle() 方法

jQuery slideToggle() 方法可以在 slideDown() 与 slideUp() 方法之间进行切换。

$(selector).slideToggle(speed,callback);

可选的 speed 参数规定效果的时长。它可以取以下值："slow"、"fast" 或毫秒。

可选的 callback 参数是滑动完成后所执行的函数名称。

## jQuuery animate方法

animate（parms，speed，callback，3000）一坨参数，执行自定义CSS属性集的动画。

1. params:一个包含样式属性以及值的映射，比如{background：}
2. speed速度参数
3. callback：可选，在animate动画效果执行完毕之后要执行的函数，可选

效果：.stop().animate（{”left“：500px}，3000）;3秒室内移动到据左边框500（向右移动500）

.stop().animate（{“left”：”+=500px”}，3000）3秒之内在当前位置基础上向右移500px;

opacity：设置透明度:0-1之间，小数表示。

opacity：1透明度为1

$(“div”).stop( ).animate({ },300);在当前动画效果的时候停止。

.is（“：animated”）判断是否是当前的动画效果。

$(dindow).scrollTop()/Left():据页面已经向上/向左卷动的距离。

.hover(function(){ }，function（）{ }):鼠标移入/移出时的事件。相当于.mouseover(function(){ }).mouseout(function(){ })

$(“”).find（“”）获取某个节点下面的子节点

.height()/width()设置节点的宽/高

$(window).height/width()获取浏览器窗口高度

# jQuery中的ajax

AJAX 是一种用于创建快速动态网页，请求网页数据的技术。

通过在后台与服务器进行少量数据交换，AJAX 可以使网页实现异步更新。这意味着可以在不重新加载整个网页的情况下，对网页的某部分进行更新。

传统的网页（不使用 AJAX）如果需要更新内容，必需重载整个网页面。

有很多使用 AJAX 的应用程序案例：新浪微博、Google 地图、开心网等等。

## 1.回顾原生js中的AJAX

①好处：

1：AJAX的实现不需要任何外部插件。

2：用户体验非常好

3：提高Web程序性能

4：减轻服务器贷款的负担

②不足之处：

1：浏览器对XMLHttpRequest对象的支持不同

2：破坏浏览器的前进/后退按钮的使用。

3：对搜索引擎的支持不足

4：开发和调试困难

原生AJAX代码：

①：**创建浏览器的ajax对象**

**var oajax=new XMLHttpRequest();//保留了最原始的xml格式，非IE浏览器适用**

**//IE适用于 var oajax=new ActiveXObject("Microsoft.XMLHTTP");**

**var oajax;**

**if (window.XMLHttpRequest) { //判断是否为非IE浏览器,如果是非IE浏览器，那么就往下执行**

**oajax=XMLHttpRequest()**

**}**

**else{//如果不是，那么就写为IE浏览器的一部对象声明。**

**oajax=new ActiveXObject("Microsoft.XMLHTTP");**

**}**

②：**连接服务器**

通过 .open（）方法。Open（）方法有3个参数，第1个参数是请求方式(GET/POST)第2个参数是URL地址，即所要传递的服务器地址，第3个参数是 是否异步，布尔值，true是异步，false为同步。

语法：

**oajax.open(“Get/Post”,“url地址”,true);**

③发送请求，一句话：

**oajax.send(data)**

这句话非常关键。

浏览器从读到这句话开始，浏览器与服务器就开始进行数据交互并且执行判断5步状态了，而且是循环执行5次。

④接收返回值：

Oajax.onreadystateChange=function(){

If(oajax.readyState==4){

If(oajax.status==200){

responseText()

}

}

}

**.onreadystatechange事件，当请求被发送到服务器端时，我们需要执行一些基于响应的任务。每当readyState改变时，就会触发onreadystatechange事件。**

**.readyState：判断请求状态，返回的是5个整数（0，1，2，3，4），代表5种状态。**

0：未初始化：还没有调用open（）方法。

1：载入中：已经调用send方法，正在发送请求

2：载入完成，send（）方法已经完成，已经接收到响应内容。

3：解析中：浏览器正在解析响应内容

4：响应完成；响应内容已经完成，可以在浏览器调用了。

.status：服务器返回结果，返回200或是404.(200:成功，404：未找到)

ajax.responseText：返回过来的内容，就是我们做需要读取的数据，responseText属性返回的是一个字符串。

1.open(method,url,[async,username,password]);

method:get/post;

url:指定服务端的链接；

async:false/true(默认)；true表示异步,false表示同步

username，password可选参数,指定服务器的用户名和密码;

2.setRequestHeader(label,value);

给该方法的请求头添加标记/值对;

3.send('content');

核心方法,发送请求,附带相应的数据

4.getAllResponseHeaders

getAllResponseHeaders();

字符串的形式,返回所有http应答的头,内容,服务，

日期等相关的信息

5.getResponseHeader

getResponseHeaders(lable);

字符串的形式,获取指定http应答头的信息

6.abort

abort(),取消当前的请求

1.XMLHttpRequest.open()中的method，常用

get，post；

但是还包含其他的方法

get:服务端请求数据；

post:向服务端发送数据；

delete：删除指定资源的数据；

put：数据保存到指定的资源上;

head，和get相似,但是服务器端应答的只是头而已；

其中最主要使用的还是get/post

2.XMLHttpRequest对象中的属性：

1.onreadystatechange

保存请求的ready状态改变的时候,调用的函数

2.readyState

五个值

0 没有初始化

1 open阶段

2 请求已经发送

3 正在接受应答

4 应答已经收到

注意:大部分情况下,我们只需要关心他的值为4的情况

3.responseText

文本格式的应答信息

4.responseXML

xml格式的应答信息，看做有效的xml处理

5.status

返回http请求的状态

404，500，等等

最期待的是200(因为200表示一切正常)

6.statusText

以文字的形式请求状态

## 处理web请求

发送Ajax请求之后,下一步就要开始处理相应的请求

1.获取服务器返回的数据

XMLHttpRequest.onreadystatechange = function(){}

(后面也可以是函数名,函数另外设定,一般使用回调函数)

注意:其实按照前文所说,是状态改变的时候，后面跟着需要调用的函数

也就是创建对象，发送数据完结之后,需要执行的回调函数而已

它最重要的一点就是函数的调用时机,状态改变的时候调用

2.回调函数的设定

XMLHttpRequest.onreadystatechange = function(){

//按照前文,其实也就是判断应答是否已经收到,传输过程是否是一切正常

if(XMLHttpRequest.readyState == 4 && XMLHttpRequest.status == 200)

//如果应答收到,一切正常,那么执行页面需要执行的程序即可

//如果需要获取服务器返回的数据

var data = XMLHttpRequest.responseText;

}

## 2.JQuery中的Ajax

JQuery中的Ajax是对原生Ajax进行了封装

1：$(“.classname”).load(”url“，{data}，callbackfunction（）{})

Laod(“url“,{参数1，参数2.。。}，服务器返回值)url为外部html文件名，参数为你所需要的标签内容，可选。如果没有参数，那么默认是加载整个外部html文件，浏览器默认的是get请求。如果写了参数，那么就变成了post请求。

通过.load()方法来调用外部的html文件并插入到Dom中。网页上很多评论都是这种方法。

2：$.post( )和$.get( )

$.get/$.post(url,{data} , callback(function(){ }) ,type)

这种方法最简单

|  |  |  |
| --- | --- | --- |
| 参数名称 | 类型 | 说明 |
| url | String | 请求的HTML页面的URL地址 |
| Data(可选) | Object | 发送到服务器key/value数据会作为  url?参数名称=参数值& |
| Callback（可选） | Function | 当载入成功后，自动将请求的结果通过function参数的形式返回给html |

jQuery get() 和 post() 方法用于通过 HTTP GET 或 POST 请求从服务器请求数据。

## HTTP 请求：GET vs. POST

两种在客户端和服务器端进行请求-响应的常用方法是：GET 和 POST。

* **GET** - 从指定的资源请求数据
* **POST** - 向指定的资源提交要处理的数据

GET 基本上用于从服务器获得（取回）数据。注释：GET 方法可能返回缓存数据。

POST 也可用于从服务器获取数据。不过，POST 方法不会缓存数据，并且常用于连同请求一起发送数据。

如需学习更多有关 GET 和 POST 以及两方法差异的知识，请阅读我们的 [HTTP 方法 - GET 对比 POST](http://www.w3school.com.cn/tags/html_ref_httpmethods.asp" \o "HTTP 方法：GET 对比 POST)。

## jQuery $.get() 方法

$.get() 方法通过 HTTP GET 请求从服务器上请求数据。

$.get(*URL*,*callback*);

必需的 *URL* 参数规定您希望请求的 URL。

可选的 *callback* 参数是请求成功后所执行的函数名。

下面的例子使用 $.get() 方法从服务器上的一个文件中取回数据：

### 实例

$("button").click(function(){

$.get("demo\_test.asp",function(data,status){

alert("Data: " + data + "\nStatus: " + status);

});

});

$.get() 的第一个参数是我们希望请求的 URL（"demo\_test.asp"）。

第二个参数是回调函数。第一个回调参数存有被请求页面的内容，第二个回调参数存有请求的状态。

**提示：**这个 ASP 文件 ("demo\_test.asp") 类似这样：

<%

response.write("This is some text from an external ASP file.")

%>

## jQuery $.post() 方法

$.post() 方法通过 HTTP POST 请求从服务器上请求数据。

### 语法：

$.post(*URL*,*data*,*callback*);

必需的 *URL* 参数规定您希望请求的 URL。

可选的 *data* 参数规定连同请求发送的数据。

可选的 *callback* 参数是请求成功后所执行的函数名。

下面的例子使用 $.post() 连同请求一起发送数据：

### 实例

$("button").click(function(){

$.post("demo\_test\_post.asp",

{

name:"Donald Duck",

city:"Duckburg"

},

function(data,status){

alert("Data: " + data + "\nStatus: " + status);

});

});

## jQuery Ajax 操作函数

jQuery 库拥有完整的 Ajax 兼容套件。其中的函数和方法允许我们在不刷新浏览器的情况下从服务器加载数据。

|  |  |
| --- | --- |
| 函数 | 描述 |
| [jQuery.ajax()](http://www.w3school.com.cn/jquery/ajax_ajax.asp" \o "jQuery ajax - ajax() 方法) | 执行异步 HTTP (Ajax) 请求。 |
| jQuery[.ajaxComplete()](http://www.w3school.com.cn/jquery/ajax_ajaxcomplete.asp" \o "jQuery ajax - ajaxComplete() 方法) | 当 Ajax 请求完成时注册要调用的处理程序。这是一个 Ajax 事件。 |
| jQuery[.ajaxError()](http://www.w3school.com.cn/jquery/ajax_ajaxerror.asp" \o "jQuery ajax - ajaxError() 方法) | 当 Ajax 请求完成且出现错误时注册要调用的处理程序。这是一个 Ajax 事件。 |
| jQuery[.ajaxSend()](http://www.w3school.com.cn/jquery/ajax_ajaxsend.asp" \o "jQuery ajax - ajaxSend() 方法) | 在 Ajax 请求发送之前显示一条消息。 |
| [jQuery.ajaxSetup()](http://www.w3school.com.cn/jquery/ajax_ajaxsetup.asp" \o "jQuery ajax - ajaxSetup() 方法) | 设置将来的 Ajax 请求的默认值。 |
| [.ajaxStart()](http://www.w3school.com.cn/jquery/ajax_ajaxstart.asp" \o "jQuery ajax - ajaxStart() 方法) | 当首个 Ajax 请求完成开始时注册要调用的处理程序。这是一个 Ajax 事件。 |
| [.ajaxStop()](http://www.w3school.com.cn/jquery/ajax_ajaxstop.asp" \o "jQuery ajax - ajaxStop() 方法) | 当所有 Ajax 请求完成时注册要调用的处理程序。这是一个 Ajax 事件。 |
| [.ajaxSuccess()](http://www.w3school.com.cn/jquery/ajax_ajaxsuccess.asp" \o "jQuery ajax - ajaxSuccess() 方法) | 当 Ajax 请求成功完成时显示一条消息。 |
| [jQuery.get()](http://www.w3school.com.cn/jquery/ajax_get.asp" \o "jQuery ajax - get() 方法) | 使用 HTTP GET 请求从服务器加载数据。 |
| [jQuery.getJSON()](http://www.w3school.com.cn/jquery/ajax_getjson.asp" \o "jQuery ajax - getJSON() 方法) | 使用 HTTP GET 请求从服务器加载 JSON 编码数据。 |
| [jQuery.getScript()](http://www.w3school.com.cn/jquery/ajax_getscript.asp" \o "jQuery ajax - getScript() 方法) | 使用 HTTP GET 请求从服务器加载 JavaScript 文件，然后执行该文件。 |
| [.load()](http://www.w3school.com.cn/jquery/ajax_load.asp" \o "jQuery ajax - load() 方法) | 从服务器加载数据，然后把返回到 HTML 放入匹配元素。 |
| [jQuery.param()](http://www.w3school.com.cn/jquery/ajax_param.asp" \o "jQuery ajax - param() 方法) | 创建数组或对象的序列化表示，适合在 URL 查询字符串或 Ajax 请求中使用。 |
| [jQuery.post()](http://www.w3school.com.cn/jquery/ajax_post.asp" \o "jQuery ajax - post() 方法) | 使用 HTTP POST 请求从服务器加载数据。 |
| [.serialize()](http://www.w3school.com.cn/jquery/ajax_serialize.asp" \o "jQuery ajax - serialize() 方法) | 将表单内容序列化为字符串。 |
| [.serializeArray()](http://www.w3school.com.cn/jquery/ajax_serializearray.asp" \o "jQuery ajax - serializeArray() 方法) | 序列化表单元素，返回 JSON 数据结构数据。 |

如果需要使用$.ajax()方法进行ajax开发，那么上表这些常用参数必须了解。

Ajax请求：$.ajax({

Type:”POST/GET”;必选。

dataType：“json”，

data:{“type”：num，“key1”:”value1”,”key2”:”value2”,.....},必选，这里的type值是服务器给的

Url:服务器地址，必选。

以上三步是向服务器请求数据。可能与用户输入的数据相同。

Success：function（data）{成功之后要有变量名接收返回成功的数据。

var jsonObject=JSON.parse(data);//数模转换，将数据库里请求的数据转换成json对象。这里的data就是请求的data。

Console.log(data);

Var dat=jsonObject.things; things就是json对象中的子对象。

}

error：function（变量名）{错误之后要有变量名接收返回的信息提示。

Alert（变量名.status）;变量名.status是服务器返回给浏览器的状态。

}

})

如果是“POST”请求：data:{“type”：num，“key1”:”value1”,”key2”:”value2”,.....},必选，这里的type值是服务器给的。

如果是“GET”请求：data数据里的type要写到url地址中。

## JQuery中$.ajax()方法参数详解

1.url: 要求为String类型的参数，（默认为当前页地址）发送请求的地址。

2.type: 要求为String类型的参数，请求方式（post或get）默认为get。注意其他http请求方法，例如put和delete也可以使用，但仅部分浏览器支持。

timeout: 要求为Number类型的参数，设置请求超时时间（毫秒）。此设置将覆盖$.ajaxSetup()方法的全局设 置。

async：要求为Boolean类型的参数，默认设置为true，所有请求均为异步请求。

       如果需要发送同步请求，请将此选项设置为false。注意，同步请求将锁住浏览器，用户其他操作必须等待请求完成才可以执行。

cache：要求为Boolean类型的参数，默认为true（当dataType为script时，默认为false）。设置为false将不会从浏览器缓存中加载请求信息。

data: 要求为Object或String类型的参数，发送到服务器的数据。如果已经不是字符串，将自动转换为字符串格式。get请求中将附加在url后。防止这种自动转换，可以查看processData选项。对象必须为key/value格式，例如{foo1:"bar1",foo2:"bar2"}转换为&foo1=bar1&foo2=bar2。如果是数组，JQuery将自动为不同 值对应同一个名称。例如{foo:["bar1","bar2"]}转换为&foo=bar1&foo=bar2。

dataType: 要求为String类型的参数，预期服务器返回的数据类型。如果不指定，JQuery将自动根据http包mime  信息返回responseXML或responseText，并作为回调函数参数传递。

         可用的类型如下：

          xml：返回XML文档，可用JQuery处理。

          html：返回纯文本HTML信息；包含的script标签会在插入DOM时执行。

          script：返回纯文本JavaScript代码。不会自动缓存结果。除非设置了cache参数。注意在远程请求时（不在同一个域下），所有post请求都将转为get请求。

          json：返回JSON数据。

          jsonp：JSONP格式。使用SONP形式调用函数时，例如myurl?callback=?，JQuery将自动替换后一个?”为正确的函数名，以执行回调函数。

   text：返回纯文本字符串。

beforeSend：要求为Function类型的参数，发送请求前可以修改XMLHttpRequest对象的函数，例如添加自定义 HTTP头。在beforeSend中如果返回false可以取消本次ajax请求。XMLHttpRequest对象是惟一的参  数。

  function(XMLHttpRequest){

     this;   //调用本次ajax请求时传递的options参数

  }

complete：要求为Function类型的参数，请求完成后调用的回调函数（请求成功或失败时均调用）。

 参数：XMLHttpRequest对象和一个描述成功请求类型的字符串。

function(XMLHttpRequest, textStatus){

this;    //调用本次ajax请求时传递的options参数

          }

success：要求为Function类型的参数，请求成功后调用的回调函数，有两个参数。

         (1)由服务器返回，并根据dataType参数进行处理后的数据。

         (2)描述状态的字符串。

         function(data, textStatus){

            //data可能是xmlDoc、jsonObj、html、text等等

            this;  //调用本次ajax请求时传递的options参数

error：要求为Function类型的参数，请求失败时被调用的函数。该函数有3个参数，即XMLHttpRequest对象、错 误信息、捕获的错误对象(可选)。

       ajax事件函数如下：

       function(XMLHttpRequest, textStatus, errorThrown){

          //通常情况下textStatus和errorThrown只有其中一个包含信息

          this;   //调用本次ajax请求时传递的options参数

       }

contentType：要求为String类型的参数，当发送信息至服务器时，内容编码类型默认为"application/x-www-form-urlencoded"。该默认值适合大多数应用场合。

dataFilter：要求为Function类型的参数，给Ajax返回的原始数据进行预处理的函数。 提供data和type两个参数。data是Ajax返回的原始数据，type是调用jQuery.ajax时提供的dataType参数。函数返回的值将由jQuery进一步处理。

  function(data, type){

                //返回处理后的数据

                return data;

            }

global：要求为Boolean类型的参数，默认为true。表示是否触发全局ajax事件。设置为false将不会触发全局

  ajax事件，ajaxStart或ajaxStop可用于控制各种ajax事件。

ifModified：要求为Boolean类型的参数，默认为false。仅在服务器数据改变时获取新数据。 服务器数据改变判断的依据是Last-Modified头信息。默认值是false，即忽略头信息。

jsonp：要求为String类型的参数，在一个jsonp请求中重写回调函数的名字。

该值用来替代在"callback=?"这种GET或POST请求中URL参数里的"callback"部分，例如

{jsonp:'onJsonPLoad'}会导致将"onJsonPLoad=?"传给服务器。

username：要求为String类型的参数，用于响应HTTP访问认证请求的用户名。

password：要求为String类型的参数，用于响应HTTP访问认证请求的密码。

processData：要求为Boolean类型的参数，默认为true。默认情况下，发送的数据将被转换为对象（从技术角度

             来讲并非字符串）以配合默认内容类型"application/x-www-form-urlencoded"。如果要发送DOM树信息或者其他不希望转换的信息，请设置为false。

scriptCharset：要求为String类型的参数，只有当请求时dataType为"jsonp"或者"script"，并且type是GET时才会用于强制修改字符集(charset)。通常在本地和远程的内容编码不同时使用。

## 表单序列化

目的是为了解决表单元素的值太多，一一获取组件参数列表太累，随意提供了一个叫做serialize()的表单序列化的方法。

$.post(“”,$(“#form id名”)，返回值)

$（）.load(“url”)方法：

.load方法用于加载新页面内容或引入新页面内容的一部分。

在node.js中，ajax请求的地址url都是路由地址。

一、serialize()定义和用法：

serialize()方法通过序列化表单值，创建标准的URL编码文本字符串，它的操作对象是代表表单元素集合的jQuery 对象。你可以选择一个或多个表单元素（比如input或文本框），或者 form 元素本身。序列化的值可在生成 AJAX 请求时用于 URL 查询字符串中。

语法：

$(selector).serialize()

详细说明

1、.serialize() 方法创建以标准 URL 编码表示的文本字符串。它的操作对象是代表表单元素集合的 jQuery 对象。

2、.serialize() 方法可以操作已选取个别表单元素的 jQuery 对象，比如 <input>, <textarea> 以及 <select>。不过，选择 <form> 标签本身进行序列化一般更容易些

3、只会将”成功的控件“序列化为字符串。如果不使用按钮来提交表单，则不对提交按钮的值序列化。如果要表单元素的值包含到序列字符串中，元素必须使用 name 属性。

4、form里面的name不能够用 Js、jquery里的关键字。

二、JQuery中serialize()实例

1、ajax serialize()

复制代码代码如下:

$.ajax({  
    type: "POST",  
    dataType: "json",  
    [url:ajaxCallBack](http://www.jb51.net/article/ajaxCallBack),  
    data:$('#myForm').serialize(),// 要提交表单的ID

//Console.Log(data),  
    success: function(msg){  
        alert(msg);  
    }  
});

三、serialize是用param方法对serializeArray的一个简单包装

1、$.param()

$.param()方法是serialize()方法的核心，用来对一个数组或对象按照key/value进行序列化。

param方法的js代码

2、serializeArray

serializeArray方法是将一个表单当中的各个字段序列化成一个数组

serializeArray方法的jquery定义

**1、serialize()方法**

描述：序列化表单内容为字符串,用于Ajax请求。

格式：var data = $(form).serialize();

**2.serializeArray()方法**

描述：序列化表单元素(类似'.serialize()'方法)返回JSON数据结构数据。

注意,此方法返回的是JSON对象而非JSON字符串。需要使用插件或者第三方库进行字符串化操作。

格式：var jsonData = $(form).serializeArray();

在使用ajax提交表单数据时,以上两种方法都可以将data参数设置为$(form).serialize()或$(form).serializeArray()。

1.serialize()方法

　　格式：var data = $("form").serialize();

　　功能：将表单内容序列化成一个字符串。

　　这样在ajax提交表单数据时，就不用一一列举出每一个参数。只需将data参数设置为 $("form").serialize() 即可。

2.serializeArray()方法

　　格式：var jsonData = $("form").serializeArray();

　　功能：将页面表单序列化成一个JSON结构的对象。注意不是JSON字符串。

　　比如，[{"name":"lihui", "age":"20"},{...}] 获取数据为 jsonData[0].name

# offset家族

## 1.offset属性

offset家族是建立在元素定位基础之上的，offset家族的性质都以定位为基本。

1.1：.offsetWidth/Height：得到对象的宽/高属性，返回宽/高的值。

offsetWidth/Height=Width/Height+border+padding。

1.2.offsetLeft/.offsetTop:获取距离父亲级盒子（最近已经定位了的父级盒子）左边/顶端距离。

offsetLeft/.offsetTop=padding+margin。如果父级盒子没有定位，则以body为准。

offsetLeft/.offsetTop从最近已经定位了的父级的padding开始计算，不含border，含margin，其实就是距离最近已经定位了父级元素边框的距离

.offsetParent：返回该对象的已经定位过了的祖先元素（不一定是亲爸爸），如果祖先元素都没定位，则以body为准。

总结：offsetTop/Left和style.Top/Left区别：

1：最大的区别在于offsetTop/Left可以返回没有定位的盒子左侧/顶端的位置，而style.Top/Left不能，只有定位了的盒子才有left/top属性。

2：offsetTop/Left返回的是值；而style.Top/Left返回的是字符串。

3：offsetTop/Left只能读取值，不能设置值。而style.Top/Left可以设置值。

4：style.Top/Left只能用于行内属性上，而offsetTop/Left随便，就是这么刚，就是这么强大。

.clientWidth:对象可见区域的宽度

.clientHeight:对象可见区域的高度

获得浏览器宽/高的方法：

①：Window.innerHeight/Width：获得浏览器窗口的宽/高

②：Window.clientWidth:对象可见区域的高度

③：document.documentElement.clientWidth/Height；可见html文档标签的宽度/高度

Document.body.clientWidth/Height

Window.navlgator.userAgent:返回包含浏览器名称的字符。

总结box居中的方法：

Margintop负数、table、js获取窗口高度。

## js缓动公式：

begin=begin+(target-begin)/roateTime;

target：最终距离

begin：元素位置（一般是offsetLeft、offsetTop、left、top等）

roateTime：控制速度的时间，单位是毫秒。值越大，越慢，值越小越快

## 2.event事件对象

事件对象的声明：

Btn.事件名=function(event){

var event1=event||window.event;

}

或function 函数名（event）{

var event1=event||window.event;

}

短路表达式：var c=a||b;如果条件a成立，那么将a赋值给c，否则将b赋值给c。

或逻辑表达式。

event就是事件的对象，在出发dom上的某个事件时，会产生一个事件对象evnet，这个对象包含所有与事件有关的信息。所有的浏览器都支持event事件对象，但支持的方式不同，（主要是IE678）支持window.event，普通的浏览器支持event。

Data 返回拖拽对象的URL字符串

Width：该窗口或框架<iframe>的宽度

PageX/Y 光标相对于该网页的水平/竖直位置（IE无该属性）

ScreenX/y光标相对该屏幕的水平/竖直位置(不常用)

Target 该事件被传送到对象

type 事件的类型

clientX/Y对象相当于网页的水平位置（当前可见区域）

总结pageX，clientX，screenX的区别：

.ClientX/Y，对象当前窗口的左上角为基准点的距离

PageX

低版本浏览器不支持

我们的文档左上角为基准点

以我们文档（绝对定位）基准点对其

ScreenX/Y当前屏幕的左上角

案例：点击浏览器内文档某个位置，盒子跟随鼠标位置移到该位置。

加餐:

网页可见区域宽： document.body.clientWidth  
网页可见区域高： document.body.clientHeight  
网页可见区域宽： document.body.offsetWidth (包括边线的宽)  
网页可见区域高： document.body.offsetHeight (包括边线的高)  
网页正文全文宽： document.body.scrollWidth  
网页正文全文高： document.body.scrollHeight  
网页被卷去的高： document.body.scrollTop  
网页被卷去的左： document.body.scrollLeft  
网页正文部分上： window.screenTop  
网页正文部分左： window.screenLeft  
屏幕分辨率的高： window.screen.height  
屏幕分辨率的宽： window.screen.width  
屏幕可用工作区高度： window.screen.availHeight  
屏幕可用工作区宽度： window.screen.availWidth

# **懒加载实现原理**

在我们闲暇无事的时候，总是看看这个、那个的网站，比如京东、天猫、淘宝什么的，当我们再看的时候会出现照片闪了一下的情况，这是正常的，因为图片刚刚加载出来，这个也就是懒加载，如果你在打开网页的时候，一下把图片都请求出来，你可能没看几秒就退出了，一是浪费了你的流量，二是用户体验差，一进入这个网站会浪费很多流量，所以会造成遗失大量的用户。

### **1. 简介**

懒加载(Load On Demand)是一种独特而又强大的数据获取方法,它能够在用户滚动页面的时候自动获取更多的数据,而新得到的数据不会影响原有数据的显示,同时最大程度上减少服务器端的资源耗用。  
[百度百科](http://baike.baidu.com/link?url=8GNATQflwTtWWVIKrbdN-qi-egWJJPTmT5c7-VF1pKicIJ9cBybQFn4Q2UhdAdvw91nYLhW4XXJmheg09lAzW9RyNOiD7dMV7PpDhSDiLCM99FdHuA6R_tSoVFkkuRbb" \t "http://www.jianshu.com/p/_blank)

### **2. 代码实现**

#### **2.1 CSS样式**

下面这句话是你在写移动端的时候写的

<meta name="viewport" content="width=device-width,initial-

scale=1,minimum-scale=1,maximum-scale=1,user-scalable=no" />

\*{

margin: 0;

padding: 0;

}

ul,li{

list-style: none;

}

img{

width: 100%;

height: 640px;

}

#### **2.2 HTML结构**

实现懒加载的图片多一点

<ul>

<li><img data-src="1.jpg" alt="" /></li>

<li><img data-src="2.jpg" alt="" /></li>

<li><img data-src="3.jpg" alt="" /></li>

<li><img data-src="4.jpg" alt="" /></li>

<li><img data-src="5.jpg" alt="" /></li>

<li><img data-src="1.jpg" alt="" /></li>

<li><img data-src="2.jpg" alt="" /></li>

<li><img data-src="3.jpg" alt="" /></li>

<li><img data-src="4.jpg" alt="" /></li>

<li><img data-src="5.jpg" alt="" /></li>

<li><img data-src="1.jpg" alt="" /></li>

<li><img data-src="2.jpg" alt="" /></li>

<li><img data-src="3.jpg" alt="" /></li>

<li><img data-src="4.jpg" alt="" /></li>

<li><img data-src="5.jpg" alt="" /></li>

<li><img data-src="1.jpg" alt="" /></li>

<li><img data-src="2.jpg" alt="" /></li>

<li><img data-src="3.jpg" alt="" /></li>

<li><img data-src="4.jpg" alt="" /></li>

<li><img data-src="5.jpg" alt="" /></li>

<li><img data-src="1.jpg" alt="" /></li>

<li><img data-src="2.jpg" alt="" /></li>

<li><img data-src="3.jpg" alt="" /></li>

<li><img data-src="4.jpg" alt="" /></li>

<li><img data-src="5.jpg" alt="" /></li>

<li><img data-src="1.jpg" alt="" /></li>

<li><img data-src="2.jpg" alt="" /></li>

<li><img data-src="3.jpg" alt="" /></li>

<li><img data-src="4.jpg" alt="" /></li>

<li><img data-src="5.jpg" alt="" /></li>

</ul>

###### **实现懒加载思路**

1. 提前给所有的图片设置宽和高来占位
2. 不设置图片的src属性，而是自定义一个data-src属性来储存图片的路径
3. 判断当前屏幕的位置（图片的top值和屏幕底部的值），来进行是否显示图片，如果需要显示的话，把data-src的值给src。

#### **2.3 JS代码**

var imgs = document.getElementsbyTagName("img");

//设置滚动事件

window.onscroll = lazyloadFn;

//屏幕的高度

var sh = window.innerHeight;

//刚进来需要调用一下

lazyloadFn();

//图片懒加载的方法

function lazyloadFn() {

//获取滚动的距离

var st = document.body.scrollTop;

//计算滚动中的底部的值

var sn = sh + st;

for(var i = 0; i < imgs.length; i++){

if (imgs[i].offsetTop <= sn) {

imgs[i].src = imgs[i].getAttribute("data-src");

}

}

}

#### **2.4 效果** 你是不是要问我怎么没有闪一下的效果呢？别着急啊，在下面给你实现

#### **2.5 闪一下的效果**

在CSS中添加几行代码，以下样式是为了做渐变效果，在你写项目的时候不要乱用！！！

img{

width: 100%;

height: 640px;

opacity: 0;

transition: opacity 2s;

}

img[src]{

opacity: 1;

}

#### **2.6 以后真正写的代码**

// 利用jquery懒加载插件的话，图片设置data-original属性来存储图片路径

$("img").lazyload({

effect : "fadeIn"

});

# Layui学习笔记

layui对象通过use方法，调用layer模块和form模块，需要实例化layer对象

什么是模块化开发？

我们现在的网站或者系统，越来越像桌面程序一样，需要一个团队分工协作（快），进度管理（非阻塞），单元测试（效率更高）等等，导致开发人员不得不使用软件工程的方法，管理网站业务逻辑（对我们前段开发人员来说，要具有模块化开发思维，以后的要求更高。）

Js的模块化变成已经成为一种趋势或一种需求。

例如layui，开发一个网站，只需要实现核心页面构造和业务逻辑，其他的都可以加载layui已经编写好的模块。

但是，javascript不是一种模块化的编程语言，没有类，更没有模块化概念(ES6会正式支持)

什么是模块？

模块就是实现特定功能的一组方法，只要把不同的函数（以及各种变量）简单放在一起就是模块

CSS模块：

Base.css,common.css,index.css,lawerPerCenter.css

JS模块：$(),setTab(name,index,maxlength)放到一个js文件里，区别网页脚本，以上属于原始级别的模块化开发。

缺点：1、“污染”了全局变量，无法保证不与其他模块发生变量名冲突。

1. 模块成员之间看不出直接关系。

对象写法

为了解决原始方法的缺点，可以把模块写成一个模块对象，所有的模块成员都放到这对象里面。

function Product（name，price，color）{

this.name=name;

this.price=price;

......

}

var product1=new Product();

但是这样的写法会暴露所有模块的属性成员，很多时候都能被外部改写，有时候我们不希望内部属性被改写。

来看下layui的引入方法：

//让layui对象通过use方法，调用layer模块和form模块，需要实例化layer对象

layui.use(["layer","form"],function(){

var layer =layui.layer;//实例化layer对象

var form=layui.form();//实例化form

layer.msg("欢迎使用layer模块",{shift:4})

})

项目经理：使用axure，快速构建出产品的原型，

UI设计师（美工）：根据原型做出PSD效果图

前段开发：根据PSD效果图实现页面的重构及前段功能开发

使用：mulu.html作为开发工作的记录页面，方便检查工作进度

使用：IE css3.htc来帮助解决IE6-IE8实现元素的CSS3效果，要加上下面一句话：

![](data:image/png;base64,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)

.css3\_style{behavior:url(ie-css3.htc);position:relative;z-index:100;}

* max-width和min-width
* width:65%;

overflow: hidden; /\*自动隐藏文字\*/

text-overflow: ellipsis;/\*文字隐藏后添加省略号\*/

white-space: nowrap;/\*强制不换行\*//\*不允许出现半汉字截断\*/
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什么是**模块化**开发？

我们做的网站或者系统（B/S），越来越像桌面程序，需要一个团队分工协作（快），进度管理（非阻塞），单元测试（效率）等等，导致开发人员不得不使用软件工程的方法，管理网页的业务逻辑（对我们前端开发人员来说，要具有模块化开发思维，以后的要求更高）

js的模块化编程，已经成为一种趋势或者是需求。

拿layui来说，我们开发 一个网站，只需要实现核心的页面构造和业务逻辑，其他的都可以加载layui已经编写的好模块。

但是，**JavaScript 不是一种严格的模块化的编程语言，没有“类”，更没有“模块”**概念（ES6会正式支持）

1. **具体什么是模块**？

“module”，模块就是实现特定功能的一组方法，只要把不同的函数（以及各种变量）简单放一起就算是一模块

1. **模块化的应用**？

css的模块化：base.css，common.css，index.css，lawerPerCenter.css

js的 模块： $(id),setTab(name,indx,maxlength)放到一个js文件里，区别网页脚本

以上属于原始级别的模块化开发。

缺点：1、“污染”了全局变量，无法保证不与其他模块发生变量名冲突

模块成员之间看不出直接关系。

1. **对象写法**

为了解决原始方法的缺点，可以把模块写成一个对象，所有的模块成员都放到这对象里面。
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来看下layui的引入方法：
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简单粗暴的layui引入方法：

<script src=“../layui.all.js”><script>

<script >

//当使用了layui.all.js，而无需在执行layui.use()方法

Var form = layui.form();

Var layer=layui.layer;

Layui.msg(“111”)；

<script>

通过使用layui，我们了解到模块化设计，必须的能力：

1. **定义封装的模块。**
2. **定义新模块对其他模块的依赖。**
3. **可对其他模块的引入支持。**

**AMD和CMD**

**Asynchronous Module Definition ，所有的模块将被异步加载（按需加载）**

**面试题：**

**回想js一个特点：单线程的概念（解释执行，一一行往下读着执行），那么如何让js实现多线程或者异步执行呢？set Timeout。**

**For(var i=0;i<100;i++){**

**setTimmeut(function(){**

**Console.log(i)**

**},0)**

**}**

**CMD common Module Definition**

项目经理：使用axure ，快速构建出产品的原型

UI设计师（美工）：根据原型做出PSD效果图

前端开发：根据PSD效果图实现页面的重构及前端功能开发

使用：mulu.html 作为开发的记录页面，方便检查工作进度

使用ie-css3.htc 来帮助IE6-IE8实现元素的CSS3效果
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max-width和min-width

width:65%;

overflow: hidden; /\*自动隐藏文字\*/

text-overflow: ellipsis;/\*文字隐藏后添加省略号\*/

white-space: nowrap;/\*强制不换行\*//\*不允许出现半汉字截断\*/

大家都知道，JS是若变量，弱类型的一种脚本语言，更谈不上“模块化”的概念（ES6正式支持）

使用：simplejavascriptinheritance.js来模拟实现js对象的类

使用：jquery.elatage.js来实现

# 本地存储与数据请求

## 本地存储部分

CRUD：

CRUD是指在做计算处理时的增加(Create)、查询(Retrieve)（重新得到数据）、更新(Update)和删除(Delete)几个单词的首字母简写。主要被用在描述软件系统中数据库或者持久层的基本操作功能。

数据处理：

//判断当前数据是否满足格式要求（是不是正确格式的手机号，邮箱等）

if(uNmae.value==''){return;}

if(uNmae.value.length==0){return;}

//进行数据保护，以后在进行后台交互时，不管什么，先加上这两句话。

localStorage.setItem(“对象名”,“值”);//设置本地存储，它里边存储的变量都是全局变量。

localhost本地存储，其值为127.0.0.1。

localStorage.clear()；//把本地存储的键值对都删除

localStorage.removeItem('name')//只删除指定的本地对象（key：value）

key：localStorage.key(index);//得到某个索引的值

1：Storage就是存储，Web Storage就是通过浏览器进行本地存储，Web Storage在HTML5提供了2个对象帮助用户进行存储数据，将数据存储到本地。localStorage和sessionStorage。这两个对象是window属性，方法有：

window.setItem（key，value）设置要存储的数据是以key/value进行保存

window.getItem（key，value）通过key/value取值

localStorage.key(index)/sessionStorage.key(index)是通过index（下标/索引）拿到key值**（而不是value值）**

length：获取当前存储数据的个数，也就是有几个Item

.clear()将当前对应的存储数据全部清除

.remove(key)删除指定的key，同时也把对应的value值删除。

1. localStorage：长期本地存储（将存储到的数据类型保存到本地硬盘中长期保存，用户不清除浏览器缓存的话就一直保存，清除缓存之后删除）
2. sessionStorage：临时本地存储（用户关闭刘浏览器时就被清除。）

#### LocalStorage

* 是对Cookie的优化
* 没有时间限制的数据存储
* 在隐私模式下不可读取
* 大小限制在500万字符左右，各个浏览器不一致
* 在所有同源窗口中都是共享的
* 本质是在读写文件，数据多的话会比较卡（firefox会一次性将数据导入内存）
* 不能被爬虫爬取，不要用它完全取代URL传参
* IE７及以下不支持外，其他标准浏览器都完全支持

#### SessionStorage

* 针对一个 session 的数据存储
* 大小限制在5M左右，各个浏览器不一致
* 仅在当前浏览器窗口关闭前有效（适合会话验证）
* 不在不同的浏览器窗口中共享，即使是同一个页面

### JS下的操作方法

* 获取键值：localStorage.getItem(“key”)
* 设置键值：localStorage.setItem(“key”,”value”)
* 清除键值：localStorage.removeItem(“key”)
* 清除所有键值：localStorage.clear()
* 获取键值2：localStorage.keyName
* 设置键值2：localStorage.keyName = “value”

### JQ下的操作方法（JS方法前加”window.”）

* 获取键值：window.localStorage.getItem(“key”)
* 设置键值：window.localStorage.setItem(“key”,”value”)
* 清除键值：window.localStorage.removeItem(“key”)
* 清除所有键值：window.localStorage.clear()
* 获取键值2：window.localStorage.keyName
* 设置键值2：window.localStorage.keyName = “value”

User表的处理：

当用户登录成功之后存储user表。

在用户登录输入密码的时候移除user表。

判断用户切换设备登录或者第一次登录的方法：

当用户登录成功之后，随便存储一个变量并且不要清除它。

在登录页面的点击登录按钮时候判断该变量是否存在，如果不存在或用户清除浏览器数据了，那么就说明更换了设备或是第一次登录。

## 数据请求

1：用户输入的是数据，键值对形式存在

2：form表单原封不动地向服务器提交的也是用户的数据，以键值对形式存在。

3：服务器返回给浏览器的还是数据，即浏览器从服务器端接受的还是数据。该数据是以键值对的形式存在

4：浏览器将接收到的数据进行数模转换：将数据转化为对象（jsonObject）：var jsonObject=JSON.parse(data);

将对象转化为json字符串：JSON.stringfy(obj)方法。

5：浏览器对对象进行操作，完成表单验证，动态添加数据等操作。方法是ajax请求。

Ajax请求：$.ajax({

Type:”POST/GET”;必选。

data:{“type”：num，“key1”:”value1”,”key2”:”value2”,.....},必选，这里的type值是服务器给的

Url:服务器地址，必选。

以上三步是向服务器请求数据。可能与用户输入的数据相同。

Success：function（data）{成功之后要有变量名接收返回成功的数据。

var jsonObject=JSON.parse(data);//数模转换，将数据库里请求的数据转换成json对象。这里的data就是请求的data。

Console.log(data);

Var dat=jsonObject.things; things就是json对象中的子对象。

}

error：function（变量名）{错误之后要有变量名接收返回的信息提示。

Alert（变量名.status）;变量名.status是服务器返回给浏览器的状态。

}

})

如果是“POST”请求：

data:{“

type”：num，

“key1”:”value1”,

”key2”:”value2”,

.....

},

必选，这里的type值是服务器给的。

如果是“GET”请求：data数据里的type要写到url地址中。

# EcmaScript6语法

## ES6的严格模式：

ES6 的模块自动采用严格模式，不管你有没有在模块头部加上"use strict";。

严格模式主要有以下限制。

* 变量必须声明后再使用
* 函数的参数不能有同名属性，否则报错
* 不能使用with语句
* 不能对只读属性赋值，否则报错
* 不能使用前缀 0 表示八进制数，否则报错
* 不能删除不可删除的属性，否则报错
* 不能删除变量delete prop，会报错，只能删除属性delete global[prop]
* eval不会在它的外层作用域引入变量
* eval和arguments不能被重新赋值
* arguments不会自动反映函数参数的变化
* 不能使用arguments.callee
* 不能使用arguments.caller
* 禁止this指向全局对象
* 不能使用fn.caller和fn.arguments获取函数调用的堆栈

增加了保留字（比如protected、static和interface）

## Promise对象：

Promise是异步编程的一种解决方案，比传统的解决方案（回调函数和事件）更合理更强大。

所谓Promise，简单说就是一个容器，里面保存着某个未来才会结束的事件 (通常是一个异步操作)的结果。从语法上说，Promise是一个对象，从它可以获取异步操作的消息。

### Promise对象的2个特点

对象的状态不受外界影响。Promise对象代表一个异步操作，有三种状态：Pending(进行中)、Resolved(已完成)和Rejected(已失败)。只有异步操作的结果，可以决定当前是哪一种状态，任何其他操作都无法改变这个状态。这也是Promise这个名字的由来，它的英语意思就是“承诺”，表示其他手段无法改变。   
2.一旦状态改变，就不会再变，任何时候都可以得到这个结果。Promise对象的状态改变，只有两种可能：从Pending变为Resolved；从Pending变为Rejected。只要这两种情况发生，状态就凝固了，不会再变了，会一直保持这个结果。就算改变已经发生了，你再对Promise对象田静回调函数，也会立即得到这个结果。这与事件(Event)完全不同，事件的特点是，如果你错过了它，再去监听，是得不到结果的。

有了Promise对象，就可以把异步操作以同步操作的流程表达出来，避免了层层嵌套的回调函数。此外，Promise对象提供了统一的接口，使得控制异步操作更加容易。

Promise构造函数接受一个函数作为参数，该函数的两个参数分别是resolve和reject。它们是两个函数，由 JavaScript 引擎提供，不用自己部署。

const promise = new Promise(function(resolve, reject) {

// ... some code

if (/\* 异步操作成功 \*/){

resolve(value);

} else {

reject(error);

}

}

);

promise.then(function(value) {

// success

},

function(error) {

// failure

}

);

### resolve

resolve函数的作用是，将Promise对象的状态从“未完成”变为“成功”（即从 pending 变为 resolved），在异步操作成功时调用，并将异步操作的结果，作为参数（value）传递出去；reject函数的作用是，将Promise对象的状态从“未完成”变为“失败”（即从 pending 变为 rejected），在异步操作失败时调用，并将异步操作报出的错误，作为参数（err）传递出去。

Promise实例生成以后，可以用then方法分别指定resolved状态和rejected状态的回调函数。

then方法可以接受两个回调函数作为参数。第一个回调函数是Promise对象的状态变为resolved时调用，这个函数接受 resolved（value），第二个回调函数是Promise对象的状态变为rejected时调用，这个函数接受 reject(error)。其中，第二个函数是可选的，不一定要提供。这两个函数都接受Promise对象传出的值作为参数。

## 模块化的JS（export与import）

模块功能主要由两个命令构成：export和import。export命令用于规定模块的对外接口，import命令用于输入其他模块提供的功能。

### export 命令

一个模块就是一个独立的文件。该文件内部的所有变量，外部无法获取。如果你希望外部能够读取模块内部的某个变量，就必须使用export关键字输出该变量。下面是一个 JS 文件，里面使用export命令输出变量。

export var firstName = 'Michael';

export var lastName = 'Jackson';

export var year = 1958;

export的写法，除了像上面这样，还有另外一种。

var firstName = 'Michael';var lastName = 'Jackson';var year = 1958;

export {firstName, lastName, year};

上面代码在export命令后面，使用大括号指定所要输出的一组变量。它与前一种写法（直接放置在var语句前）是等价的，但是应该优先考虑使用这种写法。因为这样就可以在脚本尾部，一眼看清楚输出了哪些变量。

export命令除了输出变量，还可以输出函数或类（class）。

export function multiply(x, y) {

return x \* y;};

上面代码对外输出一个函数multiply。

通常情况下，export输出的变量就是本来的名字，但是可以使用as关键字重命名。

function v1() { ... }function v2() { ... }

export {

v1 as streamV1,

v2 as streamV2,

v2 as streamLatestVersion};

上面代码使用as关键字，重命名了函数v1和v2的对外接口。重命名后，v2可以用不同的名字输出两次。

最后，export命令可以出现在模块的任何位置，只要处于模块顶层就可以。如果处于块级作用域内，就会报错，import命令也是如此。这是因为处于条件代码块之中，就没法做静态优化了，违背了 ES6 模块的设计初衷。

### import 命令

使用export命令定义了模块的对外接口以后，其他 JS 文件就可以通过import命令加载这个模块。

// main.jsimport {firstName, lastName, year} from './profile.js';

function setName(element) {

element.textContent = firstName + ' ' + lastName;}

上面代码的import命令，用于加载profile.js文件，并从中输入变量。import命令接受一对大括号，里面指定要从其他模块导入的变量名。大括号里面的变量名，必须与被导入模块（profile.js）对外接口的名称相同。

如果想为输入的变量重新取一个名字，import命令要使用as关键字，将输入的变量重命名。

import { lastName as surname } from './profile.js';

import命令输入的变量都是只读的，因为它的本质是输入接口。也就是说，不允许在加载模块的脚本里面，改写接口。

import {a} from './xxx.js'

a = {}; // Syntax Error : 'a' is read-only;

上面代码中，脚本加载了变量a，对其重新赋值就会报错，因为a是一个只读的接口。但是，如果a是一个对象，改写a的属性是允许的。

import {a} from './xxx.js'

a.foo = 'hello'; // 合法操作

上面代码中，a的属性可以成功改写，并且其他模块也可以读到改写后的值。不过，这种写法很难查错，建议凡是输入的变量，都当作完全只读，轻易不要改变它的属性。

import后面的from指定模块文件的位置，可以是相对路径，也可以是绝对路径，.js后缀可以省略。如果只是模块名，不带有路径，那么必须有配置文件，告诉 JavaScript 引擎该模块的位置。

import {myMethod} from 'util';

上面代码中，util是模块文件名，由于不带有路径，必须通过配置，告诉引擎怎么取到这个模块。

注意，import命令具有提升效果，会提升到整个模块的头部，首先执行。

foo();

import { foo } from 'my\_module';

上面的代码不会报错，因为import的执行早于foo的调用。这种行为的本质是，import命令是编译阶段执行的，在代码运行之前。

由于import是静态执行，所以不能使用表达式和变量，这些只有在运行时才能得到结果的语法结构。

import 'lodash';

上面代码仅仅执行lodash模块，但是不输入任何值。

如果多次重复执行同一句import语句，那么只会执行一次，而不会执行多次。

import 'lodash';

import 'lodash';

上面代码加载了两次lodash，但是只会执行一次。

import { foo } from 'my\_module';

import { bar } from 'my\_module';

// 等同于import { foo, bar } from 'my\_module';

### 模块的整体加载

除了指定加载某个输出值，还可以使用整体加载，即用星号与“as”（\* as）指定一个对象，所有输出值都加载在这个对象上面。

### export default 命令

export default命令用于指定模块的默认输出，相当于用defalut语句声明了一个数据类型。显然，一个模块只能有一个默认输出，因此export default命令只能使用一次。所以，import命令后面才不用加大括号，因为只可能唯一对应export default命令。正是因为export default命令其实只是输出一个叫做default的变量，所以它后面不能跟变量声明语句。

## async 函数

ES2017 标准引入了 async 函数，使得异步操作变得更加方便。async 函数是什么？一句话，它就是 Generator 函数的语法糖。

基本用法

async函数返回一个 Promise 对象，可以使用then方法添加回调函数。当函数执行的时候，一旦遇到await就会先返回，等到异步操作完成，再接着执行函数体内后面的语句。async函数的语法规则总体上比较简单，难点是错误处理机制。

下面是一个例子。

async function getStockPriceByName(name) {

const symbol = await getStockSymbol(name);

const stockPrice = await getStockPrice(symbol);

return stockPrice;

}

getStockPriceByName('goog').then(function (result) {

console.log(result);});

下面是另一个例子，指定多少毫秒后输出一个值。

function timeout(ms) {

return new Promise((resolve) => {

setTimeout(resolve, ms);

});}

async function asyncPrint(value, ms) {

await timeout(ms);

console.log(value);

}

asyncPrint('hello world', 50);

上面代码指定 50 毫秒以后，输出hello world。

由于async函数返回的是 Promise 对象，可以作为await命令的参数。所以，上面的例子也可以写成下面的形式。

async function timeout(ms) {

await new Promise((resolve) => {

setTimeout(resolve, ms);

});}

async function asyncPrint(value, ms) {

await timeout(ms);

console.log(value);}

asyncPrint('hello world', 50);

### Promise 对象的状态变化

async函数返回的 Promise 对象，必须等到内部所有await命令后面的 Promise 对象执行完，才会发生状态改变，除非遇到return语句或者抛出错误。也就是说，只有async函数内部的异步操作执行完，才会执行then方法指定的回调函数。

下面是一个例子。

async function getTitle(url) {

let response = await fetch(url);

let html = await response.text();

return html.match(/<title>([\s\S]+)<\/title>/i)[1];}getTitle('https://tc39.github.io/ecma262/').then(console.log)

// "ECMAScript 2017 Language Specification"

上面代码中，函数getTitle内部有三个操作：抓取网页、取出文本、匹配页面标题。只有这三个操作全部完成，才会执行then方法里面的console.log。

### await 命令

正常情况下，await命令后面是一个 Promise 对象。如果不是，会被转成一个立即resolve的 Promise 对象。

async function f() {

return await 123;

}

f().then(v => console.log(v))

// 123

上面代码中，await命令的参数是数值123，它被转成 Promise 对象，并立即resolve。

await命令后面的 Promise 对象如果变为reject状态，则reject的参数会被catch方法的回调函数接收到。

async function f() {

await Promise.reject('出错了');}

f().then(v => console.log(v)).catch(e => console.log(e))

// 出错了

注意，上面代码中，await语句前面没有return，但是reject方法的参数依然传入了catch方法的回调函数。这里如果在await前面加上return，效果是一样的。

只要一个await语句后面的 Promise 变为reject，那么整个async函数都会中断执行。

async function f() {

await Promise.reject('出错了');

await Promise.resolve('hello world'); // 不会执行}

上面代码中，第二个await语句是不会执行的，因为第一个await语句状态变成了reject。

有时，我们希望即使前一个异步操作失败，也不要中断后面的异步操作。这时可以将第一个await放在try...catch结构里面，这样不管这个异步操作是否成功，第二个await都会执行。

async function f() {

try {

await Promise.reject('出错了');

} catch(e) {

}

return await Promise.resolve('hello world');}

f().then(v => console.log(v))

// hello world

另一种方法是await后面的 Promise 对象再跟一个catch方法，处理前面可能出现的错误。

async function f() {

await Promise.reject('出错了')

.catch(e => console.log(e));

return await Promise.resolve('hello world');}

f().then(v => console.log(v))

// 出错了// hello world

### 错误处理

如果await后面的异步操作出错，那么等同于async函数返回的 Promise 对象被reject。

async function f() {

await new Promise(function (resolve, reject) {

throw new Error('出错了');

});}

f().then(v => console.log(v)).catch(e => console.log(e))

// Error：出错了

上面代码中，async函数f执行后，await后面的 Promise 对象会抛出一个错误对象，导致catch方法的回调函数被调用，它的参数就是抛出的错误对象。具体的执行机制，可以参考后文的“async 函数的实现原理”。

防止出错的方法，也是将其放在try...catch代码块之中。

async function f() {

try {

await new Promise(function (resolve, reject) {

throw new Error('出错了');

});

} catch(e) {

}

return await('hello world');}

如果有多个await命令，可以统一放在try...catch结构中。

async function main() {

try {

const val1 = await firstStep();

const val2 = await secondStep(val1);

const val3 = await thirdStep(val1, val2);

console.log('Final: ', val3);

}

catch (err) {

console.error(err);

}}

下面的例子使用try...catch结构，实现多次重复尝试。

const superagent = require('superagent');

const NUM\_RETRIES = 3;

async function test() {

let i;

for (i = 0; i < NUM\_RETRIES; ++i) {

try {

await superagent.get('http://google.com/this-throws-an-error');

break;

} catch(err) {}

}

console.log(i); // 3}

test();

上面代码中，如果await操作成功，就会使用break语句退出循环；如果失败，会被catch语句捕捉，然后进入下一轮循环

### 注意：

第一点，前面已经说过，await命令后面的Promise对象，运行结果可能是rejected，所以最好把await命令放在try...catch代码块中。

async function myFunction() {

try {

await somethingThatReturnsAPromise();

} catch (err) {

console.log(err);

}}

// 另一种写法

async function myFunction() {

await somethingThatReturnsAPromise()

.catch(function (err) {

console.log(err);

});}

第二点，多个await命令后面的异步操作，如果不存在继发关系，最好让它们同时触发。

let foo = await getFoo();let bar = await getBar();

上面代码中，getFoo和getBar是两个独立的异步操作（即互不依赖），被写成继发关系。这样比较耗时，因为只有getFoo完成以后，才会执行getBar，完全可以让它们同时触发。

// 写法一let [foo, bar] = await Promise.all([getFoo(), getBar()]);

// 写法二let fooPromise = getFoo();let barPromise = getBar();let foo = await fooPromise;let bar = await barPromise;

上面两种写法，getFoo和getBar都是同时触发，这样就会缩短程序的执行时间。

第三点，await命令只能用在async函数之中，如果用在普通函数，就会报错。

async function dbFuc(db) {

let docs = [{}, {}, {}];

// 报错 docs.forEach(function (doc) {

await db.post(doc);

});}

上面代码会报错，因为await用在普通函数之中了。但是，如果将forEach方法的参数改成async函数，也有问题。

function dbFuc(db) { //这里不需要 async let docs = [{}, {}, {}];

// 可能得到错误结果 docs.forEach(async function (doc) {

await db.post(doc);

});

}

上面代码可能不会正常工作，原因是这时三个db.post操作将是并发执行，也就是同时执行，而不是继发执行。正确的写法是采用for循环。

async function dbFuc(db) {

let docs = [{}, {}, {}];

for (let doc of docs) {

await db.post(doc);

}}

如果确实希望多个请求并发执行，可以使用Promise.all方法。当三个请求都会resolved时，下面两种写法效果相同。

async function dbFuc(db) {

let docs = [{}, {}, {}];

let promises = docs.map((doc) => db.post(doc));

let results = await Promise.all(promises);

console.log(results);}

// 或者使用下面的写法

async function dbFuc(db) {

let docs = [{}, {}, {}];

let promises = docs.map((doc) => db.post(doc));

let results = [];

for (let promise of promises) {

results.push(await promise);

}

console.log(results);}

目前，[esm](https://www.npmjs.com/package/esm)模块加载器支持顶层await，即await命令可以不放在 async 函数里面，直接使用。

// async 函数的写法const start = async () => {

const res = await fetch('google.com');

return res.text();};

start().then(console.log);

// 顶层 await 的写法const res = await fetch('google.com');

console.log(await res.text());

上面代码中，第二种写法的脚本必须使用esm加载器，才会生效。

# JavaScript编译器---babel

Babel 是一个工具链，主要用于在旧的浏览器或环境中将 ECMAScript 2015+ 代码转换为向后兼容版本的 JavaScript 代码。以下是Babel 可以为你做的主要事情：

1.转换语法 babel-cli和babel-preset-env

2.Polyfill 实现目标环境中缺少的功能 （通过 [@babel/polyfill](https://babel.docschina.org/docs/en/babel-polyfill)）

3.源代码转换 (codemods)

下面是一个例子：

// Babel Input: ES2015 arrow function

[1, 2, 3].map((n) => n + 1);

// Babel Output: ES5 equivalent

[1, 2, 3].map(function(n) { return n + 1; });

## 安装 Babel CLI 和 **[env](https://babeljs.cn/docs/plugins/preset-env)** preset

npm install --save-dev babel-cli babel-preset-env

## ES6及其他

Babel 通过语法转换器支持最新版本的 JavaScript 。 这些[插件](https://www.babeljs.cn/docs/plugins/)允许你立刻使用新语法，无需等待浏览器支持。根据你支持的环境自动决定适合你的 Babel 插件的 Babel preset。它使用了 compat-table。

你可以通过以下方式安装 preset:

npm install --save-dev babel-preset-env

在没有任何配置选项的情况下，babel-preset-env 与 babel-preset-latest（或者babel-preset-es2015，babel-preset-es2016和babel-preset-es2017一起）的行为完全相同。

{

"presets": ["env"]

}

你也可以仅仅配置项目所支持浏览器所需的polyfill和transform。只编译所需的代码会使你的代码包更小。

这个例子只包含了支持每个浏览器最后两个版本和safari大于等于7版本所需的polyfill和代码转换。我们使用 [browserslist](https://github.com/ai/browserslist) 来解析这些信息，所以你可以使用 [browserslist 支持的有效的查询格式](https://github.com/ai/browserslist" \l "queries)。

{

"presets": [

["env", {

"targets": {

"browsers": ["last 2 versions", "safari >= 7"]

}

}]

]

}

## Polyfill

由于 Babel 只转换语法(如箭头函数)， 你可以使用 babel-polyfill 支持新的全局变量，例如 Promise 、新的原生方法如 String.padStart (left-pad) 等。 它使用了 [core-js](https://github.com/zloirock/core-js) 和 [regenerator](https://facebook.github.io/regenerator/)。 查看 [babel-polyfill](https://www.babeljs.cn/docs/usage/polyfill) 文档获取更多信息。它会仿效一个完整的 ES2015+ 环境，并意图运行于一个应用中而不是一个库/工具。这个 polyfill 会在使用 babel-node 时自动加载。

这意味着你可以使用新的内置对象比如 Promise 或者 WeakMap, 静态方法比如 Array.from 或者 Object.assign, 实例方法比如 Array.prototype.includes 和生成器函数（提供给你使用 [regenerator](https://www.babeljs.cn/docs/plugins/transform-regenerator/) 插件）。为了达到这一点， polyfill 添加到了全局范围，就像原生类型比如 String 一样。

你可以通过以下方式安装 polyfill

npm install --save-dev babel-polyfill

注意：最新版是[@babel/polyfill](https://babel.docschina.org/docs/en/babel-polyfill),与老版babel-polyfill不兼容

在使用它时需要在你应用程序的入口点顶部或打包配置中引入.在 webpack.config.js 中，将 babel-polyfill 加到你的 entry 数组中：

entry: {

index: ['babel-polyfill','whatwg-fetch','./index.js'],

// index:'./test.mjs'

},

这里的whatwg-fetch是为了让浏览器兼容fetch方法。

新版的[@babel/polyfill](https://babel.docschina.org/docs/en/babel-polyfill):

entry: {

index: ['[@babel/polyfill](https://babel.docschina.org/docs/en/babel-polyfill)','whatwg-fetch','./index.js'],

// index:'./test.mjs'

},

## 在Webpack中使用babel加载器——babel-loader：

npm install --save-dev babel-loader babel-core

Webpack.config.js里：

在你的头部入口里配置：

当你需要用到React的jsx的时候，在你的module规则里配置：

module: {

rules: [

{ test: /\.js|.jsx$/, exclude: /node\_modules/, loader: "babel-loader" }

]

}

或者当你需要用到mjs文件的时候：

module: {

rules: [

//其他规则

{

test: /\.m?js$/,

exclude: /(node\_modules|bower\_components)/,

use: {

loader: 'babel-loader',

options: {

presets: ['@babel/preset-env']

}

}

},

//其他规则

]

}

拓展：也可以使用[options](https://webpack.js.org/configuration/module/" \l "rule-options-rule-query)属性将选项传递给加载程序：

{

test: /\.m?js$/,

exclude: /(node\_modules|bower\_components)/,

use: {

loader: 'babel-loader',

options: {

presets: ['@babel/preset-env'],

plugins:[require('@babel/plugin-proposal-object-rest-spread')]

}

}

}

# Js高级算法

## JS递归算法

JS递归思想：递归就是将一个大问题分解成 n 个相似的小问题，然后不断地调用自身去解决这些小问题，从而求出结果。

### js递归求解实际应用：

// 定义一个函数，用于求 n 的阶乘

function func(n) {

if (n == 1) {

return 1;

}else{

// func(n-1) 因为传递的参数是 n-1,那么就是求 (n-1) 的阶乘 return n \* func(n-1);

}

}

console.log( func(5) );

//公园里有一堆桃子，猴子每天吃掉一半，挑出一个坏的扔掉，第6天的时候发现还剩1个桃子，问原来有多少个桃子

总桃子数与天数就构成了一个递归函数关系。

var sl;//总桃子数

  function shuliang (n){//n为天数

    if(n==6) {

          sl=1;

          }

     else{

           sl=(shuliang(n+1)+1)\*2;

           }

          return sl;

    }

   alert( shuliang(0));

### 2.SKU递归算法

1.将下面的数据源分类数组所有属性的所有排列组合用递归的方法输出出来。

数据源数组：

goodsPropertyCategoryList:[

{

"goodsPropertyCategoryName":"颜色",

"id":0,

"goodsPropertyList":[

{"goodsPropertyName":"红色"},

{"goodsPropertyName":"蓝色"}

]

},

{

"goodsPropertyCategoryName":"容量",

"id":1,

"goodsPropertyList":[

{"goodsPropertyName":"70ml"},

{"goodsPropertyName":"50ml"}

]

}

]

SKU递归算法：

//工具方法1（不带类名，只有属性名）

function sku(list,index,str,arr=[]){

let goodsPropertyList = list[index].goodsPropertyList;

for (var i = 0; i < goodsPropertyList.length; i++) {

let s = str+goodsPropertyList[i].goodsPropertyName;

if (index == list.length - 1) {

console.log(s);

arr.push(s);

} else {

sku(list, index + 1, s + ", ",arr);

}

}

}

输出结果为;（类名a：属性a0，类名b：属性b0）

[

"颜色:红色,容量:70ml",

"颜色:红色,容量:50ml",

"颜色:蓝色,容量:70ml",

"颜色:蓝色,容量:50ml"

]

//工具方法2（带类名与属性名）

function skuName(list, index, str,arr=[]) {

let goodsPropertyList = list[index].goodsPropertyList;

for (var i = 0; i < goodsPropertyList.length; i++) {

let s = str + list[index].goodsPropertyCategoryName + ':' + goodsPropertyList[i].goodsPropertyName;

if (index == list.length - 1) {

console.log(s);

arr.push(s);

} else {

skuName(list, index + 1, s + ',',arr);

}

}

}

输出结果为;（属性a0，属性b0）

[

"红色,:70ml",

"红色,50ml",

"蓝色,70ml",

"蓝色,50ml"

]

var cuarr=[];

this.skuName(goodsPropertyCategoryList,0,"",cuarr);

Console.log(cuarr);

这里的goodsPropertyCategoryList是不同的分类组成的分类数组，而goodsPropertyList 则是每一个分类数组所对应的属性数组。

总结：此方法通常解决多个数组（数组个数不确定）所有元素（每个数组的元素个数不确定）所有可能的排列组合的问题。

淘宝后台管理系统的SKU属性列表原理与此类似。

# HTML5和CSS3新特性

学习目标：

1. 熟练使用web Storage中的Session Storage进行web本地存储
2. 了解draggable拖拽效果
3. 熟练CSS3新属性进行样式布局（重点）
4. 熟练使用CSS3进行2D、3D过度（重点）
5. 熟练使用CSS3完成动画效果（重点）
6. 熟练使用HTML5新标签
7. 熟练掌握CSS3新特性
8. 熟练使用H5本地存储
9. 熟练使用Canvas绘图
10. 熟练使用Svg绘图
11. 熟练使用Video和Audio标签
12. 自己实现一个播放器

## H5标签和属性

H5的发展史：04年开始（自己查看）

WCCC结构标准：结构 表现 行为 严格、过渡、框架

HTML5新特性的目的:

1、书写更简便的HTML代码 腾讯视频

1. 创建更简单的Web程序

简化了得标签：

1. DOCTYPE document type：<!DOCTYPE html>以当前最新的HTML版本进行解析，如果不是，就不解析。简化目的是为了更好地让HTML进行向低版本兼容
2. Meta标签的简化：简化当前的文本解析是以UTF-8格式进行解析
3. Link标签的简化：简化type是让浏览器在解析时候自动判断当前link文件的格式，通过文件的后缀名来判断type
4. Script和link：相似 都是让浏览器在解析的时候判断type
5. HTML5新增标签

新增加的结构标签份额日 主体结构标签和非主体结构标签

语义化标签：<header>头部，块级标签 <nav> 导航栏，块级元素<aside> <footer>

<header>：头部，块级标签，一般被放置在页面顶部，或者页面中某个页面区块元素的顶部，包含整个页面简介信息

<article文章标签></article>：从语义上来说 文档、页面，通常是一片文章、一个页面、一个独立完整的内容的模块。Article在开发中使用频率极高，强调独立性，多注意和header，footer标签配合使用

Arcitle标签可以互相嵌套。

<p>标签：自带上下行间距

<section>:区域声明标签，相当于一个div，容纳文字，将文本区域化，不建议当作div使用

aside标签：从语义上看是旁边，侧边

在article标签内部使用aside，则作为内容的附属信息部分，如 有关的参考资料、名词解释等。

外部使用时，则作为页面或者站点或全局信息附属部分信息，如测边栏、博客的友情链接部分、广告区域等。

Nav标签：通常作为页面导航的链接可以放在头部区域，也可放在侧边栏区域。

Main标签：显示页面主体内容

每个main标签只能包含一个main标签，main标签中不包含网站标题、logo、主导航、版本声明部分信息。

Header：从语义上讲是页眉，通常放置在整个页面或者页面内的一个内容区块的标题。一个页面内并没限制使用header标签个数，他是一种具有引导、导航结构的元素。

Footer标签：从语义上讲是文档的脚注，一个内容块级底部区域，通常内容是联系方式，相关内容，相关信息，版权等。

<mark>文本标记标签，行内标签 使文字高亮显示，默认背景颜色为黄色，可在css中调整

<b>标签也可使字体变粗，但H5赋予了它是起强调作用

<em>标签：（emphasis强调）和<i>标签一样，也是斜体

如果你想单纯地将字体样式设置为粗体或斜体，请不要受用这几个标签，因为w3c建议要在css样式表中定义字体样式。

新属性：

全局属性：style，draggable

Draggable：设置能否拖动，true能，false不能。在行内样式内设置/在HTML。

拖动元素：被托动的元素。

目标元素/容器：接纳被拖动元素的元素/容器。

**在拖动目标上触发事件** (目标元素)以鼠标光标事件（event）为标准，而不是被拖拽对象（this）**:**

1、要想使用拖拽功能，就必须使用draggable属性，标签内设置行内样式设置为true。

2、对象.[ondragstart](http://www.runoob.com/jsref/event-ondragstart.html) - 用户开始拖动元素时触发该事件，此事件作用在被拖拽元素上。

3、ondrag - 元素正在拖动时触发

4、[ondragend](http://www.runoob.com/jsref/event-ondragend.html) - 用户完成元素拖动后触发，此事件作用在被拖拽的元素上。

5、[ondragenter](http://www.runoob.com/jsref/event-ondragenter.html) - 当被鼠标拖动的对象进入其容器范围内时触发此事件，只触发一次，此事件作用在目标元素上，以鼠标光标事件（event）为标准，而不是被拖拽对象（this）

6、[ondragover](http://www.runoob.com/jsref/event-ondragover.html) - 当某被拖动的对象在另一对象容器范围内拖动时触发此事件，此事件作用在目标元素/容器，以鼠标光标事件（event）为标准，而不是被拖拽对象（this）只要被拖拽对象在目标容器内，该事件一直在触发。

7、[ondragleave](http://www.runoob.com/jsref/event-ondragleave.html) - 当被鼠标拖动的对象离开其容器范围内时触发此事件，以鼠标光标事件（event）为标准，而不是被拖拽对象（this）。

8、[ondrop](http://www.runoob.com/jsref/event-ondrop.html) - 在一个拖动过程中，释放鼠标键时触发此事件，作用在目标接纳容器上

9、dataTransfer 对象：拖拽对象用来传递的媒介使用的时候使用event.dataTransfer 。

HTML5中新使用的选择方法：

document.querySelector（）返回第一个CSS类对象

document.querySelectorAll（）返回所有CSS类对象

c# .NET引擎

Java JAVA引擎

C/C++

|  |  |  |
| --- | --- | --- |
| 浏览器 | 引擎名称 | 备注 |
| Safari | Nitro |  |
| Chrome | V8 |  |
| IE | Chakra |  |
| Firefox |  |  |

HTML5表单

<form action=“url” method=“post” enctype=“”>

<input type=“file”>
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盒子阴影：box-shadow

## HTML5动画与绘图：

linear-gradient：

有3个参数：1、top/left方向。2、起点颜色。3、终点颜色

Cacvas绘图与SVG

视频与音频

Geolocation（定位）

WebSoket

Forms

拖放

WebStorage（网页存储，cookie的增强版）

## Transform 2D动画

2D转换：transform，它有一下几个值，能使用2D属性将HTML元素进行如下变化：

1.移动 translate

translate（x，y）百分比是按自身宽高移动。

X:x轴移动距离

y:y轴移动距离

1. 旋转transform：rotate 坐标轴（度数）

坐标轴有三个值：X，Y，Z，(45deg) deg是度数单位

1. 缩放scale(1.5,0.5)倍数
2. 倾斜

skew(45deg,-45deg)x轴y轴倾斜

注意：一起使用的话会被覆盖。

5：matrix（a,b,c,d,e,f）矩阵 ![](data:image/x-wmf;base64,183GmgAAAAAAADoASgBgAAAAAAABVwEACQAAA94BAAACADkAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAeABRIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9ABQAApgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAACDYonR50aOe/v///6ceCkIAAAoAAAAAAAQAAAAtAQAACAAAADIKDAaoBAEAAAD6AAgAAAAyCpwEqAQBAAAA+nkIAAAAMgosA6gEAQAAAPoACAAAADIKiAaoBAEAAAD7eQgAAAAyCrwBqAQBAAAA+XkIAAAAMgoMBkAAAQAAAOp5CAAAADIKnARAAAEAAADqeQgAAAAyCiwDQAABAAAA6nkIAAAAMgqIBkAAAQAAAOt5CAAAADIKvAFAAAEAAADpABwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgD+////zBkK7gAACgAAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCiAG5gIBAAAAMXkIAAAAMgogBqoCAQAAACx5CAAAADIKIAbwAQEAAAAweQgAAAAyCiAGkAEBAAAALHkIAAAAMgogBtYAAQAAADB5CAAAADIK4AMEAwEAAAAseQgAAAAyCuADkAEBAAAALHkIAAAAMgqgAdoCAQAAACx5CAAAADIKoAGiAQEAAAAsABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgD+////wA8KmQAACgAAAAAABAAAAC0BAAAEAAAA8AEBAAgAAAAyCuAD3AMBAAAAZnkIAAAAMgrgAyACAQAAAGR5CAAAADIK4APQAAEAAABieQgAAAAyCqABZAMBAAAAZQAIAAAAMgqgASwCAQAAAGN5CAAAADIKoAHcAAEAAABheTkAAAAmBg8AaABNYXRoVHlwZVVVXAADAQEDHgoBAwMAAAQBAQESg2EAAoIsABKDYwACgiwAEoNlAAABEoNiAAKCLAASg2QAAoIsABKDZgAAAQKIMAACgiwAAogwAAKCLAACiDEAAAACllsAApZdAAAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIguAIoAAAAKABkZZoguAIoAAQAAAJj8GQAEAAAALQEBAAQAAADwAQAAAwAAAAAA)的平移公式：

X+=a\*x+c\*y+e；x的系数是缩放，常数是平移

Y+=b\*x+d\*y+f；y的系数是缩放，常数是平移

矩阵的旋转公式：

matrix（cos0，sin0，-sin0，cos0，0，0）；

0代表角度，cos30°=0.86625

## 背景颜色的变换：linear-gradient（）

1.background:linear-gradient(to bottom,red,yellow);从上到下有红变黄

linear-gradient（）参数有：渐变方向，起始颜色，颜色1，颜色2。。。。。。

1.线性变换：渐变方向从左到右或从上到下

第一种：to right/left/top/buttom/left top/right top/left bottom/right bottom

第二种：角度，范围是0-360deg其中0°-top，90°-rignt，180°-bottom，270°-left，360°-top。

2.径向变换：由内而外的变换颜色

background:radial-gradient( 渐变形状，大小 ，at 位置， 颜色1,颜色2，。。。。。。。);

渐变形状的值有：默认是随着盒子宽高而改变、circle圆形，

注意，一个动画效果只能设置一次旋转或者平移或者倾斜，如果同时设置两个或以上的2D动画，那么先设置的效果会被后设置的所覆盖。

## 动画过渡transition：

一个元素在不同状态之间进行平滑转换，CSS3使用transition实现过渡效果。

过渡属性：执行时间，时间函数（速率），延迟时间。

过渡属性是可选值 缺省就是all

执行时间：执行动画的时间

时间函数：速率，时间比例。比如总时间10秒，距离100米，匀速的话10米每秒先快后慢 前6s跑90m，后4s跑10m。时间函数有：

linear 匀速

ease-in快速进来

ease-out快速出去

ease-in-out快进快出

在开发过程中，transition与transform配合使用，而@keyframes关键帧与animation配合使用。

## @keyframes关键帧：

动画都是由关键帧组成，我们只需要设置几个关键帧，剩下的过渡部分浏览器自动生成连续动画。

animation 动画：animation动画是异步执行的

Webkit内核浏览器要加上-Webkit-前缀

声明关键帧：

@keyframes mybox 动画名{

0%{样式}

25%{样式}

50%{样式}

75%{样式}

100%{样式}

}

例如：

@-webkit-keyframes 动画名（chrome Safrai）

为了解决兼容性问题，通常两种都要写。

-webkit-animation

生成动画步骤：

1. 声明一组关键帧

@keyframes mybox{

from{

起始样式 }

to{

结束样式 }

}

@-webkit-keyframes mybox{

from{

width: 50px;

}

to{

width: 200px;

}

}

或者：

@keyframes mybox{

0%{width: 50px;height: 100px;}

25%{width: 100px;height: 100px;background: blue;}

50%{width: 200px;height: 100px;}

75%{width: 200px;height: 150px;}

100%{width: 200px;height: 200px;}

}

@-webkit-keyframes mybox1{

0%{width: 50px;height: 100px;}

25%{width: 100px;height: 100px;background: blue;}

50%{width: 200px;height: 100px;}

75%{width: 200px;height: 150px;}

100%{width: 200px;height: 200px;}

}

调用：

div:hover{

1、animation-name: mybox1;调用名字

2、animation-duration: 2s;规定动画完成一个周期所花费的秒或毫秒。默认是 0。

3、[animation-timing-function](http://www.w3school.com.cn/cssref/pr_animation-timing-function.asp" \o "CSS3 animation-timing-function 属性)：规定动画的速度曲线。默认是 "ease"

linear 匀速

ease-in快速进来

ease-out快速出去

ease-in-out快进快出

4、animation-delay: 3s;设置延时，规定动画何时开始

5、animation-iteration-count:设置动画播放次数，默认是1次，值为1,2,3.。。，infinite：无限次播放

6、[animation-direction](http://www.w3school.com.cn/cssref/pr_animation-direction.asp" \o "CSS3 animation-direction 属性)：规定动画是否在下一周期逆向地播放。

默认是 "normal",Alternate：动画应该轮流反向播放。

7、animation-play-state:设置当前播放状态：其值为：

running，播放状态

pushed：暂停状态

8、animation-fill-mode：设置播放后的状态。其值为：

backwards：与播放之前的关键帧保持一致；

forwards：与播放之后的关键帧保持一致；

both：=backwards+forwards设置播放前后的样式，

默认值是null

}

连写：

#box2{-webkit-animation:mybox2 1s 1s linear infinite;}

连写规则：{-webkit-animation:动画名->播放时间->动画的速度曲线（时间函数->延迟时间->播放次数->(周期逆向地播放)->当前播放状态 播放过后的状态}

连写时必须注意：name 和动画时间必须有，时间函数可有可无，若有两个时间，则前面为播放时间，后面的为延迟时间。

注意：360包括360浏览器里的IE浏览器所有版本完全不兼容。

## 3D模型转换

使用transform属性将HTML元素在3D空间内

旋转 rotate

移动 translate

缩放 scale

transform: rotateX(60deg);

perspective-origin（X Y Z）：设置当前元素的坐标系视角；值有

X 当前元素自身的X坐标 left  
center：中心

## Canvas绘图：

Canvas 画布、绘画

要在web页面上进行绘制图像、图形

在<canvas>标签内书写

必须书写这样一行代码：

<canvas id="canvas" style="border:1px solid #00FFFF">当前版本过低,请升级浏览器!!!</canvas><canvas id="canvas" style="border:1px solid #00FFFF">当前版本过低,请升级浏览器!!!</canvas><canvas id="canvas" style="border:1px solid #00FFFF">当前版本过低,请升级浏览器!!!</canvas>

var draw\_border=document.getElementById("canvas");//声明画板

draw\_border.width=900;//设置画板宽高

draw\_border.height=600;

var context=draw\_border.getContext("2d");//3.生命笔拿到画纸,上下文

context.lineWidth=5; //笔的属性:

context.strokeStyle="red";//笔的颜色

context.beginPath();//开始绘画

context.moveTo(100,100);//落笔的位置:书写的起点

context.lineTo(200,200);//书写的终点

context.stroke();//绘制

context.closePath();//将两点连接起来,声明绘制完成

//再来一根

context.beginPath();

context.lineWidth=7;

context.strokeStyle="darkblue";//笔的颜色

context.moveTo(200,200);//落笔的位置:书写的起点

context.lineTo(300,200);//默认

context.lineTo(400,500);

context.lineTo(600,500);

context.lineTo(200,200);

context.stroke();//绘制

// context.closePath();//将两点连接起来,声明绘制完成

context.fillStyle="red";//设置填充颜色

context.fill();设置图形填充

Canvas与Svg的区别：

Canvas适合像素处理、动态渲染和大量数据的绘制

Svg试用场景：

1：静态图、高保真

|  |  |  |
| --- | --- | --- |
|  | Canvas | SVG |
| 功能 | 功能简单，2d绘图API | 绘制图形、滤镜、动画 |
| 特点 | 像素、只能用脚本驱动 | HTML、CSS、元素操作 |
| 支持 | 主流浏览器>IE9 | >IE9 |
| 元素 | 单个<canvas>标签 | 多个<svg>元素 |
| 适合 | 小面积，大数据 | 大面积，小数据 |

CSS3媒体查询：

使用 @media 查询，你可以针对不同的媒体类型定义不同的样式。

@media 可以针对不同的屏幕尺寸设置不同的样式，特别是如果你需要设置设计响应式的页面，@media 是非常有用的。

当你重置浏览器大小的过程中，页面也会根据浏览器的宽度和高度重新渲染页面。

@media only screen and (max-width：xxpx){

css样式

}

@media only screen and (min-width：xxpx){

css样式

}

常见错：

①：@media only screen and (

这几个单词之间必须加空格。

②：(min-width：xxpx)中：xxpx)之间不能加分号。

@media only screen and (max-width: 500px) {  
    .gridmenu {  
        width:100%;  
    }  
  
    .gridmain {  
        width:100%;  
    }  
  
    .gridright {  
        width:100%;  
    }  
}

@media only screen and (max-width: 500px) {  
    .gridmenu {  
        width:100%;  
    }  
  
    .gridmain {  
        width:100%;  
    }  
  
    .gridright {  
        width:100%;  
    }  
}

## HTML5 音频和视频

国内：Audio Video Interleavel（.avi）

Flash Video(.flv).swf

MPEG4(MP4)

Motroska(.mkv)

Ogg(.ogv)

音频和视频的视频编码格式

音频：AAC ，MPGE-3，Ogg Virbits

视频编码:H.264，VP8，WebM（Google Twiter）

HTML5Audio与Video的限制

有些功能是HTML5规范所不支持的，如下所示：

流式音频和视频。因为视频规范比特率转换。

先了解2个概念： 容器和编解码器

视频容器

音频文件或者视频文件，都只是一个容器文件。视频文件里面包含了音频轨道、视频轨道和一些其他数据。视频播放的时候，音频、视频轨道视绑定在一起的，其他数据（视频的封面、标题、字幕等相关信息）作为其他数据放在不同渠道。目前主流的视频格式为 .mp4 .mkv .flv .ogg .rmvb .avi 等。

编解码：

因为音频、视频都是通过特殊编码进行播放的，它首先是通过特定的编码进行格式上的变化，然后通过对应的解码进行播放，其实就是 编和解的过程。如果不对齐进行解码，就无法将编码后的数据 组成媒体数据进行播放。

主要的音频编解码有：AAC MPEG-3 Ogg

视频的编解码是：H.264 Ogg

Audio和video标签：

Video：播放视频的标签，poster：设置视频封面，指定数据载入时显示的图片。

Loop：设置反复播放，单曲循环

src：视频资源的url

Width/height:设置播放器宽高。注意：-

Controls：设置后表示显示播放器

Autoplay：设置打开网页后自动播放

Video的方法（js部分）：

Load（）加载视频/音频文件，播放做准备

CanPlayType（type）video是否支持播放给定格式的文件格式

play();播放

pause():暂停

.webkitRequestFullScreen();全屏播放

Audio ：用来播放音频的标签

Src，autoplay，controls与video标签一样。

// pushed属性:表示音乐是否停止播放

ended属性播放完毕

Starttime返回播放的最初时间

error：发生错误的时候返回错误代码

CurrertSrc 以字符串形式返回当前播放的文件名称

// currentTime属性：表示当前音频播放到哪个时间点

// duration属性：整段音频的总时长

Apache WebHTTP Sever 协议

**[embed标签的使用(在网页中播放各种音频视频的插件的使用)](http://www.cnblogs.com/roychen/archive/2007/11/02/946771.html)**

 播放器插件使用说明:

代码：

< embed src=“music.mid”autostart=“true”loop=“2”width=“80”height=“30”>   
src：音乐文件的路径及文件名；（完整的路径或URL）   
ShowTracker:为是否显示播放进度条   
ShowPositionControls:为是否显示播放控制按钮如快进等   
ShowAudioControls: 为控制是否显示音量按钮   
ShowStatusBar: 是否显示咨询窗  
ShowDisplay: 为显示更完整的咨询视窗  
EnableContextMenu: 防止使用右键  
autostart：true为音乐文件上传完后自动开始播放，默认为false（否）   
loop：true为无限次重播，false为不重播，某一具体值（整数）为重播多少次   
volume：取值范围为“0-100”，设置音量，默认为系统本身的音量   
starttime：“分：秒”，设置歌曲开始播放的时间，如，starttime=“00:10”，从第10开始播放   
endtime： “分：秒”，设置歌曲结束播放的时间   
width：控制面板的宽   
height：控制面板的高   
controls：控制面板的外观   
controls=“console/smallconsole/playbutton/pausebutton/stopbutton/volumelever”

·console：正常大小的面板   
·smallconsole：较小的面板   
·playbutton：显示播放按钮   
·pausebutton：显示暂停按钮   
·stopbutton：显示停止按钮   
·volumelever：显示音量调节按钮

hidden：为true时可以隐藏面板

embed标签src后的文件也可以是.swf文件，用来播FLASH

type属性：设置浏览器用什么样的播放器播放。

type="application/x-shockwave-flash"：用flash播放，适用于flash视频

type="application/x-mplayer3"：用MP3播放，适用于音频

## LAMP开发模式

L：Linux

A：Apache

M：MySQL

P：PHP

Localhost/127.0.0.1都表示本地存储

# **SVG图像的绘制与操作**

## SVG简介

### 什么是SVG？

SVG 指可伸缩矢量图形 (Scalable Vector Graphics)

SVG 用来定义用于网络的基于矢量的图形

SVG 使用 XML 格式定义图形

SVG 图像在放大或改变尺寸的情况下其图形质量不会有所损失

SVG 是万维网联盟的标准

SVG 与诸如 DOM 和 XSL 之类的 W3C 标准是一个整体

SVG 是使用 XML 来描述二维图形和绘图程序的语言。

### SVG实例：

<?xml version="1.0" standalone="no"?>

<!DOCTYPE svg PUBLIC "-//W3C//DTD SVG 1.1//EN"

"http://www.w3.org/Graphics/SVG/1.1/DTD/svg11.dtd">

<svg width="100%" height="100%" version="1.1"

xmlns="http://www.w3.org/2000/svg">

<circle cx="100" cy="50" r="40" stroke="black"

stroke-width="2" fill="red"/>

</svg>

### **SVG属性：**

standalone 属性：该属性规定此 SVG 文件是否是“独立的”，或含有对外部文件的引用。

standalone="no" 意味着 SVG 文档会引用一个外部文件 - 在这里，是 DTD 文件。

第二和第三行引用了这个外部的 SVG DTD。该 DTD 位于 “http://www.w3.org/Graphics/SVG/1.1/DTD/svg11.dtd”。该 DTD 位于 W3C，含有所有允许的 SVG 元素。

<svg> 标签：

SVG 代码以 <svg> 元素开始，包括开启标签 <svg> 和关闭标签 </svg> 。这是根元素。width 和 height 属性可设置此 SVG 文档的宽度和高度。version 属性可定义所使用的 SVG 版本。

关闭标签的作用是关闭 SVG 元素和文档本身。

**注释：**所有的开启标签必须有关闭标签！

xmlns命名空间：xmlns 属性可定义 SVG 命名空间。此属性表示<svg>标记及其子标记属于名称空间为“[http://www.w3.org/2000/svg](https://link.jianshu.com/?t=http://www.w3.org/2000/svg" \t "https://www.jianshu.com/p/_blank)”的XML方言，当然，它是SVG。注意，命名空间声明只需要在根标记上提供一次。

<circle>标签：

SVG 的 <circle> 用来创建一个圆。cx 和 cy 属性定义圆中心的 x 和 y 坐标。如果忽略这两个属性，那么圆点会被设置为 (0, 0)。r 属性定义圆的半径。

stroke 和 stroke-width 属性控制如何显示形状的轮廓。我们把圆的轮廓设置为 2px 宽，黑边框。

fill 属性设置形状内的颜色。

## viewport,viewBox,preserveAspectRatio缩放

### Viewport

就是SVG的宽高，表示SVG可见区域的大小，或者可以想象成舞台大小，画布大小。

<svg width="500" height="300"></svg>

上面的SVG代码定义了一个视区，宽500单位，高300单位。

注意这里的措辞是“单位”，不是“像素”。虽然说，width/height如果是纯数字，使用的就是“像素（px）”作为单位的。

### viewBox属性

“视区盒子”,自己的理解就是在SVG画布里再套一层视图层，然后自适应撑满Viewport。宽高比通常可与Viewport成比例。

<svg width="400" height="300" viewBox="0,0,40,30" style="border:1px solid #cd0000;">

<rect x="10" y="5" width="20" height="15" fill="#cd0000"/>

</svg>

![](data:image/png;base64,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)

viewBox="x, y, width, height" // x:左上角横坐标，y:左上角纵坐标，width:宽度，height:高度

viewBox顾名思意是“视区盒子”的意思，好比在说：“SVG啊，要不你就让我铺满你吧~”

更形象的解释就是：SVG就像是我们的显示器屏幕，viewBox就是截屏工具选中的那个框框，最终的呈现就是把框框中的截屏内容再次在显示器中全屏显示！

### preserveAspectRatio属性

上面的例子，SVG的宽高比正好和viewBox的宽高比是一样的，都是4:3. 显然，实际应用viewBox不可能一直跟viewport穿同一条开裆裤。此时，就需要preserveAspectRatio出马了，此属性也是应用在<svg>元素上，且作用的对象都是viewBox。

preserveAspectRatio属性的值为空格分隔的两个值组合而成。例如，上面的xMidYMid和meet.

第1个值表示，viewBox如何与SVG viewport对齐；第2个值表示，如何维持高宽比（如果有）。

其中，第1个值又是由两部分组成的。前半部分表示x方向对齐，后半部分表示y方向对齐。家族成员如下：

|  |  |
| --- | --- |
| 值 | 含义 |
| xMin | viewport和viewBox左边对齐 |
| xMid | viewport和viewBox x轴中心对齐 |
| xMax | viewport和viewBox右边对齐 |
| YMin | viewport和viewBox上边缘对齐。注意Y是大写。 |
| YMid | viewport和viewBox y轴中心点对齐。注意Y是大写。 |
| YMax | viewport和viewBox下边缘对齐。注意Y是大写。 |

x, y自由合体就可以了，如：xMaxYMax xMidYMid

preserveAspectRatio属性第2部分的值支持下面3个：

|  |  |
| --- | --- |
| 值 | 含义 |
| meet | 保持纵横比缩放viewBox适应viewport，受 |
| slice | 保持纵横比同时比例小的方向放大填满viewport，攻 |
| none | 扭曲纵横比以充分适应viewport，变态 |

两种属性综合起来就是preserveAspectRatio: "xMinYMin meet",

# Not Afraid

* 专辑：[Recovery](orpheus://orpheus/pub/app.html" \l "/m/album/?id=133852" \o "Recovery)
* 歌手：[Eminem](orpheus://orpheus/pub/app.html" \l "/m/artist/?id=32665" \o "Eminem)
* 来源：[Eminem 热门50单曲](orpheus://orpheus/pub/app.html" \l "/m/playlist/?id=622845532&rid=A_PL_0_622845532&fromSource=1)

I'm not afraid, I'm not afraid!

我从未畏惧，从不惧怕

(Yeah)

耶

To take a stand, to take a stand

诉说我的立场，诉说我的立场

(It's been a ride)

就像是在奔腾

Everybody, everybody

众人齐心，众人齐心

(I guess I had to)

我想我必须要

Come take my hand, come take my hand

拥有属于我的力量，拥有属于我的力量

(Go to that place to get to this one)

避开这个地方

We'll walk this world together through the storm

让我们荣辱与共，冲过暴雨疾风

(Now some of you)

此时此刻的你

Whatever weather, cold or warm

管它什么天气，严冬或许酷暑

(Might still be in that place)

大概还会停滞不前

Just lettin' you know that you're not alone

我只想让你知道，我始终都会在你身旁

(If you're tryin' to get out)

如果你也想逃离出来

Holla if you feel like you've been down the same road

我们肝胆相照，在困难重重的人生当中，携手共行

(Just follow me, I'll get you there)

跟着我，带你去梦想的出生点

You can try read my lyrics off of this paper before I lay 'em

在我还没出专辑，你大可知道我的歌词

But you won't take the sting out these words before I say 'em

但你坚决不会理解它的内涵，除非我讲释给你听

'Cause ain't no way I'ma let you stop me from causing mayhem

我绝对不会让你这样的愚昧之人成为我前进的脚步

When I say I'ma do something, I do it, I don't give a damn what you think

无论我做什么，才不会在意你怎么想

I'm doin' this for me, so fuck the world

我只会为我自己而活着，你快滚蛋吧

Feed it beans, it's gassed up if it thinks it's stopping me

跟你并没有任何关系，这真的太恶心人了，如果有人阻止我的话

I'ma be what I set out to be, without a doubt, undoubtably

我只会永远的做回我自己

And all those who look down on me, I'm tearing down your balcony

至于那些曾经唾弃我的傻子，我会不费吹灰之力的将你踩在脚下

No if, ands, or buts, don't try to ask him why or how can he

并没有假如，他的成就不是那么容易得来的

From "Infinite" down to that last "Relapse" album

从此时此刻，只知道现在

He's still shittin' whether he's on salary, paid hourly

他在鬼混，他曾经拥有着别人有不了的薪酬

Until he bows out or he shits his bowels out of him

但他的负面新闻从未消停过

Whichever comes first, for better or worse

不管是好是坏，他都无所谓

He's married to the game, like a fuck-you for Christmas

他玩弄婚姻，就像过家家

His gift is a curse, forget the earth, he's got

他的才能根本就是诅咒，把一切都忘记，重新振作起来

The urge to pull his dick from the dirt and fuck the whole universe

老天算个屁！只有我才能主宰我自己

I'm not afraid, I'm not afraid

我从未畏惧，从不惧怕

To take a stand, to take a stand

诉说我的立场，诉说我的立场

Everybody, everybody

众人齐心，众人齐心

Come take my hand, come take my hand

拥有属于我的力量，拥有属于我的力量

We'll walk this road together through the storm、

# 网络端口与HTTP协议

1.IP地址是一个32位的二进制数，通常被分割为4个“8位二进制数”（也就是4个字节）。IP地址通常用“点分十进制”表示成（a.b.c.d）的形式，其中，a,b,c,d都是0~255之间的十进制整数。例：点分十进IP地址（100.4.5.6   
），实际上是32位二进制数（01100100.00000100.00000101.00000110）。  
255以内  
:后边是端口号，最高65535

127.0.0.1 本机 只能只本机  
192.168.xx 局域网内任意一台  
192.168.xx 也可叫lan网

127.0.0.1是localhost ，本机电脑的IP地址。192.168.xx是局域网内任意一台电脑的IP地址。

二者一个是针对自己本机访问，一个是针对局域网内其他计算机访问自己的电脑。

# 兼容性问题汇总（http://caniuse.com/#feat=webgl ）

## IE兼容性问题汇总与解决方法

1、IE6怪异解析之padding与border算入宽高   
原因：未加文档声明造成非盒模型解析   
解决方法：加入文档声明<!doctype html>   
2、IE6在块元素、左右浮动、设定marin时造成margin双倍（双边距）   
解决方法：display:inline   
3、以下三种其实是同一种bug，其实也不算是个bug，举个例子：父标签高度20，子标签11，垂直居中，20-11=9，9要分给文字的上面与下面，怎么分？IE6就会与其它的不同，所以，尽量避免。   
1）字体大小为奇数之边框高度少1px   
解决方法：字体大小设置为偶数或line-height为偶数   
2）line-height，文本垂直居中差1px   
解决方法：padding-top代替line-height居中，或line-height加1或减1   
3）与父标签的宽度的奇偶不同的居中造成1px的偏离   
解决方法：如果父标签是奇数宽度，则子标签也用奇数宽度;如果是父标签偶数宽度，则子标签也用偶数宽度   
4、内部盒模型超出父级时，父级被撑大   
解决方法：父标签使用overflow:hidden   
5、line-height默认行高bug   
解决方法：line-height设值   
6、行标签之间会有一小段空白   
解决方法：float或结构并排(可读性差，不建议)   
7、标签高度无法小于19px   
解决方法：overflow: hidden;   
8、左浮元素margin-bottom失效   
解决方法：显示设置高度 or 父标签设置\_padding-bottom代替子标签的margin-bottom or 再放个标签让父标签浮动，子标签   
margin- bottom，即(margin-bottom与float不同时作用于一个标签)   
9、img于块元素中，底边多出空白   
解决方法：父级设置overflow: hidden; 或 img { display: block; } 或 \_margin: -5px;   
10、li之间会有间距   
解决方法：float: left;   
11、块元素中有文字及右浮动的行元素，行元素换行   
解决方法：将行元素置于块元素内的文字前   
12、position下的left，bottom错位   
解决方法：为父级(relative层)设置宽高或添加\*zoom:1   
13、子级中有设置position，则父级overflow失效   
解决方法：为父级设置position:relative  
以下是补充：上面要先看  
1、终极方法：条件注释   
<!--[if lte IE 6]> 这段文字仅显示在 IE6及IE6以下版本。 <![endif]-->   
<!--[if gte IE 6]> 这段文字仅显示在 IE6及IE6以上版本。 <![endif]-->   
<!--[if gt IE 6]> 这段文字仅显示在 IE6以上版本（不包含IE6）。 <![endif]-->   
<!--[if IE 5.5]> 这段文字仅显示在 IE5.5。 <![endif]-->   
<!--在 IE6及IE6以下版本中加载css-->   
<!--[if lte IE 6]> <link type="text/css" rel="stylesheet" href="css/ie6.css" mce\_href="css/ie6.css" /><![endif]-->   
缺点是在IE浏览器下可能会增加额外的HTTP请求数。   
2、CSS选择器区分   
IE6不支持子选择器；先针对IE6使用常规申明CSS选择器，然后再用子选择器针对IE7+及其他浏览器。   
/\* IE6 专用 \*/   
.content {color:red;}   
/\* 其他浏览器 \*/   
div>p .content {color:blue;} -->   
3、PNG半透明图片的问题   
虽然可以通过JS等方式解决，但依然存在载入速度等问题，所以，这个在设计上能避免还是尽量避免为好。以达到网站最大优化。   
4、IE6下的圆角   
IE6不支持CSS3的圆角属性，性价比最高的解决方法就是用图片圆角来替代，或者放弃IE6的圆角。   
5、IE6背景闪烁   
如果你给链接、按钮用CSS sprites作为背景，你可能会发现在IE6下会有背景图闪烁的现象。造成这个的原因是由于IE6没有将背景图缓存，每次触发hover的时候都会重新加载，可以用JavaScript设置IE6缓存这些图片：   
document.execCommand("BackgroundImageCache",false,true);   
6、最小高度   
IE6 不支持min-height属性，但它却认为height就是最小高度。解决方法：使用ie6不支持但其余浏览器支持的属性!important。   
#container {min-height:200px; height:auto !important; height:200px;}   
7、最大高度   
//直接使用ID来改变元素的最大高度   
var container = document.getElementById('container');   
container.style.height = (container.scrollHeight > 199) ? "200px" : "auto";   
//写成函数来运行   
function setMaxHeight(elementId, height){   
var container = document.getElementById(elementId);   
container.style.height = (container.scrollHeight > (height - 1)) ? height + "px" : "auto";   
}   
//函数示例   
setMaxHeight('container1', 200);   
setMaxHeight('container2', 500);   
8、100% 高度   
在IE6下，如果要给元素定义100%高度，必须要明确定义它的父级元素的高度，如果你需要给元素定义满屏的高度，就得先给html和body定义height:100%;。   
9、最小宽度   
同max-height和max-width一样，IE6也不支持min-width。   
//直接使用ID来改变元素的最小宽度   
var container = document.getElementById('container');   
container.style.width = (container.clientWidth < width) ? "500px" : "auto";   
//写成函数来运行   
function setMinWidth(elementId, width){   
var container = document.getElementById(elementId);   
container.style.width = (container.clientWidth < width) ? width + "px" : "auto";   
}   
//函数示例   
setMinWidth('container1', 200);   
setMinWidth('container2', 500);   
10、最大宽度   
//直接使用ID来改变元素的最大宽度   
var container = document.getElementById(elementId);   
container.style.width = (container.clientWidth > (width - 1)) ? width + "px" : "auto";  
//写成函数来运行   
function setMaxWidth(elementId, width){   
var container = document.getElementById(elementId);   
container.style.width = (container.clientWidth > (width - 1)) ? width + "px" : "auto";  
}   
//函数示例   
setMaxWidth('container1', 200);   
setMaxWidth('container2', 500);   
11、双边距Bug   
当元素浮动时，IE6会错误的把浮动方向的margin值双倍计算。个人觉得较好解决方法是避免float和margin同时使用。   
12、清除浮动   
如果你想用div(或其他容器)包裹一个浮动的元素，你会发现必须给div(容器)定义明确的height、width、overflow之中一个属性（除了auto值）才能将浮动元素严实地包裹。  
#container {border:1px solid #333; overflow:auto; height:100%;}   
#floated1 {float:left; height:300px; width:200px; background:#00F;}   
#floated2 {float:right; height:400px; width:200px; background:#F0F;}   
更多：http://www.twinsenliang.net/skill/20090413.html   
13、浮动层错位   
当内容超出外包容器定义的宽度时，在IE6中容器会忽视定义的width值，宽度会错误地随内容宽度增长而增长。   
浮动层错位问题在IE6下没有真正让人满意的解决方法，虽然可以使用overflow:hidden;或overflow:scroll;来修正， 但hidden容易导致其他一些问题，scroll会破坏设计；JavaScript也没法很好地解决这个问题。所以建议是一定要在布局上避免这个问题发 生，使用一个固定的布局或者控制好内容的宽度（给内层加width）。   
14、躲猫猫bug   
在IE6和IE7下，躲猫猫bug是一个非常恼人的问题。一个撑破了容器的浮动元素，如果在他之后有不浮动的内容，并且有一些定义了:hover的链接，当鼠标移到那些链接上时，在IE6下就会触发躲猫猫。   
解决方法很简单：   
1.在（那个未浮动的）内容之后添加一个<span style="clear: both;"> </span>   
2.触发包含了这些链接的容器的hasLayout，一个简单的方法就是给其定义height:1%;   
15、绝对定位元素的1像素间距bug   
IE6下的这个错误是由于进位处理误差造成（IE7已修复），当绝对定位元素的父元素高或宽为奇数时，bottom和right会产生错误。唯一的解决办法就是给父元素定义明确的高宽值，但对于液态布局没有完美的解决方法。   
16、3像素间距bug   
在IE6中，当文本(或无浮动元素)跟在一个浮动的元素之后，文本和这个浮动元素之间会多出3像素的间隔。   
给浮动层添加 display:inline 和 -3px 负值margin   
给中间的内容层定义 margin-right 以纠正-3px   
17、IE下z-index的bug   
在IE浏览器中，定位元素的z-index层级是相对于各自的父级容器，所以会导致z-index出现错误的表现。解决方法是给其父级元素定义z-index，有些情况下还需要定义position:relative。   
18、Overflow Bug   
在IE6/7中，overflow无法正确的隐藏有相对定位position:relative;的子元素。解决方法就是给外包容器.wrap加上position:relative;。   
19、横向列表宽度bug   
如果你使用float:left;把<li>横向摆列，并且<li>内包含的<a>（或其他）触发了 hasLayout，在IE6下就会有错误的表现。解决方法很简单，只需要给<a>定义同样的float:left;即可。   
20、列表阶梯bug   
列表阶梯bug通常会在给<li>的子元素<a>使用float:left;时触发，我们本意是要做一个横向的列表(通常 是导航栏)，但IE却可能呈现出垂直的或者阶梯状。解决办法就是给<li>定义float:left;而非子元素<a>，或者 给<li>定义display:inline;也可以解决。   
21、垂直列表间隙bug   
当我们使用<li> 包含一个块级子元素时，IE6(IE7也有可能)会错误地给每条列表元素（<li>）之间添加空隙。   
解决方法：把<a>flaot并且清除float来解决这个问题；另外一个办法就是触发<a>的hasLayout（如定 义高宽、使用zoom:1;）；也可以给<li> 定义display:inline;来解决此问题；另外还有一个极有趣的方法，给包含的文本末尾添加一个空格。   
22、IE6中的:hover   
在IE6中，除了(需要有href属性)才能触发:hover行为，这妨碍了我们实现许多鼠标触碰效果，但还是有一些法子是可以解决它的。最好是不要用:hover来实现重要的功能，仅仅只用它来强化效果。   
23、IE6调整窗口大小的 Bug   
当把body居中放置，改变IE浏览器大小的时候，任何在body里面的相对定位元素都会固定不动了。解决办法：给body定义position:relative;就行了。   
24、文本重复Bug   
在IE6中，一些隐藏的元素（如注释、display:none;的元素）被包含在一个浮动元素里，就有可能引发文本重复bug。解决办法：给浮动元素添加display:inline;

## 完美解决header,footer等HTML5标签在IE(IE6/IE7/IE8)无效的兼容性问题

HTML5的语义化标签以及属性，可以让开发者非常方便地实现清晰的web页面布局，加上CSS3的效果渲染，快速建立丰富灵活的web页面显得非常简单

HTML5的语义化标签以及属性，可以让开发者非常方便地实现清晰的web页面布局，加上CSS3的效果渲染，快速建立丰富灵活的web页面显得非常简单。

HTML5的新标签元素有：

<header>定义页面或区段的头部；

<footer>定义页面或区段的尾部；

<nav>定义页面或区段的导航区域；

<section>页面的逻辑区域或内容组合；

<article>定义正文或一篇完整的内容；

<aside>定义补充或相关内容；

![IMG_256](data:image/gif;base64,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)

使用他们能让代码语义化更直观,而且更方便SEO优化。但是此HTML5新标签在IE6/IE7/IE8上并不能识别，需要进行JavaScript处理。以下就介绍几种方式。

方式一：Coding JavaScript

<!--[if lt IE9]>

<script>

(function() {

if (!

/\*@cc\_on!@\*/

0) return;

var e = "abbr, article, aside, audio, canvas, datalist, details, dialog, eventsource, figure, footer, header, hgroup, mark, menu, meter, nav, output, progress, section, time, video".split(', ');

var i= e.length;

while (i--){

document.createElement(e[i])

}

})()

</script>

<![endif]-->

如果是IE9以下的IE浏览器将创建HTML5标签， 这样非IE浏览器就会忽视这段代码，也就不会有无谓的http请求了。

第二种方法：使用Google的html5shiv包（推荐）

<!--[if lt IE9]>

<script src="http://html5shiv.googlecode.com/svn/trunk/html5.js"></script>

<![endif]-->

但是不管使用以上哪种方法,都要初始化新标签的CSS.因为HTML5在默认情况下表现为内联元素，对这些元素进行布局我们需要利用CSS手工把它们转为块状元素方便布局

/\*html5\*/

article,aside,dialog,footer,header,section,footer,nav,figure,menu{display:block}

但是如果ie6/7/8 禁用脚本的用户,那么就变成了无样式的"白板"网页,我们该怎么解决呢?

我们可以参照facebook的做法，即引导用户进入带有noscript标识的 “/?\_fb\_noscript=1”页面，用 html4 标签替换 html5 标签，这要比为了保持兼容性而写大量 hack 的做法更轻便一些。

<!--[if lte IE 8]>

<noscript>

<style>.html5-wrappers{display:none!important;}</style>

<div class="ie-noscript-warning">您的浏览器禁用了脚本，请<a href="">查看这里</a>来启用脚本!或者<a href="/?noscript=1">继续访问</a>.

</div>

</noscript>

<![endif]-->

由于IE不兼容H5新标签而造成的布局排版混乱：

IE8下打开布局全乱了，原因是IE8不支持header，nav，aside等h5标签。解决方法：

在script标签里加了这样一个函数，来判断IE9以下版本，使其兼容新标签。

(function() {

if (!

/\*@cc\_on!@\*/

0) return;

var e = "abbr, article, aside, audio, canvas, datalist, details, dialog, eventsource, figure, footer, header, hgroup, mark, menu, meter, nav, output, progress, section, time, video".split(', ');

var i= e.length;

while (i--){

document.createElement(e[i])

}

})()

[在easyUI的datagrid中，IE浏览器报错:SCRIPT5007: 无法获取属性“rowspan”的值: 对象为 null 或未定义](http://blog.csdn.net/civilized/article/details/8588742)，导致数据解析发生错误：

错误：SCRIPT5007: 无法获取属性“rowspan”的值: 对象为 null 或未定义。

造成这种错误的原因大致为：(1) 可能是在datagrid里面下的frozenColumns:[[ {......}]]或者是columns:[[{...},{...}]]   {...}之间多一个逗号(,)。

## 各浏览器常用兼容标记一览表:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 标记 | IE6 | IE7 | IE8 | FF | Opera | Sarari |
| [\*+><] | √ | √ | X | X | X | X |
| \_ | √ | X | X | X | X | X |
| \9 | √ | √ | √ | X | X | X |
| \0 | X | X | √ | X | √ | X |
| @media screen and (-webkit-min-device-pixel-ratio:0){.bb {}} | X | X | X | X | X | √ |
| .bb , x:-moz-any-link, x:default | X | √ | X | √(ff3.5及以下) | X | X |
| @-moz-document url-prefix(){.bb{}} | X | X | X | √ | X | X |
| @media all and (min-width: 0px){.bb {}} | X | X | X | √ | √ | √ |
| \* +html .bb {} | X | √ | X | X | X | X |
| 游览器内核 | Trident | Trident | Trident | Gecko | Presto | WebKit |

（以上 .bb 可更换为其它样式名）

注意点：

网上很多资料中常常把!important也作为一个hack手段，其实这是一个误区。!important常常被我们用来更改样式，而不是兼容hack。造成这个误区的原因是IE6在某些情况下不主动识别!important,以至于常常被人误用做识别IE6的hack。可是，大家注意一下，IE6只是在某些情况下不识别（ie6下，同一个大括号里对同一个样式属性定义，其中一个加important 则important标记是被忽略的，例：{background:red!important; background:green;} ie6下解释为背景色green，其它浏览器解释为背景色red；如果这同一个样式在不同大括号里定义，其中一个加important 则important发挥正常作用，例：div{background:red!important} div{background:green}，这时所有浏览器统一解释为背景色red。）

实例讲解：

Hack应用情境（一）

适用范围：IE:6.0,IE7.0,IE8.0之间的兼容

实例说明：

* 此例中我们使用了渐进识别的方式，从总体中逐渐排除局部。首先，巧妙的使用“\9”这一标记，将IE游览器从所有情况中分离出来。接着，再次使用“+”将IE8和IE7、IE6分离开来，此时，我们的IE8已经独立识别。

实例代码：

.bb{  
height:32px;  
background-color:#f1ee18;/\*所有识别\*/  
.background-color:#00deff\9; /\*IE6、7、8识别\*/  
+background-color:#a200ff;/\*IE6、7识别\*/  
\_background-color:#1e0bd1;/\*IE6识别\*/  
}

/\*一个用于展示的class为bb的div标签\*/

* < div class ="bb"></ div >

Hack应用情境（二）

适用范围：IE:6.0,IE7.0,IE8.0,Firefox之间的兼容

实例说明：

大家很容易的可以看出这是情境（一）的加强版，适用于更广泛的环境。其实情境（一）中也已经做到了把火狐与IE游览器区分开来了，现在我们要做的是把火狐从其它游览器中再次识别出来。大家仔细看下代码，大家会发现其实游览器识别是很简单的。火狐如何识别？对了，IE中对伪类支持不广泛，所以伪类是个不错的途径。(.yourClass,x:-moz-any-link, x:default)注意，这个区分伪类往往IE7也能识别，所以最好还需要把IE7单独识别出来，且此方法对ff3.6 已无效，firefox的区分可以使用@-moz-document url-prefix(){}

实例代码：

.bb{  
height:32px;  
background-color:#f1ee18;/\*所有识别\*/  
background-color:#00deff\9; /\*IE6、7、8识别\*/  
+background-color:#a200ff;/\*IE6、7识别\*/  
\_background-color:#1e0bd1;/\*IE6识别\*/  
}  
.bb, x:-moz-any-link, x:default{background-color:#00ff00;}/\*IE7 firefox3.5及以下 识别 \*/   
@-moz-document url-prefix(){.bb{background-color:#00ff00;}}/\* 仅firefox 识别 \*/   
\* +html .bb{background-color:#a200ff;}/\* 仅IE7 识别 \*/

/\*一个用于展示的class为bb的div标签\*/

* < div class ="bb"></ div >

Hack应用情境（三）

适用范围：IE:6.0,IE7.0,IE8.0,Firefox,Safari(Chrome)之间的兼容

实例说明：

* 我们现在将再次对我们的CSS进行加强了，使其能识别Safari(Chrome)游览器。这是基于它们的内核webkit来识别的，用法为@media screen and (-webkit-min-device-pixel-ratio:0)

实例代码：

.bb{  
height:32px;  
background-color:#f1ee18;/\*所有识别\*/  
background-color:#00deff\9; /\*IE6、7、8识别\*/  
+background-color:#a200ff;/\*IE6、7识别\*/  
\_background-color:#1e0bd1;/\*IE6识别\*/  
}  
@media screen and (-webkit-min-device-pixel-ratio:0){.bb{background-color:#f1ee18}}{} /\*safari(Chrome) 有效 \*/  
.bb, x:-moz-any-link, x:default{background-color:#00ff00;}/\*IE7 firefox3.5及以下 识别 \*/   
@-moz-document url-prefix(){.bb{background-color:#00ff00;}}/\*仅firefox 识别\*/   
\* +html .bb{background-color:#a200ff;}/\* 仅IE7 识别 \*/

/\*一个用于展示的class为bb的div标签\*/

* < div class ="bb"></ div >

Hack应用情境（四）

适用范围：IE:6.0+，FireFox:2.0+，Opera 10.0+，Sarari 3.0+，Chrome全兼容

实例说明：

* 实例的具体代码在下面实例代码中已经列出，具体效果如此页面的顶端部分效果，您可以通过不同游览器检测该效果。这次我们基本把所有的主流游览器都兼容了，大家来看下代码。Opera的识别有一部分归功于“\0”标记，这个标记只被IE8和Opera识别，特殊的标记往往造就的是我们更广泛的hack手段。

## CSS兼容IE6 IE7 和FF的总结

一、CSS HACK  
以下两种方法几乎能解决现今所有HACK.  
1, !important  
随着IE7对!important的支持, !important 方法现在只针对IE6的HACK.(注意写法.记得该声明位置需要提前.)  
<stylegt;  
#wrapper  
{  
width: 100px!important; /\* IE7+FF \*/  
width: 80px; /\* IE6 \*/  
}  
</stylegt;  
2, IE6/IE77对FireFox  
\*+html 与 \*html 是IE特有的标签, firefox 暂不支持.而\*+html 又为 IE7特有标签.  
<stylegt;  
#wrapper  
{  
#wrapper { width: 120px; } /\* FireFox \*/  
\*html #wrapper { width: 80px;} /\* ie6 fixed \*/  
\*+html #wrapper { width: 60px;} /\* ie7 fixed, 注意顺序 \*/  
}  
</stylegt;  
注意:  
\*+html 对IE7的HACK 必须保证HTML顶部有如下声明：  
<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN"　"" style="color: rgb(0, 136, 204);">[网页链接](http://www.w3.org/TR/html4/loose.dtd)  
二、万能 float 闭合(非常重要!)  
关于 clear float 的原理可参见 [How To Clear Floats Without Structural Markup]  
将以下代码加入Global CSS 中,给需要闭合的div加上 ><stylegt;  
/\* Clear Fix \*/  
.clearfix:after  
{  
content:".";  
display:block;  
height:0;  
clear:both;  
visibility:hidden;  
}  
.clearfix  
{  
display:inline-block;  
}  
/\* Hide from IE Mac \*/  
.clearfix {display:block;}  
/\* End hide from IE Mac \*/  
/\* end of clearfix \*/  
</stylegt;  
三、其他兼容技巧(再次啰嗦)  
1, FF下给 div 设置 padding 后会导致 width 和 height 增加, 但IE不会.(可用!important解决)  
2, 居中问题.  
1).垂直居中.将 line-height 设置为 当前 div 相同的高度, 再通过 vertical-align: middle.( 注意内容不要换行.)  
2).水平居中. margin: 0 auto;(当然不是万能)  
3, 若需给 a 标签内内容加上 样式, 需要设置 display: block;(常见于导航标签)  
4, FF 和 IE 对 BOX 理解的差异导致相差 2px 的还有设为 float的div在ie下 margin加倍等问题.  
5, ul 标签在 FF 下面默认有 list-style 和 padding . 最好事先声明, 以避免不必要的麻烦. (常见于导航标签和内容列表)  
6, 作为外部 wrapper 的 div 不要定死高度, 最好还加上 overflow: hidden.以达到高度自适应.  
7, 关于手形光标. cursor: pointer. 而hand 只适用于 IE.  
1 针对firefox ie6 ie7的css样式  
现在大部分都是用!important来hack，对于ie6和firefox测试可以正常显示，  
但是ie7对!important可以正确解释，会导致页面没按要求显示！找到一个针  
对IE7不错的hack方式就是使用“\*+html”，现在用IE7浏览一下，应该没有问题了。  
现在写一个CSS可以这样：  
#1 { color: #333; } /\* Moz \*/  
\* html #1 { color: #666; } /\* IE6 \*/  
\*+html #1 { color: #999; } /\* IE7 \*/  
那么在firefox下字体颜色显示为#333，IE6下字体颜色显示为#666，IE7下字体颜色显示为#999。  
2 css布局中的居中问题  
主要的样式定义如下：  
body {TEXT-ALIGN: center;}  
#center { MARGIN-RIGHT: auto; MARGIN-LEFT: auto; }  
说明：  
首先在父级元素定义TEXT-ALIGN: center;这个的意思就是在父级元素内的内容居中；对于IE这样设定就已经可以了。  
但在mozilla中不能居中。解决办法就是在子元素定义时候设定时再加上“MARGIN-RIGHT: auto;MARGIN-LEFT: auto; ”  
需要说明的是，如果你想用这个方法使整个页面要居中，建议不要套在一个DIV里，你可以依次拆出多个div，  
只要在每个拆出的div里定义MARGIN-RIGHT: auto;MARGIN-LEFT: auto; 就可以了。  
3 盒模型不同解释.  
#box{ width:600px; //for ie6.0- w\idth:500px; //for ff+ie6.0}  
#box{ width:600px!important //for ff width:600px; //for ff+ie6.0 width /\*\*/:500px; //for ie6.0-}  
4 浮动ie产生的双倍距离  
#box{ float:left; width:100px; margin:0 0 0 100px; //这种情况之下IE会产生200px的距离 display:inline; //使浮动忽略}  
这里细说一下block,inline两个元素,Block元素的特点是:总是在新行上开始,高度,宽度,行高,边距都可以控制(块元素);Inline元素的特点是:和其他元素在同一行上,...不可控制(内嵌元素);  
#box{ display:block; //可以为内嵌元素模拟为块元素 display:inline; //实现同一行排列的的效果 diplay:table;  
5 IE与宽度和高度的问题  
IE不认得min-这个定义，但实际上它把正常的width和height当作有min的情况来使。这样问题就大了，如果只用宽度和高度，  
正常的浏览器里这两个值就不会变，如果只用min-width和min-height的话，IE下面根本等于没有设置宽度和高度。  
比如要设置背景图片，这个宽度是比较重要的。要解决这个问题，可以这样：  
#box{ width: 80px; height: 35px;}html>body #box{ width: auto; height: auto; min-width: 80px; min-height: 35px;}  
6 页面的最小宽度  
min-width是个非常方便的CSS命令，它可以指定元素最小也不能小于某个宽度，这样就能保证排版一直正确。但IE不认得这个，  
而它实际上把width当做最小宽度来使。为了让这一命令在IE上也能用，可以把一个<div> 放到 <body> 标签下，然后为div指定一个类：  
然后CSS这样设计：  
#container{ min-width: 600px; width:expression(document.body.clientWidth < 600? "600px": "auto" );}  
第一个min-width是正常的；但第2行的width使用了Javascript，这只有IE才认得，这也会让你的HTML文档不太正规。它实际上通过Javascript的判断来实现最小宽度。  
7 清除浮动  
.hackbox{ display:table; //将对象作为块元素级的表格显示}或者.hackbox{ clear:both;}  
或者加入:after（伪对象）,设置在对象后发生的内容，通常和content配合使用，IE不支持此伪对象，非Ie 浏览器支持，  
所以并不影响到IE/WIN浏览器。这种的最麻烦的......#box:after{ content: "."; display: block; height: 0; clear: both; visibility: hidden;}  
8 DIV浮动IE文本产生3象素的bug  
左边对象浮动，右边采用外补丁的左边距来定位，右边对象内的文本会离左边有3px的间距.  
#box{ float:left; width:800px;}#left{ float:left; width:50%;}#right{ width:50%;}\*html #left{ margin-right:-3px; //这句是关键}  
HTML代码<div id="box"> <div id="left"></div> <div id="right"></div></div>  
9 属性选择器(这个不能算是兼容,是隐藏css的一个bug)  
p[id]{}div[id]{}  
这个对于IE6.0和IE6.0以下的版本都隐藏,FF和OPera作用  
属性选择器和子选择器还是有区别的,子选择器的范围从形式来说缩小了,属性选择器的范围比较大,如p[id]中,所有p标签中有id的都是同样式的.  
10 IE捉迷藏的问题  
当div应用复杂的时候每个栏中又有一些链接，DIV等这个时候容易发生捉迷藏的问题。  
有些内容显示不出来，当鼠标选择这个区域是发现内容确实在页面。  
解决办法：对#layout使用line-height属性 或者给#layout使用固定高和宽。页面结构尽量简单。  
11 高度不适应  
高度不适应是当内层对象的高度发生变化时外层高度不能自动进行调节，特别是当内层对象使用  
margin 或paddign 时。  
例：  
<div id="box">  
p对象中的内容   
</div>  
CSS：#box {background-color:#eee; }  
#box p {margin-top: 20px;margin-bottom: 20px; text-align:center; }  
解决方法：在P对象上下各加2个空的div对象CSS代码：.1{height:0px;overflow:hidden;}或者为DIV加上border属性。

**99%的人都理解错了HTTP中GET与POST的区别**

GET和POST是HTTP请求的两种基本方法，要说它们的区别，接触过WEB开发的人都能说出一二。

最直观的区别就是GET把参数包含在URL中，POST通过request body传递参数。

你可能自己写过无数个GET和POST请求，或者已经看过很多权威网站总结出的他们的区别，你非常清楚知道什么时候该用什么。

当你在面试中被问到这个问题，你的内心充满了自信和喜悦。

你轻轻松松的给出了一个“标准答案”：

GET在浏览器回退时是无害的，而POST会再次提交请求;

GET产生的URL地址可以被Bookmark，而POST不可以;

GET请求会被浏览器主动cache，而POST不会，除非手动设置;

GET请求只能进行url编码，而POST支持多种编码方式;

GET请求参数会被完整保留在浏览器历史记录里，而POST中的参数不会被保留;

GET请求在URL中传送的参数是有长度限制的，而POST么有;

对参数的数据类型，GET只接受ASCII字符，而POST没有限制;

GET比POST更不安全，因为参数直接暴露在URL上，所以不能用来传递敏感信息。 GET参数通过URL传递，POST放在Request body中。

“很遗憾，这不是我们要的回答!”

请告诉我真相。。。

如果我告诉你GET和POST本质上没有区别你信吗?

让我们扒下GET和POST的外衣，坦诚相见吧!

GET和POST是什么?HTTP协议中的两种发送请求的方法。

HTTP是什么?HTTP是基于TCP/IP的关于数据如何在万维网中如何通信的协议。

HTTP的底层是TCP/IP。所以GET和POST的底层也是TCP/IP，也就是说，GET/POST都是TCP链接。GET和POST能做的事情是一样一样的。你要给GET加上request body，给POST带上url参数，技术上是完全行的通的。

那么，“标准答案”里的那些区别是怎么回事?

在我大万维网世界中，TCP就像汽车，我们用TCP来运输数据，它很可靠，从来不会发生丢件少件的现象。但是如果路上跑的全是看起来一模一样的汽车，那这个世界看起来是一团混乱，送急件的汽车可能被前面满载货物的汽车拦堵在路上，整个交通系统一定会瘫痪。为了避免这种情况发生，交通规则HTTP诞生了。HTTP给汽车运输设定了好几个服务类别，有GET, POST, PUT, DELETE等等，HTTP规定，当执行GET请求的时候，要给汽车贴上GET的标签(设置method为GET)，而且要求把传送的数据放在车顶上(url中)以方便记录。如果是POST请求，就要在车上贴上POST的标签，并把货物放在车厢里。当然，你也可以在GET的时候往车厢内偷偷藏点货物，但是这是很不光彩;也可以在POST的时候在车顶上也放一些数据，让人觉得傻乎乎的。HTTP只是个行为准则，而TCP才是GET和POST怎么实现的基本。

但是，我们只看到HTTP对GET和POST参数的传送渠道(url还是requrest body)提出了要求。“标准答案”里关于参数大小的限制又是从哪来的呢?

在我大万维网世界中，还有另一个重要的角色：运输公司。不同的浏览器(发起http请求)和服务器(接受http请求)就是不同的运输公司。 虽然理论上，你可以在车顶上无限的堆货物(url中无限加参数)。但是运输公司可不傻，装货和卸货也是有很大成本的，他们会限制单次运输量来控制风险，数据量太大对浏览器和服务器都是很大负担。业界不成文的规定是，(大多数)浏览器通常都会限制url长度在2K个字节，而(大多数)服务器最多处理64K大小的url。超过的部分，恕不处理。如果你用GET服务，在request body偷偷藏了数据，不同服务器的处理方式也是不同的，有些服务器会帮你卸货，读出数据，有些服务器直接忽略，所以，虽然GET可以带request body，也不能保证一定能被接收到哦。

好了，现在你知道，GET和POST本质上就是TCP链接，并无差别。但是由于HTTP的规定和浏览器/服务器的限制，导致他们在应用过程中体现出一些不同。

你以为本文就这么结束了?

我们的大BOSS还等着出场呢。。。

这位BOSS有多神秘?当你试图在网上找“GET和POST的区别”的时候，那些你会看到的搜索结果里，从没有提到他。他究竟是什么呢。。。

GET和POST还有一个重大区别，简单的说：

GET产生一个TCP数据包;POST产生两个TCP数据包。

长的说：

对于GET方式的请求，浏览器会把http header和data一并发送出去，服务器响应200(返回数据);

而对于POST，浏览器先发送header，服务器响应100 continue，浏览器再发送data，服务器响应200 ok(返回数据)。

也就是说，GET只需要汽车跑一趟就把货送到了，而POST得跑两趟，第一趟，先去和服务器打个招呼“嗨，我等下要送一批货来，你们打开门迎接我”，然后再回头把货送过去。

因为POST需要两步，时间上消耗的要多一点，看起来GET比POST更有效。因此Yahoo团队有推荐用GET替换POST来优化网站性能。但这是一个坑!跳入需谨慎。为什么?

1. GET与POST都有自己的语义，不能随便混用。

2. 据研究，在网络环境好的情况下，发一次包的时间和发两次包的时间差别基本可以无视。而在网络环境差的情况下，两次包的TCP在验证数据包完整性上，有非常大的优点。

3. 并不是所有浏览器都会在POST中发送两次包，Firefox就只发送一次。

# 正则表达式

正则表达式是对字符串的一种特殊操作。

验证信息：15638252897 11位 1开头

邮箱验证：@符号

## 一：创建正则表达式对象

var box=new RegExp(string,‘i、g、m’);（i，m，g必须加引号）

//new RegExp()对象里面可以传递两个参数

//第一个：字符串，即在该字符串前后加两个斜杠。第二个：可选模式修饰符

String：将来要匹配的字符串。

也可以直接声明 var box=/rocky/ig

创建正则表达式中的可选模式修饰符：

|  |  |
| --- | --- |
| i | 忽略大小写 |
| g | 全局匹配 |
| m | 多行匹配 |

## 二：使用正则对象提供的方法进行测试字符串

RegExp对象包含两种方法：.test（）与.exec（），功能基本相似，用于测试字符串是否匹配。

.test（）方法主要在字符串总共查找是否包含指定的字符串进行返回布尔值。

.exec（）方法是执行查找，返回的是字符串数组.

|  |  |  |
| --- | --- | --- |
| 方法 | 功能 | 结果 |
| Test（） | 查找是否存在匹配的字符串 | 返回布尔值 |
| Exec（） | 搜索匹配的字符串 | 有的话返回字符串组成的数组，没有话返回null |

## 三：使用字符串、数组的方法操作正则表达式

有4个方法：

|  |  |
| --- | --- |
| 方法 | 含义 |
| Match（obj） | 用字符串匹配obj，返回obj中匹配到的字符串串数组，或null |
| Replace（obj，str） | 用后面的字符串替代前面的字符串，有多少代替多少 |
| Search（） | 返回匹配字符串的位置 |
| Split（） | 返回obj拆分的数组 |

## RegExp对象的静态属性

静态属性：指固定不变的属性

|  |  |  |  |
| --- | --- | --- | --- |
| 属性 | 短名 | 含义 | 说明 |
| input | $ | 返回当前匹配的字符串 | Opera不支持 |
| lastMatch | $& | 返回最后一个匹配的字符串 | Opera不支持 |
| lastParen | $+ | 返回最后一个圆括号内的匹配字符串 | Opera不支持 |
| leftContext | $` | 返回最后一个匹配字符串之前的字符串 |  |
| multiline | $\* | 用于指定是否说有表达式 | IE不支持 |
| RightContext | $’ | 最后一次匹配字符串之后的字符串 |  |

## RegExp对象实例属性（没什么卵用，IE也不支持）

|  |  |
| --- | --- |
| global | 返回Boolean表示g是否已设置（是否全局） |
| ignoreCase | 返回Boolean表示i是否已设置（是否忽略大小写） |
| lastIndex | 返回整数代表下次将从哪个字符位置开始 |
| multiline | 返回Boolean，表示m是否设置 |
| source | 返回正则表达式的源字符 |

## 获取控制字符

字符类：匹配单个字符和数字

|  |  |
| --- | --- |
| 元字符 | 匹配情况 |
| . | 匹配除换行符意外的任意单个字符。 |
| [a-z0-9] | 匹配括号中的字符集中的任意字符 |
| [^a-z0-9] | 匹配任意不在括号中的字符 |
| \d | 匹配数字 |
| \D | 匹配非数子 |
| \w | 匹配字母，数字以及下划线 |
| \W | 匹配非字母、数字以及下划线 |

字符类：空白字符

|  |  |
| --- | --- |
| 元字符 | 匹配情况 |
| \0 | 匹配null |
| \b | 空格 |
| \f | 进制 |
| \n | 匹配换行符 |
| \r | 匹配回车 |
| \t | 匹配制表符 |
| \s | 空白字符，空格，制表符，换行字符 |
| \S | 非空白字符，空格，制表符，换行字符 |

字符类：锚字符

|  |  |
| --- | --- |
| ^X | 行首匹配 |
| X$ | 行尾匹配 |
| \A | 匹配字符船开始 |
| \b | 单词边界 |
| \B | 非单词边际 |
| \G | 当前搜索位置 |
| \Z | 匹配字符串结束位置 |
| \z | 匹配字符串结束处 |

字符类：替代字符

|  |  |
| --- | --- |
| 元字符、元符号 | 匹配情况 |
| This|where|logo | 匹配this或者where或logo中任意一个 |

字符类：重复字符

|  |  |
| --- | --- |
| 元字符 | 匹配情况 |
| X？ | 匹配0或1个字符 |
| X\* | 匹配0或任意多个字符 |
| X+ | 至少匹配一个 |
| （XYZ）+ | 匹配至少一个XYZ |
| X{m，n} X{m,} X{,n} | 匹配至少，m个，最多n个X |

字符类：记录字符

|  |  |
| --- | --- |
| 元字符 | 匹配情况 |
| （string） | 用于反向引用的组 |
| \1或$1 | 匹配第1个分组中的内容 |
| \2或$2 | 匹配第2个分组中的内容 |
| \n或$n | 匹配第n个分组中的内容 |

四：贪婪模式与非贪婪模式

|  |  |
| --- | --- |
| 贪婪 | 惰性模式 |
| + | +？ |
| ？ | ？？ |
| \* | \*？ |
| {n} | {n}? |
| {n,} | {n,}? |
| {n,m} | {n,m}? |

**什么是正则表达式的贪婪与非贪婪匹配**

如：var str="abcaxc";

　　　　var p="/ab\*c/";

**贪婪匹配:**正则表达式一般趋向于最大长度匹配，也就是所谓的贪婪匹配。如上面使用模式p匹配字符串str，结果就是匹配到：**abcaxc**(ab\*c)。

**非贪婪匹配**：就是匹配到结果就好，最少的匹配字符。如上面使用模式p匹配字符串str，结果就是匹配到：**abc**(ab\*c)。

下面代码关闭了贪婪模式，只替换了第一个

// var pattern=/[a-z]+/;// 最少一个字符

var pattern=/[a-z]+?/;// 最少一个字符

var str='abcdefghijklmnopqrstuvwxyz';

var resoult=str.replace(pattern,'xxx');

document.write(resoult);

## 正则表达式举例：

**一、校验数字的表达式**

1 数字：^[0-9]\*$

2 n位的数字：^\d{n}$

3 至少n位的数字：^\d{n,}$

4 m-n位的数字：^\d{m,n}$

5 零和非零开头的数字：^(0|[1-9][0-9]\*)$

6 非零开头的最多带两位小数的数字：^([1-9][0-9]\*)+(.[0-9]{1,2})?$

7 带1-2位小数的正数或负数：^(\-)?\d+(\.\d{1,2})?$

8 正数、负数、和小数：^(\-|\+)?\d+(\.\d+)?$

9 有两位小数的正实数：^[0-9]+(.[0-9]{2})?$

10 有1~3位小数的正实数：^[0-9]+(.[0-9]{1,3})?$

11 非零的正整数：^[1-9]\d\*$ 或 ^([1-9][0-9]\*){1,3}$ 或 ^\+?[1-9][0-9]\*$

12 非零的负整数：^\-[1-9][]0-9"\*$ 或 ^-[1-9]\d\*$

13 非负整数：^\d+$ 或 ^[1-9]\d\*|0$

14 非正整数：^-[1-9]\d\*|0$ 或 ^((-\d+)|(0+))$

15 非负浮点数：^\d+(\.\d+)?$ 或 ^[1-9]\d\*\.\d\*|0\.\d\*[1-9]\d\*|0?\.0+|0$

16 非正浮点数：^((-\d+(\.\d+)?)|(0+(\.0+)?))$ 或 ^(-([1-9]\d\*\.\d\*|0\.\d\*[1-9]\d\*))|0?\.0+|0$

17 正浮点数：^[1-9]\d\*\.\d\*|0\.\d\*[1-9]\d\*$ 或 ^(([0-9]+\.[0-9]\*[1-9][0-9]\*)|([0-9]\*[1-9][0-9]\*\.[0-9]+)|([0-9]\*[1-9][0-9]\*))$

18 负浮点数：^-([1-9]\d\*\.\d\*|0\.\d\*[1-9]\d\*)$ 或 ^(-(([0-9]+\.[0-9]\*[1-9][0-9]\*)|([0-9]\*[1-9][0-9]\*\.[0-9]+)|([0-9]\*[1-9][0-9]\*)))$

19 浮点数：^(-?\d+)(\.\d+)?$ 或 ^-?([1-9]\d\*\.\d\*|0\.\d\*[1-9]\d\*|0?\.0+|0)$

**二、校验字符的表达式**

1 汉字：^[\u4e00-\u9fa5]{0,}$或者 /.\*[\u4e00-\u9fa5]+.\*$/

2 英文和数字：^[A-Za-z0-9]+$ 或 ^[A-Za-z0-9]{4,40}$

3 长度为3-20的所有字符：^.{3,20}$

4 由26个英文字母组成的字符串：^[A-Za-z]+$

5 由26个大写英文字母组成的字符串：^[A-Z]+$

6 由26个小写英文字母组成的字符串：^[a-z]+$

7 由数字和26个英文字母组成的字符串：^[A-Za-z0-9]+$

8 由数字、26个英文字母或者下划线组成的字符串：^\w+$ 或 ^\w{3,20}$

9 中文、英文、数字包括下划线：^[\u4E00-\u9FA5A-Za-z0-9\_]+$

10 中文、英文、数字但不包括下划线等符号：^[\u4E00-\u9FA5A-Za-z0-9]+$ 或 ^[\u4E00-\u9FA5A-Za-z0-9]{2,20}$

11 可以输入含有^%&',;=?$\"等字符：[^%&',;=?$\x22]+

12 禁止输入含有~的字符：[^~\x22]+

13 整数或者小数：^[0-9]+\.{0,1}[0-9]{0,2}$

**三、特殊需求表达式**

文本输入框禁用或屏蔽回车：onkeypress="if(event.keyCode==13) return false;"

1 Email地址：^\w+([-+.]\w+)\*@\w+([-.]\w+)\*\.\w+([-.]\w+)\*$

2 域名：

[a-zA-Z0-9][-a-zA-Z0-9]{0,62}(/.[a-zA-Z0-9][-a-zA-Z0-9]{0,62})+/.?

3 InternetURL：[a-zA-z]+://[^\s]\* 或 ^http://([\w-]+\.)+[\w-]+(/[\w-./?%&=]\*)?$

4 手机号码：

^(13[0-9]|14[5|7]|15[0|1|2|3|5|6|7|8|9]|18[0|1|2|3|5|6|7|8|9])\d{8}$

5 电话号码("XXX-XXXXXXX"、"XXXX-XXXXXXXX"、"XXX-XXXXXXX"、"XXX-XXXXXXXX"、"XXXXXXX"和"XXXXXXXX)：^(\(\d{3,4}-)|\d{3.4}-)?\d{7,8}$

6 国内电话号码(0511-4405222、021-87888822)：\d{3}-\d{8}|\d{4}-\d{7}

7 身份证号：

15或18位身份证：^\d{15}|\d{18}$

15位身份证：

^[1-9]\d{7}((0\d)|(1[0-2]))(([0|1|2]\d)|3[0-1])\d{3}$

18位身份证：

^[1-9]\d{5}[1-9]\d{3}((0\d)|(1[0-2]))(([0|1|2]\d)|3[0-1])\d{4}$

8 短身份证号码(数字、字母x结尾)：^([0-9]){7,18}(x|X)?$

或 ^\d{8,18}|[0-9x]{8,18}|[0-9X]{8,18}?$

9 帐号是否合法(字母开头，允许5-16字节，允许字母数字下划线)：^[a-zA-Z][a-zA-Z0-9\_]{4,15}$

10 密码(以字母开头，长度在6~18之间，只能包含字母、数字和下划线)：^[a-zA-Z]\w{5,17}$

11 强密码(必须包含大小写字母和数字的组合，不能使用特殊字符，长度在8-10之间)：^(?=.\*\d)(?=.\*[a-z])(?=.\*[A-Z]).{8,10}$

12 日期格式：^\d{4}-\d{1,2}-\d{1,2}

13 一年的12个月(01～09和1～12)：^(0?[1-9]|1[0-2])$

14 一个月的31天(01～09和1～31)：^((0?[1-9])|((1|2)[0-9])|30|31)$

15 钱的输入格式：

15-1.有四种钱的表示形式我们可以接受:"10000.00" 和 "10,000.00", 和没有 "分" 的 "10000" 和 "10,000"：^[1-9][0-9]\*$

15-2.这表示任意一个不以0开头的数字,但是,这也意味着一个字符"0"不通过,所以我们采用下面的形式：^(0|[1-9][0-9]\*)$

15-3.一个0或者一个不以0开头的数字.我们还可以允许开头有一个负号：^(0|-?[1-9][0-9]\*)$

15-4.这表示一个0或者一个可能为负的开头不为0的数字.让用户以0开头好了.把负号的也去掉,因为钱总不能是负的吧.下面我们要加的是说明可能的小数部分：^[0-9]+(.[0-9]+)?$

15-5.必须说明的是,小数点后面至少应该有1位数,所以"10."是不通过的,但是 "10" 和 "10.2" 是通过的：^[0-9]+(.[0-9]{2})?$

15-6.这样我们规定小数点后面必须有两位,如果你认为太苛刻了,可以这样：^[0-9]+(.[0-9]{1,2})?$

15-7.这样就允许用户只写一位小数.下面我们该考虑数字中的逗号了,我们可以这样：^[0-9]{1,3}(,[0-9]{3})\*(.[0-9]{1,2})?$

15-8. 1到3个数字,后面跟着任意个 逗号+3个数字,逗号成为可选,而不是必须：^([0-9]+|[0-9]{1,3}(,[0-9]{3})\*)(.[0-9]{1,2})?$

备注：这就是最终结果了,别忘了"+"可以用"\*"替代如果你觉得空字符串也可以接受的话(奇怪,为什么?)最后,别忘了在用函数时去掉去掉那个反斜杠,一般的错误都在这里

16 xml文件：^([a-zA-Z]+-?)+[a-zA-Z0-9]+\\.[x|X][m|M][l|L]$

17 中文字符的正则表达式：[\u4e00-\u9fa5]

18 双字节字符：[^\x00-\xff] (包括汉字在内，可以用来计算字符串的长度(一个双字节字符长度计2，ASCII字符计1))

19 空白行的正则表达式：\n\s\*\r (可以用来删除空白行)

20 HTML标记的正则表达式：<(\S\*?)[^>]\*>.\*?</\1>|<.\*? /> (网上流传的版本太糟糕，上面这个也仅仅能部分，对于复杂的嵌套标记依旧无能为力)

21 首尾空白字符的正则表达式：^\s\*|\s\*$或(^\s\*)|(\s\*$) (可以用来删除行首行尾的空白字符(包括空格、制表符、换页符等等)，非常有用的表达式)

22 腾讯QQ号：[1-9][0-9]{4,} (腾讯QQ号从10000开始)

23 中国邮政编码：[1-9]\d{5}(?!\d) (中国邮政编码为6位数字)

24 IP地址：\d+\.\d+\.\d+\.\d+ (提取IP地址时有用)

复习：HTML的年轮：

1993年互联网工程小组成员发布了一个HTML草案（html1.0，很不完善）

1994年：html2版本（相对完善）发布

1996年：CSS1+Javascript问世，作者是布兰登.艾奇(前端工程师的祖师爷)

1997年：HTML4发布

1998年：W3C（世界万维网组织）发布了XML-1.0（一种数据格式，一种扩展性标记语言）70%以上的数据传输都是用的XML（JSON数据的前身）结构化文档和数据结构的通用性，带来了一场风暴。

2000年XHTML-1.0问世作为XML被重新设计的html

2005年：ajax诞生（下一代：fetch要被W3C要被定为标准）

2004 html5Application（外部应用）1.0

2007年W3C同意采用html5作为标准，并且成立了工作团队

2014年 HTML5.0发布了！！！

广义概念：新一代开发web富客户端应用程序整体解决方案：

HTML5≈HTML（提升）+CSS（提升）+Javascript API（提升）

Html新标签、新属性

data-，dragable、**contentedable:true(可在线编辑文本)、role（盲人模式）数据结构标签CSS：transition：4个值：**

**1Transition-duration（总共时间）**

**2Transition-property：过度属性，逗号隔开；（all，width，background）**

**3Transition-timming-function：过渡函数，默认值是（ease，easein，easeout）**

**Ease：开始和结束慢**

**Linear：匀速**

**Ease-in：开始慢**

**Ease-out：结束慢**

**Ease-in-out：夸张版的ease**

**4Transition-delay（延时播放，默认值是0）：2s**

**Step-start：直接处于结束处；**

**Step-end：口位于开始处的经过时间间隔后结束**

**怎么用：以上两种可直接用，或者是step（1，start）/step(1,end)**

**Cubic-bazier(0,0,1,1),贝赛尔曲线**

# 阿里高清布局方案

代码原理

这是阿里团队的高清方案布局代码，所谓高清方案就是根据设备屏幕的DPR（设备像素比，又称DPPX，比如dpr=2时，表示1个CSS像素由4个物理像素点组成） 动态设置 html 的font-size, 同时根据设备DPR调整页面的缩放值，进而达到高清效果。

有何优势

引用简单，布局简便 根据设备屏幕的DPR,自动设置最合适的高清缩放。 保证了不同设备下视觉体验的一致性。（老方案是，屏幕越大元素越大；此方案是，屏幕越大，看的越多） 有效解决移动端真实1px问题（这里的1px 是设备屏幕上的物理像素）

如何使用

重要的事情说三遍！ 绝不是每个地方都要用rem，rem只适用于固定尺寸！ 绝不是每个地方都要用rem，rem只适用于固定尺寸！ 绝不是每个地方都要用rem，rem只适用于固定尺寸！ 在相当数量的布局情境中（比如底部导航元素平分屏幕宽，大尺寸元素），你必须使用百分比或者flex才能完美布局！ 此方案也是默认 1rem=100px，所以你布局的时候，完全可以按照设计师给你的效果图写各种尺寸啦。 比如你在效果图上量取的某个按钮元素长 55px, 宽37px ，那你直接可以这样写样式：

.myBtn {

width: 0.55rem;

height: 0.37rem;

}

示例demo

<!DOCTYPE html><html lang="en"><head>

<meta charset="UTF-8">

<title>ceshi</title><!-- 阿里高清方案 -->

<script>

!function(e){function t(a){if(i[a])return i[a].exports;var n=i[a]={exports:{},id:a,loaded:!1};return e[a].call(n.exports,n,n.exports,t),n.loaded=!0,n.exports}var i={};return t.m=e,t.c=i,t.p="",t(0)}([function(e,t){"use strict";Object.defineProperty(t,"\_\_esModule",{value:!0});var i=window;t["default"]=i.flex=function(e,t){var a=e||100,n=t||1,r=i.document,o=navigator.userAgent,d=o.match(/Android[\S\s]+AppleWebkit\/(\d{3})/i),l=o.match(/U3\/((\d+|\.){5,})/i),c=l&&parseInt(l[1].split(".").join(""),10)>=80,p=navigator.appVersion.match(/(iphone|ipad|ipod)/gi),s=i.devicePixelRatio||1;p||d&&d[1]>534||c||(s=1);

Var u=1/s,m=r.querySelector('meta[name="viewport"]');m||(m=r.createElement("meta"),m.setAttribute("name","viewport"),r.head.appendChild(m)),m.setAttribute("content","width=device-width,user-scalable=no,initial-scale="+u+",maximum-scale="+u+",minimum-scale="+u),r.documentElement.style.fontSize=a/2\*s\*n+"px"},e.exports=t["default"]}]);

flex(100, 1);</script>

<!-- 字形图标 -->

<script src="https://use.fontawesome.com/f47f4563cb.js"></script><style>

\* {

box-sizing: border-box;

/\* 在X5新内核Blink中，在排版页面的时候，会主动对字体进行放大，会检测页面中的主字体，当某一块字体在我们的判定规则中，认为字号较小，并且是页面中的主要字体，就会采取主动放大的操作。然而这不是我们想要的，可以采取给最大高度解决 \*/

max-height: 100000px;

}

\*:before, \*:after {

box-sizing: border-box;

max-height: 100000px;

}

\*, \*:before, \*:after {

-webkit-tap-highlight-color: rgba(0, 0, 0, 0);

}

html, body, div, span, object, iframe, h1, h2, h3, h4, h5, h6, p, blockquote, pre, a, abbr, address, cite, code, del, dfn, em, img, ins, kbd, q, samp, small, strong, sub, sup, var, b, i, dl, dt, dd, ol, ul, li, fieldset, form, label, legend, table, caption, tbody, tfoot, thead, tr, th,textarea, td {

border: 0 none;

font-size: inherit;

color: inherit;

margin: 0;

padding: 0;

vertical-align: baseline;

}

h1, h2, h3, h4, h5, h6 {

font-weight: normal;

}

em, strong {

font-style: normal;

}

ul, ol, li {

list-style: none;

}

body {

font-family: "Helvetica Neue",Helvetica,"PingFang SC","Hiragino Sans GB","Microsoft YaHei","\5FAE\8F6F\96C5\9ED1",Arial,sans-serif;

line-height: 1.5;

color: #333;

background-color: #f2f2f2;

font-size: 0.24rem;

}

a {

text-decoration: none;

}.box {

position: relative;

max-width: 10rem;

margin: 0 auto;

}.navRoot {

position: fixed;

z-index: 50;

bottom: 0;

left:0;

width: 100%;

height: 1rem;

display: -webkit-box;

display: -ms-flexbox;

display: flex;

border-top: 0.01rem solid #ccc;

background:#f2f2f2;

}

.navLink {

font-size: 0.42rem;

-webkit-box-flex: 1;

-ms-flex: auto;

flex: auto;

display: -webkit-box;

display: -ms-flexbox;

display: flex;

-webkit-box-orient: vertical;

-webkit-box-direction: normal;

-ms-flex-direction: column;

flex-direction: column;

-ms-flex-wrap: wrap;

flex-wrap: wrap;

-webkit-box-pack: center;

-ms-flex-pack: center;

justify-content: center;

-webkit-box-align: center;

-ms-flex-align: center;

align-items: center;

line-height: 1;

color: #666;

}.navLink.active {

color: #1abc9c

}.navLinkIco {

display: block;

margin-bottom: 0.1rem;

}

.navLinkText {

display: block;

line-height: 1;

font-size: 0.24rem;

}

.img-responsive {

width: 100%;

}</style></head><body>

<div class="box">

<img src="http://temp.im/640x260/444/fff" class="img-responsive">

<ul style="font-size:0.3rem; padding: 0.2rem">

<li style="font-size:0.4rem"><a href="http://www.jianshu.com/p/985d26b40199">rem布局（进阶版）的一些说明</a></li>

<li>1，大家先把这个页面在不同设备模式下浏览下，感受下。</li>

<li>2，一般来说我们的手机端效果图是640px或750px。</li>

<li>3，对于上图这类需要等屏宽的图片，只需让其宽度设为 100% 即可。</li>

<li>4，该布局方案要求凡是涉及尺寸的，单位都是rem，比如，height width margin paddint top border-radius 等等。你只需要按照效果图上标注的尺寸布局即可。</li>

</ul>

<div class="navRoot">

<a href="#" class="navLink active">

<i class="fa fa-home navLinkIco" aria-hidden="true"></i>

<span class="navLinkText">首页</span>

</a>

<a href="#" class="navLink">

<i class="fa fa-home navLinkIco" aria-hidden="true"></i>

<span class="navLinkText">好店</span>

</a>

<a href="#" class="navLink">

<i class="fa fa-home navLinkIco" aria-hidden="true"></i>

<span class="navLinkText">简单</span>

</a>

<a href="#" class="navLink">

<i class="fa fa-home navLinkIco" aria-hidden="true"></i>

<span class="navLinkText">复杂</span>

</a>

<a href="#" class="navLink">

<i class="fa fa-home navLinkIco" aria-hidden="true"></i>

<span class="navLinkText">异步</span>

</a>

</div>

</div>

</body>

</html>

# rem布局

<!--使用rem为单位--><!DOCTYPE html>

<html lang="en"><head>

<meta charset="UTF-8">

<meta http-equiv="X-UA-Compatible" content="IE=edge,chrome=1">

<meta

name="viewport" content="width=device-width,minimum-scale=1.0,maximum-scale=1.0,user-scalable=no"> <script>

(function (doc, win) {

var docEl = doc.documentElement,

resizeEvt = 'orientationchange' in window ? 'orientationchange' : 'resize',

recalc = function () {

var clientWidth = docEl.clientWidth;

if (!clientWidth) return;

if(clientWidth>=640){

docEl.style.fontSize = '100px';

}else{

docEl.style.fontSize = 100 \* (clientWidth / 640) + 'px';

}

};

if (!doc.addEventListener) return;

win.addEventListener(resizeEvt, recalc, false);

doc.addEventListener('DOMContentLoaded', recalc, false);

})(document, window);</script>

/\*你引进的资源\*/<title>标题</title> </head><body>

/\*你的代码\*/</body></html>

# Bootstrap

网址：<http://www.bootcss.com/>

CDN：百度静态资源、bootcdn

前端构建工具：webpack、gulp、grunt

框架（类）：jquery.js、zepto.js、jqueryMobile.js

CSS预编译：less、sass、stylic

Bootstrap环境安装：

框架是个半成品，Bootstrap-7成品

团队协作开发工具：svn，git（github）

Bootstrap兼容到IE8

<metahttp-equiv="X-UA-Compatible"content="IE=edge,chrome=1">

谷歌、IE外挂

这句话表明了以谷歌chrome浏览器引擎解析页面，或者以IE最新版本浏览页面。

![](data:image/png;base64,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)

使得p标签拥有h1的样式

1. 排版：

h1-h6.

2全局属性：

Font-sise：14px；

line-height：1.4；

<mark>行内元素有特殊背景色

<del> <s>删除线<ins>下划线<strong>加粗<em><var>斜体<code><kbd>按键背景<pre>区域背景

3列表：

行内显示： ul class=list-inline

水平显示：dl class=horizontal 默认垂直

4表格：

基本表格样式：table

条纹间隔：.table-striped

代边框：.table-border

鼠标悬停：.table-hover

紧缩：.table-condensed

1. 表单

Form表单：Div/form上设置 class=“form-group”

控件：为表单加上class=form-control

使form表单内的控件水平一行显示：

rol=“form”;class="form-horizontal "

附加提示部分设置span class="input-group-addon"

为了实现最佳间距多处使用，为表单添加外围容器div class=form-group

为了让表单lable与表单控件都能水平显示，可为表单添加外围容器div class=form-horizontal

内联表单：.form-inline

表单额外添加图标：

需要给form-group 的div加上.hasfeedback

给图标标签加class="glyphicon glyphicon-ok form-control-feedback"

1. 按钮

基础样式：<a href=”javascript:;” class=”btn btn-default”></a>

按钮颜色：primary、danger、warning、info、success、default、disabled。在lable和控件上都添加disabled

按钮大小：btn-lg/sm/xs等

手机按钮显示：btn-block

1. 图片：

圆角：img-rounded

圆形图片：img-circle

标准图片设计：img-thumbnail（边框、圆角、padding）

图片的响应式：img-responsive

1. 网格：

规则1：必须要有父容器class="container" 或container-fluid

规则2：必须要有一个子容器包裹：div class=row

规则2：row下面的子元素不许都是col\*-\*

规则3：不能超过12份  
辅助类：

1. 文字颜色

.text-mued灰色.text-primary 主蓝 .text-success 浅绿

.text-indo 浅蓝.text-warning 黄色 .text-danger危险红

1. 背景

比上面少了个背景灰，其他都一样，格式为bg-\*。

1. 关闭按钮

<button class=”clase”><button>

<!--三角符号-->

<span class="caret"></span>向下三角

1. 浮动、块级居中

Pull-left、pull-right、center-block

1. 清除浮动

.clearfix放到浮动区块的前面

1. 显示和隐藏

.show .hidden

响应式工具

主要用来通过mediaquery来判断大、中、小设备，来显示隐藏

## Bootstrap网格

1:、什么是响应式布局？

流式布局：普通的浮动布局

自适应布局：百分比布局，

在做屏幕适配时，可能需要设计两套样式，根据浏览器设备的特征进行区域区别加载。

响应式布局：上面两种布局的结合

作用：响应式web设计师一个让用户通过各种尺寸的设备，浏览器网站获得良好的视觉体验方案。

1. CSS3实现响应式布局：mediaquery
2. bootstrap的布局使用

网格布局

Bootstrap 提供了一套响应式、移动设备优先的流式栅格系统，随着屏幕或视口（viewport）尺寸的增加，系统会自动分为最多12列。

3.1、创建容器

<div class="container">

<!--创建一个响应式行-->

<div class="row">

<div class="col-sm-4 col-xs-12">当屏幕为small的时候，本容器占4/12</div>

<div class="col-sm-4 col-xs-12">当屏幕为small的时候，本容器占4/12</div>

<div class="col-sm-4 col-sx-12">当屏幕为small的时候，本容器占4/12</div>

</div>

</div>

网格的核心就是12列的column

第一：行（row）必须包含在.continer(固定宽度)或.container-fluid(100%宽度)中。

第二：页面内容应当放置于column内，只有col-可以作为div.row的子元素

第三：当前屏幕下，所有的列数之和不应超过12.

3.2：区分的四种浏览器的宽度值

大屏：>=1200px col-lg 针对PC

中屏：>=992px col-md 针对笔记本

小屏：>=768px col-sm 针对平板paid

超小屏：<768px col-xs 针对手机（一般不用）

3.3 列偏移

使用 .col-md-offset-\* 类可以将列向右侧偏移。这些类实际是通过使用 \* 选择器为当前元素增加了左侧的边距（margin）。例如，.col-md-offset-4 类将 .col-md-4 元素向右侧偏移了4个列（column）的宽度。

## 组件

1. 图标组件

使用<i><span>，具体如下：

<i class=”glyphicon glyphicon-alert”>警告</i>

<span class=”glyphicon glyphicon-phone”></span> 手机图标标签

使用时给span/i标签定义大小

**2、下拉组件：**

**给父亲级div添加class=“**dropdown/dropup**”**

**再给子元素设置**class="dropdown-menu"

<ul class="dropdown-menu">

<li><a href="#">首页</a> </li>

<li><a href="#">新闻</a> </li>

<li><a href="#">关于</a> </li>

<li><a href="#">产品</a> </li>

</ul>

1. 输入框组件

1）再左/右侧添加文字：

<div class="input-group has-feedback">

<span class="input-group-addon">用户名：</span>

<input type="text" class="form-control" />

<span class="input-group-addon"><i class="glyphicon glyphicon-alert"></i> </span>

<span class="input-group-addon">用户名：</span>

<input type="text" class="form-control" />

<span class="glyphicon glyphicon-apple form-control-feedback"></span>

</div>

1. 设置表单尺寸

div class="input-group has-feedback input-group-lg"

左侧提示表单

1. 导航：

<ul class="nav nav-tabs navbar-default navbar-fixed-top">

<li > <a href="#">首页</a></li>

<li class="active"><a href="#">资讯</a></li>

<li class="active"><a href="#">产品</a></li>

<li class="active"><a href="#">新闻</a></li>

<li class="active"><a href="#">地图</a></li>

</ul>

带下拉菜单的导航

<ul class="nav nav-pills nav-stacked ">

<li > <a href="#">首页</a></li>

<li class="active"><a href="#">资讯</a></li>

<li class="active"><a href="#">产品</a></li>

<li class="active"><a href="#">新闻</a></li>

<li class="active"><a href="#">地图</a></li>

<li class="dropdown ">

<button class="btn btn-info" data-toggle="dropdown">123123</button>

<ul class="dropdown-menu">

<li>2131</li>

<li>123</li>

<li>12313</li>

</ul>

</li>

</ul>

完成基本导航

导航条的菜单：

设置折叠菜单：

Button class="navbar-toggle collapsed" data-toggle="collapse" data-target="#mynav"指向id名的区域

span class="glyphicon glyphicon-list"设置button的样式

设置隐藏折叠区域：

加div id=“mynav”将所有要折叠的区域包裹起来

在要折叠的区域加id=“mynav”.

导航条固定在顶部：

nav class="navbar navbar-default navbar-fixed-top"

导航条去圆角：navbar-static-top。

路径导航（面包屑导航）组件：

<ol class="breadcrumb">

<li> <a href="#">首页</a></li>

<li> <a href="#">框架</a></li>

<li class="active">react.js</li>

</ol>

默认分页：

<ul class="pagination">

<li class="disabled"> <a href="javascript:;">上一页</a></li>

<li> <a href="javascript:;">1</a></li>

<li> <a href="javascript:;">2</a></li>

<li> <a href="javascript:;">3</a></li>

<li> <a href="javascript:;">4</a></li>

<li> <a href="javascript:;">5</a></li>

<li class="next"> <a href="javascript:;">下一页</a></li>

<li></li>

</ul>  
7、标签：

<h3>javacsript<spanclass="label label-default">hot</span></h3>

1. 巨幕：

巨幕就是大的div广告区域，放一些网站标题，往往是同屏和圆角两种

<div class="jumbotron">

<div class="container">

<h1>我是前端工程师</h1>

<p>这是我的个人网站</p>

<p>我在4月等你</p>

<p class="text-info">欢迎和我交流</p>

</div>

</div>

10：页头组件

《div class=“page-header”》

<h1>大标题</h1>

<h2>中标题 《smal》小标题《/small》</h2>

<div>

1. 缩略图：

<div class="container">

<div class="row">

<div class="col-xs-6 col-sm-4 col-md-3 col-lg-3">

<div class="thumbnail">

<img src="699.jpg" />

</div>

</div>

<div class="col-xs-6 col-sm-4 col-md-3 col-lg-3">

<div class="thumbnail">

<img src="699.jpg" />

</div>

</div>

<div class="col-xs-6 col-sm-4 col-md-3 col-lg-3">

<div class="thumbnail">

<img src="699.jpg" />

</div>

</div>

<div class="col-xs-6 col-sm-4 col-md-3 col-lg-3">

<div class="thumbnail">

<img src="699.jpg" />

</div>

</div>

</div>

</div>

## Bootstrap JS插件：

一：模态框（弹出框）

两个必备元素：

1. 事件源绑定：直接声明data-toggle=“modal”(dropdown,collapse)

Data-target=”#模态框id”

1. 模态框搭建：

<button data-toggle="modal" data-target="#box">激活按钮</button>

<div class="modal fade" id="box">

<div class="modal-dialog model-dialog-sm">

<div class="modal-content">

<div class="modal-header">我是摩太狂的弹出层标题</div>

<div class="modal-body">我是摩太狂的主体</div>

<div class="modal-body">我是摩太狂的柱脚</div>

</div>

</div>

</div>

2：JS API方法：

$(模态框对象).modal({键值对1，键值对2});

二：滚动监听：

声明方法：

两个对象元素

1. 被监听对象，比如说<body>
2. 监听的反馈媒介。比如说nav

# CSS伪元素和伪类

## 伪类

## 链接伪类：

## :link鼠标未上上去时的链接样式，不太常用 ：visited 鼠标点击过后的链接样式

动态伪类：

：hover 鼠标悬停

：active 鼠标点击下去还没松开

：focus鼠标在某个元素上点击了一次并悬停在该元素上

静态伪类

：first-child 选择某一类元素当中的第一个子元素

## 2、伪元素

::after 在某个元素之后插入内容

::before 在某个元素之前插入

::first-letter 一个**块级元素**的首字符

::first-line一个**块级元素**的首行文本样式

具体用法：伪元素经常要绝对定位在父级元素里面，通常都是“子绝父相”定理。所以在设置的时候，要把父级元素设成相对或绝对定位。把它当成一个绝对定位的元素，不占据父级的空间就OK。

aside::after{

*content*: " > ";

*color*:#fff;

*position*: absolute;

*width*: 40px;

*height*: 20px;

*top*:0;

}

1. 可放置string，使得引号包括一段字符串
2. Attr()返回当前元素的属性
3. Url()用于引用媒体文件
4. 制作聊天气泡
5. 制作▼倒三角:

.paopao::after{

content:“”;

*height*:0;*width*:0;

*border-left*:5px solid transparent;/\*---调节左倾斜距离，transparert：透明---\*/

*border-right*:5px solid transparent;/\*---调节右倾斜距离---\*/

*border-top*:10px solid #666;/\*---调节高度---\*/

*position*:absolute;*right*:7px;*top*:15px;

}

1. 鼠标移入效果美化链接

7)伪元素实现行内元素换行，取代<br>

attr() – 调用当前元素的属性，可以方便的比如将图片的 Alt 提示文字或者链接的 Href 地址显示出来。示例：a:after { content:"(" attr(href) ")"; }

url() / uri() – 用于引用媒体文件。示例： h1::before { content: url(logo.png); }

counter() – 调用计数器，可以不使用列表元素实现序号功能。具体请参见 counter-increment 和 counter-reset 属性的用法。示例：   
h2:before { counter-increment: chapter; content: "Chapter " counter(chapter) ". " }

3、怎么区分伪元素和伪类？

在CSS3中为了区别伪元素和伪类，就为伪元素设置了双冒号：：的写法。伪类还是类，只不过没有具体的元素依托，伪元素有具体的结构和样式存在，但是不占有DOM结构，无法被选中。

# Less学习笔记

Less是一门CSS预处理语言（也叫预编译）

Less特点：

它扩展了CSS语言，增加了变量，

Mixin、嵌套、函数等的特点，使CSS更容易维护和扩展

作用环境：

可以在客户端，也可以在服务器端运行（node.js启动）。

Less用法1：

Less可以像js定义函数那样设置CSS各种属性，也可以像css那样调用该属性。

定义属性：

@属性：值

调用属性：直接写样式表

可以进行数学运算。

图片的引用：然后定义相对或绝对路径再引用。

用法2：mixin混合用法

普通混合：

直接设，直接调用。

#btns{

*color*:red;

.btns;

.bdr;

}

.bdr(@bdr:50%;){

*border-radius*:@bdr;

}

带参混合：

.boxshadow(@x,@y,@width:3px,@col:#000){

*box-shadow*: @arguments;

@x:2px;

@y:2px;

}//定义函数，

#box2{

*width*: 300px;

*height*: 200px;

.boxshadow(2px,2px,4px,#f60);

}//调用函数

函数方法混合调用。

混入里边还有一个重要变量：@arguments，和在预编译里模式一样，都是标准的函数声明与调用。

用法3：嵌套

.foot1{

ul{

*padding*:10px;

*border*:2px solid goldenrod;

li{

*background*: #082;

*border*:1px solid #009999;

a{*display*:block;*background*: grey;*width*:100px;*height*: 20px;*margin*: 10px auto;&:hover{*background*: yellow;}}

}

}

*background*:#245580;

*width*:500px;

*height*:200px;

}

嵌套主要针对于多重级别的元素嵌套的。对应的是函数的嵌套合闭包。

具体用法4：

注意作用域（变量作用范围）scope plugin

# 二维码的生成

Var Img1=document.getElementbyId("Img1");

Img1.resource=

"http://qr.liantu.com/api.php?text="+winodw.location.host+"?username="+userObj.username;

蓝色部分是固定的二维码生成网址，链接到该网址上生成一个二维码。红色部分是二维码的第一个参数，是本地网址，黄色部分+黑色部分是本地网址的参数，也就是本地网址中想要扫除来的东西。

# 移动端

预习：rem、 flex、 逻辑分辨率与物理分辨率。

学习目标：

1、掌握移动端开发的基础概念（理解+记忆）

1. 能够搭建屏幕适配的web页面。

引入概念：

## 一、移动开发正在成为前端技术开发的主流。

手机网页开发（bootstrap）和手机APP前端开发

手机APP前端开发：

主要包括webAPP、HybirdAPP、NativeAPP三种主流

webAPP：纯HTML+CSS+Js搭建的类似手机APP的手机wap网站（bootstrap）做成的APP

NativeAPP：手机上安装的各种应用，基于安卓或IOS开发的应用（如手机淘宝，美团等大部分页面）比如微信，支付宝

HybirdAPP：混合开发，将以上两种开发模式混合起来开发。rectNayive、ionic、AMAZUE（最火热的开发模式）

美工：做好切片交给ios或安卓开发，和前端没多大关系。

Bootstrap满不了移动web需求，web App要求高仿的页面，需要开发至少两套代码。

device.js的对象以及方法和使用。

移动web开发屏幕适配的布局解决方案

1. 百分比传统布局，适合简单的页面（详情页、登录注册）
2. 响应式布局 mediaquery @media（-webkit-device-pixel-ratio：2）{}还可以放到link标签里面，引入不同的样式。

## 二、移动端开发的特点：

1. H5和CSS3是主角，告别IE、主攻safari和chrome和UC、微信、小米、qq
2. 不支持鼠标光标，告别hover，focus
3. 不支持flash，没有falsh
4. 事件：touch替代click，可以理解为PC网页缩小版+一些触摸的特性

5、滚动条不再像预期那样起作用

6、快速搭建，成本低，可以调用各种手机上的应用接口，包括摄像头、联系人，

缺点：对开发人员要求比较高，激动前端又懂后台。

## 脚本侦测

步骤：1.确保Hbuilder（开发软件）与手机/平板在同一个网络下。

1. 打开Hbuilder的运行/设置外部服务器/web服务器/内置web服务器，设置IP地址为192.168.92.xxx。
2. 用手机搜IP地址：8020/html文件的绝对路径

192.168.92.xxx这个IP地址是针对其他移动/PC设备访问而言，而127.0.0.1这个IP地址是针对本地访问。

//判断是否是手机端

*var* isMobile=device.mobile(),

//判断是否是平板

isTable=device.tablet();

if(isMobile||isTable){

*window*.open("mobile.html","\_self");

}

else{

*window*.open("pc.html","\_self");

}

移动、WEB page的区分：

1. 普通的手机网页

meta 用法：

### meta控制：

Dns-prefetch在浏览网页的时候，浏览器在加载网页时会对网页的域名进行解析缓存，这样我们在点击当前网页链接时，无需进行DNS解析，减少浏览器的等待时间，属于网站优化的一个重要手段。

常识：一个是减少DNS请求，一个是进行DNS的预获取。

meta name="viewport" content="width=device-width, initial-scale=1,minimum-scale=1, maximum-scale=1, user-scalable=yes"

content属性值 :

     width:可视区域的宽度，值可为数字或关键词device-width

     height:同width

     intial-scale:页面首次被显示是可视区域的缩放级别，取值1.0则页面按实际尺寸显示，无任何缩放

     maximum-scale=1.0, minimum-scale=1.0;可视区域的缩放级别，

     maximum-scale用户可将页面放大的程序，1.0将禁止用户放大到实际尺寸之上。

     user-scalable:是否可对页面进行缩放，no 禁止缩放

1. 全屏属性：

format-detection翻译成中文的意思是“格式检测”，顾名思义，它是用来检测html里的一些格式的，那关于meta的format-detection属性主要是有以下几个设置：

meta name="format-detection" content="telephone=no"

meta name="format-detection" content="email=no"

meta name="format-detection" content="adress=no"

也可以连写：meta name="format-detection" content="telephone=no,email=no,adress=no"

下面具体说下每个设置的作用：

telephone=no就禁止了把数字转化为拨号链接！  
telephone=yes就开启了把数字转化为拨号链接，要开启转化功能，这个meta就不用写了,在默认是情况下就是开启！

email=no禁止作为邮箱地址！  
email=yes就开启了把文字默认为邮箱地址，这个meta就不用写了,在默认是情况下就是开启！

adress=no禁止跳转至地图！  
adress=yes就开启了点击地址直接跳转至地图的功能,在默认是情况下就是开启！

设置作者姓名及联系方式

<meta name="author" contect="name, xxx@163.com" />

带有苹果设备特效的设计图标（被苹果设备加工）：

<link href= rel="apple-touch-icon-precomposed"/>

常识：拟物化图标和扁平化图标

移动端开发常识：

1. 屏幕尺寸和移动设备的浏览器：

单位：英寸，屏幕对角线长度（inch）

单位：px，像素，pixel

1. 屏幕分辨率

屏幕分辨率是指屏幕图像的精细度，是显示器所能显示的具体数值。

1280\*720 分辨率越大，屏幕越好吗？并不是这样的。

**物理分辨率**：devic pixels

显示屏的最佳分辨率（真实分辨率）这才是决定屏幕清晰度的标准。

**逻辑分辨率**

缩放倍率：device pixel ratio（scale）

Window.devicePixelRatio设备屏幕的缩放倍率。

苹果：sacleFactor缩放倍率

安卓：density屏幕密度

逻辑分辨率=物理分辨率/缩放倍率

总结：物理分辨率是硬件所支持的水平，逻辑分辨率是软件可达到的水平。

移动端开发布局设计

## 屏幕适配的解决方案

1. 采用百分比的传统布局方法

子元素50%，父元素就是它的百

例如：Padding：2%;

范围：只适用一些简单的页面布局

1. 响应式媒体查询

@media only screen and (max-width:640px){}

@media only *screen and* (*min-width*: 100px) *and* (*max-width*: 640px) {}

@media only *screen and* (*min-width*: 100px) *and* (*min-device-pixel-ratio:2*) {}当最小缩放比为 2的时候

1. rem技术的应用

rem是CSS3引进的新单位，即根字体，给html设置字体。

所有的页面标签元素都可以使用rem作为px的替代品，需要配合js来获取屏幕宽度,再赋予根字体的大小（一般都是window.width/10），但是需要字体设置的话，还是要用font-size：14px;

window.innerWidth：获取浏览器屏幕的宽度

*document*.documentElement.clientWidth/*document*.body.clientWidth

都可以动态获取屏幕的宽度。

Html默认字体为16px；

那么1rem=16px；

font size of the root element

Html{font-size:16px;}

## flexible实现的主要功能：屏幕适配

1. 动态改写meta标签里的缩放比（在js里写）
2. 给html元素添加data-dpr属性并且根据屏幕的缩放比（dpr）进行赋值，作为所有元素的属性选择器
3. 给html元素添加font-size属性，设置rem的值
4. 设计规则：一般情况下只给和模型设置rem，文字字体，行高使用px。

*var* wid=*document*.documentElement.clientWidth/10+"px";

*document*.getElementsByTagName("html")[0].*style*.fontSize=wid;

alert(*document*.body.clientWidth)

设置完之后，1rem=1/10设备屏幕宽度

使用规则：不用给自己的meta标签设置viewpot属性了

rem区别em

em参照父亲，由于父亲不固定，em也没有固定的标准。而rem参照祖宗字体，是一个绝对标准。

Rem替代px（标题和详情的时候还是用，还是用px）

flexbile.js淘宝开源的解决方案：

Window.devicePixclRatio获得当前屏幕的缩放比来设置data-dpr

vw：1/10rem，通常为屏幕宽度的1%。

1. 设置全局属性html[data-dpr=]
2. Rem 的设置：1rem=10vw=html.style.fontSize=屏幕宽度/10。

vh、vmin、vmax

CSS3的布局方案

传统布局：盒模型->display、定位、浮动

缺点：垂直居中费劲，需要各种辅助手段

2009年W3C推出了新的布局方式：flex布局

IE10+，谷歌21+，火狐22+，safari6+

那么到底什么是弹性布局？

## Flex弹性布局：

flex布局：“flexible的缩写，弹性布局，用来为盒子模型提供最大的灵活性

用法：div{display：flex；}

具体用法：

-webkit-

### 1.display：flex；与dislpay：block；、display：inline、display：none是平级的。

### 2.父容器有6个属性。Item（子容器）有6个属性。

注意：设置flex布局之后，子元素的float、clear、vertical-align等属性无效，

弹性布局：

采用Flex布局（dispalay：flex；）的元素，称为Flex容器（flex container），简称"容器"。它的所有子元素自动成为容器成员，称为Flex项目（flex item），简称"项目"。

容器默认存在两根轴：水平的主轴（main axis）和垂直的交叉轴（cross axis）。主轴的开始位置（与边框的交叉点）叫做**main start**，结束位置叫做main end；交叉轴的开始位置叫做**cross start**，结束位置叫做**cross end**。

项目默认沿主轴排列。单个项目占据的主轴空间叫做**main size**，占据的交叉轴空间叫做**cross size。**

### 父容器属性1：flex-direction：

*决定item在哪个轴上，默认是row（main轴）。*

*Row：main轴，从左到右。*

row-reverse;main轴反转，从右到左

Column：cross轴，从上到下

column-reverse;cross轴翻转，从下到上

对于父容器来说：设置display：flex;

Width：calc（100%-2\*padding值）；padding：值；这样可以实现既撑满父亲容器高度，又可实现padding。如果不这样，屏幕会出现滚动条。

### 父容器属性2：flex-wrap:

规定items是否换行：

Nowrap（默认）不换行，就是一行排开，不会产生第二行

Wrap:换行，第一行在最上方。

Wrap-reverse：换行反转，第一行在最下方。

### 父容器属性3：Flex-flow

该属性为flex-*direction和flex-wrap属性的缩写，*默认值为row nowrap

### 父容器属性4：justify-content：

定义了项目在主轴上的对齐方式。

flex-start（默认值）：左对齐

flex-end：右对齐

center： 居中

space-between：两端对齐，项目之间的间隔都相等，但与父盒子内边框的间距为0 ，所以两边的紧靠父盒子边框。

space-around：每个项目两侧的间隔相等，距离父盒子内边框也等距离间隔。所以，项目之间的间隔比项目与父盒子边框的间隔大一倍。

### 父容器属性5：align-items：

规定元素在cross轴上如何对齐。

flex-start：交叉轴的起点对齐。

flex-end：交叉轴的终点对齐。

center：交叉轴的中点对齐。即居中

baseline: 项目的第一行文字的基线对齐。

stretch（默认值）：如果项目未设置高度或设为auto，将占满整个容器的高度。

### 父容器属性6：align-content

定义了多根轴线的对齐方式。如果项目只有一根轴线，该属性不起作用。

flex-start：与交叉轴的起点对齐。

flex-end：与交叉轴的终点对齐。

center：与交叉轴的中点对齐。

space-between：与交叉轴两端对齐，轴线之间的间隔平均分布。

space-around：每根轴线两侧的间隔都相等。所以，轴线之间的间隔比轴线与边框的间隔大一倍。

stretch（默认值）：轴线占满整个交叉轴。

## Item的属性：

### 1.order

order属性定义项目的排列，数值越小，排列越靠前，默认值为0，值必须为integer（整数）

### 2.flex-grow

flex-grow属性定义项目的放大比例，默认值0，不放大，值可以是小数。如果所有的item flex-grow属性都为1，则他们将等分充满剩余空间；如果一个项目的flex-grow属性为2，其他项目为1，则前者占据的剩余空间将比其他项目占据的空间多一倍。

### 3.flex-shrink

flex-shrink缩小比例，默认为1，0是不缩小。如果空间不够，只将该项目缩小。如果所有项目的flex-shrink属性都为1，当空间不足时，都将等比例缩小。如果一个项目的flex-shrink属性为0，其他项目都为1，则空间不足时，前者不缩小。

### 4.flex-basis

flex-basis 定义该项目在主轴占据的宽度（类似width，但比width权重高），默认值是auto，item space in main size ，代表该项目本来的大小。

### 4.flex

flex属性 有flex-grow、flex-shrink、flex-basis的简写

复习（flex-flow，有两个属性）

默认值：0 1 auto，第一个属性必填。通常设flex：1，占满额外的空间

flex： 1 1 auto；沾满额外的空间，可缩放。

flex： 0 0 auto；不占满额外空间，不可缩放

### 6.align-self

align-self：垂直方向自甘堕落，允许单个项目与其他项目不一样的对齐方式。可以覆盖父元素align-items属性。

值有：

Auto：默认值。元素继承了它的父容器的 align-items 属性。如果没有父容器则为 "stretch"。

Stretch：元素被拉伸以适应容器。

Center：元素位于容器的中心。

flex-start：元素位于容器的开头。

flex-end：元素位于容器的结尾。

Baseline：元素位于容器的基线上。

实现网格布局：屏幕小于750px，单行分布。

# 移动端事件的基础知识

touch事件

PC端：鼠标点下可能包含的事件：mousedown，mouseup，mousemove。

Click事件主要包含mousedown，mouseup。

移动端（触摸设备）:手指触摸可能发生的事件：touchstart,touchmouve,touchend

## 监听事件：

ele.addEventListener("touchstart",testfun, false);

.addEventListener(“被监听的函数”，“监听函数”，“布尔值”)

被监听的函数：通常是浏览器内置的事件函数，比如onclick，touchstart，

布尔值 true：允许事件冒泡

False：阻止事件冒泡

**touchstart事件**：当手指触摸屏幕时候触发，即使已经有一个手指放在屏幕上也会触发。

**touchmove事件**：当手指在屏幕上滑动的时候连续地触发。在这个事件发生期间，调用preventDefault()事件可以阻止滚动。

**touchend事件**：当手指从屏幕上离开的时候触发。

**touchcancel事件**：当系统停止跟踪触摸的时候触发。关于这个事件的确切出发时间，文档中并没有具体说明，咱们只能去猜测了。

上面的这些事件都会冒泡，也都可以取消。虽然这些触摸事件没有在DOM规范中定义，但是它们却是以兼容DOM的方式实现的。所以，每个触摸事件的event对象都提供了在鼠标实践中常见的属性：bubbles(起泡事件的类型)、cancelable(是否用 preventDefault() 方法可以取消与事件关联的默认动作)、clientX(返回当事件被触发时，鼠标指针的水平坐标)、clientY(返回当事件触发时，鼠标指针的垂直坐标)、screenX(当某个事件被触发时，鼠标指针的水平坐标)和screenY(返回当某个事件被触发时，鼠标指针的垂直坐标)。除了常见的DOM属性，触摸事件还包含下面三个用于跟踪触摸的属性。

**touches**：表示当前跟踪的触摸操作的touch对象的数组。

**targetTouches**：特定于事件目标的Touch对象的数组。

**changeTouches**：表示自上次触摸以来发生了什么改变的Touch对象的数组。

　　每个Touch对象包含的属性如下。

**clientX**：触摸目标在视口中的x坐标。

**clientY**：触摸目标在视口中的y坐标。

**identifier**：标识触摸的唯一ID。

**pageX**：触摸目标在页面中的x坐标。

**pageY**：触摸目标在页面中的y坐标。

**screenX**：触摸目标在屏幕中的x坐标。

**screenY**：触摸目标在屏幕中的y坐标。

**target**：触目的DOM节点目标。

## Touch对点击事件的影响：

PC的<a>默认实在onclick事件中处理，移动设备也用onclick事件，但会有300ms（现在是100-120ms，大于0.1s）的延迟，所以快速响应式UI的重中之重。

延迟带来的后果：

zepto的tap事件

点透事件：弹出层关闭时候，会出现点透事件

解决方法一：用touchend方法代替click：移动端的交互体验全靠触摸的，touchstart或touchend都会干扰其他交互行为，比如说滚动或拖拽。（不推荐）

解决方法二：e.preventDefault来阻止默认事件（有可能把其他默认事件比如a标签不执行，所以也不推荐）

解决方法三：引入fastclick.js，用当单击事件时，click来代替touchstart或touchend。（强烈推荐）

## DPR的问题：

一：CSS里的1px问题

在头部标签

<meta name="viewport"; content="width=device-width,initial-scale=1, minimum-scale=1, maximum-scale=2, user-scalable=no">情况下，

Iphone6获取的viewport为275px，

Div{height：5rem；width：5rem；border：1px solid #000；}

在浏览器上实际显示是2px

解决方法

1：设置initial-scale=0.5；

2：border-width=0.5px（一些安卓手机下，识别为0px）

@media（-webkit-min-device-pixel-ratio：2）{

div{border-width：0.5px；}

}

二背景图片用background-size来实现

1、auto：此值为默认值，保持背景图片的原始高度和宽度;  
2、number：此值设置具体的值，可以改变背景图片的大小;  
3、length/percentage：此值为百分值，可以是0%〜100%之间任何值，但此值只能应用在块元素上，所设置百分值将使用背景图片大小根据所在元素的宽度的百分比来计算。它的值有两个，第一个设置高度，第二个设置宽度，如果只设定一个值，那么第二个值为自动  
4、cover：此值是将图片放大，以适合铺满整个容器，这个主要运用在，当图片小于容器时，又无法使用background-repeat来实现时，我们就可以采用cover;将背景图片放大到适合容器的大小，但这种方法会使用背景图片失真;  
5、contain：此值刚好与cover相反，其主要是将背景图片缩小，以适合铺满整个容器，这个主要运用在，当背景图片大于元素容器时，而又需要将背景图片全部显示出来，此时我们就可以使用contain将图片缩小到适合容器大小为止，这种方法同样会使用图片失真。

小技巧

1、不可选中，禁止复制、选中文本

{

-webkit-user-select：none；

User-selecct：none；

2、H5调用安卓或者ios的拨号功能

<a href=”tel:139XXXXXXX”>一键拨打电话号码</a>

<a href=”sms:139XXXXXXX”>一键发送短信</a>

1. 避免出现ios和android下触摸元素时出现半透明灰色遮罩

-webkit-tap-height-color：rgba（0,0，0,0）；

1. 阻止旋转屏幕时自动调整字体大小

-webkit-text-size-adjust是webkit的私有CSS

html、body、form、dieldest、屏p、div等

{-webkit-text-size-adjust：100%；text-size-adjust：100%；}

1. 去除input自带的默认样式：

Input，textarea{border：0；-webkit-appearance：none；}

1. 模拟hover效果：

*var* myLinks=*document*.getElementsByTagName("a");

for (*var* i=0;i<myLinks.length;i++) {

myLinks[i].addEventListener("touchstart",*function*(){*this*.classList.add("hover");},false); myLinks[i].addEventListener("touchend",*function*(){*this*.classList.remove("hover");},false);

}

.classList.add("属性名")：添加属性名

1. 移动端HTML5audio autoplay失效问题

自动播放网页中的音频或视频，会给用户带来一些困扰或者不必要的流量消耗，所以苹果系统和安卓系统通常会禁止自动播放和使用JS的触发播放，即必须由用户来触发才能播放。

Document.addRventListner("touchstart",*function*(){

document.getELementsbyTagname(“audio”)[0].paly();

document.getELementsbyTagname(“audio”)[0].pause();

},false);

1. 移动端HTML5input data不支持placeholder的问题

CSS：

input[type=“date”]:before{color:#A9A9A9;contant:attr(plceholder)}

input[type=“type=data”]:before{color:black;contant:”!import”}

JS:

$(“#date”).on(“input”,function(){

If($(this).val().length>0){

$(this).addClass(“full”);

}

else{

$(this).removeClass(“full”);

}

})

HTML

<input id=”date” type=”date” placeholder=”请选择出生日期” style=“height：41px;overflow:hidden;”>

1. input type=”number”的两个问题

Type=text maxlength正常，type=number maxlength无效

解决方案：

<input type="number" maxlength=5 oninput="if(value>5)value=value.slice(0,5)"/>

<input type="text" maxlength=5 oninput="if(value>5)value=value.slice(0,5)"/>

Background图片自适应屏幕大小

# npm使用介绍

npm是随同NodeJS一起安装的包管理工具，能解决NodeJS代码部署上的很多问题，常见的使用场景有以下几种：

允许用户从NPM服务器下载别人编写的第三方包到本地使用。

允许用户从NPM服务器下载并安装别人编写的命令行程序到本地使用。

允许用户将自己编写的包或命令行程序上传到NPM服务器供别人使用。

由于新版的nodejs已经集成了npm，所以之前npm也一并安装好了。同样可以通过输入 "npm -v" 来测试是否成功安装。命令如下，出现版本提示表示安装成功:

$ npm -v2.3.0

如果你安装的是旧版本的 npm，可以很容易得通过 npm 命令来升级，命令如下：

$ sudo npm install npm -g/usr/local/bin/npm -> /usr/local/lib/node\_modules/npm/bin/npm-cli.js

npm@2.14.2 /usr/local/lib/node\_modules/npm

如果是 Window 系统使用以下命令即可：

npm install npm -g

使用淘宝镜像的命令：

cnpm install npm -g

## 使用 npm 命令安装模块

npm 安装 Node.js 模块语法格式如下：

$ npm install <Module Name>

以下实例，我们使用 npm 命令安装常用的 Node.js web框架模块 express:

$ npm install express

安装好之后，express 包就放在了工程目录下的 node\_modules 目录中，因此在代码中只需要通过 require('express') 的方式就好，无需指定第三方包路径。

var express = require('express');

升级npm:

npm install npm@ltest -g

升级cnpm：

npm install cnpm@ltest -g

## 使用淘宝 NPM 镜像

大家都知道国内直接使用 npm 的官方镜像是非常慢的，这里推荐使用淘宝 NPM 镜像。

淘宝 NPM 镜像是一个完整 npmjs.org 镜像，你可以用此代替官方版本(只读)，同步频率目前为 10分钟 一次以保证尽量与官方服务同步。

你可以使用淘宝定制的 cnpm (gzip 压缩支持) 命令行工具代替默认的 npm:

$ npm install -g cnpm --registry=https://registry.npm.taobao.org

## 全局安装与本地安装

npm 的包安装分为本地安装（local）、全局安装（global）两种，从敲的命令行来看，差别只是有没有-g而已，比如

npm install express # 本地安装

npm install express -g # 全局安装

如果出现以下错误：

npm err! Error: connect ECONNREFUSED 127.0.0.1:8087

解决办法为：

$ npm config set proxy null

### 本地安装

1. 将安装包放在 ./node\_modules 下（运行 npm 命令时所在的目录），如果没有 node\_modules 目录，会在当前执行 npm 命令的目录下生成 node\_modules 目录。

2. 可以通过 require() 来引入本地安装的包。

### 全局安装

1. 将安装包放在 /usr/local 下或者你 node 的安装目录。

2. 可以直接在命令行里使用。

如果你希望具备两者功能，则需要在两个地方安装它或使用 npm link。

接下来我们使用全局方式安装 express

$ npm install express -g

安装过程输出如下内容，第一行输出了模块的版本号及安装位置。

express@4.13.3 node\_modules/express├── escape-html@1.0.2├── range-parser@1.0.2├── merge-descriptors@1.0.0├── array-flatten@1.1.1├── cookie@0.1.3├── utils-merge@1.0.0├── parseurl@1.3.0├── cookie-signature@1.0.6├── methods@1.1.1├── fresh@0.3.0├── vary@1.0.1├── path-to-regexp@0.1.7├── content-type@1.0.1├── etag@1.7.0├── serve-static@1.10.0├── content-disposition@0.5.0├── depd@1.0.1├── qs@4.0.0├── finalhandler@0.4.0 (unpipe@1.0.0)├── on-finished@2.3.0 (ee-first@1.1.1)├── proxy-addr@1.0.8 (forwarded@0.1.0, ipaddr.js@1.0.1)├── debug@2.2.0 (ms@0.7.1)├── type-is@1.6.8 (media-typer@0.3.0, mime-types@2.1.6)├── accepts@1.2.12 (negotiator@0.5.3, mime-types@2.1.6)└── send@0.13.0 (destroy@1.0.3, statuses@1.2.1, ms@0.7.1, mime@1.3.4, http-errors@1.3.1)

### 查看安装信息

你可以使用以下命令来查看所有全局安装的模块：

$ npm list -g

├─┬ cnpm@4.3.2│ ├── auto-correct@1.0.0│ ├── bagpipe@0.3.5│ ├── colors@1.1.2│ ├─┬ commander@2.9.0│ │ └── graceful-readlink@1.0.1│ ├─┬ cross-spawn@0.2.9│ │ └── lru-cache@2.7.3……

如果要查看某个模块的版本号，可以使用命令如下：

$ npm list grunt

projectName@projectVersion /path/to/project/folder└── grunt@0.4.1

## npm 常用命令

Npm Install

Npm install <package-name> 从npm官方库中下载node\_modules包。

Npm publish

Npm publish用于发布自己的node.js包

Npm login

Npm login 用于发布前的登录

NPM提供了很多命令，例如install和publish，使用npm help可查看所有命令。

NPM提供了很多命令，例如install和publish，使用npm help可查看所有命令。

使用npm help <command>可查看某条命令的详细帮助，例如npm help install。

在package.json所在目录下使用npm install . -g可先在本地安装当前命令行程序，可用于发布前的本地测试。

使用npm update <package>可以把当前目录下node\_modules子目录里边的对应模块更新至最新版本。

使用npm update <package> -g可以把全局安装的对应命令行程序更新至最新版。

使用npm cache clear可以清空NPM本地缓存，用于对付使用相同版本号发布新版本代码的人。

使用npm unpublish <package>@<version>可以撤销发布自己发布过的某个版本代码。

这样就可以使用 cnpm 命令来安装模块了：

$ cnpm install [name]

## ES 模块与 Node.js模块

当 Node.js 开始出现时，那时并没有 ES 模块的提议。于是，Node.js 决定使用 [CommonJS](https://en.wikipedia.org/wiki/CommonJS) 模块。当 CommonJS 这个组织不再活跃，Node.js 和 npm 融入了规范中，一起创造了一个很大的 JavaScript 生态。[Browserify](http://browserify.org/) 与更近期的 [webpack](https://webpack.github.io/) 为浏览器带来了 Node 版的 CommonJS 模块，优雅地解决了浏览器端的模块问题。因此，Node / npm JavaScript 模块生态已经扩散到服务器端与客户端，也发展地非常迅速。

但在一个大环境中，我们该如何处理标准的 ES 模块与 CommonJS 风格的模块的互操作性呢？自 ES 模块规范化进程开始以来，这个问题一值都在激烈地争论中。

Browserify 和 webpack 减少了浏览器端与服务端的差距，使 JavaScript 开发变得容易，也有所统一。如果失去了可互操作性，我们便增加了现有生态与新的标准的不同。如果前端开发人员选择 ES 模块作为他们的默认选择，而服务端工程师则继续使用 Node 版的 CommonJS 的话，它们之前的差距只会越来越大。

## mjs与js

mjs文件与js文件都是js的模块化标识，只是二者遵循的规则不一样。mjs模块遵循ES规则 ，而js遵循CommonJS规则。

例如，如果一个开发者想创建一个模块，为了向后兼容，导出两种模块类型（CommonJS 与 ES 模块），它的 package.json 可能会被定义如下：

{

"name": "test",

"version": "0.0.1",

"description": "",

"main": "./index", // 没有文件扩展名

}

这个包就会同时有 index.mjs 与 index.js。index.mjs 就是 ES 模块，使用新的 export / import 语法：

// index.mjs

export default class Foo {

//..

}

而 index.js 则是 CommonJS 风格的模块，使用 module.exports 对象：

// index.js

class Foo {

// ...

}

module.exports = Foo;

如果你正使用的 Node.js 版本支持通过 .mjs 文件扩展名来识别 ES 模块，它会先尝试找到 index.mjs 文件。然而，如果当前版本的 Node.js 不支持 ES 模块时（如 Node.js v4 和 v6），或者支持但找不到 index.mjs 时，它会找 index.js 文件。

根据这个 EP，你可能可以同时使用 require 和 import 来从你 node\_modules 里找到包：

import mkdirp from 'mkdirp';

require('mkdirp');

为了归约本地项目或包的模块，你无需在你的 require() 或 import 语句中添加文件扩展名，除非你想更准确些。如果你不提供文件扩展名，那就会采用标准的 Node.js 文件归约算法，而且 .mjs 优先于 .js。

require('./foo');

import './foo';// 它们都将寻找

// ./foo.mjs

// ./foo.js

// ./foo/index.mjs

// ./foo/index.js

// 添加 '.js'，显示地加载 CJS 模块import './foo.js';

// 添加 '.mjs'，显示地加载 ES 模块import './bar.mjs'

## 在 ES 模块中加载 CommonJS 模块

// cjs.js

**module**.**exports** = {

**default**:'my-default',

thing:'stuff'

};

// es.mjs

**import** \* **as** baz **from** './cjs.js';

// baz = {

// get **default**() {**return** module.exports;},

// get thing() {**return** **this**.**default**.thing}.bind(baz)

// }

// console.log(baz.**default**.**default**);

// my-**default**

**import** foo **from** './cjs.js';

// foo = {default:'my-default', thing:'stuff'};

**import** {**default** **as** bar} **from** './cjs.js';

// bar = {default:'my-default', thing:'stuff'};

## 在 CommonJS 模块中使用 ES 模块

// es.mjs

let foo = {bar:'my-default'};

**export** **default** foo;

foo = null; // **this** null value does **not** effect **import** value.

// cjs.js

**const** es\_namespace = require('./es');

// es\_namespace ~= {

// get default() {

// return result\_from\_evaluating\_foo;

//}

// }

console.log(es\_namespace.default);// {bar:'my-default'}

## require 与 import 规则：

尽管 Bradley 已经发布的 EP 内建于协同流程，但考虑到提议的替代方案，它收到了来自 EP 流程之外的一个突出的反提议。该反提议名为 "[捍卫 .js（In Defense of .js）](https://github.com/dherman/defense-of-dot-js/blob/master/proposal.md)"，它依赖于对 package.json 的使用，而不是新的文件扩展名。即使这个选择之前已经讨论过，这个新提议仍然还有一些有趣的观点。

捍卫 .js 提出了一下规则来决定以何种格式来加载文件，以及同样的 require 与 import 规则：

* 如果 package.json 有 "main" 字段但没有 "module" 字段，包内的所有文件都以 CommonJS 模块加载。
* 如果 package.json 有 "module" 字段但没有 "main" 字段，包内的所有文件都已 ES 模块加载。
* 如果 package.json 既没有 "main" 字段也没有 "module" 字段，它将依赖于包中存在的是 index.js 或是 module.js 来决定是作为 CommonJS 模块或是 ES 模块加载。
* 如果 package.json 同时有 "main" 字段与 "module" 字段，除了在 "module" 字段的文件将作为 ES 模块加载外，也包括目录，包内的其他文件将作为 CommonJS 模块加载。
* 如果加载处没有 package.json（如 require(‘c:/foo’)），那它将默认作为 CommonJS 模块加载。
* 如果 package.json 中有特殊的 "module.root" 字段，那么该目录下的所有文件都将作为 ES 模块加载。此外，从相对于包自身的路径处加载的文件（如 require('lodash/array')）将在这个目录内加载。

// package.json// 所有文件以 CommonJS 加载

{

"main": "index.js" // 包的默认模块

}

// package.json

// 默认使用 CommonJS，条件地以 ES 模块加载

{

"main": "index.js", // 给老版本的 **Node**.**js** 使用，作为默认模块，CommonJS

"module": "module.js" // 给较新版本的 **Node**.**js** 使用，作为默认模块，ES 模块

}

// package.json// 默认 CommonJS，一些文件目录例外

{

"main": "index.js",

"module": "module.js",

"modules.root": "lib" // 该目录下所有文件以 ES 模块加载

}

# [创建并发布自己的Node.js模块](https://docs.npmjs.com/creating-node-js-modules)

Node.js模块是一种可以发布到npm 的[包](https://docs.npmjs.com/about-packages-and-modules)。

### 步骤

注册一个npm账号，用于发布模块版本的时候登录。

[创建一个package.json文件](https://docs.npmjs.com/creating-node-js-modules" \l "create-a-package-json-file)

[创建在另一个应用程序需要模块时将加载的文件](https://docs.npmjs.com/create-the-file-that-will-be-loaded-when-your-module-is-required-by-another-application)

下载并引用[你的模块](https://docs.npmjs.com/creating-node-js-modules" \l "test-your-module)

### [创建一个package.json文件](https://docs.npmjs.com/creating-node-js-modules" \l "create-a-packagejson-file)

创建一个文件夹目录作为根目录，要package.json在命令行上创建文件，请在Node.js模块的根目录中运行npm init：

对于[范围模块](https://docs.npmjs.com/about-scopes)，请运行npm init --scope=@scope-name

对于未[范围的模块](https://docs.npmjs.com/creating-and-publishing-unscoped-public-packages)，请运行npm init

提供必填字段（name和version）以及字段的响应main：

name：必填，模块的名称。

version：必填，初始模块版本。我们建议遵循[语义版本控制准则](https://docs.npmjs.com/about-semantic-versioning)并[从中](https://docs.npmjs.com/about-semantic-versioning)开始1.0.0。

main：必填，当另一个应用程序需要您的模块时将加载的文件的名称。默认名称是index.js。

### [创建您的模块文件](https://docs.npmjs.com/creating-node-js-modules" \l "create-the-file-that-will-be-loaded-when-your-module-is-required-by-another-application)

一旦你的package.json文件被创建，创建所需的模块时，将加载该文件。该文件的默认名称是index.js。所以要在你创建的根目录里新建一个index.js.你的中心模块文件就写在index.js里。

由于浏览器不支持require写法，但ES6支持import与export写法。而node端支持require方法。所以：node端和Web端各有自己的暴露与引用写法。

1.node端或ES5的写法：

在文件中，添加一个函数作为exports对象的属性。这将使该功能可用于其他代码：

const a= "This is a message from the demo package"

exports.printMsg = function() {

console.log(a);

}

如果需要引入其他依赖项（包括自己写的其他js模块），那么就按照相对路径require其他的依赖项。

1. Web端的ES6写法：

const a= "This is a message from the demo package"

export default Function printMsg() {

console.log(a);

}

如果需要引入其他依赖项（包括自己写的其他js模块），那么就按照相对路径import其他的依赖项。

### [在package.json文件中指定依赖](https://docs.npmjs.com/specifying-dependencies-and-devdependencies-in-a-package-json-file)包

如果你创建的node包本身有依赖，那么就要从命令行向package.json文件添加依赖项和devDependencies ，可以使用--save-prod依赖项标志（默认行为npm install）或--save-devdevDependencies标志将它们安装在程序包的根目录中：

要"dependencies"在package.json文件属性中添加条目，请在命令行上运行以下命令：

npm install <package-name>

要"devDependencies"在package.json文件属性中添加条目，请在命令行上运行以下命令：

npm install <package-name> --save-dev

### [发布你的模块到npm](https://docs.npmjs.com/creating-node-js-modules" \l "test-your-module)

将您的包发布到npm：

在发布前，请先用npm login登录，否则可能会报没有权限的错误。

对于[私有包](https://docs.npmjs.com/creating-and-publishing-private-packages" \l "publishing-private-packages)和未[包装的包](https://docs.npmjs.com/creating-and-publishing-unscoped-public-packages" \l "publishing-unscoped-public-packages)，请使用npm publish。

对于[作用域公共包](https://docs.npmjs.com/creating-and-publishing-scoped-public-packages" \l "publishing-scoped-public-packages)，请使用npm publish --access public

### 从何npm上下载引用你的模块包

在命令行上，在项目目录之外创建一个新的测试目录。

mkdir test-directory

切换到新目录：

cd /path/to/test-directory

在测试目录中，安装模块：

cnpm install <your-module-name> --save

### 引用你的模块：

在测试目录中，创建一个test.js需要模块的文件，并将模块作为方法调用。由于ES6的写法不能直接用node的npm命令行执行，要用babel编译之后才能运行在js上。所以运行在Node端的可直接测试。

1. Node模块或ES5的写法：

Var printMsg = require（‘your-module-name’）；

printMsg（）；

1. Web端的ES模块写法：

Import printMsg from ‘your-package-name’；

printMsg（）；

在命令行上，运行node test.js。将显示发送到console.log的消息。

# 基于webpack[创建react-antd组件](https://docs.npmjs.com/creating-node-js-modules)包

由于react的组件包与基本的node包不一样,它依赖babel、antd、react等复杂的es6语法结构，所以它的创建方法是通过webpack打包来创建的，是一个可打包的react-antd工程项目。

## 创建项目，指定入口文件

创建一个文件夹作为项目的根目录，npm init创建package.json，然后用npm install项目的依赖包，下到package.json中。你的package.json大致如下：

{

"name": "react-modules",

"version": "0.0.1",

"description": "react-modules1",

"main": "lib/index.js",

"scripts": {

"test": "echo \"Error: no test specified\" && exit 1",

"build": "webpack --progress",//配置webpack的打包指令

"watch": "webpack --watch --progress"//配置webpack的运行指令

},

"author": "",

"license": "ISC",

"dependencies": {

"@babel/preset-env": "^7.1.6",

"@babel/preset-react": "^7.0.0",

"babel-core": "^6.26.3",

"react-dom": "^16.6.3",

"webpack": "^4.26.0"

},

"devDependencies": {

"@babel/core": "^7.1.6",

"antd": "^3.10.8",

"babel-core": "^6.26.3",

"babel-loader": "^8.0.4",

"babel-preset-env": "^1.7.0",

"babel-preset-react": "^6.24.1",

"clean-webpack-plugin": "^1.0.0",

"css-loader": "^1.0.1",

"less-loader": "^4.1.0",

"react": "^16.6.3",

"react-router-dom": "^4.3.1",

"style-loader": "^0.23.1",

"webpack-cli": "^3.1.2"

}

}

由于是打包项目，故要指定入口文件为lib/index.js，这点尤其重要。

在根目录下创建一个src文件夹，里面创建一个index.js文件作为webpack打包的入口文件。

在src文件夹下再建一个专门写组件的组件文件夹（components）。

在组件文件夹（components）下写我们正式的组件js(index.js)与组件css(index.css)。

你的项目结构应该如下：
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## 在根目录下配置webpack与babel的打包环境

1. 配置webpack.cofig.js与.babelrc.js：

由于package.json中指定了node包的入口文件为lib/index.js，所以我们的webpack打包的输出目录与输出文件应与package.json中指定的相同：

//webpack.config.js:

const path = require('path');

const CleanWebpackPlugin = require('clean-webpack-plugin');

module.exports = {

mode: 'production',

entry: {

index: './src/index.js'

},

output: {

filename: '[name].js',

path: path.resolve(\_\_dirname, "lib"),

libraryTarget: 'commonjs2',

},

module: {

rules: [

{

test: /\.js$/,

exclude: /node\_modules/,

loader: 'babel-loader',

options: {//引入babel，支持react（jsx）、es6等语法

presets: ['@babel/preset-env',"@babel/preset-react"]

},

{

test: /\.css$/,

use: ['style-loader','css-loader']

},

// 下面的less-loader是为了支持antd

// less-loader的文档： https://www.npmjs.com/package/less-loader

{

test: /\.less$/,

use: [{

loader: 'style-loader',

},

{

loader: 'css-loader',

},

{

loader: 'less-loader',

options: {

modifyVars: { // 主体颜色

'primary-color': '#40a9ff',

'link-color': '##40a9ff',

'border-radius-base': '4px',

'font-size-base': '12px',

'line-height-base': '1.2',

},

javascriptEnabled: true,

},

}],

},

]

},

plugins: [

new CleanWebpackPlugin(['lib'])

]

}

//.Babelrc.js:

const plugins = [

["@babel/plugin-proposal-class-properties", {

"loose": false

}],

["@babel/plugin-syntax-import-meta"],

// 以下是为了支持antd的按需加载

// https://github.com/ant-design/babel-plugin-import#usage

// https://ant.design/docs/react/getting-started-cn#按需加载

["import", { "libraryName": "antd", "libraryDirectory": "lib", "style": true }, "ant"],

]

module.exports = {

plugins

};

## 3.编写自己的组件

### src/components/index.js:

import React from 'react';

import { Checkbox, DatePicker, Select, Input, Radio, Tree } from 'antd';

import './index.css';

/\*\*ConditionDatePicker

\* dateSelectContent复选框汉语文字

\* dateSelect:选择日期的方法

\* 返回父组件的值：dateString：时间数组，String类型

\*/

class ConditionDatePicker extends React.Component {

constructor(props) {

super(props);

this.state = {

disabled: true,

};

}

componentWillMount() {

// console.log(this.props);

}

componentDidMount() {}

onOk(value) {}

render() {

const { dateSelectContent } = this.props;

const { disabled } = this.state;

return (

<div>

<div className="ConditionDatePicker\_mormal">

<Checkbox

className="ConditionDatePicker\_che"

onChange={(e) => { this.setState({ disabled: !e.target.checked }); }}

>

{dateSelectContent}

</Checkbox>

<DatePicker

style={{ width: '100%', marginLeft: '-12px', marginRight: '-8px' }}

disabled={disabled}

showTime

format="YYYY-MM-DD HH:mm:ss"

placeholder="请选择时间"

onChange={(value, dateString) => {

const { dateSelect } = this.props;

dateSelect(dateString);

}

}

onOk={this.onOk}

/>

</div>

</div>

);

}

}

Class others extends React.Component {

...

}

...

export default {

ConditionDatePicker,

Others,

...

}

### src/components/index.css:

.ConditionDatePicker\_mormal{ height: 32px;line-height: 32px;display: flex; justify-content: flex-start;flex-wrap: nowrap;}

.ConditionDatePicker\_che{width: 200px;}

### Src/index.js:

import index from './components/index';

export default index;

//console.log(index);

## 4.打包

在根目录下运行npm run build。如果打包成功，便说明react-antd包没有语法错误。

引用

# 发布npm包到Nexus私服上

## 1.注册一个Nexus用户。

打开Nexus Repository Manager，并注册一个管理员权限,Nexus Repository Manager里面可能有几层权限，但是你要获取最高权限才能发布。这个用户包括你的username，password，还有你的邮箱并登陆。

## 2.创建私库。

点击 Create repository，选择npm(hosted) 类型，这个是存放私服包的库，这里起名为rupiahone-hosted, 然后点击下面的 Create repository 即可。

3.创建代理库。

点击 Create repository ，选择 npm(proxy)，这里名称为rupiahone-proxy。

在 Remote storage 填入代理源，这里填入的是npm官方的地址https://registry.npmjs.org。如果你有需要，也可以填入淘宝镜像地址https://registry.npm.taobao.org。

点击下面的 Create repository 即可。

4.创建仓库组。

点击 Create repository ，选择 npm(group)，这里名称为rupiahone-group。

在下面Group的视图中，将上面步骤创建的两个仓库添加到右边。

创建完成之后，url列表里会抛出3个url。

## 5.配置publish的npm权限

在设置界面，点击Security下的Realms，将npm Bearer Token Realm 添加到右边，然后保存。(这一步非常重要，否则publish 包到私服的时候会报没有权限的错误)

## 6.在本地用npm-init创建并编写好node包。

## 7.配置本地的.npmrc文件

npm config edit ，自动弹出windows的.npmrc文件，修改该文件，将对应的url配置到npm使用的注册表。

命令行写法：npm config set registry your-url

或者：在.npmrc中直接修改字段为：

registry = your-url。

查看.npmrc文件配置的registry-url：

npm config get registry

你也可以在你的package.json里添加publishConfig，例如：

"publishConfig": {

"registry": "http://192.168.144.184:8081/repository/npm-proxy/"

},

## 8.登录验证用户权限

npm login --registry = your-url

输入你注册的账号、密码与邮箱，成功完成后，会有验证成功的结果返回。npm将自动将用于验证此组合的行添加到.npmrc 特定存储库的配置文件中。

## 发布您的包到Nexus私服上。

由于远程代理的proxy仓库需要远程账号密码，而group仓库整合了hosted仓库跟proxy仓库，所以只能上传到hosted仓库。

npm publish --registry <>your-host-url>。

## 从Nexus私服上npm install你的npm包。

由于私服（Nexus）仓库的包与npm公网仓库的包不能混用，所以如果你的项目文件夹下已经引用了开源的npm公共包，请在你的项目文件夹外部新建一个文件夹，单独下载并抛出你的私有包，来作为项目公用的工具架包使用。所以你的私有架包与你的项目文件夹的目录关系是并列关系，而不是包含关系。

### 方法一：网页直接下载

1. 登录NexusUI界面，登录你的账户密码。
2. 在用户界面上的Brose浏览页上找到npmhosted或者npm-groups条目，单击打开，会出现你发布过的npm包列表，展开你的包，单击子项，出现你包的详细内容。
3. 然后点击详细内容的Path直接在浏览器下载（.tgz格式压缩包）。
4. 由于这种方法只有package.json跟index.js等你自己创建的文件，而不包含你的包本身的依赖——node\_modules包，所以你需要在包文件夹下手动下载你的依赖包。

### 方法二：npm命令行直接下载。

npm install <your-package-name@版本号> --save

# Node.JS

回顾：

一个网络系统无论多复杂，总包含三个部分：

1、Web浏览器：那七个。

2、服务器，常用的有：阿帕奇，IIS、TomCat

3、数据库：MSSQLSever Oracle MySql

Web开发本质上就是Web文件（HTML）通过浏览器请求Web服务器上的文件，Web服务器上的文件请求数据库服务器上的文件。

注意：

1. 域名：本质上就是将我们难以记忆的IP地址（192.168.0.101:80）翻译成

http//www.xxx.com的形式。

1. 浏览器请求的文件是真实存在于服务器上面的文件，是以HTML形式存在。
2. 同一个时间段内请求一个网站的现象叫做并发，请求的人数称为并发数。（进程和线程）

进程：一个软件运行起来就是一个进程。

线程：是主机cpu的性质。当web服务器接收到一个请求，就自动分配一个线程来专门处理该请求。一个进程里能包括多个线程。

1. Web容器：指的是服务器开辟的文件夹来存放服务器文件。

Node.js是一个由专注于实现高性能Web服务器优化的专家几经挫折后，遇到V8引擎而诞生的项目，它专注于单线程处理所有的请求，而其他（.Net）是单线程处理单个请求。

由于Node.js是一个单线程的运行环境，简单易懂，能让Js运行在服务器端的开发平台，它让Javascript的触角衍生到了服务器，可以与PHP，JSP，Python，Ruby，.NET平起平坐；但是成也单线程，败也单线程。由于它是一个单线程方式，所以这也是它的一个缺点，就是一个程序出现问题，所有的程序都会瘫痪。

Node.js不是一种独立的语言，与PHP、JSP、ASP、Perl、Ruby的语言“及时语言，又是平台”不同，Node.js是使用Javascript进行编程，运行在V8（Js）引擎上。

与PHP、JSP、.NET（都需要运行在服务器程序上：Apache，Nginx，Tomcat，IIS）不同，Node.js跳过了这些http服务器程序，自己不用关联在服务器软件之上，直接运行在V8引擎上。Node.js的许多设计理念与经典架构（LAMP ：linux（操作系统）、Apache（Web服务器）、MySql、PHP）有着很大不同。可以提供强大的伸缩功能（根据需要加减服务器）。Node.js没有运行的服务器，也不需要启动一个服务来运行它，因为Node.js本身就可以充当服务器。

Node.js 是一个基于 Chrome V8 引擎的 JavaScript 运行环境。   
Node.js 使用了一个事件驱动、非阻塞式 I/O 的模型，使其轻量又高效。   
Node.js 的包管理器 npm，是全球最大的开源库生态系统。

传统意义上的服务器请求：

服务器向数据库请求数据成为I/O操作（input与output操作），I/O操作的实质是操作数据库的本地文件。

多线程：在Java、PHP或者.NET等服务器语言中，会为每个客户端连接创建一个新的线程。而 每一个线程需要消耗大约2M内存。也就是说，理论上一个8G的服务器可以同时连接大约4000个用户量。要让Web应用支持更多的用户，就需要增加服务器的数量，而web服务器的硬件成本就当然上升了。CPU读取数据的速度：内存>外存（硬盘）容易造成请求阻塞。

而Node.js不是为每一个客户都创建一个县城，而仅仅使用一个线程，当有用户链接了，就发出一个内部事件，通过非阻塞I/O，事件驱动机制，让Node.js程序宏观上也是并行的。使用Node.js，一个8G内存的服务器，可以同时处理4万个用户连接。

另外，单线程的好处是：操作系统不再创建单线程，销毁时间的开销。

坏处：就是当一个用户造成了线程的崩溃，整个服务器都崩溃了。（宕机）。其他人也崩溃了。

可以解决阻塞问题，它是非阻塞的。

阻塞：当访问数据库取得数据的时候，需要一段没时间，在传统web开发中处理机制，在执行了访问数据库代码之后，整个线程都将暂停起来，等待数据执行的后果才能执行后面的代码，也就是说，I/O阻塞了代码的执行，极大降低了程序的执行效率。

由于Node.js采用的非阻塞I/O机制，因此，在执行数据库的代码之后，将立即转而执行其后面的代码，将数据库返回的处理结果存在一个内存中（回掉函数），从未提高了执行效率。

当某个I/O执行完毕时，将以事件的形式通知没有处理的线程。为了处理I/O，必须有事件循环。不断地检查有没有未完成的事件，依次进行处理。

阻塞模式下，一个线程只能处理一项任务，要想提高线程的吞吐量必须通过多线程。而非阻塞模式下，一个线程永远在执行操作，这个线程的CPU利用率是100%，所以，这是一种特有哲理的解决方案，预期人多但是有汗多人闲着，不如一个人玩命干，往死里干。

事件驱动 event-driven：

在Node，客户端请求服务器连接时，提交表单时，查找数据时等等，都会触发事件的回掉函数。但是执行一个回掉函数的中途就可以转而处理其他事件。这种事件处理机制，成为“事件环”机制。

Node.js（基于V8引擎）底层是C++，底层代码中都是事件队列，回掉函数。只有大神级的工程师才能想到，用一个线程，担负起多个线程的使命。  
Node.js善于处理IO操作，因为Node.js就是为了任务任务调度，如果你的项目用很多CPU计算，就不适合Node.js开发。

Node.js的优势：

窗体顶端

动态语言：开发效率非常高，并有能力构建复杂系统，如ql.io。

性能和I/O负载：Nodejs非常好的解决了IO密集的问题，通过异步IO来实现。

连接的内存开销：每个Node.js进程可以支持超过12万活跃的连接，每个连接消耗大约2K的内存。

操作性：实现了Nodejs对于内存堆栈的监控系统。

窗体顶端

Node.js不适合的领域

　每一种语言或平台都有不擅长领域，对于Nodejs来说最不擅长的领域在于CPU和内存的编程操作。

1. 计算密集型应用，让Javascript和C去拼计算性能，估计是不可能赢的。

2. 内存控制，让Javascript和Java比较复杂数据类型定义，也是很困难的。因为 Javascript的面向对象是基于JSON的，而Java是直接使用内存结构。所以，通过JSON序列化和反序列的过程控制内存，Javascript就已经输了。

3. 大内存的应用，由于V8引擎有内存设计的限制，32位环境中最大堆是1G，64位环境中最大堆也不到2G，如果要一次读入10G数据，对于Nodejs来说也无法实现。

4. 静态服务器，虽然Nodejs的优势在IO密集集应用，但是和Nginx的处理静态资源还是有很大的差距。

5. 不需要异步的应用：比如系统管理，自行化脚本等，还是Python更顺手，Nodejs的异步调用可能会给编程带来一些麻烦。

一个网站里的用户表单收集

考试系统

聊天室

图文直播

提供JSON的API（Angular.js）

Node.js的安装：在win10左下角搜索框内输入CMD，弹出电脑的命令程序输入框，在输入框内输入node -v查看当前Node.js的版本。

Node.js运行：在命令输入框内输入node Node.js文件的绝对路径，回车键入，看看下面有没有出现东西，若什么都没有出现，说明CMD命令成功，Node.js文件运行成功。

Dir：命令行里输入查看文件夹里的所有文件。

搜索：在地址栏中搜索js文件里的地址和端口号。

Node.js不存在根目录的概念，因为它没有没有Web服务器，他就是Web服务器。让Node.js

请求一个静态页面根本不可能，也就是说当你看到一个网站地址为127.0.0.1/div，就不用去想，肯定有个文件名称叫做div。

注意：绝不允许在node.js安装目录下的文件夹安装js文件。

HTTP模块：

Node.js中，将很多的功能，划分成了一个个的Module。大陆书翻译成模块，港台数据称之为模组。这是因为一些程序需要使用fs功能（文件读取功能），有一些不用的，所以为了效率，你用什么，你就require什么。

引包http模块：require("http"); 请求http协议的功能以便在地址栏中能找到。

引包url模块：var url=require（“url”）；这里url是个对象，处理url地址，把url地址拆分成很细的枝节。

queryString专门处理url地址路径的。

var server=http.createServer(function(req,res){

}）

http通过回调函数就是函数体内部去完执行的某项功能，并且函数执行完毕后由参数接收结果。服务器创建了两个对象：req对象和res对象。req对象得到请求并执行，res对象回调给浏览器。

http创建服务器

var url=req.url;声明一个变量来接收request请求文件的地址，指的是域名。这里的地址有讲究。

Req的url属性：域名。

Req是指浏览器请求的所有信息。

Res是指服务器相应的所有信息。

Res.end(“”)响应结束语句，在这句话后面再写就会报错。

Node.js不关心响应状态码，响应状态可以自己设置，请求的文件可以不表示http状态码。

Req里的东西：最关键的就是url的地址，表示请求的url地址。所有通过node.js请求的路径都叫做路由 Routing。都是通过reg.url来实现的。

我们不关心url地址，而是识别这个url地址。

识别url地址，用到两个模块，第一个是url模块，第二个是requirestring

Node.js和其他开发方式不同，它本身不存在web文件夹这个概念，它的请求文件机制叫做路由（Routing）机制：

fs模块：require（“fs”）：请求filesysterm（文件系统）来读取服务器上的文件，只要是文件，都能读取到。./：是指当前同一级的父文件夹。

If（url==“路由地址”）{

fs.readField（“url”，function（err，data）{

}）

}

**1、在if（url==“路由地址”）中，这里的url是路由地址，当html页面没有引入外部js/css文件时，这个路由地址可以随便命名，它只是个指路人；**

**2、当html页面引入外部文件时，这个src地址是html引进外部文件的路由地址，是随便命名的，指向html页面引入的外部css/js文件。**

比如：<script type="text/javascript" src="xxx"></script>

或者<link rel="stylesheet" type="text/css" href="cccc">

**有几个js或css文件，就要写几个else if(){fs.readFile}。**

在fs.readField（“url”，function（err，data）{ }）中，这里的url是需要加载的文件的相对/绝对路径地址，是外部js/css文件的真实地址，是告诉服务器应该在哪个地方找到该文件，再返回给浏览器。在这个地址中，应该把要加载的文件的所属文件夹直接放在C/D/E盘下面。

在Node.js写的服务器中，我们在地址栏中搜索的全部都是html文件的路由地址。

Node.js语法：

Node.js本质上就是学习服务器端的编程。

对于谷歌浏览器，每当访问一个服务器页面时，谷歌浏览器会默认访问一个缓存文件（./favicon.ico）,然后在控制台上打印两次结果。

解决办法：if（url==“./favicon.ico”）{

return ；

}

服务器端的服务器就两个功能（两个socket干了两件事）：

1. 接收请求。
2. 响应请求。

有两个socket（套接字，插座）。

第一个socket就是循环监听并接收浏览器客户端的请求。

While（true）{

Socket.accept();

}

第二个socket处理来自第一个socket的请求，生成一个服务器相应报文，来传递给浏览器客户端。

一：Node.js中的http协议

server.listen(8080,"127.0.0.1");

该端口号理论上是只要电脑上没被占用的端口号都可以被监听。127.0.0.1是域名。

一个 URL 字符串是一个结构化的字符串，它包含多个有意义的组成部分。 当被解析时，会返回一个 URL 对象，它包含每个组成部分作为属性。

* urlObject [<Object>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object) | [<String>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Data_structures" \l "String_type) 一个 URL 对象（就像 url.parse() 返回的）。 如果是一个字符串，则通过 url.parse() 转换为一个对象。

urlString [<String>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Data_structures" \l "String_type) 要解析的 URL 字符串。

## 在这个网址：

## https://www.hao123.com/?tn=99682755\_hao\_pg中：

### urlObject.pathname

pathname 属性包含URL的整个路径部分。它跟在 host （包括 port）后面，排在 query 或 hash 组成部分的前面且被 ASCII 问号（?）或哈希字符（#）分隔。

### urlObject.search

search 属性包含 URL 的整个查询字符串部分，包括开头的 ASCII 问号字符（?）。

例如：'?query=string'

### urlObject.path

path 属性是一个pathname与search组成部分的串接。

例如：'/p/a/t/h?query=string

## url.parse(urlString[, parseQueryString[, slashesDenoteHost]])

urlString [<String>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Data_structures" \l "String_type) 要解析的 URL 字符串。

slashesDenoteHost [<Boolean>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Data_structures" \l "Boolean_type) 如果为 true，则 // 之后至下一个 / 之前的字符串会被解析作为 host。 例如，//foo/bar 会被解析为 {host: 'foo', pathname: '/bar'} 而不是 {pathname: '//foo/bar'}。 默认为 false。

url.parse() 方法会解析一个 URL 字符串并返回一个 URL 对象。

### urlObject.query

query 属性是不含开头 ASCII 问号（?）的查询字符串，或一个被 [querystring](http://nodejs.cn/api/querystring.html) 模块的 parse() 方法返回的对象。 query 属性是一个字符串还是一个对象是由传入 url.parse() 的 parseQueryString 参数决定的。

例如：'query=string' or {'query': 'string'}

如果返回一个字符串，则不会对查询字符串执行解码。 如果返回一个对象，则键和值都会被解码。

parseQueryString [<Boolean>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Data_structures" \l "Boolean_type) 如果为 true，则 query 属性总会通过 [querystring](http://nodejs.cn/api/querystring.html)模块的 parse() 方法生成一个对象。 如果为 false，则返回的 URL 对象上的 query 属性会是一个未解析、未解码的字符串。 默认为 false。

如果设为 true，则 // 之后至下一个 / 之前的字符串会被解析作为 host。 例如，//foo/bar 会被解析为 {host: 'foo', pathname: '/bar'} 而不是 {pathname: '//foo/bar'}。

## queryString：

Node.js学习就是学习很多功能，这些功能都是一个个的模块（module）。

|  |  |
| --- | --- |
| http模块 | 请求http协议，搭建服务器 |
| url | url模块提供了一些实用函数，用于URL处理与解析。 |
| Fs（fieldsysterm） | read write |
| queryString | 字符串（URL地址）查询 |
| Path（路径） | 文件路径 |
| exports | 暴露 |

非阻塞的Node.js什么意思：

当Node.js里面去执行毁掉函数的时候，Node.js并不会等待回调函数执行完毕之后采取执行回调函数里面的代码，而是依次执行下面的代码，并不等待回调函数执行的代码。可以理解为异步执行。和ajax一样，也是非阻塞的，异步的。

事件环：各种回调函数层层嵌套组成事件环，每执行完一个函数，就立即清除，如果再想使用上一个函数，就要再次声明。

MVC前端开发模式

M - Model（模型）

V - View（视图）

C - Controler（控制器）

高内聚，低耦合：

高内聚：指一个工作模块内的许多文件要集中在一个项目文件中。

低耦合：指模块与模块之间的关系，不要太多联系，低耦合。

在Node.js中，js文件与js文件之间有两种合作模式

var msg=“hallo”;

1. 某一个js文件中，提供了函数，要想供别人使用，只需要使用暴露expoets.msg=msg；
2. 另一个文件描述了一个类。Module.exports=People;

## 二：模块

在划分Node.js中，以模块为单位划分所有功能，并且要有MVC。

狭义的说，每一个JavaScript文件都是一个模块，而多个JavaScript文件之间的引包使用关键字require();.它们共同实现了Node.js的编程。

Node.js中，一个JavaScript文件中定义的变量，函数，都只有这个文件内部有效，当需要从此JS文件外部引用这些变量，函数时，必须使用export对象进行暴露，使用者使用require()命令引用这个JS文件。

1. js 定义者
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msg这个变量，是一个js文件内部才有作用域的变量。

如果其他想用这个msg变量，那么要用exports暴露。

![](data:image/png;base64,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)

使用者接受exports对象，也就是说这里的resoult变量，就是1.js中的exports变量。

一个JS文件当中，可以向外exports无数个变量，函数，但是require的时候，仅仅需要一个require这个JS文件一次。使用它的变量，函数的时候，用点(.)即可。所以，无形之中，增加了一个引包。俗称是exports暴露。

Node.js当中，文件与文件之间，就是一个个的exports和require（）构建成为网络的。不是靠HTML a标签进行链接的。

可以将一个文件想象成一个Class。

也就是说，js文件与js文件之间有两种合作的模式

1. 某一个js文件中，提供了函数，供别人使用，只需要暴露函数就exports.msg=msg;
2. 某一个文件，描述了一个类。Module.exports=People

如果在require命令中，写var resoult=require(“1.js”);

上面写法就是错的，不是相对路径，而是一个特殊路径。

正确的如下：var resoult=require(“./1.js”);

var resoult=require(“1.js”);

那么Node.js 将该文件视为node\_Modules目录下的一个文件。

在1.js文件里，

Module是一个类包，

可以创建对象，也可以创建属性。

Module.exports=对象；

而exports.msg=msg;这个exports点出来的是属性。

在2.js文件中，

Require（“./1.js”）;引进的是1.js的类包，等于把1.js中的module引进来了。

注意：绝不允许在node.js安装目录下的文件夹安装其他js文件包。因为默认的是安装目录下node.module这个文件夹，然后默认该文件夹下的js文件，其他的不认。

node\_modules本身也是有个查找顺序，树形查找。自下而上的查找。在当前文件夹找不到，就找上一级，上以及找不到，就找爷爷级，依次往上找，能找64级。如果这个文件你不想费劲，就把他的地址路径配置在全局环境变量（path）里面。

require（“bar”）如果前不带点斜杠，后不带后缀，那么这个bar就是个文件夹。那么就要在bar文件夹下建一个index.js文件，默认找的是node\_modules/bar/index.js。也就是说，node\_modules与index.js这两个是确定好的，而bar这个文件夹可以自定。

如果不想默认请求index.js想require bar文件夹下的其他js文件（比如01.js），那么就要新建一个json文件parkage.json（确定的）,在里面通过“main”：“01.js”启动01.js。

下载npm 文件夹：

Cd：C：\node;

①：npm install xxx

②：下载下来，放到node\_module文件夹下面。

## MD5

计算机世界中，有一些信息数据是需要加密的，让别人看不懂/看不到。

Message Digest Algorithm MD5（中文名为[消息摘要算法](http://baike.baidu.com/item/%E6%B6%88%E6%81%AF%E6%91%98%E8%A6%81%E7%AE%97%E6%B3%95" \t "http://baike.baidu.com/_blank)第五版）为计算机安全领域广泛使用的一种散列函数，用以提供消息的完整性保护。

**MD5**即Message-Digest Algorithm 5（信息-摘要算法5），用于确保信息传输完整一致。是计算机广泛使用的杂凑算法之一（又译[摘要算法](http://baike.baidu.com/item/%E6%91%98%E8%A6%81%E7%AE%97%E6%B3%95" \t "http://baike.baidu.com/_blank)、[哈希算法](http://baike.baidu.com/item/%E5%93%88%E5%B8%8C%E7%AE%97%E6%B3%95" \t "http://baike.baidu.com/_blank)），主流编程语言普遍已有MD5实现。将数据（如汉字）运算为另一固定长度值，是杂凑算法的基础原理，MD5的前身有MD2、[MD3](http://baike.baidu.com/item/MD3" \t "http://baike.baidu.com/_blank)和[MD4](http://baike.baidu.com/item/MD4" \t "http://baike.baidu.com/_blank)。

MD5算法具有以下特点：

1、压缩性：任意长度的数据，算出的MD5值长度都是固定的。

2、容易计算：从原数据计算出MD5值很容易。

3、抗修改性：对原数据进行任何改动，哪怕只修改1个字节，所得到的MD5值都有很大区别。

4、强抗碰撞：已知原数据和其MD5值，想找到一个具有相同MD5值的数据（即伪造数据）是非常困难的。

MD5的作用是让大容量信息在用[数字签名](http://baike.baidu.com/item/%E6%95%B0%E5%AD%97%E7%AD%BE%E5%90%8D" \t "http://baike.baidu.com/_blank)软件签署私人[密钥](http://baike.baidu.com/item/%E5%AF%86%E9%92%A5" \t "http://baike.baidu.com/_blank)前被"[压缩](http://baike.baidu.com/item/%E5%8E%8B%E7%BC%A9/13032501" \t "http://baike.baidu.com/_blank)"成一种保密的格式（就是把一个任意长度的字节串变换成一定长的[十六进制](http://baike.baidu.com/item/%E5%8D%81%E5%85%AD%E8%BF%9B%E5%88%B6" \t "http://baike.baidu.com/_blank)数字串）。

MD5加密后的字符串是根据什么生成的？Mac随机地址，GUID全球唯一标识符，它就是根据你自己的电脑的Mac地址加上当前电脑的时间戳再加上硬件固化电器的地址。

## Nodejs处理Ajax的Post请求：

一般我们向服务器提交post数据的时候，poet数据都是写在form表单里的:

<form action="http：//127.0.0.1:8080" method="post" enctype="multipart/form-data" >

<p>姓名： <input type="text" name="uName" id="uName" /></p>

<p>密码： <input type="password" name="uPass" id="uPass" /></p>

<p>

姓别： 男<input type="radio" id="man" name="man" value="男"/>

女<input type="radio" name="wonan"id="woman" value="女"/>

保密<input type="radio" name="secrecy"id="secrecy" value="保密" />

</p>

<p> <input type="button" id="btn" value="登陆" /></p>

</form>

而我们在ajax里写post请求的时候:

除了以前学过的ajax请求的那一套，还要注意：

oajax.open("POST","http://127.0.0.1:8080",true);

oajax.setRequestHeader("Content-Type","application/x-www-form-urlencoded");当用原生js写的时候：

*var* data="uName="+uName+"&uPass="+uPass+"&sex="+sex;

注意：这里的&连字符必须加上，因为不加上的话，node.js会把uName后面的字符串都认为是uName里的值,上面的数据格式很严格必须为

“key1=”+value1+“&key2=”+value2+“&key3=”+value3+。。。。

一点也不能错，错一点服务器接收就会发生错误。将来这个字符串会被转化为node.js对象，格式为：{key1：vaue1，key2：value2，key3：value3...}

或者为：

ajax请求时：

var data={key1：vaue1，key2：value2，key3：value3...}，

但是dataType必须是“json”。

例如：{ uName: 'asd', uPass: '123', sex: '女' }，这是在node.js控制台打印出来的对象。

Oajax.Send(data).//向浏览器发送数据

Oajax.onreadystatechange=function(){

Oajax.statute……

}

oajax.responseText:是指从服务器接收到的**字符串**。

JSON.parse()方法：是将服务器发来的字符串转化为JSON格式的js对象（键值对），然后通过对象及其属性将每个对象和其值分发到dom中去。

而JSON.stringfy()方法：将对象转化为json字符串。

判断一个对象是否为空对象：

Var c={};

If(JSON.stringfy(c)==“{}”){

Console.log(“c为空对象”);

}else{

Console.log(“c为非空对象”);

}

接收Post请求的**字符串**：

**Post请求：post请求本质上是把浏览器传递给服务器的信息(data)做成了一个一个的小包。每一个小包是用一个参数chunk接收，参数chunk就是负责就收请求数据的拆分小包，是以buffer二进制流的形式传递。**

**req.addListener()方法来监听数据请求:**

**var str;**

**req.addListener(“data”,function(chunk)){  
str+=chunk;**

**}**

处理POST请求：

1.Node.js处理post请求是通过querystring.parse()方法来将ajax方法的post请求所发送的json字符串转化为node.js对象;

2.通过JSON.stringfy()方法将node.js对象转化为json字符串返回给浏览器。

3.util.inspect() 方法返回 object 的字符串表示，主要用于调试。

req.addListener("end",*function*(data){//这个data可有可无。

res.writeHead(200,{"Content-type":'application/json'})

*console*.log(reqStr);

第一种传输方式：

res.writeHead(200,{"Content-type":"text/html;charset=utf-8"})

*var* reqObj=querystring.parse(reqStr);

*console*.log(reqObj);

Obj.uPass+"性别："+reqObj.sex;

*var* resStr="姓名："+reqObj.uName+"密码：";

这种方法传给浏览器的是普通的字符串，结果为：

name:sdsf,password:123,sex:man，是不带大括号的普通字符串。

或者是第二种传输方式：

res.writeHead(200,{"Content-type":'application/json'})

//设置返回数据的响应头，规定传输的数据格式

var resStr=JSON.stringify({"姓名：":reqObj.uName,"密码：":reqObj.uPass,"性别：":reqObj.sex});

res.end(resStr);

传给浏览器的结果为：{"uName":"asd","uPass":"sdf","sex":"man"}，浏览器接收结果为：

*{uName: "ewer", uPass: "asd", sex: "保密"}*

sex:"保密"

uName:"ewer"

uPass:"asd"

\_\_proto\_\_:Object

是一个对象。

推荐使用第二种，第二种是正宗的json格式数据传输。这种方法的好处是返回正宗json字符串，浏览器接收后可用JSON.parse(str)来进行数据/对象转换，得到想要的东西。

## querystring.parse(str[, sep[, eq[, options]]])

str [<string>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Data_structures" \l "String_type) 要解析的 URL 查询字符串。

sep [<string>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Data_structures" \l "String_type) 用于界定查询字符串中的键值对的子字符串。默认为 '&'。

eq [<string>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Data_structures" \l "String_type) 用于界定查询字符串中的键与值的子字符串。默认为 '='。

options [<Object>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object)

decodeURIComponent [<Function>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Function) 当解码查询字符串中百分号编码的字符时使用的函数。默认为 querystring.unescape()。

maxKeys [<number>](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Data_structures" \l "Number_type) 指定要解析的键的最大数量。默认为 1000。指定为 0 则移除键数的限制。

querystring.parse() 方法能把一个 URL 查询字符串（str）解析成一个键值对的集合。

例子，查询字符串 'foo=bar&abc=xyz&abc=123' 被解析成：

{

foo: 'bar',

abc: ['xyz', '123']}

注意：querystring.parse() 方法返回的对象不继承自 JavaScript 的 Object。 这意味着典型的 Object 方法如 obj.toString()、obj.hasOwnProperty() 等没有被定义且无法使用。

默认情况下，查询字符串中的百分号编码的字符会被认为使用了 UTF-8 编码。 如果使用的是另一种字符编码，则 decodeURIComponent 选项需要被指定

路径问题：

1. 在同一个文件夹下，只要在一个js文件中引入另一个js文件(“./2.js”) 或通过fs.readFile(“./1.txt”)引入txt文件，那么被引入的那个js文件中的代码自动执行.

如果用require引入的路径问题，我闷可以直接使用相对路径。因为require是从自己所在的文件夹开始找的相对路径。

fs.readFile（）等其他模块方法引入的其他类型文件也可以用相对路径，但这个相对路径都是相对于cmd命令光标的路径，闲麻烦就用绝对路径。Node.js为我们提供了可以使用\_\_dirname变量获取当前模块文件所在目录的完整绝对路径的方法：\_\_dirname.(两个下划线后跟dirname)+“/文件名”。

## fs.readFile(\_\_dirname+“/文件名”);

以后用到模块路径的时候都写\_\_dirname+“/文件名”；

这里有一个小技巧：在性别的那一栏中，只要把name属性设为一样，那么就只能选一个性别了，否则的话男和女都能选。

# Express框架

Express框架是后台的Node框架，所以和jQuery、zepto、yui、bootstrap都不一个东西。

Express在后台的受欢迎的程度，和jQuery一样，就是企业的事实上的标准。

● 原生Node开发，会发现有很多问题。比如：

■ 呈递静态页面很不方便，需要处理每个HTTP请求，还要考虑304问题

■ 路由处理代码不直观清晰，需要写很多正则表达式和字符串函数

■ 不能集中精力写业务，要考虑很多其他的东西

我们自己可以把第一天的作业，就是那个静态文件服务给封装成为模块。封装的越多，就自己做出了类似Express的东西。

● EXPRESS的哲学是在你的想法和服务器之间充当薄薄的一层。这并不意味着他不够健壮，或者没有足够的有用特性，而是尽量少干预你，让你充分表达自己的思想，同时提供一些有用的东西。

英语官网：http://expressjs.com/

中文官网：<http://www.expressjs.com.cn/>

整体感知，Express框架。

安装Express框架，就是使用npm的命令。

|  |
| --- |
| 1. npm install **--save** express |

--save参数，表示自动修改package.json文件，自动添加依赖项。

路由能力：

|  |
| --- |
| 1. var express = require("express"); 2. var app = express(); 3. app.get("/",function(req,res){ 4. res.send("你好"); 5. }); 6. app.get("/haha",function(req,res){ 7. res.send("这是haha页面，哈哈哈哈哈哈"); 8. }); 9. app.get(/^\/student\/([\d]{10})$/,function(req,res){ 10. res.send("学生信息，学号" + req.params[0]); 11. }); 12. app.get("/teacher/:gonghao",function(req,res){ 13. res.send("老师信息，工号" + req.params.gonghao); 14. }); 15. app.listen(3000); |

## 利用 Express 托管静态文件

### 1.返回图片、svg、html等静态文件（String类型）也就是生成一个网络链接

app.get('/svg', (req, res) => {

res.header('Access-Control-Allow-Origin', '\*');

res.header('Content-Type', 'application/json;charset=utf-8');

res.sendfile('./src/assets/wenzhou-section-v2.svg');

});

### 2.返回渲染好的html页面

用ejs模板来渲染html文件：

import ejs from 'ejs';

const app = express();

// ./dist是运行命令所在文件夹与dist文件夹的相对路径

app.set('views', './dist');

app.engine('html', ejs.renderFile);

app.set('view engine', 'html');

// 返回dist/index.html

app.get('/', (req, res) => {

res.header('Access-Control-Allow-Origin', '\*');

res.header('Content-Type', 'text/html');

res.render('index');

});

## 二、路由

当用get请求访问一个网址的时候，做什么事情：

|  |
| --- |
| 1. app.get("网址",function(req,res){ 2. }); |

当用post访问一个网址的时候，做什么事情：

|  |
| --- |
| 1. app.post("网址",function(req,res){ 2. }); |

如果想处理这个网址的任何method的请求，那么写all

|  |
| --- |
| 1. app.all("/",function(){ 2. }); |

这里的网址，不分大小写，也就是说，你路由是

|  |
| --- |
| 1. app.get("/AAb",function(req,res){ 2. res.send("你好"); 3. }); |

实际上小写的访问也行。

所有的GET参数，? 后面的都已经被忽略。 锚点#也被忽略

你路由到/a ， 实际/a?id=2&sex=nan 也能被处理。

正则表达式可以被使用。正则表达式中，未知部分用圆括号分组，然后可以用req.params[0]、[1]得到。

req.params类数组对象

|  |
| --- |
| 1. app.get(**/^\/student\/([\d]{10})$/**,function(req,res){ 2. res.send("学生信息，学号" + **req.params[0]**); 3. }); |

冒号是更推荐的写法。

|  |
| --- |
| 1. app.get("/student/:id",function(req,res){ 2. var id = req.params["id"]; 3. var reg= /^[\d]{6}$/; //正则验证 4. if(reg.test(id)){ 5. res.send(id); 6. }else{ 7. res.send("请检查格式"); 8. } 9. }); |

表单可以自己提交到自己上。

|  |
| --- |
| 1. app.get("/",function(req,res){ 2. res.render("form"); 3. }); 4. app.post("/",function(req,res){ 5. //将数据添加进入数据库 6. res.send("成功"); 7. }); |

适合进行 RESTful路由设计。简单说，就是一个路径，但是http method不同，对这个页面的使用也不同。

/student/345345

get 读取学生信息

add 添加学生信息

delete 删除学生新

## 三、中间件

如果我的的get、post回调函数中，没有next参数，那么就匹配上第一个路由，就不会往下匹配了。

如果想往下匹配的话，那么需要写**next()**

|  |
| --- |
| 1. app.get("/",function(req,res,**next**){ 2. console.log("1"); 3. **next();** 4. }); 5. app.get("/",function(req,res){ 6. console.log("2"); 7. }); |

下面两个路由，感觉没有关系：

|  |
| --- |
| 1. app.get("**/:username/:id**",function(req,res){ 2. console.log("1"); 3. res.send("用户信息" + req.params.username); 4. }); 5. app.get("**/admin/login**",function(req,res){ 6. console.log("2"); 7. res.send("管理员登录"); 8. }); |

但是实际上冲突了，因为admin可以当做用户名 login可以当做id。

解决方法1：交换位置。 也就是说，express中所有的路由（中间件）的顺序至关重要。

匹配上第一个，就不会往下匹配了。 具体的往上写，抽象的往下写。

1. app.get("/admin/login",function(req,res){
2. console.log("2");
3. res.send("管理员登录");
4. });
5. app.get("/:username/:id",function(req,res){
6. console.log("1");
7. res.send("用户信息" + req.params.username);

});

解决方法2：

app.get("/:username/:id",function(req,res,next){

var username = req.params.username;

//检索数据库，如果username不存在，那么next()

if(检索数据库){

console.log("1");

res.send("用户信息");

}else{

next();

}

});

app.get("/admin/login",function(req,res){

console.log("2");

res.send("管理员登录");

});

路由get、post这些东西，就是中间件，中间件讲究顺序，匹配上第一个之后，就不会往后匹配了。next函数才能够继续往后匹配。

app.use()也是一个中间件。与get、post不同的是，他的网址不是精确匹配的。而是能够有小文件夹拓展的。

比如网址： <http://127.0.0.1:3000/admin/aa/bb/cc/dd>

|  |
| --- |
|  |

如果写一个/

1. //当你不写路径的时候，实际上就相当于"/"，就是所有网址
2. app.use(function(req,res,next){
3. console.log(new Date());
4. next();

});

|  |
| --- |
|  |

app.use()就给了我们增加一些特定功能的便利场所。

实际上app.use()的东西，基本上都从第三方能得到。

● 大多数情况下，渲染内容用res.render()，将会根据views中的模板文件进行渲染。如果不想使用views文件夹，想自己设置文件夹名字，那么app.set("views","aaaa");

● 如果想写一个快速测试页，当然可以使用res.send()。这个函数将根据内容，自动帮我们设置了Content-Type头部和200状态码。send()只能用一次，和end一样。和end不一样在哪里？能够自动设置MIME类型。

● 如果想使用不同的状态码，可以：

res.status(404).send('Sorry, we cannot find that!');

● 如果想使用不同的Content-Type，可以：

res.set('Content-Type', 'text/html');

## **四、GET请求和POST请求的参数**

● GET请求的参数在URL中，在原生Node中，需要使用url模块来识别参数字符串。在Express中，不需要使用url模块了。可以直接使用req.query对象。

● 当数据是以formData的形式传递到服务器时，POST携带的请求参数在express中不能直接获得，必须使用body-parser模块。使用后，将可以用req.body得到参数。但是如果表单中含有文件上传，那么还是需要使用formidable模块。

● 当数据是以Request Payload或者FormData的方式传递给后台时的情况下：Request Payload方式是以“流“”的方式出入到后台，需要监听data事件来获取完整的数据。

var str="";

req.on("data",function(chunk){

str+=chunk;

})

上面的方式对chunk进行转化。然后用:

req.on('end',function(){

let pramas = JSON.parse(str);

Logger.info(pramas);

//......请求数据库

})；

接收GET的参数：

app.get('/query/allDevice', (req, res) => {

Logger.info(req.query);

//连接数据库

.......

});

接收POST的参数：

app.post('/query/station', (req, res) => {

let str = '';

let pramas = {};

req.on('data', function(dt) { str += dt; });

req.on('end',function(){

Logger.info(str);//是一个JSON类型的字符串,它就是我们post请求的JSON字符串。这个很重要，这个很重要，这个很重要。

pramas = JSON.parse(str);//将字符串JSON化，转化为Object

// 拿着从页面获取的数据连接数据库

dataStore.queryStation(pramas.lineId)

.then((result) => {

logger.info(result);

res.header('Access-Control-Allow-Origin', '\*');

res.header('Content-Type', 'application/json;charset=utf-8');

res.json(result);

})

.catch((err) => {

logger.info('error',err.message);

});

});

});

## 返回静态资源

res.sendfile(‘path’);

这里的path指的是node-sever命令行运行的文件夹与静态资源文件夹的相对路径。

# 跨域问题

跨域问题本身属于ajax请求的问题，是服务器开发人员解决的问题。可以使用node.js解决。

在ajax应用中，Ajaxi请求的地址必须是服务器上本地或者是同一个服务器下面的URl地址。简单说就是请求同一个域名下的URl地址。

特别注意两点：

1. 如果是协议和端口号造成的跨域问题，那么是无法解决的。
2. 在跨域问题上，域仅仅是用过URL的首部来识别的。而不会去判断两个域名是否都在同一个IP地址上面。URl的首部指的是window.location.protocal+window.location.host,理解为domin,protocols and ports must mach。

跨域问题的解决

Ajax请求请求的是同域请求，默认情况下只能访问包含在它同一页面中的资源。这种策略主要是为了安全。但是，为了实现跨域请求，在某些浏览器应用程序中也是至关重要的。

CORS（Cross-Origin-Recourse-Sharing，跨域资源共享），CORS的本质是一个自定义的HTTP头部让浏览器域服务器通信，从而请求定向是应该成功的，还是失败的。

比如说一个简单的额使用GET或者POST请求，它没有自定义的头部，Content-type：text/plain.在发送跨域请求的时候，我们需要动态添加一个Orign它包含了请求页面的源信息（协议：域名：端口号），以便服务器根据这个头部来决定是不是响应。

Orign:htttp://www.newscape.com

如果服务器认可了，那么久返回，不认可就不返回。

如果服务器接受了这个请求，那么就应该在Access-Control-Allow-Origin头部中回发相同的源信息。

Access-Control-Allow-Origin：

htttp://www.newscape.com

如果没有上述这个信息，就证明浏览器不支持跨域，正常情况下，设置了Origin之后，都会接收请求，但是请求和响应Cookie无用。

一：IE浏览器对 CORS的实现：（并没什么卵用）

微软在IE8以上才开始提供跨于技术。XDR对象来支持，这个对象和XHR对象很相似。但能实现安全跨域。

缺点：服务器如果收到了请求，那么只能发送文本文件，没有办法确定响应头的状态码，而且只有响应成功有效才会触发onload事件，

Cookie问题

Cookie是浏览器保存状态的一门技术。

1：浏览器向服务器请求登录，登陆成功之后，将在服务器端（js文件）产生一个Cookie，本质上是一个字符串，形式是key：value形式，存放用户名或者登录邮箱（不包含密码，因为会被其他人看到）

2：cookie返回给浏览器，浏览器接收这个cookie并且下一次请求的时候就携带着这个cookie来请求。

3：到了服务器端之后，服务器去检查有没有cookie，如果有，那么返回登录者信息。

内存cookie与硬盘cookie

内存级别cookie就是当浏览器的内存，当浏览器关闭的时候，cookie就没有了。

硬盘cookie就是白存在本地硬盘中的，浏览器关闭不会自动删除。

跨域的方法：

1. 通过jsonp跨域

Jsonp的跨域请求原理：JSONP的原理是

通过jsonp数据来实现，说白了，jsonp就是js可执行文件，由于<script>和<link>,<img>加载的文件不受同源限制，所以可以通过设置src和href来加载相应的跨域json或者xml数据，但是这种方式需要服务端相配合（服务端需要取出请求字符串中的回调函数名，并且返回给客户端）。jsonp的格式为：回调函数名（jsonData）。

     jQuery中的$.getJSON()默认实现了这种方式，只需要在url？callback=？即可，当然也可以手动指定回调函数名。

1. 通过修改document.domain来跨子域
2. 使用window.name来进行跨域
3. 使用HTML5中新引进的window.postMessage方法来跨域传送数据

# Webpack

Webpack是我们创模块化Web项目的打包与管理工具。目前我用的是Webpack4.0+。配置webpack的步骤：

1. 新建一个文件夹（myProject）
2. cd进入到该文件夹。打开powershall窗口输入命令 cnpm init
3. 然后编辑一些项目的名字、作者、版本、介绍等。
4. Webpack.config.js

从 webpack v4.0.0 开始，可以不用引入一个配置文件。然而，webpack 仍然还是[高度可配置的](https://www.webpackjs.com/configuration)。在开始前你需要先理解四个核心概念：

入口(entry)、输出(output)、loader转换器和插件(plugins)

### package.json

对于每一个Web项目来说，要想实现模块化开发与生产，都要有一个package.json，我们项目的所有依赖包，包括启动运行命令和打包命令都是在package.json里统一管理的。Webpack项目也不例外。创建一个文件夹作为项目的根目录，然后用windows的cmd指令进入命令行进入该文件夹，然后在确保安装有npm之后用npm命令行创建。创建package.json的npm指令为：npm init。

打包与运行的script命令如下：

"scripts": {

"build": "webpack",

"start": "./node\_modules/.bin/webpack-dev-server --devtool source-map --mode development",

"watch": "webpack --watch --mode development",

"test": "echo \"Error: no test specified\" && exit 1"

},

### 入口(entry)

入口起点(entry)指示 webpack 应该使用哪个js来作为构建其内部依赖图的入口文件。

可以通过在 [webpack 配置](https://www.webpackjs.com/configuration)中配置 entry 属性，来指定一个入口起点（或多个入口起点）。默认值为 ./src。

接下来我们看一个 entry 配置的最简单例子：

module.exports = {

entry: {index: './index.js',},

};

### 出口(outpot)

出口规定了打包出来的js的文件名与文件夹地址。

output: {

filename: 'index.js',

path: path.resolve(\_\_dirname, 'dist'),

publicPath:'/',

},

publicPath用于指定输出解析文件的目录，url 相对于 HTML 页面

### Loader加载器

loader 让 webpack 能够去处理那些非 JavaScript 文件（webpack 自身只理解 JavaScript）。loader 可以将所有类型的文件转换为 webpack 能够处理的有效[模块](https://www.webpackjs.com/concepts/modules)，然后你就可以利用 webpack 的打包能力，对它们进行处理。

本质上，webpack loader 将所有类型的文件，转换为应用程序的依赖图（和最终的 bundle）可以直接引用的模块。

注意，loader 能够 import 导入任何类型的模块（例如 .css 文件），这是 webpack 特有的功能，其他打包程序或任务执行器的可能并不支持。我们认为这种语言扩展是有很必要的，因为这可以使开发人员创建出更准确的依赖关系图。

Webpack常用的webloader有：

babel-loader:js编译器-babel

eslint-loader：代码规范制度

css-loader,lessloader,style-loader,sass-loader处理css,less,style等。

url-loader：处理image图片。在react与babel里会有详细的loader代码，所以在这里不详细列出了。

下面是一个处理url-loader的例子：

{

test: /\.(png|jpg|jpng|eot|ttf)$/,

loader: 'url-loader?limit=8192&name=src/images/[name].[ext]',

},

### 插件plugin

loader 被用于转换某些类型的模块，而插件则可以用于执行范围更广的任务。插件的范围包括，从打包优化和压缩，一直到重新定义环境中的变量。[插件接口](https://www.webpackjs.com/api/plugins)功能极其强大，可以用来处理各种各样的任务。

想要使用一个插件，你只需要 require() 它，然后把它添加到 plugins 数组中。多数插件可以通过选项(option)自定义。你也可以在一个配置文件中因为不同目的而多次使用同一个插件，这时需要通过使用 new 操作符来创建它的一个实例。

const HtmlWebpackPlugin = require('html-webpack-plugin'); // 通过 npm 安装

const CleanWebpackPlugin = require('clean-webpack-plugin');

const ManifestPlugin = require('webpack-manifest-plugin');

const webpack = require('webpack'); // 用于访问内置插件

module.exports = {

module: {

rules: [

{ test: /\.txt$/, use: 'raw-loader' }

]

},

plugins: [

new HtmlWebpackPlugin({

title: '杭州',

template: 'index.html',

inject: true,

chunks: ['index'],

}),

new CleanWebpackPlugin(['dist']),

new ManifestPlugin(),

new webpack.HotModuleReplacementPlugin(),

]};

### 模式mode

通过选择 development 或 production 之中的一个，来设置 mode 参数，你可以启用相应模式下的 webpack 内置的优化

module.exports = {

mode: 'production'

};

### 创建独立sever

Web项目的开发模式中，前后端分离就是通过在web端配置server来单独跑页面，，来请求数据库server端的数据。

通过来自 [webpack-dev-server](https://github.com/webpack/webpack-dev-server) 的这些选项，能够用多种方式改变其行为。这里有一个简单的例子，所有来自 dist/ 目录的文件都做 gzip 压缩和提供为服务：

devtool: 'source-map',

watch: true,

devServer: {

clientLogLevel: 'error',

contentBase: path.resolve(\_\_dirname, 'dist/'),//与output保持同步

inline: true,

hotOnly: true,

historyApiFallback: true,//页面404时转到index.html

overlay: {

warnings: false,

errors: true,

},

port: 8082,//配置端口号

},

historyApiFallback: true是用于当React-Router是BrowserRouter的时候，浏览器会找寻devServer的真实路径，但是Router确实虚拟路径，所以当也拿刷新时，浏览器找不不到页面会报404。该设置是为了当浏览器找不到页面时，自动返回index.html。

# React.Js

React 是一个用于构建用户界面的 javascript 库，与agular、vue一样称为最火的前端三大框架。

React主要用于构建UI，很多人认为 React 是 MVC 中的 V（视图）。

React 起源于 Facebook 的内部项目，用来架设 Instagram 的网站，并于 2013 年 5 月开源。

React 拥有较高的性能，代码逻辑非常简单，越来越多的人已开始关注和使用它。

## React 特点

1.声明式设计 −React采用声明范式，可以轻松描述应用。

2.高效 −React通过对DOM的模拟，最大限度地减少与DOM的交互。

3.灵活 −React可以与已知的库或框架很好地配合。

4.JSX − JSX 是 JavaScript 语法的扩展。React 开发不一定使用 JSX ，但我们建议使用它。

5.组件 − 通过 React 构建组件，使得代码更加容易得到复用，能够很好的应用在大项目的开发中。

6.单向响应的数据流 − React 实现了单向响应的数据流，从而减少了重复代码，这也是它为什么比传统数据绑定更简单。

## React注释

汉语注释：//汉语注释

代码注释：{/\* 注释内容 \*/}，可多行，可单行

## ReactDOM.render()

ReactDOM.render 是 React 的最基本方法，用于将模板转为 HTML 语言，并插入指定的 DOM 节点。

ReactDOM.render(

<h1>Hello, world!</h1>,

document.getElementById('example'));

## React JSX语法

React 使用 JSX 来替代常规的 JavaScript。JSX 是一个看起来很像 XML 的 JavaScript 语法扩展。我们不需要一定使用 JSX，但它有以下优点：

1、JSX 执行更快，因为它在编译为 JavaScript 代码后进行了优化。

2、它是类型安全的，在编译过程中就能发现错误。

3、使用 JSX 编写模板更加简单快速。

我们可以在以上代码中嵌套多个 HTML 标签，需要使用一个 div 元素包裹它，实例中的 p 元素添加了自定义属性 **data-myattribute**，添加自定义属性需要使用 **data-** 前缀。

## JavaScript 表达式

我们可以在 JSX 中使用 JavaScript 表达式。表达式写在花括号 **{}** 中。实例如下：

ReactDOM.render(

<div>

<h1>{1+1}</h1>

</div> ,

document.getElementById('example')

);

在 JSX 中不能使用 **if else** 语句，但可以使用 **conditional (三元运算)** 表达式来替代。以下实例中如果变量 **i** 等于 **1** 浏览器将输出 **true**, 如果修改 i 的值，则会输出 **false**.

ReactDOM.render(

<div>

<h1>{i == 1 ? 'True!' : 'False'}</h1>

</div> ,

document.getElementById('example')

);

## 样式

React 推荐使用内联样式。我们可以使用 **camelCase** 语法来设置内联样式. React 会在指定元素数字后自动添加 **px** 。以下实例演示了为 **h1** 元素添加 **myStyle** 内联样式：

var myStyle = {

fontSize: 100,

color: '#FF0000'

};

ReactDOM.render(

<h1 style = {myStyle}>菜鸟教程</h1>, document.getElementById('example')

);

## 数组

JSX 允许在模板中插入数组，数组会自动展开所有成员。

## this 指向

箭头函数里的 this 指向声明函数的地方，也就是组件内，所以不用 bind(this)  
普通函数里 this 指向调用它的地方，在没有bind 的时候指向函数，而不指向组件，所以要想让 this 指向组件必须使用 bind()

在类的实例上面调用方法，其实就是调用原型上的方法。

class B {}let b = new B();

b.constructor === B.prototype.constructor // true

prototype对象的constructor属性，直接指向“类”的本身，这与 ES5 的行为是一致的。  
Point.prototype.constructor === Point // true

## constructor() 方法

constructor方法是类的默认方法，通过new命令生成对象实例时，自动调用该方法。一个类必须有constructor方法，如果没有显式定义，一个空的constructor方法会被默认添加。  
所有关于组件自身的状态的初始化工作都会放在 constructor 里面去做。

## Props：

props是property的缩写，可以理解为HTML标签的attribute。

不可以使用this.props直接修改props，因为props是只读的，props是用于整个组件树中传递数据和配置。

在当前组件中访问 props，通过this.props.属性名 获取。props属性是父组件控制子组件的单向数据流传输的关键

## super()

组件间的沟通方式（数据传递）

父组件更新组件状态 ——> props ——> 子组件更新

子组件更新父组件状态 ：需要父组件通过 props 传递回调函数 ——> 子组件调用触发

# React 组件

React 允许将代码封装成组件（component），然后像插入普通 HTML 标签一样，在网页中插入这个组件。React.createClass 方法就用于生成一个组件类。

var HelloMessage = React.createClass({

render: function() {

return <h1>Hello World！</h1>;

}

});

ReactDOM.render(

<HelloMessage />,

document.getElementById('example') );

React.createClass 方法用于生成一个组件类 HelloMessage。

<HelloMessage /> 实例组件类并输出信息。

注意，原生 HTML 元素名以小写字母开头，而自定义的 React 类名以大写字母开头，比如 HelloMessage 不能写成 helloMessage。除此之外还需要注意组件类只能包含一个顶层标签，否则也会报错。

## this.props.children

this.props 对象的属性与组件的属性一一对应，但是有一个例外，就是 this.props.children 属性。它表示组件的所有子节点。

var NotesList = React.createClass({

render: function() {

return (

<ol>

{

React.Children.map(this.props.children, function (child) {

return <li>{child}</li>;

})

}

</ol>

);

}});

ReactDOM.render(

<NotesList>

<span>hello</span>

<span>world</span>

</NotesList>,

document.body);

## React PropTypes

组件的属性可以接受任意值，字符串、对象、函数等等都可以。有时，我们需要一种机制，验证别人使用组件时，提供的参数是否符合要求。

组件类的PropTypes属性，就是用来验证组件实例的属性是否符合要求

state 和 props 主要的区别在于 **props** 是不可变的，而 state 可以根据与用户交互来改变。这就是为什么有些容器组件需要定义 state 来更新和修改数据。 而子组件只能通过 props 来传递数据。

var HelloMessage = React.createClass({

render: function() {

return <h1>Hello {this.props.name}</h1>;

}

});

ReactDOM.render(

<HelloMessage name="Runoob" />, document.getElementById('example')

)

注意：在render属性中return出来的html标签，要么不加括号，要么必须用小括号（）包裹起来。

## getDefaultProps() 方法

通过 getDefaultProps() 方法为 props 设置默认值。

var HelloMessage = React.createClass({

getDefaultProps: function() {

return { name: 'Runoob' };

},

render: function() {

return <h1>Hello {this.props.name}</h1>;

}

});

ReactDOM.render( <HelloMessage />, document.getElementById('example') );

## React State(状态)

React 把组件看成是一个状态机（State Machines）。通过与用户的交互，实现不同状态，然后渲染 UI，让用户界面和数据保持一致。React 里，只需更新组件的 state，然后根据新的 state 重新渲染用户界面（不要操作 DOM）。

以下实例中创建了 **LikeButton** 组件，getInitialState 方法用于定义初始状态，也就是一个对象，这个对象可以通过 this.state 属性读取。当用户点击组件，导致状态变化，this.setState 方法就修改状态值，每次修改以后，自动调用 this.render 方法，再次渲染组件。

var LikeButton = React.createClass({

getInitialState: function() {

return {liked: false};

},

handleClick: function(event) {

this.setState({liked: !this.state.liked});

},

render: function() {

var text = this.state.liked ? '喜欢' : '不喜欢';

return (

<p onClick={this.handleClick}>

你<b>{text}</b>我。点我切换状态。

</p>

);

}

});

ReactDOM.render(

<LikeButton />,

document.getElementById('example')

);

随着state的改变，render也会被调用，React会对比render的返回值，如果有变化就会DOM。

state与props类似，只能通过setSate()方法修改。不同的是，state只能在组件内部使用，其是对组件本身状态的一个引用。

setState（）方法是异步的，并且在一个事件中设置了多个setState（）语句，只有最后一个setState（）方法执行。

### setState的回调函数

在使用React过程中，中可以使用this.state来访问需要的某些状态，但是需要更新或者修改state时，一般而言，我们都会使用setState()函数，从而达到更新state的目的，setState()函数执行会触发页面重新渲染UI。但是！！！setState是异步的！！！

我们在一个点击事件里设置了state之后，另起一行打印刚设置的state；会发现打印的state并没有改变。所以state的回调函数就是把setState（）方法的异步方法用同步的方式返回出来。

不在回调中使用参数，我们在设置state后立即使用state：

this.state = {foo: 1};

this.setState({foo: 123});

console.log(this.state.foo);

// 1

在回调中调用设置好的state

this.state = {foo: 2};

this.setState({foo: 123}, ()=> {

 console.log(foo);

 // 123

});

## React props

React中的数据流是单向的，只会从父组件传递到子组件。属性props（properties）是父子组件间进行状态传递的接口，React会向下遍历整个组件树，并重新渲染使用这个属性的组件。

setProps()方法只能在组件外调用，不能在组件内部调用this.setProps()修改组件属性。组件内部的this.props属性是只读的，只能用于访问props，不能用于修改组件自身的属性。

组件接收上级组件的props，并传递props到其下级组件。如：

var myCheckbox = React.createClass({

render: myCheckbox() {

var myClass = this.props.checked ? 'MyChecked' : 'MyCheckbox';

return (

<div className={myClass} onClick={this.props.onClick}>

{this.props.children}

</div>

);

}

}

);

React.render(

<MyCheckbox checked={true} onClick={console.log.bind(console)}>

Hello world!

</MyCheckbox>,

document.getElementById('example')

);

## Props与state的比较

React会根据props或state更新视图状态。虽然二者有些类似，但应用范围确不尽相同。具体表现如下：

1.props会在整个组件数中传递数据和配置，props可以设置任命类型的数据，应该把它当做组件的数据源。不仅可以用于上级组件与下组件的通信，而且可以用其做为事件处理器。

2.state只能在组件内部使用，state只应该用于存储简单的视图状（如：上面示例用于控制下拉框的可见状态）。

3.props和state都不能直接修改，而应该分别使用setProps()和setSate()方法修改。

## React 组件 API

在本章节中我们将讨论 React 组件 API。我们将讲解以下7个方法:

设置状态：setState

setState(object nextState[, function callback])

参数说明：

nextState，将要设置的新状态，该状态会和当前的state合并callback，可选参数，回调函数。该函数会在setState设置成功，且组件重新渲染后调用。

合并nextState和当前state，并重新渲染组件。setState是React事件处理函数中和请求回调函数中触发UI更新的主要方法。

注意：

不能在组件内部通过this.state修改状态，因为该状态会在调用setState()后被替换。

setState()并不会立即改变this.state，而是创建一个即将处理的state。setState()是异步的，为了提升性能React会批量执行state和DOM渲染。

setState()总是会触发一次组件重绘，除非在shouldComponentUpdate()中实现了一些条件渲染逻辑。

1. 替换状态：replaceState

replaceState(object nextState[, function callback])

nextState，将要设置的新状态，该状态会替换当前的state。

callback，可选参数，回调函数。该函数会在replaceState设置成功，且组件重新渲染后调用。

replaceState()方法与setState()类似，但是方法只会保留nextState中状态，原state不在nextState中的状态都会被删除。

1. 设置属性：setProps

setProps(object nextProps[, function callback])

nextProps，将要设置的新属性，该状态会和当前的props合并

callback，可选参数，回调函数。该函数会在setProps设置成功，且组件重新渲染后调用。

设置组件属性，并重新渲染组件。

props相当于组件的数据流，它总是会从父组件向下传递至所有的子组件中。当和一个外部的JavaScript应用集成时，我们可能会需要向组件传递数据或通知React.render()组件需要重新渲染，可以使用setProps()。

更新组件，我可以在节点上再次调用React.render()，也可以通过setProps()方法改变组件属性，触发组件重新渲染。

1. 替换属性：replaceProps

replaceProps(object nextProps[, function callback])

nextProps，将要设置的新属性，该属性会替换当前的props。

callback，可选参数，回调函数。该函数会在replaceProps设置成功，且组件重新渲染后调用。

replaceProps()方法与setProps类似，但它会删除原有

1. 强制更新：forceUpdate

forceUpdate([，function callback])

callback，可选参数，回调函数。该函数会在组件render()方法调用后调用。

forceUpdate()方法会使组件调用自身的render()方法重新渲染组件，组件的子组件也会调用自己的render()。但是，组件重新渲染时，依然会读取this.props和this.state，如果状态没有改变，那么React只会更新DOM。

forceUpdate()方法适用于this.props和this.state之外的组件重绘（如：修改了this.state后），通过该方法通知React需要调用render()

一般来说，应该尽量避免使用forceUpdate()，而仅从this.props和this.state中读取状态并由React触发render()调用。

1. 获取DOM节点：findDOMNode

DOMElement findDOMNode()

返回值：DOM元素DOMElement

如果组件已经挂载到DOM中，该方法返回对应的本地浏览器 DOM 元素。当render返回null 或 false时，this.findDOMNode()也会返回null。从DOM 中读取值的时候，该方法很有用，如：获取表单字段的值和做一些 DOM 操作。

7、判断组件挂载状态：isMounted

bool isMounted()

返回值：true或false，表示组件是否已挂载到DOM中

isMounted()方法用于判断组件是否已挂载到DOM中。可以使用该方法保证了setState()和forceUpdate()在异步场景下的调用不会出错。

## 表单

用户在表单填入的内容，属于用户跟组件的互动，所以不能用 this.props。

var Input = React.createClass({

getInitialState: function() {

return {value: 'Hello!'};

},

handleChange: function(event) {

this.setState({value: event.target.value});

},

render: function () {

var value = this.state.value;

return (

<div>

<input type="text" value={value} onChange={this.handleChange} />

<p>{value}</p>

</div>

);

}});

ReactDOM.render(<Input/>, document.body);

## Ajax请求服务器

组件的数据来源，通常是通过 Ajax 请求从服务器获取，可以使用 componentDidMount 方法设置 Ajax 请求，等到请求成功，再用 this.setState 方法重新渲染 UI （ajax请求例子）：

var UserGist = React.createClass({

getInitialState: function() {

return {

username: '',

lastGistUrl: ''

};

},

componentDidMount: function() {

$.get(this.props.source, function(result) {

var lastGist = result[0];

if (this.isMounted()) {

this.setState({

username: lastGist.owner.login,

lastGistUrl: lastGist.html\_url

});

}

}.bind(this));

},

render: function() {

return (

<div>

{this.state.username}'s last gist is

<a href={this.state.lastGistUrl}>here</a>.

</div>

);

}});

ReactDOM.render(

<UserGist source="<https://api.github.com/users/octocat/gists>" />,

document.body);

但是，React 本身没有任何依赖，完全可以不用jQuery，而使用其他库。

如果Promise对象正在抓取数据（pending状态），组件显示"正在加载"；如果Promise对象报错（rejected状态），组件显示报错信息；如果Promise对象抓取数据成功（fulfilled状态），组件显示获取的数据。

# React-Redux 的用法

为了方便使用，Redux 的作者封装了一个 React 专用的库 [React-Redux](https://github.com/reactjs/react-redux" \t "http://www.ruanyifeng.com/blog/2016/09/_blank)，这个库是可以选用的。实际项目中，你应该权衡一下，是直接使用 Redux，还是使用 React-Redux。后者虽然提供了便利，但是需要掌握额外的 API，并且要遵守它的组件拆分规范。

## UI 组件

React-Redux 将所有组件分成两大类：UI 组件（presentational component）和容器组件（container component）。

UI 组件有以下几个特征：

1.只负责 UI 的呈现，不带有任何业务逻辑

2.没有状态（即不使用this.state这个变量）

3.所有数据都由参数（this.props）提供

4.不使用任何 Redux 的 API。

## 容器组件

容器组件的特征恰恰相反。

1.负责管理数据和业务逻辑，不负责 UI 的呈现

2.带有内部状态

3.使用 Redux 的 API

总之，一句话：UI 组件负责 UI 的呈现，容器组件负责管理数据和逻辑。

React-Redux 规定，所有的 UI 组件都由用户提供，容器组件则是由 React-Redux 自动生成。也就是说，用户负责视觉层，状态管理则是全部交给它。外面是一个容器组件，里面包了一个UI 组件。前者负责与外部的通信，将数据传给后者，由后者渲染出视图。

## connect()

React-Redux 提供connect方法，用于从 UI 组件生成容器组件。connect的意思，就是将UI组件与容器组件连起来。

例如：

import { connect } from 'react-redux'

const VisibleTodoList = connect()(TodoList);

上面代码中，TodoList是 UI 组件，VisibleTodoList就是由 React-Redux 通过connect方法自动生成的容器组件。

但是，因为没有定义业务逻辑，上面这个容器组件毫无意义，只是 UI 组件的一个单纯的包装层。为了定义业务逻辑，需要给出下面两方面的信息。

（1）输入逻辑：外部的数据（即state对象）如何转换为 UI 组件的参数

（2）输出逻辑：用户发出的动作如何变为 Action 对象，从 UI 组件传出去。

connect方法的完整 API：

import { connect } from 'react-redux'

const VisibleTodoList = connect(

mapStateToProps,

mapDispatchToProps)(TodoList)

上面代码中，connect方法接受两个参数：mapStateToProps和mapDispatchToProps。它们定义了 UI 组件的业务逻辑。前者负责输入逻辑，即将state映射到 UI 组件的参数（props），后者负责输出逻辑，即将用户对 UI 组件的操作映射成 Action。

## mapStateToProps()

mapStateToProps是一个函数。它的作用就是像它的名字那样，建立一个从（外部的）state对象到（UI 组件的）props对象的映射关系。

作为函数，mapStateToProps执行后应该返回一个对象，里面的每一个键值对就是一个映射。

const mapStateToProps = (state) => {

return {

todos: getVisibleTodos(state.todos, state.visibilityFilter)

}}

上面代码中，mapStateToProps是一个函数，它接受state作为参数，返回一个对象。这个对象有一个todos属性，代表 UI 组件的同名参数，后面的getVisibleTodos也是一个函数，可以从state算出 todos 的值。

下面就是getVisibleTodos的一个例子，用来算出todos

const getVisibleTodos = (todos, filter) => {

switch (filter) {

case 'SHOW\_ALL':

return todos

case 'SHOW\_COMPLETED':

return todos.filter(t => t.completed)

case 'SHOW\_ACTIVE':

return todos.filter(t => !t.completed)

default:

throw new Error('Unknown filter: ' + filter)

}}

mapStateToProps会订阅 Store，每当state更新的时候，就会自动执行，重新计算 UI 组件的参数，从而触发 UI 组件的重新渲染。

mapStateToProps的第一个参数总是state对象，还可以使用第二个参数，代表容器组件的props对象。

// 容器组件的代码

// <FilterLink filter="SHOW\_ALL">

// All

// </FilterLink>

const mapStateToProps = (state, ownProps) => {

return {

active: ownProps.filter === state.visibilityFilter

}}

使用ownProps作为参数后，如果容器组件的参数发生变化，也会引发 UI 组件重新渲染。

connect方法可以省略mapStateToProps参数，那样的话，UI 组件就不会订阅Store，就是说 Store 的更新不会引起 UI 组件的更新。

## mapDispatchToProps()

mapDispatchToProps是connect函数的第二个参数，用来建立 UI 组件的参数到store.dispatch方法的映射。也就是说，它定义了哪些用户的操作应该当作 Action，传给 Store。它可以是一个函数，也可以是一个对象。

如果mapDispatchToProps是一个函数，会得到dispatch和ownProps（容器组件的props对象）两个参数。

const mapDispatchToProps = (

dispatch,

ownProps) => {

return {

onClick: () => {

dispatch({

type: 'SET\_VISIBILITY\_FILTER',

filter: ownProps.filter

});

}

};

}

从上面代码可以看到，mapDispatchToProps作为函数，应该返回一个对象，该对象的每个键值对都是一个映射，定义了 UI 组件的参数怎样发出 Action。

如果mapDispatchToProps是一个对象，它的每个键名也是对应 UI 组件的同名参数，键值应该是一个函数，会被当作 Action creator ，返回的 Action 会由 Redux 自动发出。举例来说，上面的mapDispatchToProps写成对象就是下面这样。

const mapDispatchToProps = {

onClick: (filter) => {

type: 'SET\_VISIBILITY\_FILTER',

filter: filter

};

}

# React-router4.x与页面传参

## histroy 属性

Router组件的history属性，用来监听浏览器地址栏的变化，并将URL解析成一个地址对象，供 React Router 匹配。

history属性，一共可以设置三种值。

hashHistory

browserHistory

createMemoryHistory

1.如果设为hashHistory，路由将通过URL的hash部分（#）切换，URL的形式类似example.com/#/some/path。

import React, { Component } from 'react';

import { HashRouter, Route, Switch } from 'react-router-dom';

import Login from'./routes/Login';

import Home from'./routes/Home';

export default function RouterConfig() {

return (

<HashRouter>

<Switch>

<Route path='/' exact component={Login} />

<Switch>

<Route path='/home' exact component={Home} />

</Switch>

</Switch>

</HashRouter>

);

}

2如果设为browserHistory，浏览器的路由就不再通过Hash完成了，而显示正常的路径example.com/some/path，背后调用的是浏览器的History API。

import React, { Component } from 'react';

import { BrowserRouter, Route, Switch } from 'react-router-dom';

import Login from'./routes/Login';

import Home from'./routes/Home';

export default function RouterConfig() {

return (

<BrowserRouter>

<Switch>

<Route path='/' exact component={Login} />

<Switch>

<Route path='/home' exact component={Home} />

</Switch>

</Switch>

</BrowserRouter>

);

}

但是，这种情况需要对[服务器改造](https://github.com/reactjs/react-router/blob/master/docs/guides/Histories.md" \l "configuring-your-server" \t "http://www.ruanyifeng.com/blog/2016/05/_blank)。否则用户直接向服务器请求某个子路由，会显示网页找不到的404错误。

如果开发服务器使用的是webpack-dev-server，那么要在devserver里添加historyApiFallback: true,

然后在output里添加：publicPath:’/’,

就能完美解决刷新报404的问题。

## Switch标签与层级式APP

### **Switch标签**

既然我们用了BrowserRouter或者HashRouter，那么我们就必须要用到Switch标签。Switch标签渲染第一个被history的location匹配到的并且作为子元素的<Route>或者<Redirect>。Switch标签还可以嵌套，来突出页面之间的包含关系。

<BrowserRouter>

<Switch>

<Route path='/' exact component={Login} />

<Route path='/home' exact component={Home} />

</Switch>

</BrowserRouter>

### 层级式app

在配置具有层级行性的网站，比如具有多级菜单导航的后管理系统时，这类网站的特点是只有一个登陆页面在最外部，而登陆进去后包括Home页面都是在登陆之后。我们可以构建层级式app，就是把登陆单独看做一个Route，然后把网站内部看成一个大route。这样的话就可以分级写route。

import Login from './routes/Login';

import App from './routes/App';

import HomePage from './routes/HomePage';

import SAM from './routes/SAM';

import Station from './routes/Station';

import TabPage from './routes/TabPage';

import Ticket from './routes/Ticket';

export default function RouterConfig() {

return (

<HashRouter>

<Switch>

<Route path='/' exact component={Login} />

<App>

<Switch>

<Route path='/tabpage' exact component={TabPage} />

<Route path='/sam' exact component={SAM} />

<Route path='/home' exact component={HomePage} />

<Route path='/station' exact component={Station} />

<Route path='/tabpage' exact component={TabPage} />

<Route path='/ticket' exact component={Ticket} />

</Switch>

</App>

</Switch>

</HashRouter>

);

}

其中：app只是个父容器页面，用来包裹所有内部的页面route，把其他页面route看做为children。

App.js:

import React from 'react';

import MainLayout from '../components/MainLayout';

export default class App extends React.Component {

constructor(props) {

super(props);

this.state = {

};

}

componentWillMount() {

console.log(this.props);//已经有chldren了

}

componentDidMount() {}

render() {

const { children, location } = this.props;

return (

<div>

<MainLayout location={location}>{children}</MainLayout>

</div>

);

}

}

然后mainLayout里面部署我们的chcildren页面，是通过路由引进来的。

## path 属性

Route组件的path属性指定路由的匹配规则。这个属性是可以省略的，这样的话，不管路径是否匹配，总是会加载指定组件。

请看下面的例子。

<Route path="inbox" component={Inbox}>

<Route path="messages/:id" component={Message} /></Route>

上面代码中，当用户访问/inbox/messages/:id时，会加载下面的组件。

<Inbox>

<Message/></Inbox>

如果省略外层Route的path参数，写成下面的样子。

<Route component={Inbox}>

<Route path="inbox/messages/:id" component={Message} />

</Route>

现在用户访问/inbox/messages/:id时，组件加载还是原来的样子。

<Inbox>

<Message/></Inbox>

## 页面跳转——Link

Link组件用于取代<a>元素，生成一个链接，允许用户点击后跳转到另一个路由。它基本上就是<a>元素的React 版本，可以接收Router的状态。

import { Link} from 'react-router-dom';

render() {

return (<div>

<ul role="nav">

<li><Link to="/about">About</Link></li>

<li><Link to="/repos">Repos</Link></li>

</ul>

</div>

)}

如果希望当前的路由与其他路由有不同样式，这时可以使用Link组件的activeStyle属性。

<Link to="/about" activeStyle={{color: 'red'}}>About</Link>

<Link to="/repos" activeStyle={{color: 'red'}}>Repos</Link>

上面代码中，当前页面的链接会红色显示。

另一种做法是，使用activeClassName指定当前路由的Class。

<Link to="/about" activeClassName="active">About</Link><Link to="/repos" activeClassName="active">Repos</Link>

上面代码中，当前页面的链接的class会包含active。

在Router组件之外，导航到路由页面，可以使用浏览器的History API，像下面这样写。

import { browserHistory } from 'react-router';

browserHistory.push('/some/path');

## 页面传参——通配符

在router中：

path属性可以使用通配符来传递简单的参数，比如某个字段，某个判断标识等。

<Route path="/suocang/:type">

name字段是页面传参的标识。

在相应页面中

dispatch(routerRedux.push({pathname: '/suocang/1'}));

在suocang页面中

console.log(this.props.match.params.type);

根据this.props.match.params.type来判断穿的参数是1还是2或者其他字符

<Route path="/hello(/:name)">

// 匹配 /hello

// 匹配 /hello/michael

// 匹配 /hello/ryan

<Route path="/files/\*.\*">

// 匹配 /files/hello.jpg

// 匹配 /files/hello.html

<Route path="/files/\*">

// 匹配 /files/

// 匹配 /files/a

// 匹配 /files/a/b

<Route path="/\*\*/\*.jpg">

// 匹配 /files/hello.jpg

// 匹配 /files/path/to/file.jpg

通配符的规则如下。

（1）:paramName

:paramName匹配URL的一个部分，直到遇到下一个/、?、#为止。这个路径参数可以通过this.props.params.paramName取出。

（2）():

()表示URL的这个部分是可选的。

（3）匹配任意字符，直到模式里面的下一个字符为止。匹配方式是非贪婪模式。

（4） 匹配任意字符，直到下一个/、?、#为止。匹配方式是贪婪模式。

path属性也可以使用相对路径（不以/开头），匹配时就会相对于父组件的路径，可以参考上一节的例子。嵌套路由如果想摆脱这个规则，可以使用绝对路由。

路由匹配规则是从上到下执行，一旦发现匹配，就不再其余的规则了。

<Route path="/comments" ... />

<Route path="/comments" ... />

上面代码中，路径/comments同时匹配两个规则，第二个规则不会生效。

设置路径参数时，需要特别小心这一点。

<Router>

<Route path="/:userName/:id" component={UserPage}/>

<Route path="/about/me" component={About}/></Router>

上面代码中，用户访问/about/me时，不会触发第二个路由规则，因为它会匹配/:userName/:id这个规则。因此，带参数的路径一般要写在路由规则的底部。此外，URL的查询字符串/foo?bar=baz，可以用this.props.location.query.bar获取。

## 页面传参——routerRedux

传递：将需要传递的参数都写到对象里，然后在props里的dispatch方法，将参数push到routerRedux里就行了。

turn(){

const{dispatch}=this.props;

const path={

pathname: '/c1',

q:1,

w:2,

}

dispatch(routerRedux.push(path));

}

获取：在目的页面里的props里获取：

componentWillMount(){

console.log(this.props);

}

## 页面传参——history

类似routerRedux，history可以直接push参数与路由。

写法：

const{dispatch,history}=this.props;  
    const path={  
    pathname: '/home',  
    q:1,  
    w:2,  
     arr:this.state.arr,  
    }  
//dispatch(routerRedux.push(path));//dispatch的routerRedux方法  
 history.push(path);

获取方法与routerRedux方法都一样：在目的页面里的props里获取：

componentWillMount(){console.log(this.props);}

## Context对象

Context 可以构建 API 使得父组件和子组件进行相互通信。

在React中，数据可以以流的形式自上而下的传递，每当你使用一个组件的时候，你可以看到组件的props属性会自上而下的传递。但是，在某些情况下，我们不想通过父组件的props属性一级一级的往下传递，我们希望在某一级子组件中，直接得到上N级父组件中props中的值。

## 表单处理

Link组件用于正常的用户点击跳转，但是有时还需要表单跳转、点击按钮跳转等操作。这些情况怎么跟React Router对接呢？

下面是一个表单。

<form onSubmit={this.handleSubmit}>

<input type="text" placeholder="userName"/>

<input type="text" placeholder="repo"/>

<button type="submit">Go</button></form>

第一种方法是使用browserHistory.push

import { browserHistory } from 'react-router'

// ... handleSubmit(event) {

event.preventDefault()

const userName = event.target.elements[0].value

const repo = event.target.elements[1].value

const path = `/repos/${userName}/${repo}`

browserHistory.push(path)

},

第二种方法是使用context对象。

export default React.createClass({

// ask for `router` from context contextTypes: {

router: React.PropTypes.object

},

handleSubmit(event) {

// ... this.context.router.push(path)

},})

## 路由的钩子

每个路由都有Enter和Leave钩子，用户进入或离开该路由时触发。

<Route path="about" component={About} />

＜Route path="inbox" component={Inbox}>

＜Redirect from="messages/:id" to="/messages/:id" /></Route>

上面的代码中，如果用户离开/messages/:id，进入/about时，会依次触发以下的钩子。

/messages/:id的onLeave

/inbox的onLeave

/about的onEnter

下面是一个例子，使用onEnter钩子替代<Redirect>组件。

<Route path="inbox" component={Inbox}>

<Route

path="messages/:id"

onEnter={

({params}, replace) => replace(`/messages/${params.id}`)

}

/></Route>

onEnter钩子还可以用来做认证。

const requireAuth = (nextState, replace) => {

if (!auth.isAdmin()) {

// Redirect to Home page if not an Admin

replace({ pathname: '/' })

}

}

export const AdminRoutes = () => {

return (

<Route path="/admin" component={Admin} onEnter={requireAuth} />

)

}

下面是一个高级应用，当用户离开一个路径的时候，跳出一个提示框，要求用户确认是否离开。

const Home = withRouter(

React.createClass({

componentDidMount() {

this.props.router.setRouteLeaveHook(

this.props.route,

this.routerWillLeave

)

},

routerWillLeave(nextLocation) {

// 返回 false 会继续停留当前页面， // 否则，返回一个字符串，会显示给用户，让其自己决定 if (!this.state.isSaved)

return '确认要离开？';

},

}))

# React生命周期与函数执行顺序

在一个单页面里，通常会有如下几个函数先后执行：

1.constructor(props) {

super(props);

//*this*.state = {}

}

constructor函数是当你在React class中需要设置state的初始值或者绑定事件时触发的，往往在constructor函数里设置本class里面需要的state，进行初始化state。Constructor（）函数必须要配合super（）才能正常使用，因为单独使用的话会导致this的作用域改变，不再指向你所命名的class类。

1. componentWillMount()函数。

componentWillMount()函数是在constructor()函数之后，render()之前执行一次。通常情况下会在这个函数里绑定一些自动执行的一些方法，比如改变state，请求一些页面数据，供自动加载。

1. render()函数。

Render()函数会在componentWillMount()函数执行完之后立即执行一次（第一次执行）。通常render函数里的JSX会将componentWillMount()函数里获取到的state数据渲染到react组件里。

1. componentDidMount()函数。

componentDidMount()函数会在render()函数渲染组件后立即执行。通常componentDidMount()函数里会加载一些render()函数里绑定的点击事件等。

5.componentWillUpdate()函数（如果有的话）

componentWillUpdate()函数会在componentDidMount()函数执行之后，第二次render执行之前执行。通常会在此方法里重新setState（）。

6.render()函数。

第二次执行render()函数，会将componentDidMount()函数里的点击事件返回的数据或状态重新渲染一回，实现刷新render()函数里的JSX组件的效果。

7.componentDidUpdate()函数（如果有的话）

componentDidUpdate()函数会在render（）函数刷新之后执行。

总结起来就是：

constructor(props) {super(props);}--->componentWillMount()--->

--->render()--->componentDidMount()--->componentWillUpdate()--->render()--->componentDidUpdate()。

# React引用样式，图片，工具类的方法总结

## 引用CSS样式：

import styles from './IndexPage.css';

如果页面js与CSS在同一个文件夹内，用./IndexPage.css。

如果在外面，比如css样式表在另一个styles文件夹内，则写为../styles/index.css

Render里使用：

<div className={styles.normal}>6666</div>

## 引入图片：

import movieImg from '../assets/images/bg.png';

import bgImg from "../assets/images/bg.png";

Render里使用：

①：img直接使用

<img src={movieImg } />

②：div背景图片使用

在JSX的style标签里：

<style>{`

.ex{background：url(${bgImg}) no-repeat}

`}</style>

或者background：url({require(“../assets/images/bg.png”)}) no-repeat

行内样式：

<div

style={{backgroundImage:`url(${bgImg})`,backgroundSize: 'cover'}}>

...

</div>

## 引入JS工具类：

有两种情况，1是整个js类，2是某个js类下面的一个子方法。

### 1.引入整个工具类：

例1，比如引入user请求接口文件：

在工具类../services/user.js里所有的函数都写为暴露状态，前面加个export，（白鹭的暴露形式为 public static function dateutils（）{。。。}）。

//请求所有人的加入动态

export async function getJoin(){

......

}

在页面js里引用：import \* as user from '../services/user';

使用：let res=async user.getJoin();

例2，引用时间格式化工具类Dateutil.js：

在DateUtil.js里所有函数都抛出：export function format(fmt,data) {

...  
}

在页面js里引用：import \* as Datautils from '../services/Datautils ;

使用：this.setState({overTime:Datautils.format(res.overTime)})

### 2.引入某个工具类的某一个方法：

例1：引用Fetch.js里的登录方法

Fetch.js里写法，同样把方法写成暴露形式，加个export

//判断有没有本地存储

export *function* loggedIn(){

*var* user = store.get("username");

if(user){return true;}

else{return false;}

}

export *function* loggedOut(){

....

}

在页面js里引用：

import {loggedIn,loggedOut,....} from '../utils/fetch';

在页面js里使用：

If（loggedIn）{

...

}else{

...

}

一个工具类js的方法函数只要写成暴露形式，都可以在页面js里引用。

### 3.引入外部的组件（class类）并通过子组件改变自身的状态：

在项目中，往往会遇到每个不同的页面内会有公共的组件，为了节省代码，使代码结构更清晰，把公共的组件写到一个公共的js类里。比如页面最下部的底部导航条：

在此，以Public为例，引入一个Public的类：

一：父页面向子组件传递参数：

1.import Public from “./Public.js”;

2.在其他页面中render中渲染并传值：

<Public number={0}/>

3.在Public.js里获取参数：

console.log(this.props);或者Es6语法：const{number}=this.props

然后判断number的值，根据number不同的值来做不同的颜色渲染。

二：父页面向子组件传递方法:

1. 父页面里(Father.js):引入Child组件,并把自己的方法写到子组件里。

import Chlid from “./Chlid”;

export default Father extends React.Componment{

Constructor(props){

Super(props);

This.state={

C:0,

a:1,

}

}

changeState(){

This.setState({a:2})

}

Render(){

Return(

<Chlid c={this.state.c} onCh={this.changeState.bind(this)} />

)

}

}

1. 子页(Child.js)面在this.props里获取，调用时直接调用props:

export default Child extends React.Componment{

Constructor(props){

Super(props);

This.state={}

}

ComponmentWillmount(){

Console.log(this.props);

}

Render(){

Return(

<div onClick={this.props.clickDiv.bind(this)}>点我改变父页面的状态a</div>

)

}

}

1. 在父页面为子页面（child）添加React标签，并在子页面中使用：

父页面：import Chlid from “./Chlid”;

export default Father extends React.Componment{

Constructor(props){

Super(props);

This.state={

C:0,

a:1,

}

}

changeState(){

This.setState({a:2})

}

Render(){

Return(

<Chlid c={this.state.c} onCh={this.changeState.bind(this)} >

<Button type=”praimy” ><Button>

<div>123123123</div>

</Child>

)

}

}

子页面：

export default Child extends React.Componment{

Constructor(props){

Super(props);

This.state={}

}

ComponmentWillmount(){

Console.log(this.props);

}

Render(){

const {children}=this.props;

Return(

<div onClick={this.props.clickDiv.bind(this)}>点我改变父页面的状态a</div>

<div>{children}</div>

)

}

}

# React全选与单选

React，vue，Angular等MVC框架的全选与单选的思路都是一样的。大致思路为：

声明一个selectedArr:[ ] 作为记录数组，跟数据源数组dataArr做比较。

在Dom结构中，某个子项的selected的判断依据是该子项的某一属性(如value属性)是否存在selectedArr中（selectedArr.indexOf(item.value)>=0），如果存在，那么就是选中状态，不存在就是非选中状态。全选的selected属性的判断依据是selecteArr.length==dataArr.Length。

在子项按钮的onChange事件中，判断该子项的属性是否在selectedArr中，让selectedArr添加或删除该子项的属性。

在全选按钮的onChange事件中，因为全选按钮只有两种事件：全选与全清空，但是selectedArr对应2种状态，满额与未满额。所以判断selecteArr的长度与dataArr的长度是否相等，如果不相等，那么就先清空selectedArr，然后for循环遍历dataArr，像selecteArr中push(dataArr.value)，反之如果已经满额，那么就清空selectedArr。

代码如下：

this.state={

li0:[

{ value: 0, label: 'Ph.D.'},

{ value: 1, label: 'Bachelor'},

{ value: 2, label: 'College diploma'},

],//数据源数组

selectedArray:[],//记录选中的子项

],

}

//单选

onChange(item,index){

let{selectedArray,li0}=this.state;

console.log(item);

let sInd= selectedArray.indexOf(item.value);//返回item.value在selectedArray种的位置index值，如果存在就返回index，不存在就返回-1.

if(sInd>=0){

selectedArray.splice(sInd,1);

}else{

selectedArray.push(item.value)

}

this.setState({selectedArray});

}

//全选与清空

allC(){

let{selectedArray,li0}=this.state;

if(selectedArray.length==li0.length){

selectedArray=[];

}else{

selectedArray=[];

for(var i=0;i<li0.length;i++){

selectedArray.push(li0[i].value);

}

}

this.setState({selectedArray});

} render(){

Const{li0,selectedArray} =this.state;

return (

<div className={styles.normal}>

{li0.map((data\_item,index) => (

<List key={index}>

{/\*复选框\*/}

<CheckboxItem

onChange={() => this.onChange(data\_item,index)}

checked={selectedArray.indexOf(data\_item.value)>=0}

>

{data\_item.label}

</CheckboxItem>

</List>

))}

....

<div>123123</div>

</div>

)

}

React解决事件冒泡的方法：

React 为提高性能，有自己的一套事件处理机制，相当于将事件代理到全局进行处理，也就是说监听函数并未绑定到DOM元素上。因此，如果你禁止react事件冒泡e.stopPropagation()，你就无法阻止原生事件冒泡；你禁用原生事件冒泡e.nativeEvent.stopPropagation()，React的监听函数就调用不到了。

正确的姿势，应该是判断event.target对象，是否是目标对象、或包含的对象、或被包含的对象，来决定是否触发事件。以下函数就可以用来判断包含性：

阻止冒泡事件分三种情况

1. 阻止合成事件间的冒泡（父元素与子元素都设置事件）用e.stopPropagation();

import React,{ Component } from 'react';

import ReactDOM,{findDOMNode} from 'react-dom';

class Counter extends Component{

constructor(props){

super(props);

this.state = {

count:0,

}

}

handleClick(e) {

// 阻止合成事件间的冒泡

e.stopPropagation();

this.setState({count:++this.state.count});

}

testClick(){ console.log('test'); }

render(){

return(

<div ref="test" onClick={()=>this.testClick()}>

<p>{this.state.count}</p>

<a ref="update" onClick={(e)=>this.handleClick(e)}>更新</a>

</div>

)

}

}

B、阻止原生事件与最外层document上的事件间的冒泡，用e.nativeEvent.stopImmediatePropagation();

componentDidMount(){

document.onclick=function(){alert(1);}

}

con(e){

console.log(e.target.nodeName);

//阻止事件冒泡

e.nativeEvent.stopImmediatePropagation();

var clickEl=e.target;

console.log(clickEl);

console.log(clickEl.className);

}

Render(){

Return(

<Button type="primary" onClick={this.con.bind(this)}>打印target元素</Button>

)}

C、阻止合成事件与除最外层document上的原生事件上的冒泡，通过判断e.target来避免

import React,{ Component } from 'react';

import ReactDOM,{findDOMNode} from 'react-dom';

class Counter extends Component{

constructor(props){

this.state = {

count:0,

}

}

componentDidMount() {

document.body.addEventListener('click',e=>{

// 通过e.target判断阻止冒泡

if(e.target&&e.target.matches('a')){

return;

}

console.log('body');

})

}

handleClick(e){

this.setState({count:++this.state.count});

}

render(){

return(

<div ref="test">

<p>{this.state.count}</p>

<a ref="update" onClick={(e)=>this.handleClick(e)}>更新</a>

</div>

)

}

}

# 基于webpack搭建React+antd项目（待完成）

## 1.创建项目

创建一个文件夹作为根目录，npm init 创建项目的package.json，来配置项目的版本号、作者、项目说明等。

在根目录下创建一个index.html、index.js、src文件夹、webpack.config.js、.babelrs.js。

Src目下：创建src/router.js（页面路路由管理）创建src/components(组件管理) 、src/css （css资源）、src/images （图片资源）、src/routes（页面文件夹）、src/utils（请求或数据转化工具js文件夹）

## 配置webpack.config.js与必要的babel环境

1.在工程项目里shift+右键打开命令行，cnpm install antd --save

2.node\_moduell包里会有antd包，并且会更新到package.json中。

在webpack.config.js里的rules里添加这么一段：连react+antd都可以加载。

//确保每个页面的css都是私有化的，不会出现全局css污染某个页面的样式。

{

test: /\.css$/,

use: [

{ loader: 'style-loader' },

{

loader: 'css-loader',

options:{

modules: true,

localIdentName: '[name]\_\_[local]--[hash:base64:5]',//为每一个scss编写唯一的区分

},

},

],

include: [path.resolve(\_\_dirname, 'src')], // 样式只应用到这个文件夹下面的css文件中

},

//支持React与antd

{

test: /\.js|.jsx$/,

exclude: /node\_modules/,

loader: 'babel-loader',

options: {

presets: ['es2015', 'react'],

plugins: [

// 引入样式为 css

// ['import', { libraryName: 'antd', style: 'css' }],

// 改动: 引入样式为 less

['import', { libraryName: 'antd', "libraryDirectory": "es",style: true }],

]

},

},

// 下面的less-loader是为了支持antd的主题

// less-loader的文档： https://www.npmjs.com/package/less-loader

{

test: /\.less$/,

use: [{

loader: 'style-loader',

}, {

loader: 'css-loader',

}, {

loader: 'less-loader',

options: {

modifyVars: { // 主体颜色

'primary-color': '#40a9ff',

'link-color': '##40a9ff',

'border-radius-base': '4px',

'font-size-base': '14px',

'line-height-base': '1.2',

},

javascriptEnabled: true,

},

}],

},

3.运行webpack：npm run build

# 基于 dva 创建React+ antd-mobile 的项目

### **1.安装 全局**

$ npm install dva-cli -g

### **2.创建项目**

选择一个目录然后创建项目

$ dva new my-project

my-project是我的项目名称

dva-cli 会为你创建好基本的文件架构 其中 .webpackrc 文件中是相关webpack的配置信息，格式为JSON，比如：

{"entry": "src/pages/\*.js"}

如果你喜欢js的写法可以用.webpackrc.js进行配置文件，支持ES6的语法，比如：

export default{

entry: "src/pages/\*.js"

}

相关配置可参考 [https://github.com/sorrycc/roadhog/blob/master/README\_zh-cn.md#extrababelpresets](https://link.jianshu.com/?t=https://github.com/sorrycc/roadhog/blob/master/README_zh-cn.md%23extrababelpresets" \t "https://www.jianshu.com/p/_blank)

### **3. 安装 antd-mobile**

$ npm install antd-mobile --save

安装过程中如果出现类似以下警告信息

peerDependencies WARNING antd-mobile@2.1.3 › react-native-collapsible@^0.9.0 requires a peer of react-native@\* but none was installed

peerDependencies WARNING antd-mobile@2.1.3 › react-native-drawer-layout@~1.3.0 requires a peer of react-native@\* but none was installed

Recently updated (since 2018-01-01): 2 packages (detail see file /Applications/MAMP/htdocs/react/dva-project/node\_modules/.recently\_updates.txt)

因为antd-mobile可以同时制作app所以需要 react-native 依赖

$ npm install react-native --save

### **4. 建议对项目是用按需加载，这样做可以减少打包后的体积大小**

找到根目录下的.webpackrc文件，并在该文件中添加以下代码

"extraBabelPlugins": [

["import", { "libraryName": "antd-mobile", "style": "css" }]

]

并安装以下插件

$ npm install babel-plugin-import --save-dev

# 完成以上操作就可以正确的安装并使用 antd-design 组件库了。

还有一个点需要注意的是，dva 建项目的时候会默认安装redux和react-router，所以在开发中千万不要在去安装，会因为版本不兼容而导致项目无法运行；

# React组件的解决方案

## 一：防重复点击

重复点击：重复点击是指当网络有延迟或者网速不好的情况下，同一个人在极短的时间内连续点击两次或多次，服务器返回了多个结果的现象。产生这种现象的原因是:当一个人点击一次发送请求时，由于网速慢，这时服务器还没来得及返回请求的结果，结果又点击了一次或多次，服务器就返回了多次结果。

防重复点击就是为了防止上面的情况发生。

### 解决办法：

1,在state里设个状态：dumiao：false，

2在点击事件的组件上设置：

onClick={tthis.state.dumiao==true?this.Dumiao.bind(this):this.clickBtn.bind(this)}

Dumiao是个空函数，就是当重复点击的时候什么也不做，防止重复发出请求。

在clickBtn(){//业务逻辑}这个函数里处理逻辑。

clickBtn(){

This.setstate({dumiao:true});

Const context=this；

//业务逻辑

//只要联网成功,只要有返回，不管是成功的回调还是错误的回调；

Context.setState({dumiao:false});

}

## 二：延时请求

延时请求是为了解决同一个时间点内多点请求的问题。就是防止同一时间内多个客户端(手机端与PC端或者多个手机端或者多个PC端)同时发送同一个请求，而导致重复发送请求的问题。

解决办法：

clickBtn(){

var suiji0=parseInt(Math.random()\*300);

var suiji1=parseInt(Math.random()\*200);

Var suiji=suiji0+suiji1;

setTimeout(function(){

//业务逻辑。。。

//联网

},suiji);

}

二者结合可以实现防止多点点击与防重复点击。

## e.target:获取非控组件的元素

在事件里用一个参数e接收，e.target表示所点击的Dom元素。

### 获取非空组件元素的值：

在input的onChange事件里传个event事件参数e，然后在onChange事件中通过获取e.target.value来得到input框的value值。

JSX里的代码：

<input onChange={this.cc.bind(this)} />

cc(e){

Console.log(e.target.value)

}

## Ant-design上传七牛图片获取外链的解决方案

1. 在七牛云上注册一个账号，并实名认证，成功之后在个人中心-秘钥管理中可得到一组AccessKey/SecretKey(ak与ak)
2. 在七牛创建一个项目空间，名字是bucketName；
3. 打开七牛官网提供的uptoken生成的API网址(自己玩的时候)：

<http://jsfiddle.net/gh/get/extjs/4.2/icattlecoder/jsfiddle/tree/master/uptoken>

将bucketName,ak,sk输入API，生成一个uptoken,于是就得到了token；

1. 但是在实际项目中，需要向后台请求uptoken。七牛云为后台生成uptoken提供了丰富的API。
2. 在antd-design的unload组件中引用Upload组件：

import {Upload} from “antd”;

<Upload

action=“http://up.qiniu.com”

data={{token:”你在七牛生成的token”}}

listType="picture-card"

className="upload-list-inline"

onChange={**this**.onChange}

onPreview={**this**.handlePreview}

fileList={fileList}

>

onChange(file){console.log(file)}

在onChange事件内返回的file数组里，有key或hash字段(二者内容相同)，保存下来

1. 登录七牛，在产品-对象存储-内容管理内有外链默认域名
2. [http://+链默认域名+hash(或key)就是](http://+链默认域名+hash(或key)jiushi)生成的图片外链。(在七牛云空间里也可直接查看外链名)。

## Ant-design上传Excel文件解决方案：

与上传图片相似，只是把action的路径改为服务器接口路径就OK了，然后在onChange事件里打印file，里面有我们所需要的所有信息。

代码如下：

 //上传excel  
 handleChange=(file)=>{  
  console.log(file);  
  if(file.file.status=="done"){  
  let questionArr=file.fileList[0].response.data;  
  console.log(questionArr);  
  if(questionArr[0]=="解析Excel出现异常"){  
  message.warning("上传文件错误,请重新上传!!");  
  return;  
  }else{  
  message.success("导入Excel表格成功!!")  
  this.setState({questionArr:questionArr});  
  }  
  }else if(file.file.status=="uploading"){  
  ![IMG_256](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAPCAMAAADTRh9nAAAAWlBMVEUAAAAocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdX///8ocdXH2vTe6vl0o+RkmOEyeNeIsOh9qeby9vzM3vXN3vW4gJo9AAAAEnRSTlMAnWe0zn+8DvbdV+peIyGbPD66Jch5AAAAiElEQVR4XlWNiQqDQAwFs7qn2ivZQ237/7/ZhNiuHQgMw4OA8HA+RYrJuzscLIk6adEovr4RsayiGme2/MyZj23WaFnxxeuCbFajYd0qtYKyNBonEhqWJjJpDFFixSotBlBu1DFwcJXpXnYZXuCLk1e4cXTQ8aR4OBEsCTbAXx25jdpODGn4+QdmDgu+CwyHBgAAAABJRU5ErkJggg==)message.info("正在上传,请耐心等待..");  
  }else{  
  ![IMG_257](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAPCAMAAADTRh9nAAAAWlBMVEUAAAAocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdUocdX///8ocdXH2vTe6vl0o+RkmOEyeNeIsOh9qeby9vzM3vXN3vW4gJo9AAAAEnRSTlMAnWe0zn+8DvbdV+peIyGbPD66Jch5AAAAiElEQVR4XlWNiQqDQAwFs7qn2ivZQ237/7/ZhNiuHQgMw4OA8HA+RYrJuzscLIk6adEovr4RsayiGme2/MyZj23WaFnxxeuCbFajYd0qtYKyNBonEhqWJjJpDFFixSotBlBu1DFwcJXpXnYZXuCLk1e4cXTQ8aR4OBEsCTbAXx25jdpODGn4+QdmDgu+CwyHBgAAAABJRU5ErkJggg==)message.info("您已删除,请重新上传..");  
  }  
 }  
 //下载excel  
 downloadExcel(){  
  window.open(reajax.APIhost+"/admin/goods/downLoadExcel","\_blank");  
 }

Render{

Return(

<div className="uploadDiv">

<Upload

name='file'

action={reajax.APIhost+"/admin/goods/analysisExcel"}

onChange={this.handleChange}

>

<Button><Icon type="upload" /> 点击上传商品价格Excel表格</Button>

</Upload>

</div>

<div className="uploadDiv">

<Button

onClick={this.downloadExcel.bind(this)}

>

<Icon type="download"/>点击下载商品价格Excel表格

</Button>

</div>

)

}

## React富文本编辑器插件

1. react-umeditor
2. react-draft-wysiwyg

第一个插件可提供向七牛传送图片并返回前端图片外链的功能。

## React-Router在服务器端刷新404问题

### 1.node端

const express = require('express')

const path = require('path')

const port = process.env.PORT || 8080

const app = express()

// 通常用于加载静态资源

app.use(express.static(\_\_dirname + '/public'))

// 在你应用 JavaScript 文件中包含了一个 script 标签

// 的 index.html 中处理任何一个 route

app.get('\*', function (request, response){

 response.sendFile(path.resolve(\_\_dirname, 'public', 'index.html'))

})

app.listen(port)

console.log("server started on port " + port)

### 2.Nginx服务：

这里提供一种解决React项目放在PHPstudy上的nginx环境下，路由打不开的问题：

1进服务器打开PHPstudy，其他选项菜单

2打开配置文件

3选择最后一个vhosts-conf

1. 找到自己配置的端口文件，

location / {

index index.html index.htm index.php;

#autoindex on;

}

改为

location / {

index index.html index.htm index.php;

try\_files $uri $uri/ /index.html;

#autoindex on;

}

5保存，重启PHPstudy。

这种方法有个弊端，就是知识暂时性的修改保存配置文件，如果有新项目添加进来，保存并生成配置文件的话，该项目的配置文件就会还原，只能再次修改。

### 3.Webpak-dev-server

1.配置路由的根路由publicPath:'/'。

output: {

filename: 'index.js',

path: path.resolve(\_\_dirname, 'dist'),

publicPath:'/',

},

2.在devServer的配置中添加：historyApiFallback: true,使页面报错时找index.html。

devServer: {

clientLogLevel: 'error',

contentBase: path.resolve(\_\_dirname, 'dist/'),

inline: true,

hotOnly: true,

historyApiFallback: true,

overlay: {

warnings: false,

errors: true,

},

port: 8082,

},

# Angular.js

angular中文意思是棱角分明。

Angular是谷歌公司在2009年推出的一款构建HTML应用程序的一个Js框架。

Angular出现的目的就是谷歌公司为了干掉jquery。就目前来说，手机端jquery框架越来越大，用户使用的话就要多下载几十kb的jquery，耗费流量。而PC端就不在乎这几十Kb的流量了。

在浏览网页时，最消耗浏览器内存的有两个方面：①复杂的计算；②DOM的操作。Angular.js的目的是让开发人员尽量少操作DOM，甚至不操作DOM。

Angular.js是一个mvc框架。MVVM这种模块化的思想。

四大特性：①MVC ②模块化 ③双向数据绑定 ④指令系统

四种方式配置angular环境：

1：直接引用下载好的angular文件。

2：找CDN地址

3：npm install angular（小黑框输入指令下载）

4：brower指令下载 gult

开始第一个angular程序：

①配置环境

放置在node\_modules这个文件夹内，在html页面的script标签内引入angular.js文件

语法：

1：激活指令 ng-app=”自己创建的模块名“。ng：angualr。

通知引入的angular，激活所有子容器的angular指令标签，圈定自己的势力范围。

2：ng-model=value指令：model里面储存的是数据，通常作为input的指令，用于存储value值(用户手写或者controller生成得)。ng-mldel=value；value在标签内用占位符表示，如<p>{{value}}</p>。

3： view 指令（ng-指令名称）{{表达式}}表达式就是将model里面的数据放置表达式所在的位置。

1.98+2.98={{1.98+2.98|number：0}}

在计算数值时用了一个“|”管道符号。这个符号在angular中表示过滤器格式化数据，他的语法是{exp|fitername：value，value，value}number：0表示去掉小数点之后的数值，保留整数部分。

4：ng-init=“key=value”：初始化占位符的内容。

5：ng-controller=value：设置控制器，名字必须是以controller结尾。

Angular的执行流程是什么：

①当页面加载完毕的时候，angular执行

②html页面中的ng-xx属性都称为指令。

Angular减少了dom操作，把注意力集中到写业务上面去。

MVC模式：

Model 数据 饭菜

Controller 业务 厨子

View 展示 服务员

MVC本质上是一种开发思想主要目的就是解决应用程序展示结构，业务逻辑之间的解耦问题。

在项目中，angular.js开发的页面只有一个html公共页面,这个页面就是所有页面的公共部分，其他的页面都是由angular生成的。

Angular.js的几个重要组成部分：

Html部分：

<div ng-app ='Rocky' ng-controller="democontroller">

<p><input type="text" name="" id="" value="" ng-model="user.name"/></p>

<p>内容：<span>{{user.name}}</span></p>

</div>

JavaScript部分：

①定义模块 Module

var myfirstapp=angualr.module('Rocky'，[]);

两个参数：第一个是自己创建的模块名，第二个是你自己创建的模块所依赖的angular模块。如果不依赖，那么就是空数组[]。

②定义控制器controller

myfirstapp.controller(“democontroller”，function($scope){

$scope.user={};

$scope.user.name="张三";

})

Controller()方法：两个参数：

1：“变量名”:必须是以controller结尾。

2：匿名函数：在匿名函数内控制和动态操作html页面，用参数$scope接收。$scope是动态操作html页面占位符的，动态添加html页面内容。

$scope.$watch(“监听对象”,function(now,old){

})

Now:现在的监视数据。Old：mow之前的监视数据。

当多个ng-app的module模块都出现的时候，浏览器会默认执行第一个。复习wendow.onload:当有多个window.onload时，会执行最后一个。但是我们就想使多个module生效，怎么办呢？就要在后面一个

angualr.module('Rocky'，[])的[]中分别定义module名：[‘module1’,’module2’]。

动态注册一个指令，要用$scope.directive(“指令名称”，function(){

Return function(scope,element,attrs){

}

})

|  |  |
| --- | --- |
| Component | 存放独立的angular文件 |
| Controller | 存放控制器 |
| Filters | 存放过滤器 |
| Ng-modules | 存放模块 |
| Views | 视图 |

# Vue.js

Vue的配置环境：

Vue-cli是vue项目的脚手架。脚手架帮我们写好了很多vue基础代码工具

目录结构 本地调试 代码部署 热加载

通过全局命令npm install -g vue-cli 安装脚手架。

1.安装vue-cli全局环境：github vue-cli

2.创建项目文件夹 如：d:/VueProgram

3.进入文件夹，vue init webpack-simple my\_progect(工程名)初始化一个vue+webpack项目

4.安装node依赖包：在my\_progect文件夹里执行命令：npm install --save

5.npm run dev 启动项目。

## 一．全局API：

Vue.extend()方法：

Vue.extend(options);

类似于jQuery的extend方法，使用vue构造器，创建一个“子类”，参数是对象。

注意：在Vue.extend（）方法创建的子类中，data必须是函数。创建完子类之后，再new出来挂载到一个元素上，用于动态改变dom元素的内容。

// 创建构造器

var Profile = Vue.extend({

template: '<p>{{firstName}} {{lastName}} aka {{alias}}</p>',

data: function () {

return {

firstName: 'Walter',

lastName: 'White',

alias: 'Heisenberg'

}

}

})

// 创建 Profile 实例，并挂载到一个元素上。

new Profile().$mount('#mount-point')

Vue.nextTick([callback,context])方法：

在下次DOM元素更新循环结束之后执行延迟回调，在修改数据时使用这个方法获取更新后的DOM元素。

参数：callback：function类型；contect：object类型。

用法：Vue.nextTick（function（）{

}）

①

<div id="example">{{message}}</div>

var vm = new Vue({

el: '#example',

data: {

message: '123'

}

})

vm.message = 'new message' // 更改数据

vm.$el.textContent === 'new message' // false

Vue.nextTick(function () {

vm.$el.textContent === 'new message' // true

})

②

Vue.component('example', {

template: '<span>{{ message }}</span>',

data: function () {

return {

message: 'not updated'

}

},

methods: {

updateMessage: function () {

this.message = 'updated'

console.log(this.$el.textContent) // => '没有更新'

this.$nextTick(function () {

console.log(this.$el.textContent) // => '更新完成'

})

}

}

})

Vue.component()方法：

该方法用于注册一个全局DOM对象或局部DOM对象，与templete一起配合使用，该方法会覆盖原DOM元素的内容。注意：data属性在此范围内必须是函数。

// 注册组件，传入一个扩展过的构造器

Vue.component('my-component', Vue.extend({ /\* ... \*/ }))

// 注册组件，传入一个选项对象（自动调用 Vue.extend）

Vue.component('my-component', { /\* ... \*/ })

// 获取注册的组件（始终返回构造器）

var MyComponent = Vue.component('my-component')

局部注册：

Compontmts：{

“tagName”:{

Template：“<div>hhahah</div>”

}

Data：function(){

}

}

比如局部注册：

<div id="com">

<my-component>{{尼克斯电脑防守打法}}</my-component>

</div>

new Vue({

el:"#com",

components:{

"my-component":{

template:"<div>hellwwwlwlwlwl</div>"

}

}

})

全局注册：

<div id="co">

<iss>{{时间的话决定好}}</iss>

</div>

Vue.component("iss",{

template:"<div>memeda</div>"

}

)

new Vue({

el:"#co"

})

[Vue.set( object, key, value )方法：](http://cn.vuejs.org/v2/api/" \l "Vue-set)

[设置对象的属性。如果对象是响应式的，确保属性被创建后也是响应式的，同时触发视图更新。这个方法主要用于避开 Vue 不能检测属性被添加的限制。](http://cn.vuejs.org/v2/api/" \l "Vue-set)

[注意对象不能是 Vue 实例，或者 Vue 实例的根数据对象，即不能对new出来的vue对象或者其对象的根数据对象使用，可以对vue.extend()方法构造出来的对象使用。](http://cn.vuejs.org/v2/api/" \l "Vue-set)

二：Vue的数据与方法：

除了 data 属性， Vue 实例暴露了一些有用的实例属性与方法。el属性，data属性，methods属性等都属于实例属性，也就是vue自带的属性。这些属性与方法都有前缀 $，以便与代理的 data 属性区分。

例如：

var vm = new Vue({

el: '#example',

data: {

objs:[

{message:"你好"},

{message:"你好"},

{message:"你好"},

{message:"你好"}

]

}

vm.$data === data // -> true

vm.$el === document.getElementById('example') // -> true

// $watch 是一个实例方法

vm.$watch('a', function (newVal, oldVal) {

// 这个回调将在 `vm.a` 改变后调用

})

Console.log（vm.$el）;

Console.log（vm.$data）;

Console.log（vm.$data.objs[0].message）;

或者Console.log（vm.objs[0].message）;

new Vue({

el: '#app',

data: {

message: 'Hello Vue.js!'

}

})

el属性：标志vue.js的势力范围。el：“#id名”----通过id名来控制该元素内的vue元素。

el:”#id”,

Data属性：对象属性集合，动态书写占位符里的内容。

Data:{

items：[

{Obj.attr:”值”}，

{Obj.attr:”值”}，

{Obj.attr:”值”}，

{Obj.attr:”值”}，

{Obj.attr:”值”}，

......

]

}

methods属性：方法集合。

methods：{

函数1名：function（）{

}，

函数2名：function（）{

}，

函数3名：function（）{

}，

函数4名：function（）{

}

......

}

## 二．JavaScript 表达式：

{{ number + 1 }}

{{ ok ? 'YES' : 'NO' }}

{{ message.split('').reverse().join('') }}

## 三．Vue的指令：

<div id="app">{{ message }}</div>

<input v-model="message" placeholder="edit me">

v-model指令：v-model=“message”

在行内样式里添加v-model指令来控制双向数据绑定。

V-for指令：控制多个元素中的单个元素。

v-for=“item in object”

<span>{{item}}</span>

①

Object：{

Key1:value1,

Key2:value2,

Key3:value3,

......

}

在这里item是一个对象，key是其属性，可以随便命名。

②v-for=“item in object”

<span>{{item.message}}</span>

Item:{

Item.message=“value1”

Item.message=“value2”

Item.message=“value3”

......

}

二者区别在于：如果占位符里是子对象的属性的话，那么data中的项必须是占位符里的对象属性，值 这样的键值对形式（适用于同一个对象的不同属性）；如果占位符里是子对象的话，那么data中的项可以为任意属性，值 这种键值对形式存在（适用于不同类型的对象）。

V-if指令：根据布尔值插入元素，返回布尔值。true：插入；false：不插入。

在行内样式里添加V-for指令来完成列表的渲染。

v-on：click/mouseover/..=“函数名”。

<span v-once>This will never change: {{ msg }}</span>

## Vue.js组件与数据渲染：

组件（Component）是 Vue.js 最强大的功能之一。组件可以扩展 HTML 元素，封装可重用的代码。在较高层面上，组件是自定义元素， Vue.js 的编译器为它添加特殊功能。在有些情况下，组件也可以是原生 HTML 元素的形式，以 js 特性扩展。

组件的注册：

要注册一个全局组件，你可以使用Vue.component

Vue.component(tagName,template：{ <options>

})

组件在注册之后，便可以在父实例的模块中以自定义元素。例如：

Html部分：

<div id="example1">

<my-component></my-component>

</div>

Js部分：

Vue.component("my-component",{

template:'<div>A custom component!</div>'

})

new Vue({

el:"#example1"

})

## VUE的方法与生命周期：

data：function（）{

return{

//初始化本页面数据

}

},

生命周期：（固定的函数，在不同时段调用）

[beforeCreate](https://cn.vuejs.org/v2/api/" \l "beforeCreate)：function（）{}//在创建本页面之前调用

[created](https://cn.vuejs.org/v2/api/" \l "created)：function（）{}//在创建本页面之后调用

[beforeMount](https://cn.vuejs.org/v2/api/" \l "beforeMount)：function（）{}//在本页面组件渲染之前调用

[mounted](https://cn.vuejs.org/v2/api/" \l "mounted)：function（）{}//在本页面组件渲染之后调用

[beforeUpdate](https://cn.vuejs.org/v2/api/" \l "beforeUpdate)：function（）{}//在本页面组件个更新数据之前调用

[updated](https://cn.vuejs.org/v2/api/" \l "updated)：function（）{}//在本页面组件个更新数据之后调用

各种方法：

methods：{

Click1：function（）{

},

Click2：function（）{

},

。。。。

},

## VUE的页面跳转与页面传参

值得一提的是，与react不同，react里，把想要传递的参数与pathname写到同一个对象里然后push一下就OJ8K了，但VUE的route传参有自己的格式，name单例，params为了传递参数而专门设置了一个pramas对象，与name共同传递到$rout()里面。是固定写法。

传参页面：将参数写到params对象里，与name一起传递。

//跳到第一个页面

Tiaozhuan:function(){

var pathName={

name: 'HelloWorld',

params:{

id:1234321321,

name:"xiandou",

a:1,

b:2,

c:"哈哈哈哈",

},

}

this.$router.push(pathName);

}，

目的页面接收：在本页面里打印一下$route就OJ8K了。

created:function(){

console.log(this.$route);

},

子组件像父页面传值：e.target.innerHtml/value;

除了使用 <router-link> 创建 a 标签来定义导航链接，我们还可以借助 router 的实例方法，通过编写代码来实现。

## router.push(location)

想要导航到不同的 URL，则使用 router.push 方法。这个方法会向 history 栈添加一个新的记录，所以，当用户点击浏览器后退按钮时，则回到之前的 URL。

当你点击 <router-link> 时，这个方法会在内部调用，所以说，点击 <router-link :to="..."> 等同于调用 router.push(...)。

声明式：<router-link :to="...">

编程式：router.push(...)

该方法的参数可以是一个字符串路径，或者一个描述地址的对象。

// 字符串

router.push('home')

// 对象

this.$router.push({path: '/login?url=' + this.$route.path});

// 命名的路由

router.push({ name: 'user', params: { userId: 123 }})

// 带查询参数，变成/backend/order?selected=2

this.$router.push({path: '/backend/order', query: {selected: "2"}});

// 设置查询参数

this.$http.post('v1/user/select-stage', {stage: stage})

   .then(({data: {code, content}}) => {

      if (code === 0) {

        // 对象

        this.$router.push({path: '/home'});

      }else if(code === 10){

        // 带查询参数，变成/login?stage=stage

        this.$router.push({path: '/login', query:{stage: stage}});

      }

});

// 设计查询参数对象

let queryData = {};

if (this.$route.query.stage) {

  queryData.stage = this.$route.query.stage;

}

if (this.$route.query.url) {

  queryData.url = this.$route.query.url;

}

this.$router.push({path: '/my/profile', query: queryData});

**replace**

类型: boolean

默认值: false

设置 replace 属性的话，当点击时，会调用 router.replace() 而不是 router.push()，于是导航后不会留下 history 记录。即使点击返回按钮也不会回到这个页面。

//加上replace: true后，它不会向 history 添加新记录，而是跟它的方法名一样 —— 替换掉当前的 history 记录。

this.$router.push({path: '/home', replace: true})

//如果是声明式就是像下面这样写：

<router-link :to="..." replace></router-link>

// 编程式:

router.replace(...)

例如：

this.$router.push({path: '/coach/' + this.$route.params.id, query: queryData})

# 微信小程序与公众号

小程序API：<https://developers.weixin.qq.com/miniprogram/dev/index.html>

## 1.配置文件app.json

这个json文件相当于react、VUE的路由，存放了该项目的所有页面。

### Pages：

所有的页面路径。

### Window

设置默认页面的窗口表现，即微信头部的标题。它的属性有：

navigationBarBackgroundColor：默认导航头部的背景颜色。

navigationBarTextStyle：微信头部的字体颜色。目前仅支持black和white两种。

navigationBarTitleText String类型， 导航栏标题文字内容

backgroundColor：窗口的背景色。

enablePullDownRefresh：bool类型，是否开启下拉刷新

onReachBottomDistance Number类型，页面上拉触底事件触发时距页面底部距离，单位为px。

### tabBar

如果小程序是一个多 tab 应用（客户端窗口的底部或顶部有 tab 栏可以切换页面），可以通过 tabBar 配置项指定 tab 栏的表现，以及 tab 切换时显示的对应页面。

1.当设置 position 为 top 时，将不会显示 icon

2.tabBar 中的 list 是一个数组，只能配置最少2个、最多5个 tab，tab 按数组的顺序排序。

Color：tab栏的字体颜色。

selectedColor：选中的字体颜色。

backgroundColor：tab的背景颜色

borderStyle:tab的边框颜色，目前仅支持black与white。

List：Array类型，tab 的列表，详见 list 属性说明，最少2个、最多5个 tab。

list 接受一个数组，数组中的每个项都是一个对象，其属性值如下：

pagePath:必填，页面路径，必须在 pages 中先定义

Text：必填，Tabbar上的按钮文字。

iconPath：选填，图片路径，icon 大小限制为40kb，建议尺寸为 81px \* 81px，当 postion 为 top 时，此参数无效，不支持网络图片

selectedIconPath：选中时的图片路径，icon 大小限制为40kb，建议尺寸为 81px \* 81px ，当 postion 为 top 时，此参数无效

Position：tabbar的定位。目前只支持bottom与top

### networkTimeout：

可以设置各种网络请求的超时时间。其参数有：

Request：[wx.request](https://developers.weixin.qq.com/miniprogram/dev/api/network-request.html)的超时时间，单位毫秒，默认为：60000

connectSocket：[wx.connectSocket](https://developers.weixin.qq.com/miniprogram/dev/api/network-socket.html)的超时时间，单位毫秒，默认为：60000

uploadFile：[wx.uploadFile](https://developers.weixin.qq.com/miniprogram/dev/api/network-file.html" \l "wxuploadfileobject)的超时时间，单位毫秒，默认为：60000

downloadFile：[wx.downloadFile](https://developers.weixin.qq.com/miniprogram/dev/api/network-file.html" \l "wxdownloadfileobject)的超时时间，单位毫秒，默认为：60000

例如：

{

"pages": [

"pages/drawguess/index",

"pages/index/index",

"pages/chat/chat",

"pages/upload/index"

],

"window": {

"backgroundTextStyle": "light",

"navigationBarBackgroundColor": "#f8777b",

"navigationBarTitleText": "腾讯云小程序解决方案",

"navigationBarTextStyle": "white"

}

}

## 2.注册程序app()方法

在app.js里，App() 函数用来注册一个小程序。接受一个 object 参数，其指定小程序的生命周期函数等。

Object参数有：

onLaunch：生命周期函数--监听小程序初始化，小程序初始化时执行，我们初始化客户端的登录地址，获取开发者的用户信息。

onShow：生命周期函数--监听小程序显示。当小程序启动，或从后台进入前台显示，会触发 onShow方法。

onHide 生命周期函数--监听小程序隐藏，当小程序从前台进入后台，会触发 onHide

App({

onLaunch: function(options) {

// Do something initial when launch.

},

onShow: function(options) {

// Do something when show.

},

onHide: function() {

// Do something when hide.

},

onError: function(msg) {

console.log(msg)

},

globalData: 'I am global data'

})

## 事件的使用方式

### 1.bindtap

当用户点击该组件的时候会在该页面对应的Page中找到相应的事件处理函数。

<view id="tapTest" data-hi="WeChat" bindtap="tapName"> Click me! </view>

在相应的Page定义中写上相应的事件处理函数，参数是event。

Page({

tapName: function(event) {

console.log(event)

}

});

可以看到log出来的信息大致如下：

{"type":"tap","timeStamp":895,"target": {

"id": "tapTest",

"dataset": {

"hi":"WeChat"

}

},"currentTarget": {

"id": "tapTest",

"dataset": {

"hi":"WeChat"

}

},"detail": {

"x":53,

"y":14

},"touches":[{

"identifier":0,

"pageX":53,

"pageY":14,

"clientX":53,

"clientY":14

}],"changedTouches":[{

"identifier":0,

"pageX":53,

"pageY":14,

"clientX":53,

"clientY":14

}]

}

Touchstart 手指触摸动作开始

Touchmove 手指触摸后移动

Touchcancel 手指触摸动作被打断，如来电提醒，弹窗

Touchend 手指触摸动作结束

Tap 手指触摸后马上离开

Longpress 手指触摸后，超过350ms再离开，如果指定了事件回调函数并触发了这个事件，tap事件将不被触发

Longtap 手指触摸后，超过350ms再离开（推荐使用longpress事件代替）

Transitionend 会在 WXSS transition 或 wx.createAnimation 动画结束后触发

Animationstart 会在一个 WXSS animation 动画开始时触发

Animationiteration 会在一个 WXSS animation 一次迭代结束时触发

Animationend 会在一个 WXSS animation 动画完成时触发

Touchforcechange 在支持 3D Touch 的 iPhone 设备，重按时会触发

### 事件的参数target

Id 事件源组件的id

tagName 当前组件的类型

[dataset](https://developers.weixin.qq.com/miniprogram/dev/framework/view/wxml/event.html" \l "dataset) 事件源组件上由data-开头的自定义属性组成的集合

## WXS 模块

WXS 代码可以编写在 wxml 文件中的 <wxs> 标签内，或以 .wxs 为后缀名的文件内。相当于在html中的script标签与引入外部的js文件一样。

每一个 .wxs 文件和 <wxs > 标签都是一个单独的模块。每个模块都有自己独立的作用域。即在一个模块里面定义的变量与函数，默认为私有的，对其他模块不可见。

一个模块要想对外暴露其内部的私有变量与函数，只能通过 module.exports 实现。

### .wxs 文件

在微信开发者工具里面，右键可以直接创建 .wxs 文件，在其中直接编写 WXS 脚本。

示例代码：

// /pages/comm.wxs

var foo = "'hello world' from comm.wxs";var bar = function(d) {

return d;

}module.exports = {

foo: foo,

bar: bar

};

上述例子在 /pages/comm.wxs 的文件里面编写了 WXS 代码。该 .wxs 文件可以被其他的 .wxs 文件 或 WXML 中的 <wxs> 标签引用。

#### module 对象以及属性：

每个 wxs 模块均有一个内置的 module 对象。

exports: 通过该属性，可以对外共享本模块的私有变量与函数。

示例代码：

// /pages/tools.wxs

var foo = "'hello world' from tools.wxs";var bar = function (d) {

return d;

}module.exports = {

FOO: foo,

bar: bar,

};

module.exports.msg = "some msg";

<!-- page/index/index.wxml -->

<wxs src="./../tools.wxs" module="tools" />

<view> {{tools.msg}} </view>

<view> {{tools.bar(tools.FOO)}} </view>

页面输出：

some msg

'hello world' from tools.wxs

#### require函数

在.wxs模块中引用其他 wxs 文件模块，可以使用 require 函数。

引用的时候，要注意如下几点：

1.只能引用 .wxs 文件模块，且必须使用相对路径。

2.wxs 模块均为单例，wxs 模块在第一次被引用时，会自动初始化为单例对象。多个页面，多个地方，多次引用，使用的都是同一个 wxs 模块对象。

如果一个 wxs 模块在定义之后，一直没有被引用，则该模块不会被解析与运行。

var tools = require("./tools.wxs");

console.log(tools.FOO);

console.log(tools.bar("logic.wxs"));

console.log(tools.msg);

## <wxs> 标签及其属性：

1. module 当前 <wxs> 标签的模块名，必填字段。module 属性是当前 <wxs> 标签的模块名。在单个 wxml 文件内，建议其值唯一。有重复模块名则按照先后顺序覆盖（后者覆盖前者）。不同文件之间的 wxs 模块名不会相互覆盖。

2.Src 引用 .wxs 文件的相对路径。仅当本标签为单闭合标签或标签的内容为空时有效。

引用的时候，要注意如下几点：

1.只能引用 .wxs 文件模块，且必须使用相对路径。

2.wxs 模块均为单例，wxs 模块在第一次被引用时，会自动初始化为单例对象。多个页面，多个地方，多次引用，使用的都是同一个 wxs 模块对象。

3.如果一个 wxs 模块在定义之后，一直没有被引用，则该模块不会被解析与运行。

## 4.在微信小程序中使用Echarts图表库

使用Echarts图表库需要下载微信小程序的echarts项目，然后改源码基础上做改动。

echarts项目地址：<https://github.com/ecomfe/echarts-for-weixin>

循环添加对象属性：这种方法添加不上去

var baseObj={a:0,b:1}  
var curArr=[];  
for(var k=0;k<4;k++){  
curArr.push(baseObj);  
curArr[k].key=k;  
}  
console.log(curArr);

# GitHub与Git命令

Git是目前世界上最先进的分布式版本控制系统（没有之一）。

## 在Widows上安装Git

在我的百度云盘里有Git命令的安装包与[Notepad++](http://notepad-plus-plus.org/" \t "https://www.liaoxuefeng.com/wiki/0013739516305929606dd18361248578c67b8067c8c017b000/_blank)的安装包，下载，按照默认步骤安装即可。

安装完之后，随便找一个文件夹，单击鼠标右键，鼠标列表中会多出Git GUI Here 和Git Blash Here两个选项。

Git GUI Here是新建Git仓库和复制Git仓库之类的。

Git Blash Here是在这个文件夹下进行Git命令行操作。

鼠标左键单击 Git Blash Here ，弹出一个类似命令窗口之类的小黑框，说明Git安装成功。

然后配置你的全局用户名和邮箱。

$ git config --global user.name "Your Name"

$ git config --global user.email "email@example.com"

## 创建版本仓库

什么是版本库呢？版本库又名仓库，英文名****repository****，你可以简单理解成一个目录，这个目录里面的所有文件都可以被Git管理起来，每个文件的修改、删除，Git都能跟踪，以便任何时刻都可以追踪历史，或者在将来某个时刻可以“还原”。

1.创建一个文件夹learngit作为仓库的根目录，注意不要用汉语名称，以免造成意外的错误。

2.进入文件夹，鼠标右键，然后单击Git Blash Here，出现Git命令窗口

3.$ git init，这样learngit文件夹就称为一个真正的git仓库了。打开隐藏的文件，可以看到隐藏的.git文件夹。不要修改这个文件夹里的东西，否则你的仓库就改乱了。

### 把文件添加到版本库

首先这里再明确一下，所有的版本控制系统，其实只能跟踪文本文件的改动，比如TXT文件，网页，所有的程序代码等等，Git也不例外。版本控制系统可以告诉你每次的改动，比如在第5行加了一个单词“Linux”，在第8行删了一个单词“Windows”。而图片、视频这些二进制文件，虽然也能由版本控制系统管理，但没法跟踪文件的变化，只能把二进制文件每次改动串起来，也就是只知道图片从100KB改成了120KB，但到底改了啥，版本控制系统不知道，也没法知道。

使用Windows的童鞋要特别注意：

千万不要使用Windows自带的****记事本****编辑任何文本文件。原因是Microsoft开发记事本的团队使用了一个非常弱智的行为来保存UTF-8编码的文件，他们自作聪明地在每个文件开头添加了0xefbbbf（十六进制）的字符，你会遇到很多不可思议的问题，比如，网页第一行可能会显示一个“?”，明明正确的程序一编译就报语法错误，等等，都是由记事本的弱智行为带来的。建议你下载[Notepad++](http://notepad-plus-plus.org/" \t "https://www.liaoxuefeng.com/wiki/0013739516305929606dd18361248578c67b8067c8c017b000/_blank)代替记事本，不但功能强大，而且免费！记得把Notepad++的默认编码设置为UTF-8 without BOM即可：格式-->以UTF-8无 BOM格式编码。

在learngit文件夹（或者其子目录）下编写一个readme.txt文件，随便写点啥。因为这是一个Git仓库，放到其他地方Git再厉害也找不到这个文件，把一个文件放到Git仓库只需要两步。

1.$ git add readme.txt

2.$ git commit -m "写了一个readme文件"。

git add <file>，注意，可反复多次使用，添加多个文件；

git commit -m <message>：版本提交说明，-m后跟你的版本说明文字，可输入任意内容，当然要是有意义的，可以帮助你从历史记录里方便找改动记录。

暂存区与分支区：

第一步是用git add把文件添加进去，实际上就是把文件修改添加到暂存区；

第二步是用git commit提交更改，实际上就是把暂存区的所有内容提交到当前分支。

因为我们创建Git版本库时，Git自动为我们创建了唯一一个master分支，所以，现在，git commit就是往master分支上提交更改。所以，git add命令实际上就是把要提交的所有修改放到暂存区（Stage），然后，执行git commit就可以一次性而且只是把暂存区的所有修改提交到分支，与你的本地文件没关系。

你可以简单理解为，需要提交的文件修改通通放到暂存区，然后，再从暂存区一次性提交所有的修改。所以，每当你在本地修改了文件，你都要重新git add<filename> 和git commit ”message”两个步骤。

## 版本回滚

第一种：git reset --hard HEAD^

HEAD是当前版本，HEAD^是上一个版本，HEAD^^是上上一个版本，以此类推，往前数100个版本是HEAD~100。

第二种：git log +git reset --hard<hashcode>

git log命令显示从最近到最远的提交日志，会显示你历次提交的版本hashcode值和你的版本发布说明。这个hashcode是一个16进制的hash值，有很多位。

git reset --hard<hashcode>：还原到 hashcode的版本，这个hashcode随便前几位就行，git会根据你输入的几位找到对应的hashcode版本。

## 从Git上覆盖原版本（撤销修改）

git checkout -- <filename>

命令git checkout -- readme.txt意思就是，把readme.txt文件在工作区的修改全部覆盖，这里有两种情况：

一种是readme.txt自修改后还没有被放到暂存区，现在，覆盖就回到和版本库一模一样的状态；

一种是readme.txt已经添加到暂存区后，又作了修改，现在，覆盖就回到添加到暂存区后的状态。

总之，就是让这个文件回到最近一次git commit或git add时的状态，让本地文件与暂存区的文件保持一致。

## 删除文件

rm <filename>本地文件资源管理器中的文件就和版本库中的不一样了。此时有两种情况：

1. 你确认删除版本库里的文件：

此时，你可以 git commit 更新git版本库中的文件。

1. 你不小心误删了某个文件：

此时，你可以Git checkout -- <filename>来从git上下载并恢复到你本地。

添加远程仓库

git remote add origin your-git-url

## 推送到远程Github仓库

用Sourcetree

# ESlint代码规范

## .eslintrc.js：

module.exports = {

'env': {

'browser': true,

'es6': true

},

'extends': 'airbnb',

'parserOptions': {

'ecmaFeatures': {

'jsx': true

},

'ecmaVersion': 2018,

'sourceType': 'module'

},

'plugins': [

'react',

],

'rules': {

'indent': [//验证代码每一行缩进,4个空格

'warn',

4

],

'guard-for-in': 'off',//禁止for-in 已修改，循环对象时要用（虽然性能很差）

'no-restricted-syntax': 'off',//禁止某些javascript语法，可配置

'brace-style': [2, 'stroustrup', { 'allowSingleLine': true }],//强制执行Stroustrup风格 允许一个块打开和关闭括号在同一行上 webpack.config.js中--fix可自动修复

'react/jsx-indent':[//验证JSX中的缩进,4个空格

'error',

4

],

'react/jsx-indent-props':[//验证JSX中的props缩进,4个空格

'error',

4

],

'linebreak-style': 'off',//["error", "windows"],换行风格"unix"（默认）强制使用Unix行结尾：\n对于LF。"windows"强制使用Windows行结束符：\r\n用于CRLF。

'quotes': [// 语句强制单引号

'error',

'single'

],

'semi': [// 语句强制分号结尾

'error',

'always'

],

'react/prefer-stateless-function': 'off',//强制将类声明为一个纯函数

'jsx-ally/anchor-is-valid':[// 在组件中不能使用a标签，跳转页面或者跳转锚点时只能用Button或js //已修改

'off',

{

components: ['Link'],

specialLink: ['to'],

aspects: ['noHref', 'invalidHref', 'preferButton']

}

],

'no-const-assign':'error',//已修改 禁止修改const声明的变量

'no-use-before-define':'off',//已修改 改成warn或off符合自己代码习惯

'no-plusplus':'off',//已修改 //禁止使用++、--

'no-unused-expressions':'error',//已修改 //禁止无用的表达式

'no-mixed-operators':'off',//已修改 禁止使用混合运算符（逻辑或数学运算符）

'no-param-reassign':'error',//禁止给参数重新赋值

"max-len":["off", { "code": 200 }], //某行最大的列数 可配置 自相矛盾

'react/jsx-no-undef':'error',//已修改//禁止使用undefined的变量

'no-mixed-spaces-and-tabs':'error',//已修改 禁止使用混合的tab和spaces

'no-console': 'warn',//待修改 禁止console

'no-unused-vars':'off',//不能有声明后未被使用的变量或参数 已修改,自相矛盾

'react/jsx-uses-vars': 'error',// 使用var声明

'class-methods-use-this': 'off',//保持 使用this

'prefer-destructuring': ['off'],//已修改 //强制使用数组/对象解构

'react/destructuring-assignment': ['error'],//已修改，使用解构赋值的形式

'react/jsx-no-bind': ['error'],//禁止使用bind(this)方法

'react/no-unused-state': ['error'],//修改 不使用无用的state

'no-nested-ternary': 'error',//禁止使用嵌套的三目运算 :嵌套三元表达式会使代码更难理解。

'react/prop-types': 'off',//使用propTypes暴露 props里的属性 已修改

'eqeqeq': 'error',//使用全等 已修改

'camelcase': 'error',//强制驼峰法命名

'react/sort-comp': 'off',//已修改 函数排序 没必要固定函数顺序

'jsx-a11y/alt-text': 'error',//已修改 强制所有的alt解释属性。

'no-tabs': 'error',//已修改使用数组索引是一个坏主意，因为它不能唯一地标识您的元素。如果对数组进行排序或将元素添加到数组的开头，则即使表示该索引的元素可能相同，也会更改索引。这会导致不必要的渲染。

'react/no-array-index-key': 'error',//Eslint-plugin-react

'no-useless-concat': 'error',//禁止无用的concat连接

'no-shadow':'error'// 禁止在内部重复声明全局变量

}

};

// eslint内置规则文档：https://eslint.org/docs/rules/

// https://www.npmjs.com/package/eslint-config-airbnb

// airbnb规则文档：https://github.com/yannickcr/eslint-plugin-react/tree/master/docs/rules

## Webpack.config.js:

module: {

// 兼容jsx

rules: [

//...其他规则

{

test: /\.js|.jsx$/,

loader: 'eslint-loader',

enforce: 'pre',

include: [path.resolve(\_\_dirname, 'src')], // 指定检查的目录

options: { // 这里的配置项参数将会被传递到 eslint 的engine

// formatter: require('eslint-friendly-formatter') // 指定错误报告的格式规范

fix: true,

},

},

//...其他规则

]

},

# TypeScript-Javascript的超集

## 安装TypeScript

npm install -g typescript。如果你使用了Visual Studio Code 的话，它自身封装了ts的环境插件。

## Ts举例：

function greeter(person: string) {

return "Hello, " + person;

}

let user = "Jane User";

document.body.innerHTML = greeter(user);

## 运行ts：

tsc greeter.ts

## **类型注解**

TypeScript里的类型注解是一种轻量级的为函数或变量添加约束的方式。它规定你了变量的类型，如果变量的实际类型与定义的类型注解不符，那么ts文件将不会被编辑成功。

function greeter(person: string) {

return "Hello, " + person;

}

let user = "Jane User";

document.body.innerHTML = greeter(user);

## **接口**

让我们开发这个示例应用。这里我们使用接口来描述一个拥有firstName和lastName字段的对象。 在TypeScript里，只在两个类型内部的结构兼容那么这两个类型就是兼容的。 这就允许我们在实现接口时候只要保证包含了接口要求的结构就可以，而不必明确地使用 implements语句。

接口规定了传递的参数或者某些值的类型，只要不违背接口定义的值类型，就不会报错。

interface Person {

firstName: string;

lastName: string;

}

function greeter(person: Person) {

return "Hello, " + person.firstName + " " + person.lastName;

}

let user = { firstName: "Jane", lastName: "User" };

document.body.innerHTML = greeter(user);

### 可选属性

接口里的属性不全都是必需的。 有些是只在某些条件下存在，或者根本不存在。 可选属性在应用“option bags”模式时很常用，即给函数传入的参数对象中只有部分属性赋值了。

interface SquareConfig {

color?: string;

width?: number;

}

function createSquare(config: SquareConfig): {color: string, area: number} {

let newSquare = {color: "white", area: 100};

if (config.color) { newSquare.color = config.color; }

if (config.width) { newSquare.area = config.width \* config.width; }

return newSquare;

}

let mySquare = createSquare({color: "black"});

### 额外的属性检查

在上面的例子中，我们定义了接口SquareConfig ,里面包含了color和width两个可选属性，又在createSquare的传参规则中定义了参数必须遵循SquareConfig 的接口类型。但是如果在createSquare函数里我们多传了其他的属性怎么办?比如我们传了{color: "black",width: 100, a: 1},这样的话就会报错。解决这样的问题，我们可以在定义接口时预留出额外属性的标签签名，并规定多余的参数的类型。即：

interface SquareConfig {

color?: string,

width?: number,

[propname: string]: any;

}

[propname: string]: any;是规定了多余的属性可以传任何类型。

### 只读属性

一些对象属性只能在对象刚刚创建的时候修改其值。 你可以在属性名前用 readonly来指定只读属性:

interface Point { readonly x: number; readonly y: number; }

TypeScript具有ReadonlyArray<T>类型，它与Array<T>相似，只是把所有可变方法去掉了，因此可以确保数组创建后再也不能被修改：

### readonly VS const

最简单判断该用readonly还是const的方法是看要把它做为变量使用还是做为一个属性。 做为变量使用的话用const，若做为属性则使用readonly。

### 函数类型的属性

接口能够描述JavaScript中对象拥有的各种各样的外形。 除了描述带有属性的普通对象外，接口也可以描述函数类型。

为了使用接口表示函数类型，我们需要给接口定义一个调用签名。 它就像是一个只有参数列表和返回值类型的函数定义。参数列表里的每个参数都需要名字和类型。

interface SearchFunc {

(source: string, subString: string): boolean;//冒号之前的括号是函数的参数类型，冒号后面是函数的返回类型。

}

这样定义后，我们可以像使用其它接口一样使用这个函数类型的接口。 下例展示了如何创建一个函数类型的变量，并将一个同类型的函数赋值给这个变量。

let mySearch: SearchFunc;

mySearch = function(source: string, subString: string) {

let result = source.search(subString);

return result > -1;

}

let mySearch: SearchFunc; mySearch = function(src: string, sub: string): boolean {

let result = src.search(sub);

return result > -1;

}

函数的参数会逐个进行检查，要求对应位置上的参数类型是兼容的。 如果你不想指定类型，TypeScript的类型系统会推断出参数类型，因为函数直接赋值给了 SearchFunc类型变量。 函数的返回值类型是通过其返回值推断出来的（此例是 false和true）。 如果让这个函数返回数字或字符串，类型检查器会警告我们函数的返回值类型与SearchFunc接口中的定义不匹配。

let mySearch: SearchFunc; mySearch = function(src, sub) { let result = src.search(sub); return result > -1; }

### 可索引的类型的属性

与使用接口描述函数类型差不多，我们也可以描述那些能够“通过索引得到”的类型，比如a[10]或ageMap["daniel"]。 可索引类型具有一个 索引签名，它描述了对象索引的类型，还有相应的索引返回值类型。 让我们看一个例子：

interface StringArray {

[index: number]: string;

}

let myArray: StringArray;

myArray = ["Bob", "Fred"];

let myStr: string = myArray[0];

上面例子里，我们定义了StringArray接口，它具有索引签名。 这个索引签名表示了当用 number去索引StringArray时会得到string类型的返回值。

TypeScript支持两种索引签名：字符串和数字。 可以同时使用两种类型的索引，但是数字索引的返回值必须是字符串索引返回值类型的子类型。 这是因为当使用 number来索引时，JavaScript会将它转换成string然后再去索引对象。 也就是说用 100（一个number）去索引等同于使用"100"（一个string）去索引，因此两者需要保持一致。

class Animal { name: string; }

class Dog extends Animal { breed: string; } // 错误：使用数值型的字符串索引，有时会得到完全不同的Animal!

interface NotOkay { [x: number]: Animal; [x: string]: Dog; }

字符串索引签名能够很好的描述dictionary模式，并且它们也会确保所有属性与其返回值类型相匹配。 因为字符串索引声明了 obj.property和obj["property"]两种形式都可以。 下面的例子里， name的类型与字符串索引类型不匹配，所以类型检查器给出一个错误提示：

interface NumberDictionary {

[index: string]: number;

length: number; // 可以，length是number类型

name: string // 错误，`name`的类型与索引类型返回值的类型不匹配 }

最后，你可以将索引签名设置为只读，这样就防止了给索引赋值：

interface ReadonlyStringArray {

readonly [index: number]: string;

}

let myArray: ReadonlyStringArray = ["Alice", "Bob"];

myArray[2] = "Mallory"; // error!

你不能设置myArray[2]，因为索引签名是只读的。

## **类-Class**

TypeScript支持JavaScript的新特性，比如支持基于类的面向对象编程。

让我们创建一个Student类，它带有一个构造函数和一些公共字段。 注意类和接口可以一起共作，程序员可以自行决定抽象的级别。

还要注意的是，在构造函数的参数上使用public等同于创建了同名的成员变量。

class Student {

fullName: string;

constructor(public firstName, public middleInitial, public lastName) {

this.fullName = firstName + " " + middleInitial + " " + lastName;

}

}

interface Person { firstName: string; lastName: string; }

function greeter(person : Person) {

return "Hello, " + person.firstName + " " + person.lastName;

}

let user = new Student("Jane", "M.", "User");

document.body.innerHTML = greeter(user);

### 继承

class Animal {

move(distanceInMeters: number = 0) {

console.log(`Animal moved ${distanceInMeters}m.`);

}

}

class Dog extends Animal {

bark() {

console.log('Woof! Woof!');

}

}

const dog = new Dog();

dog.bark();

dog.move(10);

dog.bark();

这个例子展示了最基本的继承：类从基类中继承了属性和方法。 这里， Dog是一个 派生类，它派生自 Animal 基类，通过 extends关键字。 派生类通常被称作 子类，基类通常被称作 超类。

因为 Dog继承了 Animal的功能，因此我们可以创建一个 Dog的实例，它能够 bark()和 move()。

### public、private与protected

Public标记的变量可以被其他的类所调用，但是private标记的变量只是这个类私有的变量，不能被其他类的方法所调用。

class Animal {

public name: string;

public constructor(theName: string) {

this.name = theName;

}

public move(distanceInMeters: number) {

console.log(`${this.name} moved ${distanceInMeters}m.`);

}

}

构造函数也可以被标记成 protected。 **这意味着这个类不能在包含它的类外被实例化，但是能被继承。**

class Person {

protected name: string;

protected constructor(theName: string) {

this.name = theName;

}

}

// Employee 能够继承 Person

class Employee extends Person {

private department: string;

constructor(name: string, department: string) {

super(name);

this.department = department;

}

public getElevatorPitch() {

return `Hello, my name is ${this.name} and I work in ${this.department}.`;

}

}

let howard = new Employee("Howard", "Sales");

let john = new Person("John"); // 错误: 'Person' 的构造函数是被保护的.

### 静态属性-static

到目前为止，我们只讨论了类的实例成员，那些仅当类被实例化的时候才会被初始化的属性。 我们也可以创建类的静态成员，这些属性存在于类本身上面而不是类的实例上。 每个实例想要访问这个属性的时候，直接用类名调用。

静态属性包括静态变量与静态方法：

class MyObj {

static a:number =1;

static b:number =2;

constructor(public a:string,public b:string){

// this.a=a;

// this.b=b;

}

static open():number {

return MyObj.a+MyObj.b;

}

}

const myo=new MyObj('1','2');

console.log(myo);

console.log(MyObj.open());//3

## Ts基础变量类型

### 布尔值（boolean）

最基本的数据类型就是简单的true/false值，在JavaScript和TypeScript里叫做boolean（其它语言中也一样）。

let isDone: boolean = false;

### 数字（number）

和JavaScript一样，TypeScript里的所有数字都是浮点数。 这些浮点数的类型是 number。 除了支持十进制和十六进制字面量，TypeScript还支持ECMAScript 2015中引入的二进制和八进制字面量。

let decLiteral: number = 6;

let hexLiteral: number = 0xf00d;

let binaryLiteral: number = 0b1010;

let octalLiteral: number = 0o744;

### 字符串（string）

JavaScript程序的另一项基本操作是处理网页或服务器端的文本数据。 像其它语言里一样，我们使用 string表示文本数据类型。 和JavaScript一样，可以使用双引号（ "）或单引号（'）表示字符串。

let name: string = "bob";

name = "smith";

### 数组（[ ]）

TypeScript像JavaScript一样可以操作数组元素。 有两种方式可以定义数组。 第一种，可以在元素类型后面接上[]，表示由此类型元素组成的一个数组：

let list: number[] = [1, 2, 3];

或者用数组泛型：

let list: Array<number> = [1, 2, 3];

### 元组 Tuple

元组类型允许表示一个已知元素数量和类型的数组，各元素的类型不必相同。 比如，你可以定义一对值分别为string和number类型的元组。

// 声明一个元素类型

let x: [string, number];

// 初始化

x = ['hello', 10]; // OK

// 错误的初始化

x = [10, 'hello']; // Error

console.log(x[0].substr(1)); // OK

console.log(x[1].substr(1)); // Error, 'number' does not have 'substr'

当访问一个越界的元素，会使用联合类型替代：

x[3] = 'world'; // OK, 字符串可以赋值给(string | number)类型

console.log(x[5].toString()); // OK, 'string' 和 'number' 都有 toString

x[6] = true; // Error, 布尔不是(string | number)类型

### 枚举enum

enum类型是对JavaScript标准数据类型的一个补充。 像C#等其它语言一样，使用枚举类型可以为一组数值赋予友好的名字。

enum Color {Red, Green, Blue}

let c: Color = Color.Green; // c = 1

export enum DialogMode {

Create,

Edit,

View,

}

console.log(DialogMode);

// {

0: "Create",

1: "Edit",

2: "View",

Create: 0,

Edit: 1,

View: 2

}

默认情况下，从0开始为元素编号。 你也可以手动的指定成员的数值。 例如，我们将上面的例子改成从 1开始编号：

enum Color {Red = 1, Green, Blue}

let c: Color = Color.Green;

Console.log(Color.Red)// 1，这里1就是Color的Red的值，也是Color的Red的编号。

### any（任何或不清楚的类型）

有时候，我们会想要为那些在编程阶段还不清楚类型的变量指定一个类型。 这些值可能来自于动态的内容，比如来自用户输入或第三方代码库。 这种情况下，我们不希望类型检查器对这些值进行检查而是直接让它们通过编译阶段的检查。 那么我们可以使用 any类型来标记这些变量：

let notSure: any = 4;

notSure = "maybe a string instead";

notSure = false; // 正确，它可以被声明为bool

在对现有代码进行改写的时候，any类型是十分有用的，它允许你在编译时可选择地包含或移除类型检查。 你可能认为 Object有相似的作用，就像它在其它语言中那样。 但是 Object类型的变量只是允许你给它赋任意值 - 但是却不能够在它上面调用任意的方法，即便它真的有这些方法：

let notSure: any = 4;

notSure.ifItExists(); // okay, ifItExists might exist at runtime

notSure.toFixed(); // okay, toFixed exists (but the compiler doesn't check)

let prettySure: Object = 4;

prettySure.toFixed(); // Error: Property 'toFixed' doesn't exist on type 'Object'.

### void

某种程度上来说，void类型像是与any类型相反，它表示没有任何类型。 当一个函数没有返回值时，你通常会见到其返回值类型是 void：

function warnUser(): void { console.log("This is my warning message"); }

声明一个void类型的变量没有什么大用，因为你只能为它赋予undefined和null

let unusable: void = undefined;

### null 和 undefined

TypeScript里，undefined和null两者各自有自己的类型分别叫做undefined和null。 和 void相似，它们的本身的类型用处不是很大：

// Not much else we can assign to these variables! let u: undefined = undefined; let n: null = null;

默认情况下null和undefined是所有类型的子类型。 就是说你可以把 null和undefined赋值给number类型的变量。

然而，当你指定了--strictNullChecks标记，null和undefined只能赋值给void和它们各自。 这能避免 很多常见的问题。 也许在某处你想传入一个 string或null或undefined，你可以使用联合类型string | null | undefined。 再次说明，稍后我们会介绍联合类型。

注意：我们鼓励尽可能地使用--strictNullChecks，但在本手册里我们假设这个标记是关闭的。

### never

never类型表示的是那些永不存在的值的类型。 例如， never类型是那些总是会抛出异常或根本就不会有返回值的函数表达式或箭头函数表达式的返回值类型； 变量也可能是 never类型，当它们被永不为真的类型保护所约束时。

never类型是任何类型的子类型，也可以赋值给任何类型；然而，没有类型是never的子类型或可以赋值给never类型（除了never本身之外）。 即使 any也不可以赋值给never。

// 返回never的函数必须存在无法达到的终点

function error(message: string): never {

throw new Error(message);

}

// 推断的返回值类型为never

function fail() {

return error("Something failed");

}

// 返回never的函数必须存在无法达到的终点

function infiniteLoop(): never {

while (true) { }

}

### object类型

bject表示非原始类型，也就是除number，string，boolean，symbol，null或undefined之外的类型。

使用object类型，就可以更好的表示像Object.create这样的API

declare function create(o: object | null): void;

create({ prop: 0 }); // OK

create(null); // OK

create(42); // Error

create("string"); // Error

create(false); // Error

create(undefined); // Error

### 类型断言

有时候你会遇到这样的情况，你会比TypeScript更了解某个值的详细信息。 通常这会发生在你清楚地知道一个实体具有比它现有类型更确切的类型。

通过类型断言这种方式可以告诉编译器，“相信我，我知道自己在干什么”。 类型断言好比其它语言里的类型转换，但是不进行特殊的数据检查和解构。 它没有运行时的影响，只是在编译阶段起作用。 TypeScript会假设你，程序员，已经进行了必须的检查。

类型断言有两种形式。 其一是“尖括号”语法：

let someValue: any = "this is a string";

let strLength: number = (<string>someValue).length;

另一个为as语法：

let someValue: any = "this is a string";

let strLength: number = (someValue as string).length;

两种形式是等价的。 至于使用哪个大多数情况下是凭个人喜好；

但是，当你在TypeScript里使用JSX时，只有 as语法断言是被允许的.

## 函数类型

function add(x: number, y: number): number {

return x + y;

}

let myAdd = function(x: number, y: number): number {

return x + y;

};

函数类型包含两部分：参数类型和返回值类型。 当写出完整函数类型的时候，这两部分都是需要的。 我们以参数列表的形式写出参数类型，为每个参数指定一个名字和类型。 这个名字只是为了增加可读性。

### 可选参数和默认参数

TypeScript里的每个函数参数都是必须的。 这不是指不能传递 null或undefined作为参数，而是说编译器检查用户是否为每个参数都传入了值。 编译器还会假设只有这些参数会被传递进函数。 简短地说，传递给一个函数的参数个数必须与函数期望的参数个数一致。

JavaScript里，每个参数都是可选的，可传可不传。 没传参的时候，它的值就是undefined。 在TypeScript里我们可以在参数名旁使用 ?实现可选参数的功能。 比如，我们想让last name是可选的

function buildName(firstName: string, lastName?: string) {

if (lastName) return firstName + " " + lastName;

else return firstName;

}

let result1 = buildName("Bob"); // works correctly now

let result2 = buildName("Bob", "Adams", "Sr."); // error, too many parameters

let result3 = buildName("Bob", "Adams"); // ah, just right

在TypeScript里，我们也可以为参数提供一个默认值当用户没有传递这个参数或传递的值是undefined时。 它们叫做有默认初始化值的参数。 让我们修改上例，把last name的默认值设置为"Smith"。

function buildName(firstName: string, lastName = "Smith") {

return firstName + " " + lastName;

}

let result1 = buildName("Bob"); // works correctly now, returns "Bob Smith"

let result2 = buildName("Bob", undefined); // still works, also returns "Bob Smith"

let result3 = buildName("Bob", "Adams", "Sr."); // error, too many parameters

let result4 = buildName("Bob", "Adams"); // ah, just right

### 剩余参数

必要参数，默认参数和可选参数有个共同点：它们表示某一个参数。 有时，你想同时操作多个参数，或者你并不知道会有多少参数传递进来。 在JavaScript里，你可以使用 arguments来访问所有传入的参数。

在TypeScript里，你可以把所有参数收集到一个变量里：

function buildName(firstName: string, ...restOfName: string[]) {

return firstName + " " + restOfName.join(" ");

}

let employeeName = buildName("Joseph", "Samuel", "Lucas", "MacKinzie");

### this

## 泛型

如果我们想使函数返回any类型，可以这样定义：

function identity（arg：any）：any{

Return arg；

}

使用any类型会导致这个函数可以接收任何类型的arg参数，这样就丢失了一些信息：传入的类型与返回的类型应该是相同的。如果我们传入一个数字，我们只知道任何类型的值都有可能被返回。

因此，我们需要一种方法使返回值的类型与传入参数的类型是相同的。 这里，我们使用了 类型变量，它是一种特殊的变量，只用于表示类型而不是值。

function identity<T>(arg: T): T {

return arg;

}

我们给identity添加了类型变量T。 T帮助我们捕获用户传入的类型（比如：number），之后我们就可以使用这个类型。 之后我们再次使用了 T当做返回值类型。现在我们可以知道参数类型与返回值类型是相同的了。 这允许我们跟踪函数里使用的类型的信息。

我们把这个版本的identity函数叫做泛型，因为它可以适用于多个类型。 不同于使用 any，它不会丢失信息，像第一个例子那像保持准确性，传入数值类型并返回数值类型。

我们定义了泛型函数后，可以用两种方法使用。 第一种是，传入所有的参数，包含类型参数：

let output = identity<string>("myString"); // type of output will be 'string'

这里我们明确的指定了T是string类型，并做为一个参数传给函数，使用了<>括起来而不是()。

第二种方法更普遍。利用了类型推论 -- 即编译器会根据传入的参数自动地帮助我们确定T的类型：

let output = identity("myString"); // type of output will be 'string'

注意我们没必要使用尖括号（<>）来明确地传入类型；编译器可以查看myString的值，然后把T设置为它的类型。 类型推论帮助我们保持代码精简和高可读性。如果编译器不能够自动地推断出类型的话，只能像上面那样明确的传入T的类型，在一些复杂的情况下，这是可能出现的。

## 枚举

### 数字枚举

用法与js的Object和数组方法类似。若用Object的方法来获取某一个成员，那么得到的是成员的索引，若用数组的方法获取某一个成员，那么得到的是成员的值。

默认的枚举：enum Direction { Up, Down, Left, Right, }

Console.log（Direction.Up）//0

Console.Log(Direction[0])// “Up”

初始化下标的枚举：enum Direction { Up = 1, Down, Left, Right }

如上，我们定义了一个数字枚举， Up使用初始化为 1。 其余的成员会从 1开始自动增长。 换句话说，Direction.Up的值为 1， Down为 2， Left为 3， Right为 4。

使用枚举很简单：通过枚举的属性来访问枚举成员，和枚举的名字来访问枚举类型：

enum Response { No = 0, Yes = 1, } function respond(recipient: string, message: Response): void { // ... } respond("Princess Caroline", Response.Yes)

### 字符串枚举

用法与js的Object方法相同，只能用获取属性的方法获取成员，得到成员的值。

enum Direction {

Up = "UP",

Down = "DOWN",

Left = "LEFT",

Right = "RIGHT",

}

Console.log(Direction.Up)//"UP"

由于字符串枚举没有自增长的行为，字符串枚举可以很好的序列化。 换句话说，如果你正在调试并且必须要读一个数字枚举的运行时的值，这个值通常是很难读的 - 它并不能表达有用的信息（尽管 [反向映射](https://www.tslang.cn/docs/handbook/enums.html" \l "enums-at-runtime)会有所帮助），字符串枚举允许你提供一个运行时有意义的并且可读的值，独立于枚举成员的名字。

### 异构枚举

enum BooleanLikeHeterogeneousEnum { No = 0, Yes = "YES", }

为了不混淆，不建议用异构枚举。

### 计算的和常量成员

枚举成员使用 常量枚举表达式初始化。 常数枚举表达式是TypeScript表达式的子集，它可以在编译阶段求值。 当一个表达式满足下面条件之一时，它就是一个常量枚举表达式：

* 一个枚举表达式字面量（主要是字符串字面量或数字字面量）
* 一个对之前定义的常量枚举成员的引用（可以是在不同的枚举类型中定义的）
* 带括号的常量枚举表达式
* 一元运算符 +, -, ~其中之一应用在了常量枚举表达式
* 常量枚举表达式做为二元运算符 +, -, \*, /, %, <<, >>, >>>, &, |, ^的操作对象。 若常数枚举表达式求值后为 NaN或 Infinity，则会在编译阶段报错。

## React&Webpack

### 将ts版本的react包下载到而本地

npm install --save react react-dom @types/react @types/react-dom

使用@types/前缀表示我们额外要获取React和React-DOM的声明文件。 通常当你导入像 "react"这样的路径，它会查看react包； 然而，并不是所有的包都包含了声明文件，所以TypeScript还会查看 @types/react包。 你会发现我们以后将不必在意这些。

### 再添加ts的开发依赖：

npm install --save-dev typescript awesome-typescript-loader source-map-loader

这些依赖会让TypeScript和webpack在一起良好地工作。 awesome-typescript-loader可以让Webpack使用TypeScript的标准配置文件 tsconfig.json编译TypeScript代码。 source-map-loader使用TypeScript输出的sourcemap文件来告诉webpack何时生成 自己的sourcemaps。 这就允许你在调试最终生成的文件时就好像在调试TypeScript源码一样。

### 添加TypeScript配置文件

我们想将TypeScript文件整合到一起 - 这包括我们写的源码和必要的声明文件。

我们需要创建一个tsconfig.json文件，它包含了输入文件列表以及编译选项。 在工程根目录下新建文件tsconfig.json文件，添加以下内容：

{ "compilerOptions": { "outDir": "./dist/", "sourceMap": true, "noImplicitAny": true, "module": "commonjs", "target": "es5", "jsx": "react" }, "include": [ "./src/\*\*/\*" ] }