Soilmoisture

# 1. Setup

As implemented in every submodel, we first have to setup the basics - time variable, site data, parameters and some prior calculations of example values.

# Setup soil moisture   
  
### Load packages, defines time units, and set up site data and parameters ----  
  
## Required packages  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(FME)

## Loading required package: deSolve

## Loading required package: rootSolve

## Loading required package: coda

# Setting some time unit variables in unit seconds ----  
t\_units <- list(hour = 3600,  
 halfh = 1800,  
 day = 86400,  
 month = 2592000,  
 year = 31536000)  
dt <- t\_units$hour # delta time: model time step  
  
## Load and prepare input ----  
# required variables from measured data  
# rh: relative humidity  
# prec: precipitation  
# temp.air: air temperature  
source("setup\_sitedata.R")  
  
# example values for calibration  
input$lw\_out <- 0.95 \* 5.670373e-8 \* input$tair^4 # no data for lw\_out, so making a rough approximation using tair  
input$Rn <- input$sw\_in + input$lw\_in - fluxes$sw\_out - input$lw\_out  
  
## Set initial values ----  
initial\_state <- list(theta=fluxes$swc[1]) # initial value for volumetric water content of soil [m3 m-3]  
  
## Load parameters and adjust units ----  
parsfile <- "pars\_soil.csv"  
source("setup\_parameters.R")

# 2. Main function

The main function for modeling soil moisture contains soil moisture-specific calculations and a for-loop in which the soil water content is calculated in dependence of precipitation, evaporation and drainage.

# Function calculating soil moisture changes  
  
get\_theta\_soil <- function(input, pars, initial\_state) {  
  
 list2env(pars, envir = environment())  
   
 # Getting variables used  
 theta.in <- initial\_state$theta  
 prec <- input$p  
 Rh <- input$rh  
 temp <- input$tair - 273.15  
 time <- input$time  
 gs <- fluxes$g  
 rn <- input$Rn  
   
 # calculations  
 ps <- 1 - (BD/PD) # soil pore space [unitless]: bulk density = 1200 kg m-3 (climate data), particle density = 2650 kg m-3 (literature)  
 V <- 1 \* 1 \* SD # volume of soil layer [m3]  
   
 # for evaporation  
 gamma <- (cp \* 101.325) / (lambda \* MWrat) # psycrometric constant for potential evaporation [kPa K-1]  
 # for drainage  
 # b.min <- 2.91 + 0.159 \* (clay \* 100)  
 # f <- (SOC / (BD \* SD)) \* 1.72 # soil organic matter fraction; f = (%C \* 1.72)/100  
 # b.sm <- (1 - f) \* b.min + f \* b.om  
   
 sps <- theta.sat \* SD  
   
 # equations  
  
 # evaporation from soil  
 # Penman-Monteith potential evapotranspiration  
  
 # Ep = (Δ(Rn – Gs) + ρ cp(es – ea)/ra) / (λ(Δ+γ))  
  
 # where:  
  
 # Ep: potential evapotranspiration (kg m−2 s−1)  
 # Δ: slope of the es to T curve = 4098 \* (0.6108 \* exp( 17.27 \* T / (T + 237.3))) / (T + 237.3)^2 (kPa ºC-1) (T = Tsoil?; T in Celsius!)  
 # rn: net radiation (J m-2 s-1) (from radiation model)  
 # gs: ground heat flux (J m-2 s-1) (from soil temperature model)  
 # cp: specific heat of air (J kg-1)  
 # ρ: the air density (kg m−3)  
 # es: air saturation vapor pressure (kPa)  
 # ea: air actual vapour pressure (kPa)  
 # ra: aerodynamic resistance (s m-1) --> assumed to be 10  
 # γ: psycrometric constant (kPa ◦C−1) --> has to be calculated, but then we assume it to be constant  
 # γ = (cp \* air\_pressure) / (λ \* MWrat)  
 # λ: latent heat of vaporization (J kg−1)  
  
  
 # Actual soil evaporation (adapted from Aydin et. al 2005)  
  
 # Ea = Ep \* ( (log[WP] – log[WPa]) / (log[WPfc] – log[WPa]) ) / (Vsoil/BD)  
  
 # WP = soil water potential  
 # WPa = water potential of air (-100MPa (average value))  
 # WPfc = soil water potential at field capacity  
  
  
  
 # drainage  
  
 # drain.t = -(k / SD )\*(psi - psi.n1) - k (equation 8.27 from Bonan p. 125 )  
 # k: hydraulic conductivity [m s-1]  
 # SD: soil layer thickness [m]  
 # psi: matric potential of soil [m]  
 # psi.n1: matric potential of soil beneath soil layer [m]  
 # psi.n1 <- psi.sat \* (s^-B) (equation from CLM4.5 p. 172)  
 # s <- 0.5 ((theta.sat + theta)/theta.sat) [unitless]  
 # B <- (1 - f) \* B.min + f \* B.om [unitless]  
 # B.min <- 2.91 + 0.159 \* clay [unitless]  
 # B.om <- 2.7 [unitless]  
 # f <- (SOC(kg m-2) / (BD \* SD)) \* 1.72 # soil organic matter fraction; f = %C \* 1.72  
 # SOC(kg/m-2) = SOC (%)× BD (kg/m3)× SD (m) x 1000  
 # where, SOC - Concentration of soil organic carbon (%); BD - Bulk density (kg/m3); SD- soil sampling depth (m)  
  
  
 # output variables  
  
 theta <- rep(NA, length(time)) # soil moisture [m3 m-3]  
 drain <- rep(NA, length(time)) # drainage [m s-1]  
 runoff <- rep(NA, length(time)) # runoff [m s-1]  
 k <- rep(NA, length(time)) # hydraulic conductivity [m s-1]  
 evap <- rep(NA, length(time)) # evaporation [m s-1]  
 psi <- rep(NA, length(time)) # matric potential [m]  
 s <- rep(NA, length(time)) # coefficient for drainage  
 # psi.n1 <- rep(NA, length(time)) # matric potential of soil beneath soil layer [m]  
  
  
 # Iterative calculations over time  
  
 for(t in time) {  
   
 # if(t==1) browser()  
 # print(t)  
  
 # first water content is taken from climate data, then theta from previous time step is taken for calculation  
 # theta.in is the measured soil water content (averaged for the whole soil) at the start of the time series  
 if(t == 1) {theta.t <- theta.in} else {theta.t <- theta[t-1]}  
  
 # precipitation is taken from climate data  
 prec.t <- prec[t] # [m3 dt-1]  
   
 rn.t <- rn[t]  
 gs.t <- gs[t]  
 temp.t <- temp[t]  
  
 # transpiration data is taken from Leaf Temperature Model  
 # trans.t <- trans[t]  
  
 # evaporation  
 # Calculating potential evaporation  
 delta <- 4098 \* (0.6108 \* exp( 17.27 \* temp.t / (temp.t + 237.3))) / (temp.t + 237.3)^2 # (kPa K-1) temp must be in Celsius  
 es <- 0.6108 \* exp(17.27\* temp.t / (temp.t + 237.3)) # (kPa)  
 ea <- es \* Rh[t] # (kPa)  
 Ep <- (delta \* (rn.t - gs.t) + d\_air \* cp \* (es - ea) / ra) / (lambda \* (delta + gamma)) # (kg m−2 s−1)  
 Ep <- Ep / 1000 # transform units to m3 m-2 s-1  
  
 # Calculating soil water potential  
 psi.t <- psi.sat \* (theta.t / theta.sat)^-b.sm # (m)  
 if(psi.t < psi.a) {psi.t <- psi.a}   
  
 # Calculating actual evaporation  
 evap.t <- epmod \* (Ep \* ( (log(-psi.t) - log(-psi.a)) / (log(-psi.ep) - log(-psi.a)) )) # (m s-1)  
  
 # hydraulic conductivity  
 k.t <- k.sat \* ((theta.t/theta.sat)^(2\*b.sm+3)) # (m s-1)  
  
 # drainage  
   
 # Calculating psi for soil beneath soil layer  
 # s.t <- 0.5 \* ((theta.sat + theta.t) / theta.sat)  
 # if(s.t < 0.01) {s.t <- 0.01}; if(s.t > 1) {s.t <- 1}  
 # psi.n1.t <- psi.sat \* (s.t^-B) # matric potential for layer N+1 (layer beneath layer N) -> equation taken from CLM4.5  
  
 # Calculating drainage  
 # drain.t <- - (k.t / SD) \* (psi.t - psi.n1.t) - k.t  
 drain.t <- (k.t / SD / 2) \* (psi.t - psi.n1) - k.t # new approach using psi.n1 as parameter (F.)  
 # if(drain.t > x) drain.t <- x  
   
 theta.l <- theta.t \* SD  
   
 # theta (water content) is current water content plus infiltration minus drainage  
 theta.l <- theta.l - (evap.t + drain.t) \* dt # multiplication with dt to get infiltration/drainage volume for model time step  
 if(theta.l > sps) {theta.l <- sps}; if(theta.l < 0.03) {theta.l <- 0.03} # making sure there are no impossible results  
   
 # Precipitation and runoff as excess water  
 theta.l <- theta.l + prec.t # only precipitation can become running  
 if(theta.l > sps) {  
 runoff.t <- theta.l - sps # (m3 dt-1)  
 theta.l <- sps  
 } else {runoff.t <- 0}  
   
  
   
 theta.t <- theta.l / SD  
  
 theta[t] <- theta.t  
 runoff[t] <- runoff.t  
 k[t] <- k.t  
 evap[t] <- evap.t  
 drain[t] <- drain.t  
 psi[t] <- psi.t  
 }  
  
 out <- data.frame(theta, runoff, k, evap, drain, psi, psi.n1)  
 out$swc <- out$theta  
 return(out)  
  
}

# Run model with uncalibrated parameters  
  
parsfile <- "pars\_soil.csv"  
source("setup\_soilmoisture.R")  
source("fun\_soilmoisture.R")  
  
output <- get\_theta\_soil(input = input, pars = pars, initial\_state = initial\_state)

# 3. Sensitivity analysis

### 3.1 Cost function

# cost function for soil moisture  
  
cost\_soilmoisture <- function(pars\_calib, params = pars) {  
   
 print(pars\_calib)  
 # Calibrated pars replace default values  
 for(i in names(pars\_calib)) {params[[i]] <- pars\_calib[[i]]}  
   
 # Call the model function  
 output <- get\_theta\_soil(input = input, pars = params, initial\_state = initial\_state)  
 # browser()  
 # Calculate residuals  
 resid <- output$swc - fluxes$swc  
 resid <- resid[!is.na(resid)]  
   
 return(resid)  
}

### 3.2 Running sensitivity analysis

## sensitivity analysis for soil moisture ##  
  
pars\_calib <- c(b.sm = 11.4, epmod = 1, psi.n1 = -3.4, ra = 10, theta.sat = 0.48)  
  
Sens <- sensFun(cost\_soilmoisture, pars\_calib)

## b.sm epmod psi.n1 ra theta.sat   
## 11.40 1.00 -3.40 10.00 0.48   
## b.sm epmod psi.n1 ra theta.sat   
## 11.40 1.00 -3.40 10.00 0.48   
## b.sm epmod psi.n1 ra theta.sat   
## 11.40 1.00 -3.40 10.00 0.48   
## b.sm epmod psi.n1 ra theta.sat   
## 11.40 1.00 -3.40 10.00 0.48   
## b.sm epmod psi.n1 ra theta.sat   
## 11.40 1.00 -3.40 10.00 0.48   
## b.sm epmod psi.n1 ra theta.sat   
## 11.40 1.00 -3.40 10.00 0.48

summary(Sens)

## value scale L1 L2 Mean Min Max N  
## b.sm 11.40 11.40 9.1e+00 9.6e+00 -9.1e+00 -15.68 -4.0e+00 743  
## epmod 1.00 1.00 6.4e-01 6.8e-01 6.4e-01 0.19 1.7e+00 743  
## psi.n1 -3.40 -3.40 1.8e-07 7.6e-07 1.8e-07 0.00 1.2e-05 743  
## ra 10.00 10.00 5.4e-01 5.8e-01 -5.4e-01 -1.90 -1.6e-01 743  
## theta.sat 0.48 0.48 1.1e+01 1.1e+01 -1.1e+01 -18.75 -5.8e+00 743

## Plotting ##  
  
library(ggplot2)  
library(gridExtra)

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

library(tidyr)  
  
  
# Sensitivity analysis  
  
# plot sensitivity functions of model output to parameters  
  
date <- fluxes[2][1:743, ]  
par\_sens <- cbind(date, Sens[, 3:7])  
  
gg\_df <- gather(par\_sens, key = "type", value = "theta", epmod, b.sm, psi.n1, ra, theta.sat, factor\_key = T)  
  
ggplot() +  
 geom\_line(aes(gg\_df$date, gg\_df$theta, color = gg\_df$type), size = 1) +  
 labs(y = "", x = "time", color = "")
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# 4. Calibration

Calibration was done for

- saturated soil water content (theta.sat) [m3 m-3]  
 - exponent for soil hydraulic equations (b.sm) [unitless]

rm(list = ls())  
  
parsfile <- "pars\_soil.csv"  
  
pars\_calib <- c(b.sm = 11.4, theta.sat = 0.48)  
pars\_low <- c(b.sm = 5, theta.sat = 0.3)  
pars\_high <- c(b.sm = 13, theta.sat = 0.6)  
  
source("setup\_soilmoisture.R")  
source("fun\_soilmoisture.R")  
source("fun\_costmoisture.R")  
  
myfit <- modFit(f = cost\_soilmoisture, p = pars\_calib, lower = pars\_low, upper = pars\_high)

## b.sm theta.sat   
## 11.40 0.48   
## b.sm theta.sat   
## 11.40 0.48   
## b.sm theta.sat   
## 11.40 0.48   
## b.sm theta.sat   
## 11.40 0.48   
## b.sm theta.sat   
## 5.2464458 0.5812737   
## b.sm theta.sat   
## 11.0963809 0.5226837   
## b.sm theta.sat   
## 11.0963809 0.5226837   
## b.sm theta.sat   
## 11.0963809 0.5226837   
## b.sm theta.sat   
## 9.3951653 0.5581726   
## b.sm theta.sat   
## 11.3217878 0.5261235   
## b.sm theta.sat   
## 11.3217878 0.5261235   
## b.sm theta.sat   
## 11.3217878 0.5261235   
## b.sm theta.sat   
## 11.0706687 0.5360297   
## b.sm theta.sat   
## 11.2293077 0.5315557   
## b.sm theta.sat   
## 11.2293077 0.5315557   
## b.sm theta.sat   
## 11.2293077 0.5315557   
## b.sm theta.sat   
## 10.9733276 0.5403582   
## b.sm theta.sat   
## 11.2044781 0.5330697   
## b.sm theta.sat   
## 11.2044781 0.5330697   
## b.sm theta.sat   
## 11.2044781 0.5330697   
## b.sm theta.sat   
## 11.1399991 0.5355971   
## b.sm theta.sat   
## 11.1399991 0.5355971   
## b.sm theta.sat   
## 11.1399991 0.5355971   
## b.sm theta.sat   
## 11.0232043 0.5401098   
## b.sm theta.sat   
## 11.0232043 0.5401098   
## b.sm theta.sat   
## 11.0232043 0.5401098   
## b.sm theta.sat   
## 10.92661 0.54439   
## b.sm theta.sat   
## 10.92661 0.54439   
## b.sm theta.sat   
## 10.92661 0.54439   
## b.sm theta.sat   
## 10.8428641 0.5481948   
## b.sm theta.sat   
## 10.8428641 0.5481948   
## b.sm theta.sat   
## 10.8428641 0.5481948   
## b.sm theta.sat   
## 10.7696553 0.5515805   
## b.sm theta.sat   
## 10.7696553 0.5515805   
## b.sm theta.sat   
## 10.7696553 0.5515805   
## b.sm theta.sat   
## 10.6314394 0.5572772   
## b.sm theta.sat   
## 10.7208880 0.5539831   
## b.sm theta.sat   
## 10.7208880 0.5539831   
## b.sm theta.sat   
## 10.7208880 0.5539831   
## b.sm theta.sat   
## 10.6227938 0.5581803   
## b.sm theta.sat   
## 10.6227939 0.5581803   
## b.sm theta.sat   
## 10.6227938 0.5581803   
## b.sm theta.sat   
## 10.5519833 0.5617472   
## b.sm theta.sat   
## 10.5519833 0.5617472   
## b.sm theta.sat   
## 10.5519833 0.5617472   
## b.sm theta.sat   
## 10.4916848 0.5647879   
## b.sm theta.sat   
## 10.4916848 0.5647879   
## b.sm theta.sat   
## 10.4916848 0.5647879   
## b.sm theta.sat   
## 10.3812722 0.5696672   
## b.sm theta.sat   
## 10.4504568 0.5669787   
## b.sm theta.sat   
## 10.4504568 0.5669787   
## b.sm theta.sat   
## 10.4504568 0.5669787   
## b.sm theta.sat   
## 10.3699231 0.5706573   
## b.sm theta.sat   
## 10.3699231 0.5706573   
## b.sm theta.sat   
## 10.3699231 0.5706573   
## b.sm theta.sat   
## 10.3157271 0.5736259   
## b.sm theta.sat   
## 10.3157271 0.5736259   
## b.sm theta.sat   
## 10.3157271 0.5736259   
## b.sm theta.sat   
## 10.2709214 0.5760625   
## b.sm theta.sat   
## 10.2709214 0.5760625   
## b.sm theta.sat   
## 10.2709214 0.5760625   
## b.sm theta.sat   
## 10.190602 0.579814   
## b.sm theta.sat   
## 10.2365652 0.5779693   
## b.sm theta.sat   
## 10.2365652 0.5779693   
## b.sm theta.sat   
## 10.2365652 0.5779693   
## b.sm theta.sat   
## 10.1730259 0.5810078   
## b.sm theta.sat   
## 10.1730259 0.5810078   
## b.sm theta.sat   
## 10.1730259 0.5810078   
## b.sm theta.sat   
## 10.1341922 0.5833188   
## b.sm theta.sat   
## 10.1341922 0.5833188   
## b.sm theta.sat   
## 10.1341922 0.5833188   
## b.sm theta.sat   
## 10.1030609 0.5851327   
## b.sm theta.sat   
## 10.1030609 0.5851327   
## b.sm theta.sat   
## 10.1030609 0.5851327   
## b.sm theta.sat   
## 10.0481876 0.5877939   
## b.sm theta.sat   
## 10.0481876 0.5877939   
## b.sm theta.sat   
## 10.0481876 0.5877939   
## b.sm theta.sat   
## 10.0397031 0.5887983   
## b.sm theta.sat   
## 10.0397031 0.5887983   
## b.sm theta.sat   
## 10.0397031 0.5887983   
## b.sm theta.sat   
## 10.0084029 0.5903827   
## b.sm theta.sat   
## 10.0084029 0.5903827   
## b.sm theta.sat   
## 10.0084029 0.5903827   
## b.sm theta.sat   
## 9.9891623 0.5915755   
## b.sm theta.sat   
## 9.9891623 0.5915755   
## b.sm theta.sat   
## 9.9891623 0.5915755   
## b.sm theta.sat   
## 9.955427 0.593251   
## b.sm theta.sat   
## 9.955427 0.593251   
## b.sm theta.sat   
## 9.955427 0.593251   
## b.sm theta.sat   
## 9.9512012 0.5938618   
## b.sm theta.sat   
## 9.9512012 0.5938618   
## b.sm theta.sat   
## 9.9512012 0.5938618   
## b.sm theta.sat   
## 9.9329830 0.5948028   
## b.sm theta.sat   
## 9.9329830 0.5948028   
## b.sm theta.sat   
## 9.9329830 0.5948028   
## b.sm theta.sat   
## 9.9222191 0.5954938   
## b.sm theta.sat   
## 9.9222191 0.5954938   
## b.sm theta.sat   
## 9.9222191 0.5954938   
## b.sm theta.sat   
## 9.9034412 0.5964406   
## b.sm theta.sat   
## 9.9034412 0.5964406   
## b.sm theta.sat   
## 9.9034412 0.5964406   
## b.sm theta.sat   
## 9.8950051 0.5970587   
## b.sm theta.sat   
## 9.8950051 0.5970587   
## b.sm theta.sat   
## 9.8950051 0.5970587   
## b.sm theta.sat   
## 9.879805 0.597817   
## b.sm theta.sat   
## 9.879805 0.597817   
## b.sm theta.sat   
## 9.879805 0.597817   
## b.sm theta.sat   
## 9.8747425 0.5982645   
## b.sm theta.sat   
## 9.8747425 0.5982645   
## b.sm theta.sat   
## 9.8747425 0.5982645   
## b.sm theta.sat   
## 9.8646447 0.5987691   
## b.sm theta.sat   
## 9.8646447 0.5987691   
## b.sm theta.sat   
## 9.8646447 0.5987691   
## b.sm theta.sat   
## 9.8620908 0.5990464   
## b.sm theta.sat   
## 9.8620909 0.5990464   
## b.sm theta.sat   
## 9.8620908 0.5990464   
## b.sm theta.sat   
## 9.8562029 0.5993426   
## b.sm theta.sat   
## 9.8562029 0.5993426   
## b.sm theta.sat   
## 9.8562029 0.5993426   
## b.sm theta.sat   
## 9.8550017 0.5994984   
## b.sm theta.sat   
## 9.8550017 0.5994984   
## b.sm theta.sat   
## 9.8550017 0.5994984   
## b.sm theta.sat   
## 9.8518153 0.5996597   
## b.sm theta.sat   
## 9.8518154 0.5996597   
## b.sm theta.sat   
## 9.8518153 0.5996597   
## b.sm theta.sat   
## 9.8512525 0.5997425   
## b.sm theta.sat   
## 9.8512525 0.5997425   
## b.sm theta.sat   
## 9.8512525 0.5997425   
## b.sm theta.sat   
## 9.8495945 0.5998268   
## b.sm theta.sat   
## 9.8495945 0.5998268   
## b.sm theta.sat   
## 9.8495945 0.5998268   
## b.sm theta.sat   
## 9.8493256 0.5998695   
## b.sm theta.sat   
## 9.8493256 0.5998695   
## b.sm theta.sat   
## 9.8493256 0.5998695   
## b.sm theta.sat   
## 9.8484798 0.5999126   
## b.sm theta.sat   
## 9.8484798 0.5999126   
## b.sm theta.sat   
## 9.8484798 0.5999126   
## b.sm theta.sat   
## 9.8483490 0.5999343   
## b.sm theta.sat   
## 9.8483490 0.5999343   
## b.sm theta.sat   
## 9.8483490 0.5999343   
## b.sm theta.sat   
## 9.8479214 0.5999561   
## b.sm theta.sat   
## 9.8479214 0.5999561   
## b.sm theta.sat   
## 9.8479214 0.5999561   
## b.sm theta.sat   
## 9.847857 0.599967   
## b.sm theta.sat   
## 9.847857 0.599967   
## b.sm theta.sat   
## 9.847857 0.599967   
## b.sm theta.sat   
## 9.847643 0.599978   
## b.sm theta.sat   
## 9.847643 0.599978   
## b.sm theta.sat   
## 9.847643 0.599978   
## b.sm theta.sat   
## 9.8476106 0.5999835   
## b.sm theta.sat   
## 9.8476106 0.5999835   
## b.sm theta.sat   
## 9.8476106 0.5999835   
## b.sm theta.sat   
## 9.8475721 0.5999868   
## b.sm theta.sat   
## 9.8475721 0.5999868   
## b.sm theta.sat   
## 9.8475721 0.5999868   
## b.sm theta.sat   
## 9.8474973 0.5999906   
## b.sm theta.sat   
## 9.8474973 0.5999906   
## b.sm theta.sat   
## 9.8474973 0.5999906   
## b.sm theta.sat   
## 9.8474771 0.5999927   
## b.sm theta.sat   
## 9.8474771 0.5999927   
## b.sm theta.sat   
## 9.8474771 0.5999927   
## b.sm theta.sat   
## 9.847460 0.599994   
## b.sm theta.sat   
## 9.847460 0.599994   
## b.sm theta.sat   
## 9.847460 0.599994   
## b.sm theta.sat   
## 9.8474280 0.5999956   
## b.sm theta.sat   
## 9.8474280 0.5999956   
## b.sm theta.sat   
## 9.8474280 0.5999956   
## b.sm theta.sat   
## 9.8474179 0.5999965   
## b.sm theta.sat   
## 9.8474179 0.5999965   
## b.sm theta.sat   
## 9.8474179 0.5999965   
## b.sm theta.sat   
## 9.8474098 0.5999971   
## b.sm theta.sat   
## 9.8474098 0.5999971   
## b.sm theta.sat   
## 9.8474098 0.5999971   
## b.sm theta.sat   
## 9.8473951 0.5999979   
## b.sm theta.sat   
## 9.8473951 0.5999979   
## b.sm theta.sat   
## 9.8473951 0.5999979   
## b.sm theta.sat   
## 9.8473826 0.5999985   
## b.sm theta.sat   
## 9.8473826 0.5999985   
## b.sm theta.sat   
## 9.8473826 0.5999985   
## b.sm theta.sat   
## 9.8473794 0.5999989   
## b.sm theta.sat   
## 9.8473794 0.5999989   
## b.sm theta.sat   
## 9.8473794 0.5999989   
## b.sm theta.sat   
## 9.8473721 0.5999993   
## b.sm theta.sat   
## 9.8473721 0.5999993   
## b.sm theta.sat   
## 9.8473721 0.5999993   
## b.sm theta.sat   
## 9.8473675 0.5999996   
## b.sm theta.sat   
## 9.8473675 0.5999996   
## b.sm theta.sat   
## 9.8473675 0.5999996   
## b.sm theta.sat   
## 9.8473691 0.5999997   
## b.sm theta.sat   
## 9.8473691 0.5999997   
## b.sm theta.sat   
## 9.8473691 0.5999997   
## b.sm theta.sat   
## 9.8473698 0.5999996   
## b.sm theta.sat   
## 9.8473695 0.5999996   
## b.sm theta.sat   
## 9.8473691 0.5999997   
## b.sm theta.sat   
## 9.8473692 0.5999997   
## b.sm theta.sat   
## 9.8473690 0.5999997   
## b.sm theta.sat   
## 9.8473691 0.5999997   
## b.sm theta.sat   
## 9.8473691 0.5999996

summary(myfit)

##   
## Parameters:  
## Estimate Std. Error t value Pr(>|t|)   
## b.sm 9.8474 1.0150 9.702 <2e-16 \*\*\*  
## theta.sat 0.6000 0.0606 9.900 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.005995 on 742 degrees of freedom  
##   
## Parameter correlation:  
## b.sm theta.sat  
## b.sm 1.0000 -0.9999  
## theta.sat -0.9999 1.0000

# 4. Output

### 4.1 Run model

Finally, we run the model with the calibrated parameters and visualize the output.

## Run model ##  
  
  
# Run model with uncalibrated parameters  
  
parsfile <- "pars\_soil.csv"  
source("setup\_soilmoisture.R")  
source("fun\_soilmoisture.R")  
  
output <- get\_theta\_soil(input = input, pars = pars, initial\_state = initial\_state)  
  
  
# Run model choosing calibrated parameter file  
  
parsfile <- "pars\_soil\_calib1.csv"  
pars\_soil\_calib1 <- read.csv(parsfile)  
  
pars\_soil\_calib1[2,2] <- 9.85  
pars\_soil\_calib1[33,2] <- 0.6  
  
  
source("setup\_soilmoisture.R")  
source("fun\_soilmoisture.R")  
  
output\_cal <- get\_theta\_soil(input = input, pars = pars, initial\_state = initial\_state)

### 4.2 Plotting

## Plotting ##  
  
library(ggplot2)  
library(gridExtra)  
library(tidyr)  
  
  
# Compare measured data to modeled data and pre-calibrated data  
  
out\_theta <- data.frame(fluxes$time, fluxes$swc, output\_cal$theta, output$theta)  
names(out\_theta) <- c("time", "swc", "theta\_cal", "theta")  
  
gg\_theta <- gather(out\_theta, key = "type", value = "theta", swc, theta\_cal, theta, factor\_key = T)  
  
ggplot() +  
 geom\_line(aes(gg\_theta$time, gg\_theta$theta, color = gg\_theta$type), size = 1) +  
 labs(y = "soil water content [m3 m-3]", x = "time", color = "")
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# Plotting output variables  
  
out <- data.frame(fluxes$time, output\_cal[ , -8], input$p)  
names(out) <- c("time", "theta", "runoff", "hyd\_conductivity", "evaporation", "drainage", "water\_potential", "water\_potential\_sub", "precipitation")  
  
  
# evaporation  
  
gg\_theta <- gather(out, key = "type", value = "theta", evaporation, factor\_key = T)  
  
ggplot() +  
 geom\_line(aes(gg\_theta$time, gg\_theta$theta, color = gg\_theta$type), size = 1) +  
 labs(y = "evaporation [m s-1]", x = "time", color = "")
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# drainage against hydraulic conductivity  
  
gg\_theta <- gather(out, key = "type", value = "theta", drainage, factor\_key = T)  
  
ggplot() +  
 geom\_line(aes(gg\_theta$hyd\_conductivity, gg\_theta$theta, color = gg\_theta$type), size = 1) +  
 labs(y = "drainage [m s-1]", x = "hydraulic conductivity [m s-1]", color = "")

![](data:image/png;base64,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)

# water potential and precipitation  
  
gg\_thetaWP <- gather(out, key = "type", value = "theta", water\_potential, factor\_key = T)  
  
WP <- ggplot() +  
 geom\_line(aes(gg\_thetaWP$time, gg\_thetaWP$theta, color = gg\_thetaWP$type), size = 1) +  
 labs(y = "water potential [m]", x = "time", color = "")  
  
  
gg\_thetaP <- gather(out, key = "type", value = "theta", precipitation, factor\_key = T)  
  
P <- ggplot() +  
 geom\_line(aes(gg\_thetaP$time, gg\_thetaP$theta, color = gg\_thetaP$type), size = 1) +  
 labs(y = "precipitation [m3 dt-1]", x = "time", color = "")  
  
grid.arrange(WP, P)
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# multiple plots together for comparison  
  
gg\_thetaA <- gather(out, key = "type", value = "theta", theta, factor\_key = T)  
  
A <- ggplot() +  
 geom\_line(aes(gg\_thetaA$time, gg\_thetaA$theta, color = gg\_thetaA$type), size = 1) +  
 labs(y = "theta [m3 m-3]", x = "time", color = "")  
  
gg\_thetaB <- gather(out, key = "type", value = "theta", precipitation, factor\_key = T)  
  
B <- ggplot() +  
 geom\_line(aes(gg\_thetaB$time, gg\_thetaB$theta, color = gg\_thetaB$type), size = 1) +  
 labs(y = "precipitation [m3 dt-1]", x = "time", color = "")  
  
gg\_thetaC <- gather(out, key = "type", value = "theta", water\_potential, factor\_key = T)  
  
C <- ggplot() +  
 geom\_line(aes(gg\_thetaC$time, gg\_thetaC$theta, color = gg\_thetaC$type), size = 1) +  
 labs(y = "water potential [m]", x = "time", color = "")  
  
gg\_thetaD <- gather(out, key = "type", value = "theta", drainage, factor\_key = T)  
  
D <- ggplot() +  
 geom\_line(aes(gg\_thetaD$time, gg\_thetaD$theta, color = gg\_thetaD$type), size = 1) +  
 labs(y = "drainage [m s-1]", x = "time", color = "")  
  
gg\_thetaE <- gather(out, key = "type", value = "theta", hyd\_conductivity, factor\_key = T)  
  
E <- ggplot() +  
 geom\_line(aes(gg\_thetaE$time, gg\_thetaE$theta, color = gg\_thetaE$type), size = 1) +  
 labs(y = "hydraulic conductivity [m s-1]", x = "time", color = "")  
  
grid.arrange(A, B, C, D, E, ncol = 2)
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