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# задание

1. Записать прямую и обратную подстановки в виде булевых функций.
2. Составить программу, моделирующую шифр. Выбрать произвольный ключ и открытый текст, вычислить шифртекст.
3. Составить программу, вычисляющую целевую функцию. Вычисляя целевую функцию вблизи выбранного ключа, оценить пороговое число.
4. Оценить стойкость шифра к методу арифметического продолжения.

# Результаты работы

Размер блока исследуемого шифра 32 бита. Зашифрование выполняется на четырех циклах. На каждом цикле используется один и тот же ключ, выполняются действия:

1. XOR блока текста с блоком ключа.
2. Подстановка S блоков по 4 бита.
3. 32-х битовая перестановка P.

После выполнения 4-х циклов выполняется XOR блока текста с блоком ключа.

S: (2, 11, 13, 0, 9, 7, 4, 14, 1, 12, 8, 15, 6, 10, 3, 5)

P:

P: (11, 16, 21, 26, 31, 4, 9, 14, 19, 24, 29, 2, 7, 12, 17, 22, 27, 0, 5, 10, 15, 20, 25, 30, 3, 8, 13, 18, 23, 28, 1, 6)

Прямая подстановка:

v1 = u1\*u2\*(1.0-u3)\*u4 + u1\*(1.0-u2)\*u3\*u4 + u1\*(1.0-u2)\*u3\*(1.0-u4) + u1\*(1.0-u2)\*(1.0-u3)\*u4 + (1.0-u1)\*(1.0-u2)\*u3\*(1.0-u4) + (1.0-u1)\*(1.0-u2)\*(1.0-u3)\*u4 + (1.0-u1)\*u2\*(1.0-u3)\*(1.0-u4) + (1.0-u1)\*u2\*u3\*u4;

v2 = u1\*u2\*u3\*u4 + u1\*u2\*(1.0-u3)\*(1.0-u4) + u1\*(1.0-u2)\*u3\*u4 + u1\*(1.0-u2)\*(1.0-u3)\*u4 + (1.0-u1)\*(1.0-u2)\*u3\*(1.0-u4) + 1.0-u1)\*u2\*u3\*(1.0-u4) + (1.0-u1)\*u2\*u3\*u4 + (1.0-u1)\*u2\*(1.0-u3)\*u4;

v3 = u1\*u2\*u3\*(1.0-u4) + u1\*u2\*(1.0-u3)\*u4 + u1\*u2\*(1.0-u3)\*(1.0-u4) + u1\*(1.0-u2)\*u3\*u4 + (1.0-u1)\*u2\*u3\*u4 + (1.0-u1)\*u2\*(1.0-u3)\*u4 + (1.0-u1)\*(1.0-u2)\*(1.0-u3)\*u4 + (1.0-u1)\*(1.0-u2)\*(1.0-u3)\*(1.0-u4);

v4 = u1\*u2\*u3\*u4 + u1\*u2\*u3\*(1.0-u4) + u1\*(1.0-u2)\*u3\*u4 + u1\*(1.0-u2)\*(1.0-u3)\*(1.0-u4) + 1.0-u1)\*(1.0-u2)\*u3\*(1.0-u4) + (1.0-u1)\*u2\*(1.0-u3)\*u4 + (1.0-u1)\*u2\*(1.0-u3)\*(1.0-u4) + (1.0-u1)\*(1.0-u2)\*(1.0-u3)\*u4;

Обратная подстановка:

u1 = v1\*v2\*(1.0-v3)\*(1.0-v4) + v1\*(1.0-v2)\*(1.0-v3)\*(1.0-v4) + v1\*(1.0-v2)\*v3\*(1.0-v4) + v1\*v2\*v3\*v4 + (1.0-v1)\*(1.0-v2)\*v3\*v4 + (1.0-v1)\*(1.0-v2)\*(1.0-v3)\*v4 + (1.0-v1)\*v2\*(1.0-v3)\*v4 + (1.0-v1)\*v2\*v3\*(1.0-v4);

u2 = (1.0-v1)\*v2\*v3\*v4 + (1.0-v1)\*v2\*v3\*(1.0-v4) + (1.0-v1)\*v2\*(1.0-v3)\*v4 + (1.0-v1)\*v2\*(1.0-v3)\*(1.0-v4) + v1\*v2\*v3\*(1.0-v4) + v1\*(1.0-v2)\*v3\*(1.0-v4) + (1.0-v1)\*(1.0-v2)\*v3\*v4 + v1\*(1.0-v2)\*(1.0-v3)\*v4;

u3 = v1\*v2\*v3\*v4 + v1\*v2\*v3\*(1.0-v4) + v1\*v2\*(1.0-v3)\*v4 + v1\*(1.0-v2)\*(1.0-v3)\*(1.0-v4) + (1.0-v1)\*v2\*(1.0-v3)\*v4 + (1.0-v1)\*v2\*(1.0-v3)\*(1.0-v4) + (1.0-v1)\*(1.0-v2)\*v3\*v4 + (1.0-v1)\*(1.0-v2)\*(1.0-v3)\*(1.0-v4);

u4 = v1\*v2\*v3\*v4 + v1\*v2\*v3\*(1.0-v4) + v1\*(1.0-v2)\*v3\*v4 + v1\*(1.0-v2)\*v3\*(1.0-v4) + v1\*v2\*(1.0-v3)\*(1.0-v4) + (1.0-v1)\*v2\*v3\*v4 + (1.0-v1)\*v2\*(1.0-v3)\*v4 + (1.0-v1)\*(1.0-v2)\*(1.0-v3)\*(1.0-v4);

Определим целевую функцию как конъюнкцию поразрядных равенств результатов зашифрования на половине циклов и расшифрования на половине циклов.

Использование данного метода применительно к вскрытию ключа шифра по сравнению с вскрытием аргумента хэш-функции имеет намного более высокую сложность. Это связано с тем, что в случае шифра неизвестные разряды ключа (равные 0.5) на каждой итерации складываются с промежуточным шифром. А в продолженных функциях число 0.5 является аннулятором для всех чисел по сложению.

Была написана программа реализующая вскрытие ключа. На вход подается ключ с r случайно открытыми битами.

Минимальное пороговое число, для которого остальная часть ключа вскрывается, получилось равным 17. Пороговое число зависит от положения известных бит ключа.

Working..

Key

01110011010101101010001101100100

Initial key

01110x11xxx1x1xxx0xx0x1101x0xxx0

Key founded

01110011010101101010001101100100

H\* = 1

r = 17

# Выводы

Можно сделать вывод о том, что данный алгоритм лучше применять для анализа подстановочно-перестановочной хэш-функции. В таком случае существенно снижается сложность метода.

***Приложение***

//lab7.cpp

#include "stdafx.h"

#define ROUND(x) (x>0.5?1:0)

double V1(double u1, double u2, double u3, double u4)

{

double res;

res =

u1\*u2\*(1.0-u3)\*u4 +

u1\*(1.0-u2)\*u3\*u4 +

u1\*(1.0-u2)\*u3\*(1.0-u4) +

u1\*(1.0-u2)\*(1.0-u3)\*u4 +

(1.0-u1)\*(1.0-u2)\*u3\*(1.0-u4) +

(1.0-u1)\*(1.0-u2)\*(1.0-u3)\*u4 +

(1.0-u1)\*u2\*(1.0-u3)\*(1.0-u4) +

(1.0-u1)\*u2\*u3\*u4;

return res;

}

double V2(double u1, double u2, double u3, double u4)

{

double res;

res =

u1\*u2\*u3\*u4 +

u1\*u2\*(1.0-u3)\*(1.0-u4) +

u1\*(1.0-u2)\*u3\*u4 +

u1\*(1.0-u2)\*(1.0-u3)\*u4 +

(1.0-u1)\*(1.0-u2)\*u3\*(1.0-u4) +

(1.0-u1)\*u2\*u3\*(1.0-u4) +

(1.0-u1)\*u2\*u3\*u4 +

(1.0-u1)\*u2\*(1.0-u3)\*u4;

return res;

}

double V3(double u1, double u2, double u3, double u4)

{

double res;

res =

u1\*u2\*u3\*(1.0-u4) +

u1\*u2\*(1.0-u3)\*u4 +

u1\*u2\*(1.0-u3)\*(1.0-u4) +

u1\*(1.0-u2)\*u3\*u4 +

(1.0-u1)\*u2\*u3\*u4 +

(1.0-u1)\*u2\*(1.0-u3)\*u4 +

(1.0-u1)\*(1.0-u2)\*(1.0-u3)\*u4 +

(1.0-u1)\*(1.0-u2)\*(1.0-u3)\*(1.0-u4);

return res;

}

double V4(double u1, double u2, double u3, double u4)

{

double res;

res =

u1\*u2\*u3\*u4 +

u1\*u2\*u3\*(1.0-u4) +

u1\*(1.0-u2)\*u3\*u4 +

u1\*(1.0-u2)\*(1.0-u3)\*(1.0-u4) +

(1.0-u1)\*(1.0-u2)\*u3\*(1.0-u4) +

(1.0-u1)\*u2\*(1.0-u3)\*u4 +

(1.0-u1)\*u2\*(1.0-u3)\*(1.0-u4) +

(1.0-u1)\*(1.0-u2)\*(1.0-u3)\*u4;

return res;

}

double U1(double v1, double v2, double v3, double v4)

{

double res;

res =

v1\*v2\*(1.0-v3)\*(1.0-v4) +

v1\*(1.0-v2)\*(1.0-v3)\*(1.0-v4) +

v1\*(1.0-v2)\*v3\*(1.0-v4) +

v1\*v2\*v3\*v4 +

(1.0-v1)\*(1.0-v2)\*v3\*v4 +

(1.0-v1)\*(1.0-v2)\*(1.0-v3)\*v4 +

(1.0-v1)\*v2\*(1.0-v3)\*v4 +

(1.0-v1)\*v2\*v3\*(1.0-v4);

return res;

}

double U2(double v1, double v2, double v3, double v4)

{

double res;

res =

(1.0-v1)\*v2\*v3\*v4 +

(1.0-v1)\*v2\*v3\*(1.0-v4) +

(1.0-v1)\*v2\*(1.0-v3)\*v4 +

(1.0-v1)\*v2\*(1.0-v3)\*(1.0-v4) +

v1\*v2\*v3\*(1.0-v4) +

v1\*(1.0-v2)\*v3\*(1.0-v4) +

(1.0-v1)\*(1.0-v2)\*v3\*v4 +

v1\*(1.0-v2)\*(1.0-v3)\*v4;

return res;

}

double U3(double v1, double v2, double v3, double v4)

{

double res;

res =

v1\*v2\*v3\*v4 +

v1\*v2\*v3\*(1.0-v4) +

v1\*v2\*(1.0-v3)\*v4 +

v1\*(1.0-v2)\*(1.0-v3)\*(1.0-v4) +

(1.0-v1)\*v2\*(1.0-v3)\*v4 +

(1.0-v1)\*v2\*(1.0-v3)\*(1.0-v4) +

(1.0-v1)\*(1.0-v2)\*v3\*v4 +

(1.0-v1)\*(1.0-v2)\*(1.0-v3)\*(1.0-v4);

return res;

}

double U4(double v1, double v2, double v3, double v4)

{

double res;

res =

v1\*v2\*v3\*v4 +

v1\*v2\*v3\*(1.0-v4) +

v1\*(1.0-v2)\*v3\*v4 +

v1\*(1.0-v2)\*v3\*(1.0-v4) +

v1\*v2\*(1.0-v3)\*(1.0-v4) +

(1.0-v1)\*v2\*v3\*v4 +

(1.0-v1)\*v2\*(1.0-v3)\*v4 +

(1.0-v1)\*(1.0-v2)\*(1.0-v3)\*(1.0-v4);

return res;

}

void Sub(double \*u)

{

double temp1 = V1(u[0],u[1],u[2],u[3]);

double temp2 = V2(u[0],u[1],u[2],u[3]);

double temp3 = V3(u[0],u[1],u[2],u[3]);

double temp4 = V4(u[0],u[1],u[2],u[3]);

u[0] = temp1;

u[1] = temp2;

u[2] = temp3;

u[3] = temp4;

}

void SubInv(double \*v)

{

double temp1 = U1(v[0],v[1],v[2],v[3]);

double temp2 = U2(v[0],v[1],v[2],v[3]);

double temp3 = U3(v[0],v[1],v[2],v[3]);

double temp4 = U4(v[0],v[1],v[2],v[3]);

v[0] = temp1;

v[1] = temp2;

v[2] = temp3;

v[3] = temp4;

}

double Xor(double x, double k)

{

return x\*(1.0-k) + (1.0-x)\*k;;

}

void Xor(double \*x, double \*k, int size)

{

for (int i = 0; i < size; i++)

x[i] = Xor(x[i],k[i]);

}

void dtouc(double \*dX, unsigned char \*ucX)

{

unsigned char ucTemp;

for (int i = 0; i < 4; i+=4)

{

ucX[i] = 0;

ucX[i] += ROUND(dX[i\*4 + 0]);

ucX[i] += ROUND(dX[i\*4 + 1])\*2;

ucX[i] += ROUND(dX[i\*4 + 2])\*2\*2;

ucX[i] += ROUND(dX[i\*4 + 3])\*2\*2\*2;

ucX[i] += ROUND(dX[i\*4 + 4])\*2\*2\*2\*2;

ucX[i] += ROUND(dX[i\*4 + 5])\*2\*2\*2\*2\*2;

ucX[i] += ROUND(dX[i\*4 + 6])\*2\*2\*2\*2\*2\*2;

ucX[i] += ROUND(dX[i\*4 + 7])\*2\*2\*2\*2\*2\*2\*2;

}

}

void uctod(unsigned char \*ucX, double \*dX)

{

unsigned char ucTemp;

for (int i = 0; i < 4; i++)

{

ucTemp = ucX[i];

dX[8\*i+7] = ucTemp%2;

dX[8\*i+6] = ucTemp/2%2;

dX[8\*i+5] = ucTemp/2/2%2;

dX[8\*i+4] = ucTemp/2/2/2%2;

dX[8\*i+3] = ucTemp/2/2/2/2%2;

dX[8\*i+2] = ucTemp/2/2/2/2/2%2;

dX[8\*i+1] = ucTemp/2/2/2/2/2/2%2;

dX[8\*i+0] = ucTemp/2/2/2/2/2/2/2%2;

}

}

double H(double \*dK, double \*dX, double \*dY, Cipher \*ciph)

{

double dF2X[32];

double dFinv2X[32];

double dTemp[32];

double dH = 1.0;

for(int i = 0; i < 32; i++)

dF2X[i] = dX[i];

for(int c = 0; c < 2; c++)

{

Xor(dF2X, dK, 32);

for(int i = 0; i < 32; i+=4)

Sub(dF2X+i);

/\*\*/

for(int i = 0; i < 32; i++)

dTemp[i] = dF2X[i];

for(int i = 0; i < 32; i++)

dF2X[ciph->per->pers[i]] = dTemp[i];

/\*\*/

}

/\*\*/

for(int i = 0; i < 32; i++)

dFinv2X[i] = dY[i];

Xor(dFinv2X, dK, 32);

for(int c = 0; c < 2; c++)

{

for(int i = 0; i < 32; i++)

dTemp[i] = dFinv2X[i];

for(int i = 0; i < 32; i++)

dFinv2X[ciph->per->pers\_inv[i]] = dTemp[i];

for(int i = 0; i < 32; i+=4)

SubInv(dFinv2X+i);

Xor(dFinv2X, dK, 32);

}

for(int i = 0; i < 32; i++)

dH \*= dF2X[i]\*dFinv2X[i] + (1.0 - dF2X[i])\*(1.0 - dFinv2X[i]);

return dH;

}

int main()

{

srand (time(NULL));

//------------------------------------------------

vector<int> my\_s, my\_p;

//------------------------------------------------

int my\_sub[16] = {2, 11, 13, 0, 9, 7, 4, 14, 1, 12, 8, 15, 6, 10, 3, 5};

//------------------------------------------------

my\_s = vector<int>(my\_sub, my\_sub+16);

my\_p = vector<int>(32);

for (int i = 0; i < 32; i++) my\_p[i] = (i\*5 + 11)%32;

//------------------------------------------------

Cipher ciph(my\_s,my\_p);

cout << "Working.." << endl;

double dKK[32];

double dK[32];

double dX[32];

double dY[32];

double dH[2];

double dHx;

int j = 0;

int r = 17;

int iOpenBits[32];

unsigned char ucX[5] = "\xf5\x6f\x3e\x65";//"0000";

unsigned char ucY[4];

unsigned char ucK[5] = "\x73\x56\xa3\x64";

for(int i = 0; i < 4; i++)

ucY[i] = ucX[i];

ciph.CryptBlock(ucY,ucK);

uctod(ucK, dKK);

uctod(ucX, dX);

uctod(ucY, dY);

cout << "-----------------K orig--------------" << endl;

for (int i = 0; i < 32; i++)

{

cout << dKK[i] << "\t";

if(!((i+1)%8)) cout << endl;

}

cout << endl << endl;

LOOP:

dHx = pow(2.0, -32);

for (int i = 0; i < 32; i++)

dK[i] = 0.5;

for(int k = 0; k < r; k++)

{

iOpenBits[k] = rand()%32;

for (int i = 0; i < k; i++)

{

if (iOpenBits[i] == iOpenBits[k]) {k--; break;}

}

}

for (int i = 0; i < r; i++)

dK[iOpenBits[i]] = dKK[iOpenBits[i]];

j = 0;

while (j < 32)

{

if(dK[j] == 0.5)

{

for(int k = 0; k < 2; k++)

{

if(k == 0) dK[j] = 0.0;

if(k == 1) dK[j] = 1.0;

dH[k] = H(dK, dX, dY, &ciph);

}

if ((dH[0] < dHx)&&(dHx < dH[1])) {dHx = dH[1]; dK[j] = 1;}

else if ((dH[1] < dHx)&&(dHx < dH[0])) {dHx = dH[0]; dK[j] = 0;}

else {goto LOOP;}

}

j++;

}

//---------------------------------------------------------------------------------------

for (int i = 0; i < 32; i++)

if (dK[i] != dKK[i])

{

cout << "key not found" << endl;

cout << "----------opened-K-------------------" << endl;

for (int i = 0; i < 32; i++)

{

cout << dK[i] << "\t";

if(!((i+1)%8)) cout << endl;

}

cout << endl << endl;

for (int i = 0; i < 32; i++)

dK[i] = 0.5;

for (int i = 0; i < r; i++)

dK[iOpenBits[i]] = dKK[iOpenBits[i]];

cout << "---------initial-K-------------------" << endl;

for (int i = 0; i < 32; i++)

{

cout << dK[i] << "\t";

if(!((i+1)%8)) cout << endl;

}

cout << endl << endl;

cout << "H\* = " << dHx << endl;

cout << "r = " << r << endl;

\_getch();

return 0;

break;

}

cout << "key found" << endl;

for (int i = 0; i < 32; i++)

dK[i] = 0.5;

for (int i = 0; i < r; i++)

dK[iOpenBits[i]] = dKK[iOpenBits[i]];

cout << "---------initial-K-------------------" << endl;

for (int i = 0; i < 32; i++)

{

cout << dK[i] << "\t";

if(!((i+1)%8)) cout << endl;

}

cout << endl << endl;

cout << "H\* = " << dHx << endl;

cout << "r = " << r << endl;

\_getch();

return 0;

}