**INTERVIEW QUESTIONS DEFINITIONS**

**T-SQL and BI DBA**

**What is the difference between CAST and CONVERT?**

**CAST** converts some data types and takes only one argument.

SELECT CAST(‘123’, AS int)

**CONVERT** allows you to format STRING values

SELECT ‘US DATE: ‘ + CONVERT(VARCHAR(50), GETDATE(), 101)

**What does a cross join do?**

The query will return every possible combination of rows.

**What does a CROSS APPLY do?**

There are two forms of APPLY: CROSS APPLY and OUTER APPLY.

The APPLY operator allows you to invoke a table-valued function for each row returned by an outer table expression of a query.

**Problem**SQL Server 2005 introduced the APPLY operator, which is very much like a [join clause](http://www.mssqltips.com/sqlservertip/1667/sql-server-join-example/) and which allows joining between two table expressions i.e. joining a left/outer table expression with a right/inner table expression. The difference between join and APPLY operator becomes evident when you have a table-valued expression on the right side and you want this table-valued expression to be evaluated for each row from the left table expression. In this tip I am going to demonstrate what APPLY operator is, how it differs from [regular JOINs](http://www.mssqltips.com/sqlservertip/1667/sql-server-join-example/) and what are few of its applications.

**Solution**The APPLY operator allows you to join two table expressions; the right table expression is processed every time for each row from the left table expression. As you might have guessed, the left table expression is evaluated first and then right table expression is evaluated against each row of the left table expression for final result-set. The final result-set contains all the selected columns from the left table expression followed by all the columns of right table expression.

The APPLY operator comes in two variants, the CROSS APPLY and the OUTER APPLY. The CROSS APPLY operator returns only those rows from left table expression (in its final output) if it matches with right table expression. In other words, the right table expression returns rows for left table expression match only.  Whereas the OUTER APPLY operator returns all the rows from left table expression irrespective of its match with the right table expression.  For those rows for which there are no corresponding matches in right table expression, it contains NULL values in columns of right table expression. So you might now conclude, the CROSS APPLY is semantically equivalent to INNER JOIN (or to be more precise its like a CROSS JOIN with a correlated sub-query) with a implicit join condition of 1=1 whereas OUTER APPLY is semantically equivalent to LEFT OUTER JOIN.

You might be wondering if the same can be achieved with regular JOIN clause then why and when to use APPLY operator? Though the same can be achieved with [normal JOIN](http://www.mssqltips.com/sqlservertip/1667/sql-server-join-example/), the need of APPLY arises if you have table-valued expression on right part and also in some cases use of APPLY operator boost the [performance](http://www.mssqltips.com/category.asp?catid=9) of your query. Let me explain you with help of some examples.

Script #1 creates a Department table to hold information about departments. Then it creates an Employee table which hold information about the employees. Please note, each employee belongs to a department, hence the Employee table has referential integrity with the Department table.

|  |
| --- |
| **Script #1 - Creating some temporary objects to work on...** |
| USE [tempdb]  GO  IF EXISTS (SELECT \* FROM sys.objects WHERE OBJECT\_ID = OBJECT\_ID(N'[Employee]') AND type IN (N'U'))  BEGIN     DROP TABLE [Employee]  END  GO  IF EXISTS (SELECT \* FROM sys.objects WHERE OBJECT\_ID = OBJECT\_ID(N'[Department]') AND type IN (N'U'))  BEGIN     DROP TABLE [Department]  END  CREATE TABLE [Department](     [DepartmentID] [int] NOT NULL PRIMARY KEY,     [Name] VARCHAR(250) NOT NULL,  ) ON [PRIMARY]  INSERT [Department] ([DepartmentID], [Name])   VALUES (1, N'Engineering')  INSERT [Department] ([DepartmentID], [Name])   VALUES (2, N'Administration')  INSERT [Department] ([DepartmentID], [Name])   VALUES (3, N'Sales')  INSERT [Department] ([DepartmentID], [Name])   VALUES (4, N'Marketing')  INSERT [Department] ([DepartmentID], [Name])   VALUES (5, N'Finance')  GO  CREATE TABLE [Employee](     [EmployeeID] [int] NOT NULL PRIMARY KEY,     [FirstName] VARCHAR(250) NOT NULL,     [LastName] VARCHAR(250) NOT NULL,     [DepartmentID] [int] NOT NULL REFERENCES [Department](DepartmentID),  ) ON [PRIMARY]  GO  INSERT [Employee] ([EmployeeID], [FirstName], [LastName], [DepartmentID])  VALUES (1, N'Orlando', N'Gee', 1 )  INSERT [Employee] ([EmployeeID], [FirstName], [LastName], [DepartmentID])  VALUES (2, N'Keith', N'Harris', 2 )  INSERT [Employee] ([EmployeeID], [FirstName], [LastName], [DepartmentID])  VALUES (3, N'Donna', N'Carreras', 3 )  INSERT [Employee] ([EmployeeID], [FirstName], [LastName], [DepartmentID])  VALUES (4, N'Janet', N'Gates', 3 ) |

First query in Script #2 selects data from Department table and uses CROSS APPLY to evaluate the Employee table for each record of the Department table. Second query simply joins the Department table with the Employee table and all the matching records are produced.

|  |
| --- |
| **Script #2 - CROSS APPLY and INNER JOIN** |
| SELECT \* FROM Department D  CROSS APPLY     (     SELECT \* FROM Employee E     WHERE E.DepartmentID = D.DepartmentID     ) A  GO  SELECT \* FROM Department D  INNER JOIN Employee E ON D.DepartmentID = E.DepartmentID  GO  http://www.mssqltips.com/tipImages2/1958_CROSS1.jpg |

If you look at the results they produced, it is the exact same result-set; not only that even the execution plan for these queries are similar to each other and has equal query cost, as you can see in the image below. So what is the use of APPLY operator?  How does it differ from a JOIN and how does it help in writing more efficient queries. I will discuss this later, but first let me show you an example of OUTER APPLY also.
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The first query in Script #3 selects data from Department table and uses OUTER APPLY to evaluate the Employee table for each record of the Department table.  For those rows for which there is not a match in Employee table, those rows contains NULL values as you can see in case of row 5 and 6. The second query simply uses a LEFT OUTER JOIN between the Department table and the Employee table.  As expected the query returns all rows from Department table; even for those rows for which there is no match in the Employee table.

|  |
| --- |
| **Script #3 - OUTER APPLY and LEFT OUTER JOIN** |
| SELECT \* FROM Department D  OUTER APPLY     (     SELECT \* FROM Employee E     WHERE E.DepartmentID = D.DepartmentID     ) A  GO  SELECT \* FROM Department D  LEFT OUTER JOIN Employee E ON D.DepartmentID = E.DepartmentID  GO  http://www.mssqltips.com/tipImages2/1958_CROSS3.jpg |

Even though the above two queries return the same information, the execution plan is a bit different. Although cost wise there is not much difference, the query with the OUTER APPLY uses a Compute Scalar operator (which has an estimated operator cost of 0.0000103 or almost 0% of total query cost) before Nested Loops operator to evaluate and produce the columns of Employee table.

![http://www.mssqltips.com/tipImages2/1958_CROSS4.jpg](data:image/jpeg;base64,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)

Now comes the time to see where the APPLY operator is really required. In Script #4, I am creating a table-valued function which accepts DepartmentID as its parameter and returns all the employees who belong to this department. The next query selects data from Department table and uses CROSS APPLY to join with the function we created.  It passes the DepartmentID for each row from the outer table expression (in our case Department table) and evaluates the function for each row similar to a [correlated subquery](http://www.mssqltips.com/sqlservertip/1918/different-strategies-for-removing-duplicate-records-in-sql-server/). The next query uses the OUTER APPLY in place of CROSS APPLY and hence unlike CROSS APPLY which returned only correlated data, the OUTER APPLY returns non-correlated data as well, placing NULLs into the missing columns.

|  |
| --- |
| **Script #4 - APPLY with table-valued function** |
| IF EXISTS (SELECT \* FROM sys.objects WHERE OBJECT\_ID = OBJECT\_ID(N'[fn\_GetAllEmployeeOfADepartment]') AND type IN (N'IF'))  BEGIN     DROP FUNCTION dbo.fn\_GetAllEmployeeOfADepartment  END  GO  CREATE FUNCTION dbo.fn\_GetAllEmployeeOfADepartment(@DeptID AS INT)   RETURNS TABLE  AS  RETURN     (     SELECT \* FROM Employee E     WHERE E.DepartmentID = @DeptID     )  GO  SELECT \* FROM Department D  CROSS APPLY dbo.fn\_GetAllEmployeeOfADepartment(D.DepartmentID)  GO  SELECT \* FROM Department D  OUTER APPLY dbo.fn\_GetAllEmployeeOfADepartment(D.DepartmentID)  GO  http://www.mssqltips.com/tipImages2/1958_CROSS5.jpg |

So now if you are wondering, can we use a [simple join](http://www.mssqltips.com/sqlservertip/1667/sql-server-join-example/) in place of the above queries? Then the answer is NO, if you replace CROSS/OUTER APPLY in the above queries with INNER JOIN/LEFT OUTER JOIN, specify ON clause (something as 1=1) and run the query, you will get "The multi-part identifier "D.DepartmentID" could not be bound."  error. This is because with JOINs the execution context of outer query is different from the execution context of the function (or a [derived table](http://www.mssqltips.com/sqlservertip/1042/using-derived-tables-to-simplify-the-sql-server-query-process/)), and you can not bind a value/variable from the outer query to the function as a parameter.  Hence the APPLY operator is required for such queries.

So in summary the APPLY operator is required when you have to use table-valued function in the query, but it can also be used with an inline SELECT statements.

Now let me show you another query with a [Dynamic Management Function (DMF)](http://www.mssqltips.com/category.asp?catid=31). Script #5 returns all the currently executing user queries except for the queries being executed by the current session. As you can see the script below, the [sys.dm\_exec\_requests](http://www.mssqltips.com/sqlservertip/1811/how-to-isolate-the-current-running-commands-in-sql-server/) dynamic management view is being CROSS APPLY'ed with the [sys.dm\_exec\_sql\_text](http://www.mssqltips.com/sqlservertip/1363/identifying-the-input-buffer-in-sql-server-2000-vs-sql-server-2005/) dynamic management function which accepts a "plan handle" for the query and the same "plan handle" is being passed from the left/outer expression to the function to work and to return the data.

|  |
| --- |
| **Script #5 - APPLY with Dynamic Management Function (DMF)** |
| USE master  GO  SELECT DB\_NAME(database\_id) AS [Database], [text] AS [Query]   FROM sys.dm\_exec\_requests r  CROSS APPLY sys.dm\_exec\_sql\_text(r.plan\_handle) st  WHERE session\_Id > 50           -- Consider spids for users only, no system spids.  AND session\_Id NOT IN (@@SPID)  -- Don't include request from current spid. |

Please note the [text] column in the above query returns the all queries submitted in a batch; if you want to see only active (currently executing) query you can use statement\_start\_offset and statement\_end\_offset columns to trim the active part of the query. Tim Ford has provided a very good explanation of usage of these columns in his [How to isolate the current running commands in SQL Server](http://www.mssqltips.com/sqlservertip/1811/how-to-isolate-the-current-running-commands-in-sql-server/) tip.

As I told you before there are certain scenarios where a query with APPLY operator performs better than a query with regular joins but I am not going to delve into much details rather here are some articles which discuss this topic in greater details.

* [INNER JOINS vs CROSS APPLY](http://explainextended.com/2009/07/16/inner-join-vs-cross-apply/)
* [Using CROSS APPLY to optimize joins on BETWEEN conditions](http://sqlblog.com/blogs/alexander_kuznetsov/archive/2009/07/07/using-cross-apply-to-optimize-joins-on-between-conditions.aspx)

Please note, APPLY operator is not an ANSI operator but rather an extension of SQL Server T-SQL (available in SQL Server 2005 and above), so if you plan to port your database to some other DBMS take this into your considerations.

**What does SUM OVER do?**

The SUM OVER command

One of new features in SQL 2005 that I haven't seen much talk about is that you can now add aggregate functions to any SELECT (even without a GROUP BY clause) by specifying an OVER() partition for each function. Unfortunately, it isn't especially powerful, and you can't do running totals with it, but it does help you make your code a little shorter and in many cases it might be just what you need.

select customerID, productID, orderDate, orderAmount

from Orders

customerID productID orderDate orderAmount

----------- ----------- ----------------------- ---------------------

1 1 2007-01-01 00:00:00.000 20.00

1 2 2007-01-02 00:00:00.000 30.00

1 2 2007-01-05 00:00:00.000 23.00

1 3 2007-01-04 00:00:00.000 18.00

2 1 2007-01-03 00:00:00.000 74.00

2 1 2007-01-06 00:00:00.000 34.00

2 2 2007-01-08 00:00:00.000 10.00

(7 row(s) affected)

You can now easily return the total orderAmount per customer as an additional column in this SELECT, simply by adding an aggregate SUM() function with an OVER() clause:

select customerID, productID, orderDate, orderAmount,

sum(orderAmount) OVER (Partition by CustomerID) as Total

from Orders

customerID productID orderDate orderAmount Total

----------- ----------- ----------------------- ------------- ---------

1 1 2007-01-01 00:00:00.000 20.00 91.00

1 2 2007-01-02 00:00:00.000 30.00 91.00

1 2 2007-01-05 00:00:00.000 23.00 91.00

1 3 2007-01-04 00:00:00.000 18.00 91.00

2 1 2007-01-03 00:00:00.000 74.00 118.00

2 1 2007-01-06 00:00:00.000 34.00 118.00

2 2 2007-01-08 00:00:00.000 10.00 118.00

(7 row(s) affected)

The previous SQL is essentially shorthand for:

select

o.customerID, o.productID, o.orderDate, o.orderAmount, t.Total

from

Orders o

inner join

(

select customerID, sum(orderAmount) as Total from Orders group by customerID

)

t on t.customerID = o.customerID

since the two return the same results.

Note that the total returned using SUM(..) OVER (..) is not the total for the entire table, just for the scope of the SELECT where it is used. For example, if you add a filter to the SELECT to return only rows for ProductID 2, the totals will reflect that criteria as well:

select customerID, productID, orderDate, orderAmount,

sum(orderAmount) OVER (Partition by CustomerID) as Total

from Orders

where productID = 2

customerID productID orderDate orderAmount Total

----------- ----------- ----------------------- ------------ ------------

1 2 2007-01-02 00:00:00.000 30.00 53.00

1 2 2007-01-05 00:00:00.000 23.00 53.00

2 2 2007-01-08 00:00:00.000 10.00 10.00

(3 row(s) affected)

That is a nice advantage over the old way of linking to a derived table, since in that case you'd need to repeat the criteria for both the primary (outer) SELECT and also the derived table.

**Typically, SUM(..) OVER(..) is most useful for calculating a percentage of a total for each row.** For example, for each Order we can calculate the percentage of that order's orderAmount compared to the customer's total orderAmount:

select customerID, productID, orderDate, orderAmount,

orderAmount / sum(orderAmount) OVER (Partition by CustomerID) as Pct

from Orders

customerID productID orderDate orderAmount Pct

----------- ----------- ----------------------- ------------ -------

1 1 2007-01-01 00:00:00.000 20.00 0.2197

1 2 2007-01-02 00:00:00.000 30.00 0.3296

1 2 2007-01-05 00:00:00.000 23.00 0.2527

1 3 2007-01-04 00:00:00.000 18.00 0.1978

2 1 2007-01-03 00:00:00.000 74.00 0.6271

2 1 2007-01-06 00:00:00.000 34.00 0.2881

2 2 2007-01-08 00:00:00.000 10.00 0.0847

(7 row(s) affected)

Of course, be sure that you don't encounter any divide by zero errors by using a CASE if necessary.

While I've made many references to using the SUM() function, of course this technique works with any of the other aggregate functions as well, such as MIN() or AVG(). For example, you could return only Orders where the orderAmount is below the average for the product that was ordered by writing:

select x.\*

from

(

select customerId, productID, orderDate, orderAmount,

avg(orderAmount) over (partition by productID) as ProductAvg

from orders

) x

where x.orderAmount < x.productAvg

customerId productID orderDate orderAmount ProductAvg

----------- ----------- ----------------------- ------------- -----------

1 1 2007-01-01 00:00:00.000 20.00 42.6666

2 1 2007-01-06 00:00:00.000 34.00 42.6666

2 2 2007-01-08 00:00:00.000 10.00 21.00

(3 row(s) affected)

It is my understanding that some SQL implementations allow you to use SUM(..) OVER (..) to calculate running totals for a SELECT, but unfortunately that does not appear to be possible using SQL Server 2005. However, there are [other ways to accomplish this in T-SQL](http://www.sqlteam.com/item.asp?ItemID=3856) if you really need to; my general recommendation is to do this at your presentation layer if those totals are not needed for further processing at the database.

**What is the difference between a CTE and a Temporary table?**

A common table expression (CTE) can be thought of as a temporary result set that is defined within the execution scope of a single SELECT, INSERT, UPDATE, DELETE, or CREATE VIEW statement. A CTE is similar to a derived table in that it is not stored as an object and lasts only for the duration of the query. **Unlike a derived table, a CTE can be self-referencing and can be referenced multiple times in the same query.**

A CTE can be used to:

* Create a recursive query. For more information, see [Recursive Queries Using Common Table Expressions](http://msdn.microsoft.com/en-us/library/ms186243(v=sql.105).aspx).
* Substitute for a view when the general use of a view is not required; that is, you do not have to store the definition in metadata.
* Enable grouping by a column that is derived from a scalar subselect, or a function that is either not deterministic or has external access.
* Reference the resulting table multiple times in the same statement.

Using a CTE offers the advantages of improved readability and ease in maintenance of complex queries. The query can be divided into separate, simple, logical building blocks. These simple blocks can then be used to build more complex, interim CTEs until the final result set is generated.

CTEs can be defined in user-defined routines, such as functions, stored procedures, triggers, or views.

**What is the difference between a primary key and a unique constraint:**

A table can have only one PRIMARY KEY whereas there can be any number of UNIQUE keys. The columns that compose PK are automatically defined NOT NULL, whereas a column that composes a UNIQUE key is not automatically defined to be NOT NULL must also specify the column IS NOT NULL

**Primay Key                     Unique key**

There is only one         there may be more than 1  
Primary key for           Unique Key in table   
one table

It cannot contain           It Can contain one Null Value  
Null value

Primary key                  UNIQUE KEY creates a non clustered index  
creates a clustered   
index

**Primary key**:  
1)Primary key uniquely identifies each row in Table.  
2)Primary key does not allow duplicate values and Null values.  
3)Primary key is default Clustered indexes.  
4)One table can have only one Primary key.

**Unique Key: (Alternate key)**  
1)Unique Key uniquely identifies each row in Table.  
2)Unique key does not allow duplicate values but allows only one Null value.  
3)Unique key is default Non- Clustered indexes.

4)One table can have many unique keys.

A primary key, as well as a unique constraint will uniquely identify a row in a given table. Each table, can have a single primary key, and multiple unique constraints. As Raj mentioned, a Primary Key cannot have a NULL value and a Unique Constraint can have a single NULL Value (Unless using a filtered index).

Both a Primary Key and a Unique Constraint, are implemented as indexes on the table. And, while SQL Server will by default create the PK as the clustered index, it isn't a requirement that the clustered index be the PK on the table, it is possible to create another index as the clustered index.

Additionally, you can create a UNIQUE CLUSTERED INDEX on the table, that while not technically a unique constraint can be the clustered index and not the PK.

Whereas, a UNIQUE Constraint is implemented as an Index, a Unique Index is not implemented as a constraint.

Often, unique constraints are referred to as ALTERNATE KEYS.

One other item of interest, is that either a PK or a Unique Constraint can be used as a Foreign Key....

I think Raj has a complete answer, but I'll add one thing. A Primary Key is a unique constraint, but a unique constraint is not a primary key. A unique constraint is a superset of primary keys, or PKs a subset of the unique constraints.

One difference that hasn't been mentioned yet is that a PRIMARY KEY constraint will be the default target for a FOREIGN KEY constraint referencing that table if you create the FOREIGN KEY without specifying a column list. Otherwise PRIMARY KEY achieves the same thing as a UNIQUE constraint on NOT NULL columns.

It is a very widely observed convention of SQL database design that every table should have a PRIMARY KEY constraint. This is of little practical consequence however and it would be quite possible (and very possibly desirable) to do without PRIMARY KEY constraints altogether.

Once you establish a UNIQUE constraint (also known as alternate key), every value in the named columns must be unique. A unique constraint requires a unique value throughout the named column or combination of columns.

**What Kind of User-Defined Functions can I Create.**

If we have written a scalar function then it returns a single value. If we have written a table valued function then it returns multiple rows. We cannot write the function without returning any value to the calling program. The function can be called using the select query. It can be called from the select/where/having clause. The temporary table cannot be created in the function.

There are three types of User-Defined functions in SQL Server 2000 and they are **Scalar, Inline Table-Valued and Multi-statement Table-valued.**

#### Three Types of User-Defined Functions

Now that you have seen how easy it is to create and implement a simple function, let’s cover the three different types of user-defined functions and some of the nuances of how they are implemented.

#### Scalar Functions

A scalar function returns a single value of the data type referenced in the RETURNS clause of the CREATE FUNCTION statement. The returned data can be of any type except text, ntext, image, cursor, or timestamp.

The example we covered in the previous section is a scalar function. Although the previous example only contained one statement in the BEGIN…END block, a scalar function can contain an unlimited number of statements as long as only one value is returned. The following example uses a WHILE construct to demonstrate this.

**CREATE FUNCTION fx\_SumTwoValues2**

**( @Val1 int, @Val2 int )**

**RETURNS int**

**AS**

**BEGIN**

**WHILE @Val1 <100**

**BEGIN**

**SET @Val1 =@Val1 +1**

**END**

**RETURN (@Val1+@Val2)**

**END**

**go**

**SELECT dbo.fx\_SumTwoValues2(1,7) AS SumOfTwoValues**

**SumOfTwoValues**

**--------------**

**107**

The @Val1 input parameter is set to 1 when the function is called, but the WHILE increments the parameter to 100 before the RETURN statement is executed. Note that the two-part name (owner.object\_name) is used to call the function. Scalar functions require that their two-part names be used when they are called. As you will see in the next two sections, this is not the case with the other two types of functions.

#### Inline Table-Valued Functions

An inline table-valued function returns a variable of data type table whose value is derived from a single **SELECT statement**. Since the return value is derived from the SELECT statement, there is no BEGIN/END block needed in the CREATE FUNCTION statement. There is also no need to specify the table variable name (or column definitions for the table variable) because the structure of the returned value is generated from the columns that compose the SELECT statement. Because the results are a function of the columns referenced in the SELECT, no duplicate column names are allowed and all derived columns must have an associated alias.

The following uses the Customer table in the Northwind database to show how an inline table-valued function is implemented.

**USE Northwind**

**go**

**CREATE FUNCTION fx\_Customers\_ByCity**

**( @City nvarchar(15) )**

**RETURNS table**

**AS**

**RETURN (**

**SELECT CompanyName**

**FROM Customers**

**WHERE City =@City**

**)**

**go**

**SELECT \* FROM fx\_Customers\_ByCity('London')**

**CompanyName**

**----------------------------------------**

**Around the Horn**

**. . .**

**Seven Seas Imports**

#### Multi-Statement Table-Valued Functions

The multi-statement table-valued function is slightly more complicated than the other two types of functions because **it uses multiple statements to build the table that is returned to the calling statement**. Unlike the inline table-valued function, **a table variable must be explicitly declared and defined**. The following example shows how to implement a multi-statement table-valued function that populates and returns a table variable.

**USE Northwind**

**go**

**CREATE FUNCTION fx\_OrdersByDateRangeAndCount**

**( @OrderDateStart smalldatetime,**

**@OrderDateEnd smalldatetime,**

**@OrderCount smallint )**

**RETURNS @OrdersByDateRange TABLE**

**( CustomerID nchar(5),**

**CompanyName nvarchar(40),**

**OrderCount smallint,**

**Ranking char(1) )**

**AS**

**BEGIN**

**--Statement 1**

**INSERT @OrdersByDateRange**

**SELECT a.CustomerID,**

**a.CompanyName,**

**COUNT(a.CustomerID)AS OrderCount,**

**'B'**

**FROM Customers a**

**JOIN Orders b ON a.CustomerID =b.CustomerID**

**WHERE OrderDate BETWEEN @OrderDateStart AND @OrderDateEnd**

**GROUP BY a.CustomerID,a.CompanyName**

**HAVING COUNT(a.CustomerID)>@OrderCount**

**--Statement 2**

**UPDATE @OrdersByDateRange**

**SET Ranking ='A'**

**WHERE CustomerID IN (SELECT TOP 5 WITH TIES CustomerID**

**FROM (SELECT a.CustomerID,**

**COUNT(a.CustomerID)AS OrderTotal**

**FROM Customers a**

**JOIN Orders b ON a.CustomerID =b.CustomerID**

**GROUP BY a.CustomerID) AS DerivedTable**

**ORDER BY OrderTotal DESC)**

**RETURN**

**END**

The main difference between this example and the one in the previous section is that we were required to specify the structure of the @OrdersByDateRange table variable used to hold the resultset and list @OrdersByDateRange in the RETURNS clause. As you can see from the input parameter list, the function accepts a start date, an end date and an order count value to filter the resultset.

The first statement (--Statement 1) uses the input parameters to populate the table variable with customers who meet the specified criteria. The second statement (-Statement 2) updates the rows in table variable to identify the top five overall order placers. The IN portion of the UPDATE may seem a little confusing at first glance, but all its doing is using a derived table to select the CustomerID values of the top five order producers. Derived tables are discussed in Chapter 4. You can use the following to find the companies who have submitted more than two orders between 1/1/96 and 1/1/97.

**SELECT \***

**FROM fx\_OrdersByDateRangeAndCount ('1/1/96','1/1/97',2)**

**ORDER By Ranking**

**CustomerID CompanyName OrderCount Ranking**

**---------- ------------------------------ ---------- -------**

**ERNSH Ernst Handel 6 A**

**FOLKO Folk och fä HB 3 A**

**HUNGO Hungry Owl All-Night Grocers 5 A**

**QUICK QUICK-Stop 6 A**

**SAVEA Save-a-lot Markets 3 A**

**SEVES Seven Seas Imports 3 B**

**SPLIR Split Rail Beer &Ale 5 B**

**...**

The rows ranking values of ‘A’ indicate the top five order placers of all companies. The function allows you to perform two operations with one object. Retrieve the companies who have placed more than two orders between 1/1/96 and 1/1/97 and let me know if any of these companies are my top five order producers.

One of the advantages of using this type of function over a view is that the body of the function can contain multiple SQL statements to populate the table variable, whereas a view is composed of only one statement. The advantage of using multi-statement table-valued function versus a stored procedure is that the function can be referenced in the FROM clause of a SELECT statement while a stored procedure cannot. Had a stored procedure been used to return the same data, the resultset could only be accessed with the EXECUTE command.

#### A Real-World Example

Now that you have an idea of the different types of functions available in SQL Server 2000, let's wrap up this article with an example you might be able to use on one of your projects. The following statements create a function that determines the last day of the month (LDOM) for a given date parameter.

**CREATE FUNCTION fx\_LDOM**

**( @Date varchar(20) )**

**RETURNS datetime**

**AS**

**BEGIN**

**--ensure valid date**

**IF ISDATE(@Date) = 1**

**BEGIN**

**--determine first day of month**

**SET @Date = DATEADD(day,-DAY(@Date)+1,@Date)**

**--determine last day of month**

**SET @Date = DATEADD(day,-1,DATEADD(month,1,@Date))**

**END**

**ELSE**

**SET @Date = '1/1/80'**

**RETURN @Date**

**END**

The function's parameter (@Date) is defined as varchar(20), so error-checking code can be implemented. The ISDATE function makes sure the supplied value is a valid date. When an invalid date value is supplied, the function returns '1/1/80' to the calling statement. If you do not use this type of error-checking, the call to the function will fail when an invalid date is supplied.

When a valid date value is supplied, the DATEADD function is used to:

1. Determine the first day of the month, and
2. Determine the last day of the month.

If you have never used DATEADD before this may seem a little confusing, but a quick explanation should eliminate any that might exist. You use DATEADD to add or substract a date/time unit from a given date. The first parameter (in this case 'day') indicates the portion of the date that should be incremented. You can also specify year, quarter, month...millisecond. The second parameter is the number of units to add or substract. When subtracting, you simply make the value negative as shown in the example. The third parameter is the date value on which the calculation is performed.

The first day of the month is determined by calculating the number of elapsed days in the supplied parameter with the DAY function, adding 1 and then substracting it from the parameter. For an @Date value of 1/15/01, it simply subtracts 14 (15-1) days to get 1/1/01.

The last day of the month is determined by adding 1 month to the current month value and subtracting one day. So, 1/1/01 plus 1 month is equal to 2/1/01 and when you substract one day you get: 1/31/01.

The following shows how fx\_LDOM is used in a SELECT statement to calculate the number of days remaining in a month.

**CREATE TABLE fx\_Testing (DateValue datetime)**

**go**

**INSERT fx\_Testing VALUES ('1/1/01')**

**INSERT fx\_Testing VALUES ('2/15/01')**

**INSERT fx\_Testing VALUES ('2/15/02')**

**INSERT fx\_Testing VALUES ('2/15/03')**

**INSERT fx\_Testing VALUES ('2/15/04')**

**SELECT DateValue,**

**dbo.fx\_LDOM(DateValue) AS LDOM,**

**DATEDIFF(day,DateValue,dbo.fx\_LDOM(DateValue)) AS DaysLeftInMonth**

**FROM fx\_Testing**

**DateValue LDOM DaysLeftInMonth**

**------------------------ ----------------------- ---------------**

**2001-01-01 00:00:00.000 2001-01-31 00:00:00.000 30**

**2001-02-15 00:00:00.000 2001-02-28 00:00:00.000 13**

**2002-02-15 00:00:00.000 2002-02-28 00:00:00.000 13**

**2003-02-15 00:00:00.000 2003-02-28 00:00:00.000 13**

**2004-02-15 00:00:00.000 2004-02-29 00:00:00.000 14**

The DATEDIFF function is used to determine the difference between two dates. In this case, the number of days between the value in the DateValue column and the last day of the month calculated by fx\_LDOM.

**How do I create and use a Scalar User-Defined Function?**

A Scalar user-defined function returns one of the scalar data types. **Text, ntext, image and timestamp data types are not supported**. These are the type of user-defined functions that most developers are used to in other programming languages. You pass in 0 to many parameters and you get a return value. Below is an example that is based in the data found in the NorthWind Customers Table.

CREATE FUNCTION whichContinent

(@Country nvarchar(15))

RETURNS varchar(30)

AS

BEGIN

declare @Return varchar(30)

select @return = case @Country

when 'Argentina' then 'South America'

when 'Belgium' then 'Europe'

when 'Brazil' then 'South America'

when 'Canada' then 'North America'

when 'Denmark' then 'Europe'

when 'Finland' then 'Europe'

when 'France' then 'Europe'

else 'Unknown'

end

return @return

end

Because this function returns a scalar value of a varchar(30) this function could be used anywhere a varchar(30) expression is allowed such as a computed column in a table, view, a T-SQL select list item.

Stored procedures have long given us the ability to pass parameters and get a value back, but the ability to use a function in such a variety of different places where you cannot use a stored procedure make this a very powerful database object. Also notice the logic of my function is not exactly brain surgery. But it does encapsulate the business rules for the different continents in one location in my application. If you were to build this logic into T-SQL statements scattered throughout your application and you suddenly noticed that you forgot a country (like I missed Austria!) you would have to make the change in every T-SQL statement where you had used that logic. Now, with the SQL Server User-Defined Function, you can quickly maintain this logic in just one place.

# Scalar user-defined functions

Reuse of code is one of the fundamental principles we learn when programming in any language, and the SQL language is no exception. It provides many means by which to logically group code and reuse it.

One such means in SQL Server is the scalar user-defined function. It seems so convenient to hide away all those complex calculations in a function, and then simply invoke it in our queries. However, the hidden "sting in the tail" is that it can bring a heavy toll **in terms of performance. When used in a query, scalar functions are evaluated for each row and, with large tables, this can result in very slow running queries. This is especially true when the scalar function needs to access another table to retrieve data.**

Here is one example. Given tables with products and sales for products, the request is to retrieve total sales per product. Since the total sales value can be reused in another place, you decide to use a scalar function to calculate the total sales for a product:

CREATE FUNCTION dbo.GetTotalSales(@sku INT)

RETURNS DECIMAL(15, 2)

AS

BEGIN

  RETURN(SELECT SUM(sale\_amount)

         FROM Sales

         WHERE sku = @sku);

END

Then the query to retrieve the total sales for each product will look like this;

SELECT sku, product\_description, dbo.GetTotalSales(sku) AS total\_sales

FROM Products;

Isn't this a very neat and good looking query? But just wait until you run it over a large data set. The total sales calculation will be repeated for each and every row, and the overhead will be proportional to the number of rows. **The correct way to handle this is, if possible, is to rewrite the function as a table-valued function, or simply perform the calculation in the main query.** In our example, performing the calculation in the query will look like this:

SELECT P.sku, P.product\_description, SUM(S.sale\_amount) As total\_sales

FROM Products AS P

JOIN Sales AS S

  ON P.sku = S.sku

GROUP BY P.sku, P.product\_description;

And here is a table-valued function that can be used to calculate total sales:

CREATE FUNCTION dbo.GetTotalSales(@sku INT)

**RETURNS TABLE**

AS

RETURN(SELECT SUM(sale\_amount) AS total\_sales

       FROM Sales

       WHERE sku = @sku);

Scalar function –

SQL scalar functions return a single value, based on the input value.

Useful scalar functions:

* UCASE() - Converts a field to upper case
* LCASE() - Converts a field to lower case
* MID() - Extract characters from a text field
* LEN() - Returns the length of a text field
* ROUND() - Rounds a numeric field to the number of decimals specified
* NOW() - Returns the current system date and time
* FORMAT() - Formats how a field is to be displayed

Aggregate Functions -

SQL aggregate functions return a single value, calculated from values in a column.

Useful aggregate functions:

* AVG() - Returns the average value
* COUNT() - Returns the number of rows
* FIRST() - Returns the first value
* LAST() - Returns the last value
* MAX() - Returns the largest value
* MIN() - Returns the smallest value
* SUM() - Returns the sum

TABLE Functions –

User-defined functions that return a table data type can be powerful alternatives to views. These functions are referred to as table-valued functions. A table-valued user-defined function can be used where table or view expressions are allowed in Transact-SQL queries. While views are limited to a single SELECT statement, user-defined functions can contain additional statements that allow more powerful logic than is possible in views.

A table-valued user-defined function can also replace stored procedures that return a single result set. The table returned by a user-defined function can be referenced in the FROM clause of a Transact-SQL statement, but stored procedures that return result sets cannot.

[Components of a Table-Valued User-defined Function](javascript:void(0))

In a table-valued user-defined function:

* The RETURNS clause defines a local return variable name for the table returned by the function. The RETURNS clause also defines the format of the table. The scope of the local return variable name is local within the function.
* The Transact-SQL statements in the function body build and insert rows into the return variable defined by the RETURNS clause.
* When a RETURN statement is executed, the rows inserted into the variable are returned as the tabular output of the function. The RETURN statement cannot have an argument.

No Transact-SQL statements in a table-valued function can return a result set directly to a user. The only information the function can return to the user is the table returned by the function.

**How do I create and use an Inline Table-Value User-Defined Function?**

An Inline Table-Value user-defined function returns a table data type and is an exceptional alternative to a view as the user-defined function can pass parameters into a T-SQL select command and in essence provide us with a parameterized, non-updateable view of the underlying tables.

CREATE FUNCTION CustomersByContinent

(@Continent varchar(30))

**RETURNS TABLE**

AS

RETURN

SELECT dbo.WhichContinent(Customers.Country) as continent,

customers.\*

FROM customers

WHERE dbo.WhichContinent(Customers.Country) = @Continent

GO

SELECT \* from CustomersbyContinent('North America')

SELECT \* from CustomersByContinent('South America')

SELECT \* from customersbyContinent('Unknown')

Note that the example uses another function (WhichContinent) to select out the customers specified by the parameter of this function. After creating the user-defined function, I can use it in the FROM clause of a T-SQL command unlike the behavior found when using a stored procedure which can also return record sets. Also note that I do not have to reference the dbo in my reference to this function. However, when using SQL Server built-in functions that return a table, you must now add the prefix :: to the name of the function.

**How do I create and use a Multi-statement Table-Value User-Defined Function?**

A Multi-Statement Table-Value user-defined function returns a table and is also an exceptional alternative to a view as the function can support multiple T-SQL statements to build the final result where the view is limited to a single SELECT statement. Also, the ability to pass parameters into a T-SQL select command or a group of them gives us the capability to in essence create a parameterized, non-updateable view of the data in the underlying tables. Within the create function command you must define the table structure that is being returned. After creating this type of user-defined function, I can use it in the FROM clause of a T-SQL command unlike the behavior found when using a stored procedure which can also return record sets.

CREATE FUNCTION dbo.customersbycountry ( @Country varchar(15) )

RETURNS

@CustomersbyCountryTab table (

[CustomerID] [nchar] (5), [CompanyName] [nvarchar] (40),

[ContactName] [nvarchar] (30), [ContactTitle] [nvarchar] (30),

[Address] [nvarchar] (60), [City] [nvarchar] (15),

[PostalCode] [nvarchar] (10), [Country] [nvarchar] (15),

[Phone] [nvarchar] (24), [Fax] [nvarchar] (24)

)

AS

BEGIN

INSERT INTO @CustomersByCountryTab

SELECT [CustomerID],

[CompanyName],

[ContactName],

[ContactTitle],

[Address],

[City],

[PostalCode],

[Country],

[Phone],

[Fax]

FROM [Northwind].[dbo].[Customers]

WHERE country = @Country

DECLARE @cnt INT

SELECT @cnt = COUNT(\*) FROM @customersbyCountryTab

IF @cnt = 0

INSERT INTO @CustomersByCountryTab (

[CustomerID],

[CompanyName],

[ContactName],

[ContactTitle],

[Address],

[City],

[PostalCode],

[Country],

[Phone],

[Fax] )

VALUES ('','No Companies Found','','','','','','','','')

RETURN

END

GO

SELECT \* FROM dbo.customersbycountry('USA')

SELECT \* FROM dbo.customersbycountry('CANADA')

SELECT \* FROM dbo.customersbycountry('ADF')

**What are the benefits of User-Defined Functions?**

The benefits to SQL Server User-Defined functions are numerous. First, we can use these functions in so many different places when compared to the SQL Server stored procedure. The ability for a function to act like a table (for Inline table and Multi-statement table functions) gives developers the ability to break out complex logic into shorter and shorter code blocks. This will generally give the additional benefit of making the code less complex and easier to write and maintain. In the case of a Scalar User-Defined Function, the ability to use this function anywhere you can use a scalar of the same data type is also a very powerful thing. Combining these advantages with the ability to pass parameters into these database objects makes the SQL Server User-Defined function a very powerful tool.

**Summary**

So, if you have ever wanted to use the results of a stored procedure as part of a T-SQL command, use parameterized non-updateable views, or encapsulate complex logic into a single database object, the SQL Server 2000 User-Defined function is a new database object that you should examine to see if its right for your particular environment.

**VARIABLES:**

The difference between a variable and a parameter is:

Parameter - Represents a constant value that cannot be changed throughout the session run.

Variable - Represents a value that can be changed during session run. There are some functions available to change the variable value like setvariable(), setmaxvariable(),..

**USER Defined Variables**

When a variable is first declared, its value is set to NULL. To assign a value to a variable, use the SET statement. This is the preferred method of assigning a value to a variable. A variable can also have a value assigned by being referenced in the select list of a SELECT statement.

To assign a variable a value by using the SET statement, include the variable name and the value to assign to the variable. This is the preferred method of assigning a value to a variable. The following batch, for example, declares two variables, assigns values to them, and then uses them in the WHERE clause of a SELECT statement:

**What do Synonyms do?**

In what version of SQL Server were synonyms released, what do synonyms do and when could you make the case for using them?

* + Synonyms were released with SQL Server 2005.
  + Synonyms enable the reference of another object (View, Table, Stored Procedure or Function) potentially on a different server, database or schema in your environment. In short, this means that the original object that is referenced in all of your code is really using a completely different underlying object, but no coding changes are necessary. Think of this as an alias as a means to simplify migrations and application testing without the need to make any dependent coding changes.
  + Synonyms can offer a great deal of value when converting underlying database objects without breaking front end or middle tier code.  This could be useful during a re-architecture or upgrade project.
  + Additional information - [How and why should I use SQL Server 2005 synonyms?](http://www.mssqltips.com/sqlservertip/1076/how-and-why-should-i-use-sql-server-2005-synonyms/)
* What are bitwise operators and what is the value from a database design perspective?
  + The bitwise operators in SQL Server are:
    - & (Bitwise AND)
    - ~ (Bitwise NOT)
    - | (Bitwise OR)
    - ^ (Bitwise Exclusive OR)
  + From a database design perspective, bitwise operators can be used to store a complex set of criteria as a single value as opposed to having numerous lookup tables or numerous columns used as a 'flag' or condition indicator.
  + Additional information - [Using SQL Server Bitwise operators to store multiple values in one column](http://www.mssqltips.com/sqlservertip/1218/sql-server-bitwise-operators-store-multiple-values-in-one-column/)

***Question Difficulty = Advanced***

* **Question 1:** What two commands were released in SQL Server 2005 related to comparing data sets from two or more separate SELECT statements?
  + INTERSECT - Final result set where values in both of the tables match
  + EXCEPT - Final result set where data exists in the first dataset and not in the second dataset
  + Additional information - [Comparing Multiple SQL Server Datasets with the INTERSECT and EXCEPT operators](http://www.mssqltips.com/sqlservertip/1327/compare-sql-server-datasets-with-intersect-and-except/)

* **Question 2:** How can you capture the length of a column when it is a Text, NText and/or Image data type?
  + Use the DATALENGTH command to capture the length.
  + The LEN command is invalid for Text, NText and Image data types.
  + Additional information - [How to get length of data in Text, NText and Image columns in SQL Server](http://www.mssqltips.com/sqlservertip/1188/how-to-get-length-of-text-ntext-and-image-columns-in-sql-server/)

* **Question 3:** Is it possible to import data directly from T-SQL commands without using SQL Server Integration Services?  If so, what are the commands?
  + Yes - Six commands are available to import data directly in the T-SQL language.  These commands include:
    - BCP
    - Bulk Insert
    - OpenRowSet
    - OPENDATASOURCE
    - OPENQUERY
    - Linked Servers
  + Additional information - [Different Options for Importing Data into SQL Server](http://www.mssqltips.com/sqlservertip/1207/different-options-for-importing-data-into-sql-server/)

* **Question 4:** What is the native system stored procedure to issue a command against all databases?
  + The sp\_MSforeachdb system stored procedure accepts the @Command parameter which can be issued against all databases.  The '?' is used as a placeholder for the database name to issue the same command.
  + The alternative is to use a [cursor](http://www.mssqltips.com/sqlservertip/1599/sql-server-cursor-example/) to process specific commands against each database.
  + Additional information - [Run The Same SQL Command Against All SQL Server Databases](http://www.mssqltips.com/sqlservertip/1414/run-same-command-on-all-sql-server-databases-without-cursors/)

* **Question 5:** From a T-SQL perspective, how would you prevent T-SQL code from running on a production SQL Server?
  + Use IF logic with the @@SERVERNAME function compared against a string with a RETURN command before any other logic.
  + Additional information - [Preventing T-SQL code from running on a Production SQL Server](http://www.mssqltips.com/sqlservertip/1241/preventing-tsql-code-from-running-on-a-production-sql-server/)
* **1. Difference between SQL Server 2000 & SQL Server 2005 features, or new features of 2005 vs 2000.**  
  [- Ranking functions (ROW\_NUMBER, RANK, DENSE\_RANK, NTILE)](http://sqlwithmanoj.wordpress.com/2010/08/09/ranking-functions-with-sql-server-2005/)  
  [- Exception handling (TRY-CATCH block)](http://sqlwithmanoj.wordpress.com/2010/06/16/try-catch-exception-handling/)  
  [- CTE (Common Table Expressions)](http://sqlwithmanoj.wordpress.com/2011/05/23/cte-recursion-sequence-dates-factorial-fibonacci-series/)  
  [- PIVOT, UNPOVIT](http://sqlwithmanoj.wordpress.com/2009/04/12/ms-sql-server-2005-new-feature-pivot-and-unpivot/)  
  [- CUBE, ROLUP & GROUPING SET](http://sqlwithmanoj.wordpress.com/2010/11/12/cube-rollup-compute-compute-by-grouping-sets/)  
  [- SYNOMYMS](http://sqlwithmanoj.wordpress.com/2009/04/05/ms-sql-server-2005-new-feature-create-synonyms/)
* **2. What tools do you use for performance tuning?**  
  Query Analyzer, Profiler, Execution Plan, Index Wizard, Performance Monitor  
  Link: <http://www.sqlteam.com/article/sql-server-2000-performance-tuning-tools>
* **3. What is SQL Profiler? What it does? What template do you use?**  
  More Info: <http://www.extremeexperts.com/SQL/Articles/TraceTemplate.aspx>  
  <http://msdn.microsoft.com/en-us/library/ms190176.aspx>
* **4. How can you execute an SQL query from command prompt?**  
  OSQL & SQLCMD  
  More Info: <http://msdn.microsoft.com/en-us/library/ms162773.aspx>  
  <http://blog.sqlauthority.com/2009/01/05/sql-server-sqlcmd-vs-osql-basic-comparison/>  
  [http://www.databasejournal.com/features/mssql/article.php/3654176/SQL-Server-2005-Command-Line-Tool-SQLCMD–Part-I.htm](http://www.databasejournal.com/features/mssql/article.php/3654176/SQL-Server-2005-Command-Line-Tool-SQLCMD--Part-I.htm)
* **5. Difference between DELETE & TRUNCATE statement? Which statement can be Rollbacked?**  
  - With DELETE we can provide conditional WHERE clause to remove/delete specific rows, which is not possible with TRUNCATE.  
  - TRUNCATE is faster than DELETE as Delete keeps log of each row it deletes in transaction logs, but truncate keeps log of only de-allocated pages in transaction logs.  
  - Both statements can be rolled backed if provided in a transaction (BEGIN TRANS). If not then none of them can be rollbacked.  
  - DELETE is DML just like INSERT, UPDATE, but TRANCATE is DDL, just like CREATE, ALTER, DROP  
  **Link:** [***Complete differences on in Delete & Truncate***](http://sqlwithmanoj.wordpress.com/2009/02/22/difference-between-truncate-delete-and-drop-commands/)**.**
* **6. What are extended stored procedures? Can you create your own extended stored-proc?**  
  More Info: <http://msdn.microsoft.com/en-us/library/ms175200.aspx>  
  <http://msdn.microsoft.com/en-us/library/ms164627.aspx>
* **7. How can you execute a DOS command from SQL or through SQL query by using xp\_cmdshell?**
* [view source](http://sqlwithmanoj.wordpress.com/2010/12/09/tsql-interview-questions/#viewSource)
* ![](data:image/x-wmf;base64,183GmgAAAAAAABAAEABgAAAAAABxVwEACQAAA0gAAAABAAgAAAAAAAMAAAAeAAUAAAALAgAAAAAFAAAADAIQABAACAAAAPoCAAAAAAAAAAAAAAQAAAAtAQAABwAAABsEEAAQAAAAAAAFAAAAFAIAAAAABQAAABMCEAAQAAUAAAAUAgAAEAAFAAAAEwIQAAAABAAAAC0BAAAEAAAAJwH//wMAAAAAAA==)
* [print](http://sqlwithmanoj.wordpress.com/2010/12/09/tsql-interview-questions/#printSource)[?](http://sqlwithmanoj.wordpress.com/2010/12/09/tsql-interview-questions/#about)

|  |  |
| --- | --- |
| 1 | exec xp\_cmdshell 'dir c:\\*.exe' |

* More Info: <http://msdn.microsoft.com/en-us/library/aa260689%28SQL.80%29.aspx>  
  <http://msdn.microsoft.com/en-us/library/ms175046.aspx>
* **8. How will you insert result set of the above proc in a table?**
* [view source](http://sqlwithmanoj.wordpress.com/2010/12/09/tsql-interview-questions/#viewSource)
* ![](data:image/x-wmf;base64,183GmgAAAAAAABAAEABgAAAAAABxVwEACQAAA0gAAAABAAgAAAAAAAMAAAAeAAUAAAALAgAAAAAFAAAADAIQABAACAAAAPoCAAAAAAAAAAAAAAQAAAAtAQAABwAAABsEEAAQAAAAAAAFAAAAFAIAAAAABQAAABMCEAAQAAUAAAAUAgAAEAAFAAAAEwIQAAAABAAAAC0BAAAEAAAAJwH//wMAAAAAAA==)
* [print](http://sqlwithmanoj.wordpress.com/2010/12/09/tsql-interview-questions/#printSource)[?](http://sqlwithmanoj.wordpress.com/2010/12/09/tsql-interview-questions/#about)

|  |  |
| --- | --- |
| 1 | insert into |
| 2 | exec xp\_cmdshell 'dir c:\\*.exe' | |

* **9. What are Cursors and their types? What type do you use most and which one is fast?**  
  FORWARD-ONLY, FAST-FORWARD or READ-ONLY cursors.  
  Fastest to slowest: Dynamic, Static, and Keyset.  
  More Info: <http://msdn.microsoft.com/en-us/library/ms180169.aspx>  
  <http://www.sql-server-performance.com/tips/cursors_p1.aspx>
* **10. Why you should not use a cursor? What are its alternatives?**  
  Alternatives: while loops with temp tables, derived tables, correlated sub-queries, CASE stmt  
  More Info: <http://www.sql-server-performance.com/tips/cursors_p1.aspx>  
  <http://sqlserverpedia.com/wiki/Cursor_Performance_Issues>  
  <http://searchsqlserver.techtarget.com/feature/Part-3-Cursor-disadvantages>
* **11. Difference between LEFT JOIN with WHERE clause & LEFT JOIN with no WHERE clause.**  
  OUTER LEFT/RIGHT JOIN with WHERE clause can act like an INNER JOIN if not used wisely or logically.
* **12. How will you migrate an SSIS package from Development to Production environment?**  
  Do not include db connections and file paths in your workflow, instead create configuration files. This will help in deploying the pkg created in DEV server to Testing and finally to the PROD environment.  
  More Info: <http://msdn.microsoft.com/en-us/library/cc966389.aspx>  
  <http://www.wpconfig.com/2010/03/26/ssis-package-configurations/>
* **13. Multiple ways to execute a dynamic query.**  
  EXEC sp\_executesql, EXECUTE()  
  More Info: <http://sqlwithmanoj.wordpress.com/2011/03/22/execute-or-exec-vs-sp_executesql/>
* **14. Difference between COALESCE() & ISNULL()**  
  More Info: <http://sqlwithmanoj.wordpress.com/2010/12/23/isnull-vs-coalesce/>
* **15. Which of the following has higher performance:**  
  a. OR, AND  
  b. =, <>, >  
  c. IN, NOT IN, EXISTS  
  d. UNION, UNION ALL
* **16. What should be the ideal combination with IN & UNION (ALL) in terms of performance?**  
  a. SELECT \*FROM  
  WHERE
* IN (SELECT… UNION SELECT…)  
  OR  
  b. SELECT \* FROM
* WHERE
* IN (SELECT… UNION ALL SELECT…)
* **17. What is an IDENTITY column and its usage in INSERT statements?**  
  IDENTITY column can be used with a tables column to make it auto incremental, or a surrogate key.  
  MS BOL link: <http://msdn.microsoft.com/en-us/library/ms174639(v=SQL.90).aspx>
* **18. Can you create a Primary key without clustered index?**  
  Creation of PK automatically creates a clustered index upon the column(s).  
  More Info: <http://vadivel.blogspot.com/2006/03/primary-keys-without-clustered-index.html>
* **19. There are two tables one Master and another Feed table, both with 2 columns: ID & Price. Feed table gets truncated and re-populated every day.**
* Master Table Feed Table
* ID, Price ID, Price
* 1 100 1 200
* 3 200 2 250
* 5 300 4 500
* 6 400 6 750
* 7 500 7 800
* Create a job with an optimal script that will update the Master table by the Feed table.
* **20. What are CUBE & ROLLUP sets?**  
  CUBE & ROLLUP are the grouping sets used with GROUP BY clause and are very helpful in creating reports.  
  More Info: <http://sqlwithmanoj.wordpress.com/2010/11/12/cube-rollup-compute-compute-by-grouping-sets/>  
  <http://msdn.microsoft.com/en-us/library/ms177673.aspx>
* **21. What new indexes are introduced in SQL Server 2005 in comparison to 2000?**  
  - Spatial  
  - XML  
  More Info: <http://msdn.microsoft.com/en-us/library/ms175049.aspx>
* **22. What are XML indexes, what is their use?**  
  More Info: <http://msdn.microsoft.com/en-us/library/ms345121%28SQL.90%29.aspx>
* **23. How many types of functions (UDF) are there in SQL Server? What are inline functions?**  
  - Scalar functions  
  - Inline Table-valued functions  
  - Multi-statement Table-valued functions  
  More Info: <http://sqlwithmanoj.wordpress.com/2010/12/11/udf-user-defined-functions/>  
  <http://msdn.microsoft.com/en-us/library/ms189593.aspx>
* **24. How will you handle exceptions in SQL Server programming?**  
  By using TRY-CATCH constructs, putting our SQL statements/scripts inside the TRY block and error handling in the CATCH block, [**link**](http://sqlwithmanoj.wordpress.com/2010/06/16/try-catch-exception-handling/).  
  More Info: <http://msdn.microsoft.com/en-us/library/ms179296%28v=SQL.90%29.aspx>
* **25. How would you send an e-mail form SQL Server?**  
  [Configure Database mail here](http://sqlwithmanoj.wordpress.com/2010/09/29/database-mail-setup-sql-server-2005/).  
  More Info: <http://msdn.microsoft.com/en-us/library/ms175887%28v=SQL.90%29.aspx>
* What type of joins have you used?
  + Answer: Joins knowledge is MUST HAVE. This interview question is quite nice becausemost people used inner join and (left/right) outer join which is rather mandatory knowledgebut those more experienced will also mention cross join and self-join. In SQL Server you canalso get full outer join.
* How can you combine two tables/views together? For instance one tablecontains 100 rows and the other one contains 200 rows, have exactly the same fields andyou want to show a query with all data (300 rows). This sql interview question can getcomplicated.
  + Answer: You use UNION operator. You can drill down this question and ask what is thedifferent between UNION and UNION ALL (the first one removes duplicates (not alwaysdesirable)… in other words shows only DISTINCT rows….Union ALL just combines so it isalso faster). More tricky question are how to sort the view (you use order by at the last query),how to name fields so they appear in query results/view schema (first query field names areused). How to filter groups when you use union using SQL (you would create separate queryor use common table expression (CTE) or use unions in from with ().
* Question: What is the difference between where and having clause?
  + Answer: in SQL Where filters data on lowest row level. Having filters data after group by hasbeen performed so it filters on "groups"
* Question: How would apply date range filter?
  + Answer: This is tricky question. You can use simple condition >= and <= or similar or use between/and but the trick is to know your exact data type. Sometimes date fields contain time and that is where the query can go wrong so it is recommended to use some date related functions to remove the time issue. In SQL Server common function to do that is datediff function. You also have to be aware of different time zones and server time zone.
* Question: What type of wildcards have you used? This is usually one of mandatory sql interview question.
  + Answer: First question is what is a wildcard? Wildcards are special characters that allow matching string without having exact match. In simple word they work like contains or begins with. Wildcard characters are software specific and in SQL Server we have % which represent any groups of characters, \_ that represent one character (any) and you also get [] where we can [ab] which means characters with letter a or b in a specific place.
* Question: How do you find orphans?
  + Answer: This is more comprehensive SQL and database interview question. First of all we test if the candidate knows what an orphan is. **An Orphan is a foreign key value in "child table" which doesn’t exist in primary key column in parent table.** To get it you can use left outer join (important: child table on left side) with join condition on primary/foreign key columns and with where clause where primary key is null. Adding distinct or count to select is common practise. In SQL Server you can also except which will show all unique values from first query that dont exist in second query.
* Question: How would you solve the following sql queries using todays date? First day of previous month First day of current month Last day of previous month Last day of current month
  + Answer: These tasks require good grasp of SQL functions but also logical thinking which is one of the primary skills involved in solving sql questions. In this case I provided links toactual answers with code samples. Experienced people should give correct answer almost immediately. People with less experience might need more time or would require some help(Google).
  + SELECT DATEADD(month, DATEDIFF(month, 0, GETDATE())-1, 0),

DATEADD(month, DATEDIFF(month, 0, GETDATE()), 0)

Following script demonstrates the script to find last day of previous, current and next month.  
----Last Day of Previous Month  
SELECT DATEADD(s,-1,DATEADD(mm, DATEDIFF(m,0,GETDATE()),0))  
LastDay\_PreviousMonth

----Last Day of Current Month  
SELECT DATEADD(s,-1,DATEADD(mm, DATEDIFF(m,0,GETDATE())+1,0))  
LastDay\_CurrentMonth

----Last Day of Next Month  
SELECT DATEADD(s,-1,DATEADD(mm, DATEDIFF(m,0,GETDATE())+2,0))  
LastDay\_NextMonth  
**ResultSet:** *LastDay\_PreviousMonth  
———————–  
2007-07-31 23:59:59.000*

*LastDay\_CurrentMonth  
———————–  
2007-08-31 23:59:59.000*

*LastDay\_NextMonth  
———————–  
2007-09-30 23:59:59.000*

If you want to find last day of month of any day specified use following script.  
--Last Day of Any Month and Year  
DECLARE @dtDate DATETIME  
SET @dtDate = '8/18/2007'  
SELECT DATEADD(s,-1,DATEADD(mm, DATEDIFF(m,0,@dtDate)+1,0))  
LastDay\_AnyMonth  
**ResultSet:**  
*LastDay\_AnyMonth  
———————–  
2007-08-31 23:59:59.000*

* Intermediate SQL Interview questions and answersQuestion: You have a table that records website traffic. The table contains website name(multiple websites), page name, IP address and UTC date time. What would be thequery to show all websites visited in the last 30 days with total number or visits, total number if unique page view and total number of unique visitors (using IP Address)?
  + Answer: This test is mainly about good understanding of aggregate functions and date time. In this we need to group by Website, Filter data using datediff but the trick in here is to use correct time zone. If I want to do that using UTC time than I could use Get UTCDate() in sql server and the final answer related to calculated fields using aggregate functions that I will liston separate lines below: TotalNumberOfClicks = Count(\*) nothing special hereTotalUniqueVisitors = Count(distinct Ipaddress) we count ipaddress fields but only unique ipaddresses. The next field should be in here but as it is more complicated I put it as third field.TotalNumberOfUniquePageViews = Count(distinct PageName+IPAddress) This one is trickyto get unique pageview we need to count all visits but per page but only for unique IP address.So I combined pagename with ipaddress to counted unique values. Just to explain one pagecould receive 3 vists from 2 unique visits and another page could receive one visit from ip thatvisited previous page so Unique IP is 2, PageView is 3 (1 visitor 2 pages and 1 visitor 1 page)and visits is 4
* Question: How to display top 5 employees with the higest number of sales (total) and display position as a field. Note that if both of employees have the same total sales values they should receive the same position, in other words Top 5 employees might return more than 5 employees.
  + Answer: Microsoft introduced in SQL Server 2005 ranking function and it is ideal to solve this query. RANK() function can be used to do that, DENSE\_Rank() can also be used. Actually the question is ambiguous because if your two top employees have the same total sales which position should the third employee get 2 (Dense\_Rank() function) or 3 (Rank()Function)? In order to filter the query Common Table Expression (CTE) can be used or querycan be put inside FROM using brackets ().Now that we covered basic and intermediate questions lets continue with more complicate ones. These questions and answers are suitable for experienced candidates: Advanced SQL Interview Questions and answers
* Question: How to get accurate age of an employee using SQL?
  + Answer: The word accurate is crucial here. The short answer is you have to play with several functions. For more comprehensive answer see the following link SQL Age Function. Calculate accurate age using SQL Server
* Question: This is SQL Server interview question. You have three fields ID, Date and Total. Your table contains multiple rows for the same day which is valid data however for reporting purpose you need to show only one row per day. The row with the highest ID per day should be returned the rest should be hidden from users (not returned).To better picture the question below is sample data and sample output:ID, Date, Total1, 2011-12-22, 502, 2011-12-22, 150The correct result is:2, 2012-12-22, 150The correct output is single row for 2011-12-22 date and this row was chosen because it hasthe highest ID (2>1)
  + Answer: Usually Group By and aggregate function are used (MAX/MIN) but in this case thatwill not work. Removing duplications with this kind of rules is not so easy however SQLServer provides ranking functions and the candidate can use dense\_rank function partition byDate and order by id (desc) and then use cte/from query and filter it using rank = 1. There areseveral other ways to solve that but I found this way to be most efficient and simple.
* Question: How to return truly random data from a table? Let say top 100 random rows?I must admit I didnt answer correctly this sql interview question a few years back.
  + Answer: Again this is more SQL Server answer and you can do that using new\_id() function in order by clause and using top 100 in select. There is also table sample function but it is not truly random as it operates on pages not rows and it might not also return the number of rows you wanted.
* Question: How to create recursive query in SQL Server?
  + Answer: The first question is actually what is a recursive query? The most common example is parent child hierarchy for instance employee hierarchy where employee can have only one manager and manager can have none or many employees reporting to it. Recursive query can be create in sql using stored procedure but you can also use CTE (Common table expression) for more information visit SQL Interview question - recursive query (microsoft). It might be also worth asking about performance as CTE is not always very fast but in this case I don’t know which one is would perform betters. I will try to find time to add more questions soon. Feel free to suggest new questions (add comments).See also:SQL Server Interview questions and answers collection of interview question includingMicrosft BI stack.Hope that helps!Emil

**BI Questions**

**Explain the concepts and capabilities of Business Intelligence:**

Business Intelligence helps to manage data by applying different skills, technologies, security and quality risks. This also helps in achieving a better understanding of data. Business intelligence can be considered as the collective information. It helps in making predictions of business operations using gathered data in a warehouse. Business intelligence application helps to tackle sales, financial, production etc business data. It helps in a better decision making and can be also considered as a decision support system.

Business Intelligence is all about processes, skills, technologies, practices and applications used for supporting decision making.

Business Intelligence applications could perform

- Centrally initiated by the business needs  
- It includes decision support system, query reporting, OLAP, data mining, forecasting

#### Explain the Dashboard in the business intelligence.

A dashboard in business intellgence allows huge data and reports to be read in a single graphical interface. They help in making faster decisions by replying on measurable data seen at a glance. They can also be used to get into details of this data to analyze the root cause of any business performance. It represents the business data and business state at a high level. Dashboards can also be used for cost control. Example of need of a dashboard: Banks run thousands of ATM’s. They need to know how much cash is deposited, how much is left etc.

Dashboard in business intelligence is used for rapid prototyping, cloning and deployment for all databases, operational applications or spread sheets through an organization.

A dashboard in BI allows an enterprise’s status/position, heading to, by using graphs, maps and chars. The drill-down and roll-over capabilities allows organizing things without revealing important information. It is fully customizable, including free-form design options. Dashboard consolidates vital statistics of business into an easy-to-read page.

### What is Data warehousing?

**Answer**  
A data warehouse can be considered as a storage area where interest specific or relevant data is stored irrespective of the source. What actually is required to create a data warehouse can be considered as Data Warehousing. Data warehousing merges data from multiple sources into an easy and complete form.

##### Data warehousing - What is Data warehousing? - May 11, 2009 at 13:40 pm by Vidya Sagar

#### What is Data warehousing?

Data warehousing is a process of repository of electronic data of an organization. For the purpose of reporting and analysis, data warehousing is used. The essence concept of data warehousing is to provide data flow of architectural model from operational system to decision support environments

### What are fact tables and dimension tables?

**Answer**  
As mentioned, data in a warehouse comes from the transactions. Fact table in a data warehouse consists of facts and/or measures. The nature of data in a fact table is usually numerical.

On the other hand, dimension table in a data warehouse contains fields used to describe the data in fact tables. A dimension table can provide additional and descriptive information (dimension) of the field of a fact table.

**e.g. If I want to know the number of resources used for a task, my fact table will store the actual measure (of resources) while my Dimension table will store the task and resource details.**

Hence, the relation between a fact and dimension table is one to many.

##### Data warehousing - What are fact tables and dimension tables? - May 11, 2009 at 14:40 pm by Vidya Sagar

#### What are fact tables and dimension tables?

Business facts or measures and foreign keys are persisted in fact tables which are referred as candidate keys in dimension tables. Additive values are usually provided by the fact tables which acts as independent variables by which dimensional attributes are analyzed.

Attributes that are used to constrain and group data for performing data warehousing queries are persisted in the dimension tables.

### Explain the difference between data mining and data warehousing.

**Answer**  
Data warehousing is merely extracting data from different sources, cleaning the data and storing it in the warehouse. Where as data mining aims to examine or explore the data using queries. These queries can be fired on the data warehouse. Explore the data in data mining helps in reporting, planning strategies, finding meaningful patterns etc.

E.g. a data warehouse of a company stores all the relevant information of projects and employees. Using Data mining, one can use this data to generate different reports like profits generated etc.

##### Data warehousing - Difference between data mining and data warehousing - May 11, 2009 at 14:40 pm by Vidya Sagar

#### Explain the difference between data mining and data warehousing.

Data mining is a method for comparing large amounts of data for the purpose of finding patterns. Data mining is normally used **for models and forecasting**. Data mining is the process of correlations, patterns by shifting through large data repositories using pattern recognition techniques.

Data warehousing is the central repository for the data of several business systems in an enterprise. Data from various resources extracted and organized in the data warehouse selectively for analysis and accessibility.

### What is an OLTP system and OLAP system?

**Answer**  
OLTP: Online Transaction and Processing helps and manages applications based on transactions involving high volume of data. Typical example of a transaction is commonly observed in Banks, Air tickets etc. Because OLTP uses client server architecture, it supports transactions to run cross a network.

OLAP: Online analytical processing performs analysis of business data and provides the ability to perform complex calculations on usually low volumes of data. OLAP helps the user gain an insight on the data coming from different sources (multi dimensional).

##### Data warehousing - What is an OLTP system and OLAP system? - May 11, 2009 at 14:40 pm by Vidya Sagar

#### What is an OLTP system and OLAP system?

OLTP stands for OnLine Transaction Processing. Applications that supports and manges transactions which involve high volumes of data are supported by OLTP system. OLTP is based on client-server architecture and supports transactions across networks.

OLAP stands for OnLine Analytical Processing. Business data analysis and complex calculations on low volumes of data are performed by OLAP. An insight of data coming from various resources can be gained by a user with the support of OLAP.

### What is snow flake scheme design in database?

**Answer**  
A snowflake Schema in its simplest form is an arrangement of fact tables and dimension tables. The fact table is usually at the center surrounded by the dimension table. Normally in a snow flake schema the dimension tables are further broken down into more dimension table.

E.g. Dimension tables include employee, projects and status. Status table can be further broken into status\_weekly, status\_monthly.

##### Data warehousing - What is snow flake scheme design in database? - May 11, 2009 at 14:40 pm by Vidya Sagar

#### What is snow flake scheme design in database?

Snow flake schema is one of the designs that are present in database design. Snow flake schema serves the purpose of dimensional modeling in data warehousing. If the dimensional table is split into many tables, where the schema is inclined slightly towards normalization, then the snow flake design is utilized. It contains joins in depth. The reason is that, the tables split further.

### What is surrogate key? Explain it with an example.

**Answer**  
Data warehouses commonly use a surrogate key to uniquely identify an entity. A surrogate is not generated by the user but by the system. A primary difference between a primary key and surrogate key in few databases is that PK uniquely identifies a record while a SK uniquely identifies an entity.

E.g. an employee may be recruited before the year 2000 while another employee with the same name may be recruited after the year 2000. Here, the primary key will uniquely identify the record while the surrogate key will be generated by the system (say a serial number) since the SK is NOT derived from the data.

##### Data warehousing - What is surrogate key? - May 11, 2009 at 14:40 pm by Vidya Sagar

#### What is surrogate key? Explain it with an example.

A surrogate key is a unique identifier in database either for an entity in the modeled word or an object in the database. Application data is not used to derive surrogate key. Surrogate key is an internally generated key by the current system and is invisible to the user. As several objects are available in the database corresponding to surrogate, surrogate key can not be utilized as primary key.

For example, a sequential number can be a surrogate key.

### What is a level of Granularity of a fact table?

**Answer**  
A fact table is usually designed at a low level of Granularity. This means that we need to find the lowest level of information that can store in a fact table.

E.g. Employee performance is a very high level of granularity. Employee\_performance\_daily, employee\_perfomance\_weekly can be considered lower levels of granularity.

##### Data warehousing - What is a level of Granularity of a fact table? - May 11, 2009 at 14:40 pm by Vidya Sagar

#### What is a level of Granularity of a fact table?

The granularity is the lowest level of information stored in the fact table. The depth of data level is known as granularity. In date dimension the level could be year, month, quarter, period, week, day of granularity.

The process consists of the following two steps:

- Determining the dimensions that are to be included  
- Determining the location to place the hierarchy of each dimension of information

The factors of determination will be resent to the requirements.

### Explain the difference between star and snowflake schemas.

**Answer**  
A snow flake schema design is usually more complex than a start schema. In a star schema a fact table is surrounded by multiple fact tables. This is also how the Snow flake schema is designed. However, in a snow flake schema, the dimension tables can be further broken down to sub dimensions. Hence, data in a snow flake schema is more stable and standard as compared to a Start schema.

E.g. Star Schema: Performance report is a fact table. Its dimension tables include performance\_report\_employee, performance\_report\_manager

Snow Flake Schema: the dimension tables can be broken to performance\_report\_employee\_weekly, monthly etc.
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#### Explain the difference between star and snowflake schemas.

Star schema: A highly de-normalized technique. A star schema has one fact table and is associated with numerous dimensions table and depicts a star.

Snow flake schema: The normalized principles applied star schema is known as Snow flake schema. Every dimension table is associated with sub dimension table.

Differences:

* A dimension table will not have parent table in star schema, whereas snow flake schemas have one or more parent tables.
* The dimensional table itself consists of hierarchies of dimensions in star schema, where as hierarchies are split into different tables in snow flake schema. The drilling down data from top most hierarchies to the lowermost hierarchies can be done.
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#### Differences between star and snowflake schema.

**A snowflake schema is a more normalized form of a star schema**. In a star schema, one fact table is stored with a number of dimension tables. On the other hand, in a star schema, one dimension table can have multiple sub dimensions. This means that in a star schema, the dimension table is independent without any sub dimensions.

### What are fundamental stages of Data Warehousing?

**Answer**  
Stages of a data warehouse helps to find and understand how the data in the warehouse changes.

At an initial stage of data warehousing data of the transactions is merely copied to another server. Here, even if the copied data is processed for reporting, the source data’s performance won’t be affected.

In the next evolving stage, the data in the warehouse is updated regularly using the source data.

In Real time Data warehouse stage data in the warehouse is updated for every transaction performed on the source data (E.g. booking a ticket)

When the warehouse is at integrated stage, It not only updates data as and when a transaction is performed but also generates transactions which are passed back to the source online data.
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#### What are fundamental stages of Data Warehousing?

**Offline Operational Databases:** This is the initial stage of data warehousing. In this stage the development of database of an operational system to an off-line server is done by simply copying the databases.

**Offline Data warehouse:** In this stage the data warehouses are updated on a regular time cycle from operational system and the data is persisted in an reporting-oriented data structure.

**Real time Data Warehouse:** Data warehouses are updated based on transaction or event basis in this stage. An operational system performs a transaction every time.

**Integrated Data Warehouse:** The activity or transactions generation which are passed back into the operational system is done in this stage. These transactions or generated transactions are used in the daily activity of the organization.

#### What is Virtual Data Warehousing?

The aggregate view of complete data inventory is provided by Virtual Warehousing. The metadata is utilized for forming logical enterprise data model which is a part of database of record infrastructure , is contained in virtual data warehousing. The infrastructure consists of publishments of legacy database sysems with their metadta extracted. The standards JEE, JMS and EJBs are used in the infrastructure for the purpose of transactional unit requests and extract-tranform-load tools are used for loading real time bulk data.
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#### What is Virtual Data Warehousing?

A virtual data warehouse provides a compact view of the data inventory. It contains Meta data. It uses middleware to build connections to different data sources. They can be fast as they allow users to filter the most important pieces of data from different legacy applications.

#### Difference between ER Modeling and Dimensional Modeling.

Dimensional modelling is very flexible for the user perspective. Dimensional data model is mapped for creating schemas. Where as ER Model is not mapped for creating shemas and does not use in conversion of normalization of data into denormalized form.

ER Model is utilized for OLTP databases that uses any of the 1st or 2nd or 3rd normal forms, where as dimensional data model is used for data warehousing and uses 3rd normal form.

ER model contains normalized data where as Dimensional model contains denormalized data.
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#### Difference between ER Modeling and Dimensional Modeling.

ER modeling that models an ER diagram represents the entire businesses or applications processes. This diagram can be segregated into multiple Dimensional models. This is to say, an ER model will have both logical and physical model. The Dimensional model will only have physical model.
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