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######Carregar pacotes necessários  
library(readr)  
library(survey)

## Loading required package: grid

## Loading required package: Matrix

## Loading required package: survival

##   
## Attaching package: 'survey'

## The following object is masked from 'package:graphics':  
##   
## dotchart

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(srvyr)

##   
## Attaching package: 'srvyr'

## The following object is masked from 'package:stats':  
##   
## filter

library(Hmisc)

## Loading required package: lattice

## Loading required package: Formula

## Loading required package: ggplot2

##   
## Attaching package: 'Hmisc'

## The following object is masked from 'package:srvyr':  
##   
## summarize

## The following objects are masked from 'package:dplyr':  
##   
## src, summarize

## The following object is masked from 'package:survey':  
##   
## deff

## The following objects are masked from 'package:base':  
##   
## format.pval, units

library(lubridate)

##   
## Attaching package: 'lubridate'

## The following objects are masked from 'package:base':  
##   
## date, intersect, setdiff, union

######## Preparando o ambiente  
  
 ######Importaçõa de domicílios  
 pdad\_2018\_domicilios <- read\_delim("dados/PDAD\_2018\_dom2018\_31ras.csv",   
 ";", escape\_double = FALSE, locale = locale(decimal\_mark = ","),   
 trim\_ws = TRUE)

##   
## ── Column specification ────────────────────────────────────────────────────────  
## cols(  
## .default = col\_double(),  
## datavisita = col\_character()  
## )  
## ℹ Use `spec()` for the full column specifications.

######Importaçõa de moradores  
 pdad\_2018\_moradores <- read\_delim("dados/PDAD\_2018\_mor2018\_31ras.csv",   
 ";", escape\_double = FALSE, locale = locale(decimal\_mark = ","),   
 trim\_ws = TRUE)

##   
## ── Column specification ────────────────────────────────────────────────────────  
## cols(  
## .default = col\_double(),  
## E051 = col\_character()  
## )  
## ℹ Use `spec()` for the full column specifications.

###### Importando o dicionário de dados moradores  
 dic\_moradores <- readxl::read\_excel("dados/Dicionario\_de\_Variaveis\_PDAD\_2018.xlsx",  
 skip = 1,  
 sheet = 2)  
   
 ### Adicionar rótulos à base da pdad  
 # Criar um objeto com os rótulos  
 var.labels <- dic\_moradores$`Descrição da coluna` %>%  
 # Retirar as linhas ausentes  
 na.omit  
   
 # Nomear esses rótulos com o nome das variáveis do nosso banco de dados   
 names(var.labels) <- names(pdad\_2018\_moradores)  
   
 # Adicionar os rótulos ao nosso banco de dados  
 pdad\_2018\_moradores <- Hmisc::upData(pdad\_2018\_moradores, labels = var.labels)

## Input object size: 57938496 bytes; 103 variables 69654 observations  
## New object size: 30139056 bytes; 103 variables 69654 observations

# Verificar o resultado  
 #Hmisc::describe(pdad\_2018\_moradores)  
   
   
 ###### Importando o dicionário de dados domicilios  
 dic\_domicilios <- readxl::read\_excel("dados/Dicionario\_de\_Variaveis\_PDAD\_2018.xlsx",  
 skip = 1,  
 sheet = 1)  
 # Adicionar rótulos à base da pdad  
 # Criar um objeto com os rótulos  
 var.labelsDom <- dic\_domicilios$`Descrição da coluna` %>%  
 # Retirar as linhas ausentes  
 na.omit  
   
 # Nomear esses rótulos com o nome das variáveis do nosso banco de dados   
 names(var.labelsDom) <- names(pdad\_2018\_domicilios)  
   
 # Adicionar os rótulos ao nosso banco de dados  
 pdad\_2018\_domicilios <- Hmisc::upData(pdad\_2018\_domicilios, labels = var.labelsDom)

## Input object size: 22872224 bytes; 130 variables 21908 observations  
## New object size: 11730408 bytes; 130 variables 21908 observations

# Verificar o resultado  
 #Hmisc::describe(pdad\_2018\_domicilios)  
   
   
 ###### Unificar arquivos de dados a partir do identificador único da fixa  
 # Fazer o join das bases  
 pdad <- pdad\_2018\_moradores %>%  
 # Entrar com a função para left join  
 dplyr::left\_join(  
 # Informar a base que iremos unir, filtrando para colunas repetidas  
 pdad\_2018\_domicilios %>%  
 # Filtrar as colunas repetidas  
 dplyr::select(-c(A01ra)),  
 by=c("A01nFicha"="A01nFicha")) %>%   
 # Mudar a variável pos-estrato para o tipo character  
 dplyr::mutate(POS\_ESTRATO=as.character(POS\_ESTRATO))  
   
   
 ###### Criar o desenho inicial da pesquisa  
 #Defenir uma semente para reprodutibilidade  
 set.seed(8888)  
   
 # Declarar o desenho incial  
 sample.pdad <-   
 survey::svydesign(id = ~A01nFicha, # Identificador único da unidade amostrada  
 strata = ~A01setor, # Identificação do estrato  
 weights = ~PESO\_PRE, # Probabilidade da unidade ser sorteada  
 nest=TRUE, # Parâmetro de tratamento para dos IDs dos estratos  
 data=pdad # Declarar a base a ser utilizada  
 )  
 # Criar um objeto para pós estrato  
 post.pop <- pdad %>%  
 dplyr::group\_by(POS\_ESTRATO) %>% # Agrupar por pos-estrato  
 dplyr::summarise(Freq=max(POP\_AJUSTADA\_PROJ)) # Capturar o total da população

## `summarise()` ungrouping output (override with `.groups` argument)

# Declarar o objeto de pós-estrato  
 # Estamos dizendo nesse passo qual é a população alvo para cada  
 # pós-estrato considerado  
 sample.pdad <- survey::postStratify(sample.pdad,~POS\_ESTRATO,post.pop)  
   
 # Criar objeto para calcular os erros por bootstrap (Rao and Wu’s(n − 1) bootstrap)  
 # J. N. K. Rao and C. F. J. Wu - Journal of the American Statistical Association  
 # Vol. 83, No. 401 (Mar., 1988), pp. 231-241  
 amostra <- survey::as.svrepdesign(sample.pdad, type = "subbootstrap")  
   
 # Ajustar estratos com apenas uma UPA (adjust=centered)  
 options( survey.lonely.psu = "adjust")  
   
 # Ajustar objeto de amostra, para uso com o pacote srvyr  
 amostra <- srvyr::as\_survey(amostra)  
   
   
 ###### Criar um objeto com as variáveis para as próximas questões  
 sm <- 954  
 vars\_relatorio <- amostra %>%  
 # Criar variável de sexo  
 srvyr::mutate(sexo=case\_when(E03==1~"Masculino",  
 E03==2~"Feminino"),  
 # Criar variável de faixas de idade  
 idade\_faixas=cut(idade\_calculada,  
 breaks = c(-Inf,seq(4,84,by=5),Inf),  
 labels = c("0 a 4 anos","5 a 9 anos",  
 "10 a 14 anos","15 a 19 anos",  
 "20 a 24 anos","25 a 29 anos",  
 "30 a 34 anos","35 a 39 anos",  
 "40 a 44 anos","45 a 49 anos",  
 "50 a 54 anos","55 a 59 anos",  
 "60 a 64 anos","65 a 69 anos",  
 "70 a 74 anos","75 a 79 anos",  
 "80 a 84 anos","Mais de 85 anos"),  
 ordered\_result = T),  
 # Criar variável para as RAs  
 RA=factor(A01ra,  
 levels=1:31,  
 labels=c('Plano Piloto',   
 'Gama',  
 'Taguatinga',  
 'Brazlândia',  
 'Sobradinho',  
 'Planaltina',  
 'Paranoá',  
 'Núcleo Bandeirante',  
 'Ceilândia',  
 'Guará',  
 'Cruzeiro',  
 'Samambaia',  
 'Santa Maria',  
 'São Sebastião',  
 'Recanto das Emas',  
 'Lago Sul',  
 'Riacho Fundo',  
 'Lago Norte',  
 'Candangolândia',  
 'Águas Claras',  
 'Riacho Fundo II',  
 'Sudoeste/Octogonal',  
 'Varjão',  
 'Park Way',  
 'SCIA-Estrutural',  
 'Sobradinho II',  
 'Jardim Botânico',  
 'Itapoã',  
 'SIA',  
 'Vicente Pires',  
 'Fercal'))) %>%  
 # Transformar em fator variáveis do tipo character  
 srvyr::mutate\_if(is.character,list(~factor(.))) %>%  
 # Selecionar as variáveis criadas e algumas variáveis auxiliares  
 srvyr::select(RA,E02,idade\_calculada,G05,sexo,idade\_faixas)  
  
########Questões   
   
##### 1.1 Apresente um perfil da RA X, Plano Piloto e do Distrito Federal, estimando as seguintes variáveis  
  
###### i) População total Plano Piloto e Samambaia  
 amostra %>%  
 # Filtrar Plano Piloto e Samambaia  
 #srvyr::filter(A01ra==1 | A01ra==12) %>%  
 # Ajustar nome das variáveis  
 srvyr::mutate(A01ra=factor(case\_when(A01ra==1~"Plano Piloto",  
 A01ra==12~"Samambaia",  
 TRUE~"Outras"))) %>%  
 # Agrupar por cidade  
 srvyr::group\_by(A01ra) %>%  
 # Calcular o total e o Percentual da população, com seu intervalo de confiança  
 srvyr::summarise("População Total"=survey\_total(vartype = "ci"),  
 # Calcular o percentual da população  
 pct=survey\_mean(vartype = "ci"))

## # A tibble: 3 x 7  
## A01ra `População Tota… `População Tota… `População Tota… pct pct\_low  
## <fct> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 Outr… 2427635 2402660. 2452610. 0.842 0.839   
## 2 Plan… 221326 214206. 228446. 0.0768 0.0745  
## 3 Sama… 232893 225034. 240752. 0.0808 0.0781  
## # … with 1 more variable: pct\_upp <dbl>

###### i) População total DF  
 amostra %>%  
 # Filtrar População Total  
 srvyr::filter(A01ra >= 1 ) %>%  
 # Criar contador  
 srvyr::mutate(count=1) %>%  
 # Calcular o total  
 srvyr::summarise("População Total"=survey\_total(count, vartype = "ci"))

## # A tibble: 1 x 3  
## `População Total` `População Total\_low` `População Total\_upp`  
## <dbl> <dbl> <dbl>  
## 1 2881854 2855396. 2908312.

##### ii) Distribuição etária da população (faça uma pirâmide etária,   
##### separando homens e mulheres, com classes variando de 5 em 5 anos de 0-4; 5-9; 10-14...)  
  
### Distribuição etária DF  
 piramide <-  
 vars\_relatorio %>%  
 # Agrupar por faixas de idade e sexo  
 srvyr::group\_by(idade\_faixas,sexo) %>%  
 # Calcular os totais  
 srvyr::summarise(n=survey\_total(na.rm = T, vartype = "ci"))  
   
 # Fazer o gráfico com a pirâmide  
 piramide\_grafico <- piramide %>%  
 # Construir um plot com as idades no eixo x, as quantidades no eixo y,  
 # preenchimento com a variável sexo, e os intervalos de confiança  
 # inferiores e superiores  
 ggplot(aes(x=idade\_faixas,y=n, fill=sexo, ymin=n\_low,ymax=n\_upp))+  
 # Fazer o gráfico de barras para o sexo Feminino  
 geom\_bar(data = dplyr::filter(piramide, sexo == "Feminino"),  
 stat = "identity") +  
 # Fazer o gráfico de barras para o sexo Masculino  
 geom\_bar(data = dplyr::filter(piramide, sexo == "Masculino"),  
 stat = "identity",  
 position = "identity",  
 # Negativar os valores para espelhar no eixo  
 mapping = aes(y = -n))+  
 # Plotar os erros para o sexo Masculino, negativando os valores para espelhar o eixo  
 geom\_errorbar(data = dplyr::filter(piramide, sexo == "Masculino"),  
 mapping = aes(ymin = -n\_low,ymax=-n\_upp),  
 width=0,  
 color="black")+  
 # Plotar os erros para o sexo Feminino  
 geom\_errorbar(data = dplyr::filter(piramide, sexo == "Feminino"),  
 width=0,  
 color="black")+  
 # Inverter os eixos, fazendo com que o gráfico de colunas verticais fique  
 # horizontal  
 coord\_flip() +   
 # Ajustar as configurações de escala  
 scale\_y\_continuous(labels = function(x) format(abs(x),   
 big.mark = ".",  
 scientific = FALSE,  
 decimal.mark=",")) +  
 # Suprimir os nomes dos eixos  
 labs(x="",y="") +  
 # Nome do gráfico  
 scale\_fill\_discrete(name = "Distribuição etária DF")  
 # Plotar gráfico  
 piramide\_grafico
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### Distribuição etária Plano Piloto  
 piramide <-  
 vars\_relatorio %>%  
 srvyr::filter(RA == "Plano Piloto" ) %>%  
 # Agrupar por faixas de idade e sexo  
 srvyr::group\_by(idade\_faixas,sexo) %>%  
 # Calcular os totais  
 srvyr::summarise(n=survey\_total(na.rm = T, vartype = "ci"))  
   
   
 # Fazer o gráfico com a pirâmide  
 piramide\_grafico <- piramide %>%  
 # Construir um plot com as idades no eixo x, as quantidades no eixo y,  
 # preenchimento com a variável sexo, e os intervalos de confiança  
 # inferiores e superiores  
 ggplot(aes(x=idade\_faixas,y=n, fill=sexo, ymin=n\_low,ymax=n\_upp))+  
 # Fazer o gráfico de barras para o sexo Feminino  
 geom\_bar(data = dplyr::filter(piramide, sexo == "Feminino"),  
 stat = "identity") +  
 # Fazer o gráfico de barras para o sexo Masculino  
 geom\_bar(data = dplyr::filter(piramide, sexo == "Masculino"),  
 stat = "identity",  
 position = "identity",  
 # Negativar os valores para espelhar no eixo  
 mapping = aes(y = -n))+  
 # Plotar os erros para o sexo Masculino, negativando os valores para espelhar o eixo  
 geom\_errorbar(data = dplyr::filter(piramide, sexo == "Masculino"),  
 mapping = aes(ymin = -n\_low,ymax=-n\_upp),  
 width=0,  
 color="black")+  
 # Plotar os erros para o sexo Feminino  
 geom\_errorbar(data = dplyr::filter(piramide, sexo == "Feminino"),  
 width=0,  
 color="black")+  
 # Inverter os eixos, fazendo com que o gráfico de colunas verticais fique  
 # horizontal  
 coord\_flip() +   
 # Ajustar as configurações de escala  
 scale\_y\_continuous(labels = function(x) format(abs(x),   
 big.mark = ".",  
 scientific = FALSE,  
 decimal.mark=",")) +  
 # Suprimir os nomes dos eixos  
 labs(x="",y="") +  
 # Nome do gráfico  
 scale\_fill\_discrete(name = "Distribuição etária Plano Piloto")  
 # Plotar gráfico  
 piramide\_grafico

![](data:image/png;base64,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)

### Distribuição etária Samambaia  
 piramide <-  
 vars\_relatorio %>%  
 srvyr::filter(RA == "Samambaia" ) %>%  
 # Agrupar por faixas de idade e sexo  
 srvyr::group\_by(idade\_faixas,sexo) %>%  
 # Calcular os totais  
 srvyr::summarise(n=survey\_total(na.rm = T, vartype = "ci"))  
   
   
 # Fazer o gráfico com a pirâmide  
 piramide\_grafico <- piramide %>%  
 # Construir um plot com as idades no eixo x, as quantidades no eixo y,  
 # preenchimento com a variável sexo, e os intervalos de confiança  
 # inferiores e superiores  
 ggplot(aes(x=idade\_faixas,y=n, fill=sexo, ymin=n\_low,ymax=n\_upp))+  
 # Fazer o gráfico de barras para o sexo Feminino  
 geom\_bar(data = dplyr::filter(piramide, sexo == "Feminino"),  
 stat = "identity") +  
 # Fazer o gráfico de barras para o sexo Masculino  
 geom\_bar(data = dplyr::filter(piramide, sexo == "Masculino"),  
 stat = "identity",  
 position = "identity",  
 # Negativar os valores para espelhar no eixo  
 mapping = aes(y = -n))+  
 # Plotar os erros para o sexo Masculino, negativando os valores para espelhar o eixo  
 geom\_errorbar(data = dplyr::filter(piramide, sexo == "Masculino"),  
 mapping = aes(ymin = -n\_low,ymax=-n\_upp),  
 width=0,  
 color="black")+  
 # Plotar os erros para o sexo Feminino  
 geom\_errorbar(data = dplyr::filter(piramide, sexo == "Feminino"),  
 width=0,  
 color="black")+  
 # Inverter os eixos, fazendo com que o gráfico de colunas verticais fique  
 # horizontal  
 coord\_flip() +   
 # Ajustar as configurações de escala  
 scale\_y\_continuous(labels = function(x) format(abs(x),   
 big.mark = ".",  
 scientific = FALSE,  
 decimal.mark=",")) +  
 # Suprimir os nomes dos eixos  
 labs(x="",y="") +  
 # Nome do gráfico  
 scale\_fill\_discrete(name = "Distribuição etária Samambaia")  
 # Plotar gráfico  
 piramide\_grafico
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###### iii) Número de domicílios   
 #Plano Piloto e Samambaia  
 amostra %>%  
 # Filtrar Proprietários das casas  
 srvyr::filter(E02==1) %>%  
 # Ajustar nome das variáveis  
 srvyr::mutate(A01ra=factor(case\_when(A01ra==1~"Plano Piloto",  
 A01ra==12~"Samambaia",  
 TRUE~"Outras"))) %>%  
 # Agrupar por cidade  
 srvyr::group\_by(A01ra) %>%  
 # Calcular o total e o Percentual da população, com seu intervalo de confiança  
 srvyr::summarise("População Total"=survey\_total(vartype = "ci"),  
 # Calcular o percentual da população  
 pct=survey\_mean(vartype = "ci"))

## # A tibble: 3 x 7  
## A01ra `População Tota… `População Tota… `População Tota… pct pct\_low  
## <fct> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 Outr… 729529. 726663. 732395. 0.826 0.824   
## 2 Plan… 85176. 84052. 86300. 0.0964 0.0952  
## 3 Sama… 68804. 67760. 69848. 0.0779 0.0767  
## # … with 1 more variable: pct\_upp <dbl>

#Distrito Federal   
 amostra %>%  
 # Filtrar População DF pelo proprietário da casa  
 srvyr::filter(E02==1) %>%  
 # Criar contador  
 srvyr::mutate(count=1) %>%  
 # Calcular o total  
 srvyr::summarise("População Total"=survey\_total(count, vartype = "ci"))

## # A tibble: 1 x 3  
## `População Total` `População Total\_low` `População Total\_upp`  
## <dbl> <dbl> <dbl>  
## 1 883509. 880580. 886439.

###### iv) Naturalidade dos residentes (Região de Nascimento use as grandes regiões   
##### Norte, Nordeste, Centro-Oeste sem DF, Sudeste e Sul, crie uma categoria especial nascido DF.  
 amostra %>%  
 # Ajustar nome das variáveis  
 srvyr::mutate(E142=factor(case\_when(E142==11~"Norte",  
 E142==12~"Norte",  
 E142==13~"Norte",  
 E142==14~"Norte",  
 E142==15~"Norte",  
 E142==16~"Norte",  
 E142==17~"Centro-Oeste",  
 E142==21~"Nordeste",  
 E142==22~"Nordeste",  
 E142==23~"Nordeste",  
 E142==24~"Nordeste",  
 E142==25~"Nordeste",  
 E142==26~"Nordeste",  
 E142==27~"Nordeste",  
 E142==28~"Nordeste",  
 E142==29~"Nordeste",  
 E142==31~"Sudeste",  
 E142==32~"Sudeste",  
 E142==33~"Sudeste",  
 E142==35~"Sudeste",  
 E142==41~"Sul",  
 E142==42~"Sul",  
 E142==43~"Sul",  
 E142==50~"Centro-Oeste",  
 E142==51~"Centro-Oeste",  
 E142==52~"Centro-Oeste",  
 E142==53~"Centro-Oeste",  
 E142==99~"Distrito Federal",  
 E142==88~"Não Sabe",  
 E142==0~"Outro País"))) %>%  
 # Agrupar por cidade  
 srvyr::group\_by(E142) %>%  
 # Calcular o total e o Percentual, com seu intervalo de confiança  
 srvyr::summarise("Naturalidade"=survey\_total(vartype = "ci"),  
 # Calcular o percentual   
 pct=survey\_mean(vartype = "ci"))

## # A tibble: 8 x 7  
## E142 Naturalidade Naturalidade\_low Naturalidade\_upp pct pct\_low pct\_upp  
## <fct> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 Centro… 192308. 183705. 200911. 0.0667 0.0638 0.0697   
## 2 Distri… 1594817. 1570209. 1619424. 0.553 0.548 0.559   
## 3 Não Sa… 25220. 22193. 28247. 0.00875 0.00769 0.00981  
## 4 Nordes… 644841. 632090. 657592. 0.224 0.219 0.228   
## 5 Norte 35455. 30796. 40114. 0.0123 0.0107 0.0139   
## 6 Outro … 9303. 7466. 11140. 0.00323 0.00259 0.00387  
## 7 Sudeste 337804. 326358. 349251. 0.117 0.113 0.121   
## 8 Sul 42106. 38377. 45835. 0.0146 0.0133 0.0159

##### 1.2 Calcular a Renda Domiciliar do Distrito Federal, Plano Piloto e Samambaia  
 # Foi considerado como Renda Domiciliar os seguintes parâmetros:  
 # \* G16 - Renda Primária;  
 # \* G19 - Renda Sedundária;  
 # \* G201 - Aposentadoria;  
 # \* G202 - Pensão;  
 # \* G203 - Outras Rendas;  
 # \* G204 - Benefícios Sociais;  
 options(dplyr.width = Inf)  
  
   
###### i) Renda domiciliar per capita (calcule também Quantis Q1, Q3 e o   
 # percentil 99, ou seja, o valor do 1% mais rico daquela RA)   
   
 #Calculos para o DF  
 amostra %>%   
 srvyr::mutate(renda\_prim=case\_when(G16 == 77777~NA\_real\_,  
 G16 == 88888~NA\_real\_,  
 G16 == 99999~0,  
 TRUE~as.numeric(G16))) %>%  
 srvyr::mutate(renda\_sec=case\_when(G19 == 66666~0,  
 G19 == 77777~NA\_real\_,  
 G19 == 88888~NA\_real\_,  
 G19 == 99999~0,  
 TRUE ~as.numeric(G19))) %>%  
 srvyr::mutate(aposentadoria=case\_when(G201 == 66666~0,  
 G201 == 77777~NA\_real\_,  
 G201 == 88888~NA\_real\_,  
 G201 == 99999~0,  
 TRUE ~as.numeric(G201))) %>%  
 srvyr::mutate(pensao=case\_when(G202 == 66666~0,  
 G202 == 77777~NA\_real\_,  
 G202 == 88888~NA\_real\_,  
 G202 == 99999~0,  
 TRUE ~as.numeric(G202))) %>%  
 srvyr:: mutate(outros=case\_when(G203 == 66666~0,  
 G203 == 77777~NA\_real\_,  
 G203 == 88888~NA\_real\_,  
 G203 == 99999~0,  
 TRUE ~as.numeric(G203))) %>%  
 srvyr:: mutate(beneficios=case\_when(G204 == 66666~0,  
 G204 == 77777~NA\_real\_,  
 G204 == 88888~NA\_real\_,  
 G204 == 99999~0,  
 TRUE ~as.numeric(G204))) %>%  
 srvyr::summarise("Renda Total DF"=survey\_total(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, na.rm=TRUE),  
 "Renda Média DF"=survey\_mean(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, na.rm=TRUE),  
 "Renda Desvio DF"=survey\_sd(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, na.rm=TRUE),  
 "Renda Q1 (<25%) DF"=survey\_quantile(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, 0.25, na.rm=TRUE),  
 "Renda Q3 (<75%) DF"=survey\_quantile(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, 0.75, na.rm=TRUE),  
 "Renda Q99 (<99%) DF"=survey\_quantile(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, 0.99, na.rm=TRUE))

## # A tibble: 1 x 11  
## `Renda Total DF` `Renda Total DF\_se` `Renda Média DF` `Renda Média DF\_se`  
## <dbl> <dbl> <dbl> <dbl>  
## 1 4211281092. 50469965. 1745. 21.8  
## `Renda Desvio DF` `Renda Q1 (<25%) DF\_q25` `Renda Q1 (<25%) DF\_q25\_se`  
## <dbl> <dbl> <dbl>  
## 1 4756. 0 0  
## `Renda Q3 (<75%) DF\_q75` `Renda Q3 (<75%) DF\_q75\_se` `Renda Q99 (<99%) DF\_q99`  
## <dbl> <dbl> <dbl>  
## 1 1500 24.9 20000  
## `Renda Q99 (<99%) DF\_q99\_se`  
## <dbl>  
## 1 498.

# Calculos para o Plano Piloto  
 amostra %>% filter(A01ra==1) %>%   
 srvyr::mutate(renda\_prim=case\_when(G16 == 77777~NA\_real\_,  
 G16 == 88888~NA\_real\_,  
 G16 == 99999~0,  
 TRUE~as.numeric(G16))) %>%  
 srvyr::mutate(renda\_sec=case\_when(G19 == 66666~0,  
 G19 == 77777~NA\_real\_,  
 G19 == 88888~NA\_real\_,  
 G19 == 99999~0,  
 TRUE ~as.numeric(G19))) %>%  
 srvyr::mutate(aposentadoria=case\_when(G201 == 66666~0,  
 G201 == 77777~NA\_real\_,  
 G201 == 88888~NA\_real\_,  
 G201 == 99999~0,  
 TRUE ~as.numeric(G201))) %>%  
 srvyr::mutate(pensao=case\_when(G202 == 66666~0,  
 G202 == 77777~NA\_real\_,  
 G202 == 88888~NA\_real\_,  
 G202 == 99999~0,  
 TRUE ~as.numeric(G202))) %>%  
 srvyr:: mutate(outros=case\_when(G203 == 66666~0,  
 G203 == 77777~NA\_real\_,  
 G203 == 88888~NA\_real\_,  
 G203 == 99999~0,  
 TRUE ~as.numeric(G203))) %>%  
 srvyr:: mutate(beneficios=case\_when(G204 == 66666~0,  
 G204 == 77777~NA\_real\_,  
 G204 == 88888~NA\_real\_,  
 G204 == 99999~0,  
 TRUE ~as.numeric(G204))) %>%  
 summarise("Renda Total Plano"=survey\_total(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, na.rm=TRUE),  
 "Renda Média Plano"=survey\_mean(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, na.rm=TRUE),  
 "Renda Desvio Plano"=survey\_sd(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, na.rm=TRUE),  
 "Renda Q1 (<25%) Plano"=survey\_quantile(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, 0.25, na.rm=TRUE),  
 "Renda Q3 (<75%) Plano"=survey\_quantile(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, 0.75, na.rm=TRUE),  
 "Renda Q99 (<99%) Plano"=survey\_quantile(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, 0.99, na.rm=TRUE))

## # A tibble: 1 x 11  
## `Renda Total Plano` `Renda Total Plano\_se` `Renda Média Plano`  
## <dbl> <dbl> <dbl>  
## 1 944577755. 34074750. 5369.  
## `Renda Média Plano\_se` `Renda Desvio Plano` `Renda Q1 (<25%) Plano\_q25`  
## <dbl> <dbl> <dbl>  
## 1 219. 12133. 0  
## `Renda Q1 (<25%) Plano\_q25\_se` `Renda Q3 (<75%) Plano\_q75`  
## <dbl> <dbl>  
## 1 0 8000  
## `Renda Q3 (<75%) Plano\_q75\_se` `Renda Q99 (<99%) Plano\_q99`  
## <dbl> <dbl>  
## 1 249. 31711.  
## `Renda Q99 (<99%) Plano\_q99\_se`  
## <dbl>  
## 1 1493.

# Calculos para Samambaia  
 amostra %>% filter(A01ra==12) %>%   
 srvyr::mutate(renda\_prim=case\_when(G16 == 77777~NA\_real\_,  
 G16 == 88888~NA\_real\_,  
 G16 == 99999~0,  
 TRUE~as.numeric(G16))) %>%  
 srvyr::mutate(renda\_sec=case\_when(G19 == 66666~0,  
 G19 == 77777~NA\_real\_,  
 G19 == 88888~NA\_real\_,  
 G19 == 99999~0,  
 TRUE ~as.numeric(G19))) %>%  
 srvyr::mutate(aposentadoria=case\_when(G201 == 66666~0,  
 G201 == 77777~NA\_real\_,  
 G201 == 88888~NA\_real\_,  
 G201 == 99999~0,  
 TRUE ~as.numeric(G201))) %>%  
 srvyr::mutate(pensao=case\_when(G202 == 66666~0,  
 G202 == 77777~NA\_real\_,  
 G202 == 88888~NA\_real\_,  
 G202 == 99999~0,  
 TRUE ~as.numeric(G202))) %>%  
 srvyr:: mutate(outros=case\_when(G203 == 66666~0,  
 G203 == 77777~NA\_real\_,  
 G203 == 88888~NA\_real\_,  
 G203 == 99999~0,  
 TRUE ~as.numeric(G203))) %>%  
 srvyr:: mutate(beneficios=case\_when(G204 == 66666~0,  
 G204 == 77777~NA\_real\_,  
 G204 == 88888~NA\_real\_,  
 G204 == 99999~0,  
 TRUE ~as.numeric(G204))) %>%  
 summarise("Renda Total Samambaia"=survey\_total(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, na.rm=TRUE),  
 "Renda Média Samambaia"=survey\_mean(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, na.rm=TRUE),  
 "Renda Desvio Samambaia"=survey\_sd(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, na.rm=TRUE),  
 "Renda Q1 (<25%) Samambaia"=survey\_quantile(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, 0.25, na.rm=TRUE),  
 "Renda Q3 (<75%) Samambaia"=survey\_quantile(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, 0.75, na.rm=TRUE),  
 "Renda Q99 (<99%) Samambaia"=survey\_quantile(renda\_prim+renda\_sec+aposentadoria+pensao+outros+beneficios, 0.99, na.rm=TRUE))

## # A tibble: 1 x 11  
## `Renda Total Samambaia` `Renda Total Samambaia\_se` `Renda Média Samambaia`  
## <dbl> <dbl> <dbl>  
## 1 106719530. 7497645. 613.  
## `Renda Média Samambaia\_se` `Renda Desvio Samambaia`  
## <dbl> <dbl>  
## 1 39.8 1534.  
## `Renda Q1 (<25%) Samambaia\_q25` `Renda Q1 (<25%) Samambaia\_q25\_se`  
## <dbl> <dbl>  
## 1 0 0  
## `Renda Q3 (<75%) Samambaia\_q75` `Renda Q3 (<75%) Samambaia\_q75\_se`  
## <dbl> <dbl>  
## 1 940 38.3  
## `Renda Q99 (<99%) Samambaia\_q99` `Renda Q99 (<99%) Samambaia\_q99\_se`  
## <dbl> <dbl>  
## 1 7244. 1017.

# Agora os cálculos apenas para a Renda Primária NÃO PER CAPITA  
 # Calculos para o DF  
 amostra %>%   
 mutate(renda\_prim=case\_when(G16 == 77777 ~ NA\_real\_,  
 G16 == 88888 ~ NA\_real\_,  
 G16 == 99999 ~ 0,  
 TRUE ~as.numeric(G16))) %>%  
 summarise("Renda Total DF"=survey\_total(renda\_prim, na.rm=TRUE),  
 "Renda Média DF"=survey\_mean(renda\_prim, na.rm=TRUE),  
 "Renda Desvio DF"=survey\_sd(renda\_prim, na.rm=TRUE),  
 "Renda Q1 (<25%) DF"=survey\_quantile(renda\_prim, 0.25, na.rm=TRUE),  
 "Renda Q3 (<75%) DF"=survey\_quantile(renda\_prim, 0.75, na.rm=TRUE),  
 "Renda Q99 (<99%) DF"=survey\_quantile(renda\_prim, 0.99, na.rm=TRUE)) #DF

## # A tibble: 1 x 11  
## `Renda Total DF` `Renda Total DF\_se` `Renda Média DF` `Renda Média DF\_se`  
## <dbl> <dbl> <dbl> <dbl>  
## 1 3039814635. 38622967. 1215. 14.4  
## `Renda Desvio DF` `Renda Q1 (<25%) DF\_q25` `Renda Q1 (<25%) DF\_q25\_se`  
## <dbl> <dbl> <dbl>  
## 1 3092. 0 0  
## `Renda Q3 (<75%) DF\_q75` `Renda Q3 (<75%) DF\_q75\_se` `Renda Q99 (<99%) DF\_q99`  
## <dbl> <dbl> <dbl>  
## 1 1200 24.9 15000  
## `Renda Q99 (<99%) DF\_q99\_se`  
## <dbl>  
## 1 249.

# Calculos para o Plano Piloto  
 amostra %>% filter(A01ra==1) %>%   
 mutate(renda\_prim=case\_when(G16 == 77777 ~ NA\_real\_,  
 G16 == 88888 ~ NA\_real\_,  
 G16 == 99999 ~ 0,  
 TRUE ~as.numeric(G16))) %>%  
 summarise("Renda Total Plano"=survey\_total(renda\_prim, na.rm=TRUE),  
 "Renda Média Plano"=survey\_mean(renda\_prim, na.rm=TRUE),  
 "Renda Desvio Plano"=survey\_sd(renda\_prim, na.rm=TRUE),  
 "Renda Q1 (<25%) Plano"=survey\_quantile(renda\_prim, 0.25, na.rm=TRUE),  
 "Renda Q3 (<75%) Plano"=survey\_quantile(renda\_prim, 0.75, na.rm=TRUE),  
 "Renda Q99 (<99%) Plano"=survey\_quantile(renda\_prim, 0.99, na.rm=TRUE)) #PP

## # A tibble: 1 x 11  
## `Renda Total Plano` `Renda Total Plano\_se` `Renda Média Plano`  
## <dbl> <dbl> <dbl>  
## 1 599910654. 24462184. 3176.  
## `Renda Média Plano\_se` `Renda Desvio Plano` `Renda Q1 (<25%) Plano\_q25`  
## <dbl> <dbl> <dbl>  
## 1 119. 5582. 0  
## `Renda Q1 (<25%) Plano\_q25\_se` `Renda Q3 (<75%) Plano\_q75`  
## <dbl> <dbl>  
## 1 0 5000  
## `Renda Q3 (<75%) Plano\_q75\_se` `Renda Q99 (<99%) Plano\_q99`  
## <dbl> <dbl>  
## 1 249. 25000  
## `Renda Q99 (<99%) Plano\_q99\_se`  
## <dbl>  
## 1 1382.

amostra %>% filter(A01ra==12) %>% # Calculos para Samambaia  
 mutate(renda\_prim=case\_when(G16 == 77777 ~ NA\_real\_,  
 G16 == 88888 ~ NA\_real\_,  
 G16 == 99999 ~ 0,  
 TRUE ~as.numeric(G16))) %>%  
 summarise("Renda Total Samambaia"=survey\_total(renda\_prim, na.rm=TRUE),  
 "Renda Média Samambaia"=survey\_mean(renda\_prim, na.rm=TRUE),  
 "Renda Desvio Samambaia"=survey\_sd(renda\_prim, na.rm=TRUE),  
 "Renda Q1 (<25%) Samambaia"=survey\_quantile(renda\_prim, 0.25, na.rm=TRUE),  
 "Renda Q3 (<75%) Samambaia"=survey\_quantile(renda\_prim, 0.75, na.rm=TRUE),  
 "Renda Q99 (<99%) Samambaia"=survey\_quantile(renda\_prim, 0.99, na.rm=TRUE))

## # A tibble: 1 x 11  
## `Renda Total Samambaia` `Renda Total Samambaia\_se` `Renda Média Samambaia`  
## <dbl> <dbl> <dbl>  
## 1 85669372. 6738719. 470.  
## `Renda Média Samambaia\_se` `Renda Desvio Samambaia`  
## <dbl> <dbl>  
## 1 32.6 1350.  
## `Renda Q1 (<25%) Samambaia\_q25` `Renda Q1 (<25%) Samambaia\_q25\_se`  
## <dbl> <dbl>  
## 1 0 0  
## `Renda Q3 (<75%) Samambaia\_q75` `Renda Q3 (<75%) Samambaia\_q75\_se`  
## <dbl> <dbl>  
## 1 0 0  
## `Renda Q99 (<99%) Samambaia\_q99` `Renda Q99 (<99%) Samambaia\_q99\_se`  
## <dbl> <dbl>  
## 1 6000 547.

# Escolaridade das pessoa de 25 anos ou mais  
 amostra %>% # Calculos para o DF  
 srvyr::filter(idade\_calculada >= 25) %>%  
 mutate(escolaridade=case\_when(F11 == 1 ~ "alfabetização",  
 F11 == 2 ~ "fundamental",  
 F11 == 3 ~ "fundamental",  
 F11 == 4 ~ "medio",  
 F11 == 5 ~ "fundamental",  
 F11 == 6 ~ "medio",  
 F11 == 7 ~ "superior",  
 F11 == 8 ~ "especialização",  
 F11 == 9 ~ "mestrado",  
 F11 == 10 ~ "dotorado",  
 TRUE ~ NA\_character\_)) %>%  
 group\_by(escolaridade) %>%  
 summarise("Escolaridade DF"=survey\_total(na.rm=TRUE))

## # A tibble: 8 x 3  
## escolaridade `Escolaridade DF` `Escolaridade DF\_se`  
## <chr> <dbl> <dbl>  
## 1 alfabetização 8383. 774.  
## 2 dotorado 10847. 881.  
## 3 especialização 134144. 3311.  
## 4 fundamental 388399. 4377.  
## 5 medio 608485. 5479.  
## 6 mestrado 24519. 1455.  
## 7 superior 486892. 5913.  
## 8 <NA> 157322. 2953.

amostra %>% # Calculos para o Plano Piloto  
 filter(A01ra == 1) %>%   
 filter(idade\_calculada >= 25) %>%  
 mutate(escolaridade=case\_when(F11 == 1 ~ "alfabetização",  
 F11 == 2 ~ "fundamental",  
 F11 == 3 ~ "fundamental",  
 F11 == 4 ~ "medio",  
 F11 == 5 ~ "fundamental",  
 F11 == 6 ~ "medio",  
 F11 == 7 ~ "superior",  
 F11 == 8 ~ "especialização",  
 F11 == 9 ~ "mestrado",  
 F11 == 10 ~ "dotorado",  
 TRUE ~ NA\_character\_)) %>%  
 group\_by(escolaridade) %>%  
 summarise("Escolaridade Plano"=survey\_total(na.rm=TRUE))

## # A tibble: 8 x 3  
## escolaridade `Escolaridade Plano` `Escolaridade Plano\_se`  
## <chr> <dbl> <dbl>  
## 1 alfabetização 134. 105.  
## 2 dotorado 4778. 599.  
## 3 especialização 37777. 1990.  
## 4 fundamental 6502. 657.  
## 5 medio 22130. 1161.  
## 6 mestrado 9461. 969.  
## 7 superior 74860. 2914.  
## 8 <NA> 10434. 1014.

amostra %>% # Calculos para Samambaia  
 filter(A01ra == 12) %>%   
 filter(idade\_calculada >= 25) %>%  
 mutate(escolaridade=case\_when(F11 == 1 ~ "alfabetização",  
 F11 == 2 ~ "fundamental",  
 F11 == 3 ~ "fundamental",  
 F11 == 4 ~ "medio",  
 F11 == 5 ~ "fundamental",  
 F11 == 6 ~ "medio",  
 F11 == 7 ~ "superior",  
 F11 == 8 ~ "especialização",  
 F11 == 9 ~ "mestrado",  
 F11 == 10 ~ "dotorado",  
 TRUE ~ NA\_character\_)) %>%  
 group\_by(escolaridade) %>%  
 summarise("Escolaridade Samambaia"=survey\_total(na.rm=TRUE))

## # A tibble: 8 x 3  
## escolaridade `Escolaridade Samambaia` `Escolaridade Samambaia\_se`  
## <chr> <dbl> <dbl>  
## 1 alfabetização 1832. 500.   
## 2 dotorado 226. 221.   
## 3 especialização 2276. 662.   
## 4 fundamental 34429. 1977.   
## 5 medio 57613. 2343.   
## 6 mestrado 82.2 88.4  
## 7 superior 25788. 1436.   
## 8 <NA> 17441. 1552.

###### iv) Modo de transporte para o trabalho (apenas uma variável qualitativa  
   
 # Como existem pessoas com mais de uma opção de transporte para o trabalhoa,  
 # optamos por agrupar as diferentes formas numa matrix de possibilidades.  
 amostra %>% # Cálculos para o DF  
 mutate(Onibus=factor(case\_when(G141 == 1 ~ "onibus",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Automovel=factor(case\_when(G142 == 1 ~ "automovel",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Utilitario=factor(case\_when(G143 == 1 ~ "utilitario",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Metro=factor(case\_when(G144 == 1 ~ "metro",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Moto=factor(case\_when(G145 == 1 ~ "moto",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Bike=factor(case\_when(G146 == 1 ~ "bike",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Andando=factor(case\_when(G144 == 1 ~ "andando",  
 TRUE ~ NA\_character\_))) %>%  
 group\_by(Onibus, Automovel,Utilitario, Metro, Moto, Bike, Andando) %>%  
 summarise("Quantidade DF"=survey\_total(na.rm=TRUE)) %>% print(n=100)

## # A tibble: 36 x 9  
## # Groups: Onibus, Automovel, Utilitario, Metro, Moto, Bike [36]  
## Onibus Automovel Utilitario Metro Moto Bike Andando `Quantidade DF`  
## <fct> <fct> <fct> <fct> <fct> <fct> <fct> <dbl>  
## 1 onibus automovel utilitario <NA> <NA> <NA> <NA> 619.   
## 2 onibus automovel <NA> metro moto <NA> andando 128.   
## 3 onibus automovel <NA> metro <NA> bike andando 45.4  
## 4 onibus automovel <NA> metro <NA> <NA> andando 2225.   
## 5 onibus automovel <NA> <NA> moto bike <NA> 10.5  
## 6 onibus automovel <NA> <NA> moto <NA> <NA> 331.   
## 7 onibus automovel <NA> <NA> <NA> bike <NA> 629.   
## 8 onibus automovel <NA> <NA> <NA> <NA> <NA> 58428.   
## 9 onibus <NA> utilitario metro <NA> <NA> andando 101.   
## 10 onibus <NA> utilitario <NA> <NA> <NA> <NA> 797.   
## 11 onibus <NA> <NA> metro moto <NA> andando 109.   
## 12 onibus <NA> <NA> metro <NA> bike andando 303.   
## 13 onibus <NA> <NA> metro <NA> <NA> andando 14140.   
## 14 onibus <NA> <NA> <NA> moto bike <NA> 70.9  
## 15 onibus <NA> <NA> <NA> moto <NA> <NA> 1415.   
## 16 onibus <NA> <NA> <NA> <NA> bike <NA> 2541.   
## 17 onibus <NA> <NA> <NA> <NA> <NA> <NA> 401130.   
## 18 <NA> automovel utilitario metro <NA> <NA> andando 62.4  
## 19 <NA> automovel utilitario <NA> <NA> <NA> <NA> 1354.   
## 20 <NA> automovel <NA> metro <NA> bike andando 182.   
## 21 <NA> automovel <NA> metro <NA> <NA> andando 5806.   
## 22 <NA> automovel <NA> <NA> moto bike <NA> 64.3  
## 23 <NA> automovel <NA> <NA> moto <NA> <NA> 4370.   
## 24 <NA> automovel <NA> <NA> <NA> bike <NA> 3105.   
## 25 <NA> automovel <NA> <NA> <NA> <NA> <NA> 516901.   
## 26 <NA> <NA> utilitario metro <NA> <NA> andando 224.   
## 27 <NA> <NA> utilitario <NA> moto bike <NA> 17.3  
## 28 <NA> <NA> utilitario <NA> <NA> bike <NA> 20.6  
## 29 <NA> <NA> utilitario <NA> <NA> <NA> <NA> 5058.   
## 30 <NA> <NA> <NA> metro moto <NA> andando 177.   
## 31 <NA> <NA> <NA> metro <NA> bike andando 267.   
## 32 <NA> <NA> <NA> metro <NA> <NA> andando 22333.   
## 33 <NA> <NA> <NA> <NA> moto bike <NA> 218.   
## 34 <NA> <NA> <NA> <NA> moto <NA> <NA> 28689.   
## 35 <NA> <NA> <NA> <NA> <NA> bike <NA> 19325.   
## 36 <NA> <NA> <NA> <NA> <NA> <NA> <NA> 1790659.   
## `Quantidade DF\_se`  
## <dbl>  
## 1 221.   
## 2 96.6   
## 3 47.2   
## 4 407.   
## 5 9.78  
## 6 136.   
## 7 250.   
## 8 2117.   
## 9 74.8   
## 10 230.   
## 11 63.9   
## 12 127.   
## 13 903.   
## 14 42.1   
## 15 339.   
## 16 355.   
## 17 5242.   
## 18 64.0   
## 19 209.   
## 20 142.   
## 21 811.   
## 22 80.1   
## 23 534.   
## 24 398.   
## 25 5171.   
## 26 137.   
## 27 17.3   
## 28 22.7   
## 29 619.   
## 30 138.   
## 31 107.   
## 32 1530.   
## 33 115.   
## 34 1350.   
## 35 1032.   
## 36 10749.

amostra %>% # Cálculos para o Plano Piloto  
 filter(A01ra == 1) %>%   
 mutate(Onibus=factor(case\_when(G141 == 1 ~ "onibus",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Automovel=factor(case\_when(G142 == 1 ~ "automovel",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Utilitario=factor(case\_when(G143 == 1 ~ "utilitario",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Metro=factor(case\_when(G144 == 1 ~ "metro",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Moto=factor(case\_when(G145 == 1 ~ "moto",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Bike=factor(case\_when(G146 == 1 ~ "bike",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Andando=factor(case\_when(G144 == 1 ~ "andando",  
 TRUE ~ NA\_character\_))) %>%  
 group\_by(Onibus, Automovel,Utilitario, Metro, Moto, Bike, Andando) %>%  
 summarise("Qtd. Plano"=survey\_total(na.rm=TRUE)) %>% print(n=100)

## # A tibble: 19 x 9  
## # Groups: Onibus, Automovel, Utilitario, Metro, Moto, Bike [19]  
## Onibus Automovel Utilitario Metro Moto Bike Andando `Qtd. Plano`  
## <fct> <fct> <fct> <fct> <fct> <fct> <fct> <dbl>  
## 1 onibus automovel utilitario <NA> <NA> <NA> <NA> 64.0  
## 2 onibus automovel <NA> metro <NA> <NA> andando 368.   
## 3 onibus automovel <NA> <NA> <NA> bike <NA> 184.   
## 4 onibus automovel <NA> <NA> <NA> <NA> <NA> 4109.   
## 5 onibus <NA> utilitario <NA> <NA> <NA> <NA> 263.   
## 6 onibus <NA> <NA> metro <NA> <NA> andando 339.   
## 7 onibus <NA> <NA> <NA> <NA> bike <NA> 82.2  
## 8 onibus <NA> <NA> <NA> <NA> <NA> <NA> 13087.   
## 9 <NA> automovel utilitario <NA> <NA> <NA> <NA> 213.   
## 10 <NA> automovel <NA> metro <NA> <NA> andando 69.1  
## 11 <NA> automovel <NA> <NA> moto <NA> <NA> 610.   
## 12 <NA> automovel <NA> <NA> <NA> bike <NA> 678.   
## 13 <NA> automovel <NA> <NA> <NA> <NA> <NA> 75983.   
## 14 <NA> <NA> utilitario metro <NA> <NA> andando 59.3  
## 15 <NA> <NA> utilitario <NA> <NA> <NA> <NA> 631.   
## 16 <NA> <NA> <NA> metro <NA> <NA> andando 368.   
## 17 <NA> <NA> <NA> <NA> moto <NA> <NA> 813.   
## 18 <NA> <NA> <NA> <NA> <NA> bike <NA> 2221.   
## 19 <NA> <NA> <NA> <NA> <NA> <NA> <NA> 121186.   
## `Qtd. Plano\_se`  
## <dbl>  
## 1 66.5  
## 2 168.   
## 3 119.   
## 4 559.   
## 5 146.   
## 6 143.   
## 7 84.2  
## 8 1130.   
## 9 111.   
## 10 45.2  
## 11 235.   
## 12 219.   
## 13 2460.   
## 14 65.0  
## 15 258.   
## 16 138.   
## 17 250.   
## 18 455.   
## 19 3389.

amostra %>% # Cálculos para Samambaia  
 filter(A01ra == 12) %>%   
 mutate(Onibus=factor(case\_when(G141 == 1 ~ "onibus",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Automovel=factor(case\_when(G142 == 1 ~ "automovel",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Utilitario=factor(case\_when(G143 == 1 ~ "utilitario",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Metro=factor(case\_when(G144 == 1 ~ "metro",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Moto=factor(case\_when(G145 == 1 ~ "moto",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Bike=factor(case\_when(G146 == 1 ~ "bike",  
 TRUE ~ NA\_character\_))) %>%  
 mutate(Andando=factor(case\_when(G144 == 1 ~ "andando",  
 TRUE ~ NA\_character\_))) %>%  
 group\_by(Onibus, Automovel,Utilitario, Metro, Moto, Bike, Andando) %>%  
 summarise("Qtd. Samambaia"=survey\_total(na.rm=TRUE)) %>% print(n=100)

## # A tibble: 17 x 9  
## # Groups: Onibus, Automovel, Utilitario, Metro, Moto, Bike [17]  
## Onibus Automovel Utilitario Metro Moto Bike Andando `Qtd. Samambaia`  
## <fct> <fct> <fct> <fct> <fct> <fct> <fct> <dbl>  
## 1 onibus automovel <NA> metro <NA> <NA> andando 187.   
## 2 onibus automovel <NA> <NA> moto <NA> <NA> 86.6  
## 3 onibus automovel <NA> <NA> <NA> <NA> <NA> 4511.   
## 4 onibus <NA> utilitario <NA> <NA> <NA> <NA> 105.   
## 5 onibus <NA> <NA> metro <NA> <NA> andando 2044.   
## 6 onibus <NA> <NA> <NA> moto <NA> <NA> 183.   
## 7 onibus <NA> <NA> <NA> <NA> bike <NA> 117.   
## 8 onibus <NA> <NA> <NA> <NA> <NA> <NA> 39800.   
## 9 <NA> automovel <NA> metro <NA> <NA> andando 337.   
## 10 <NA> automovel <NA> <NA> moto <NA> <NA> 308.   
## 11 <NA> automovel <NA> <NA> <NA> <NA> <NA> 24848.   
## 12 <NA> <NA> utilitario <NA> <NA> <NA> <NA> 105.   
## 13 <NA> <NA> <NA> metro moto <NA> andando 99.5  
## 14 <NA> <NA> <NA> metro <NA> <NA> andando 3705.   
## 15 <NA> <NA> <NA> <NA> moto <NA> <NA> 3719.   
## 16 <NA> <NA> <NA> <NA> <NA> bike <NA> 1388.   
## 17 <NA> <NA> <NA> <NA> <NA> <NA> <NA> 151349.   
## `Qtd. Samambaia\_se`  
## <dbl>  
## 1 154.   
## 2 76.3  
## 3 739.   
## 4 117.   
## 5 509.   
## 6 116.   
## 7 114.   
## 8 2056.   
## 9 159.   
## 10 169.   
## 11 1265.   
## 12 99.8  
## 13 112.   
## 14 693.   
## 15 585.   
## 16 390.   
## 17 3857.

###### v) Tempo gasto de deslocamento ao trabalho (veja que a variável está em classes,   
 # podemos colocar o ponto médio do intervalo para o cálculo de medidas de posição).   
   
 # Calculos para o DF  
 amostra %>%   
 #filter(A01ra == 12) %>%   
 mutate(deslocamento=case\_when(G15 == 1 ~ 7L,  
 G15 == 2 ~ 22L,  
 G15 == 3 ~ 37L,  
 G15 == 4 ~ 52L,  
 G15 == 5 ~ 75L,  
 G15 == 6 ~ 97L,  
 G15 == 7 ~ 112L,  
 G15 == 8 ~ 120L,  
 TRUE ~ NA\_integer\_)) %>%  
 summarise("Tempo Médio Trabalho DF"=survey\_mean(deslocamento,na.rm=TRUE),  
 "Tempo Mediana Trabalho DF"=survey\_median(deslocamento,na.rm=TRUE),  
 "Tempo Variância Trabalho DF"=survey\_var(deslocamento,na.rm=TRUE),  
 "Tempo Desvio Padrão Trabalho DF"=survey\_sd(deslocamento,na.rm=TRUE),  
 "Tempo Q1 (<25%) Trabalho DF"=survey\_quantile(deslocamento, 0.25, na.rm=TRUE),  
 "Tempo Q3 (<75%) Trabalho DF"=survey\_quantile(deslocamento, 0.75, na.rm=TRUE),  
 "Tempo Q99 (<99%) Trabalho DF"=survey\_quantile(deslocamento, 0.99, na.rm=TRUE))

## # A tibble: 1 x 13  
## `Tempo Médio Trabalho DF` `Tempo Médio Trabalho DF\_se`  
## <dbl> <dbl>  
## 1 31.1 0.183  
## `Tempo Mediana Trabalho DF` `Tempo Mediana Trabalho DF\_se`  
## <dbl> <dbl>  
## 1 22 3.73  
## `Tempo Variância Trabalho DF` `Tempo Variância Trabalho DF\_se`  
## <dbl> <dbl>  
## 1 555. 8.04  
## `Tempo Desvio Padrão Trabalho DF` `Tempo Q1 (<25%) Trabalho DF\_q25`  
## <dbl> <dbl>  
## 1 23.6 7  
## `Tempo Q1 (<25%) Trabalho DF\_q25\_se` `Tempo Q3 (<75%) Trabalho DF\_q75`  
## <dbl> <dbl>  
## 1 0 37  
## `Tempo Q3 (<75%) Trabalho DF\_q75\_se` `Tempo Q99 (<99%) Trabalho DF\_q99`  
## <dbl> <dbl>  
## 1 3.73 112  
## `Tempo Q99 (<99%) Trabalho DF\_q99\_se`  
## <dbl>  
## 1 3.73

# Calculos para o Plano Piloto  
 amostra %>%   
 filter(A01ra == 1) %>%   
 mutate(deslocamento=case\_when(G15 == 1 ~ 7L,  
 G15 == 2 ~ 22L,  
 G15 == 3 ~ 37L,  
 G15 == 4 ~ 52L,  
 G15 == 5 ~ 75L,  
 G15 == 6 ~ 97L,  
 G15 == 7 ~ 112L,  
 G15 == 8 ~ 120L,  
 TRUE ~ NA\_integer\_)) %>%  
 summarise("Tempo Médio Trabalho Plano"=survey\_mean(deslocamento,na.rm=TRUE),  
 "Tempo Mediana Trabalho Plano"=survey\_median(deslocamento,na.rm=TRUE),  
 "Tempo Variância Trabalho Plano"=survey\_var(deslocamento,na.rm=TRUE),  
 "Tempo Desvio Padrão Trabalho Plano"=survey\_sd(deslocamento,na.rm=TRUE),  
 "Tempo Q1 (<25%) Trabalho Plano"=survey\_quantile(deslocamento, 0.25, na.rm=TRUE),  
 "Tempo Q3 (<75%) Trabalho Plano"=survey\_quantile(deslocamento, 0.75, na.rm=TRUE),  
 "Tempo Q99 (<99%) Trabalho Plano"=survey\_quantile(deslocamento, 0.99, na.rm=TRUE))

## # A tibble: 1 x 13  
## `Tempo Médio Trabalho Plano` `Tempo Médio Trabalho Plano\_se`  
## <dbl> <dbl>  
## 1 17.8 0.409  
## `Tempo Mediana Trabalho Plano` `Tempo Mediana Trabalho Plano\_se`  
## <dbl> <dbl>  
## 1 22 3.73  
## `Tempo Variância Trabalho Plano` `Tempo Variância Trabalho Plano\_se`  
## <dbl> <dbl>  
## 1 204. 21.3  
## `Tempo Desvio Padrão Trabalho Plano` `Tempo Q1 (<25%) Trabalho Plano\_q25`  
## <dbl> <dbl>  
## 1 14.3 7  
## `Tempo Q1 (<25%) Trabalho Plano\_q25\_se` `Tempo Q3 (<75%) Trabalho Plano\_q75`  
## <dbl> <dbl>  
## 1 0 22  
## `Tempo Q3 (<75%) Trabalho Plano\_q75\_se` `Tempo Q99 (<99%) Trabalho Plano\_q99`  
## <dbl> <dbl>  
## 1 3.73 75  
## `Tempo Q99 (<99%) Trabalho Plano\_q99\_se`  
## <dbl>  
## 1 5.72

# Calculos para Samambaia  
 amostra %>%   
 filter(A01ra == 12) %>%   
 mutate(deslocamento=case\_when(G15 == 1 ~ 7L,  
 G15 == 2 ~ 22L,  
 G15 == 3 ~ 37L,  
 G15 == 4 ~ 52L,  
 G15 == 5 ~ 75L,  
 G15 == 6 ~ 97L,  
 G15 == 7 ~ 112L,  
 G15 == 8 ~ 120L,  
 TRUE ~ NA\_integer\_)) %>%  
 summarise("Tempo Médio Trabalho Samambaia"=survey\_mean(deslocamento,na.rm=TRUE),  
 "Tempo Mediana Trabalho Samambaia"=survey\_median(deslocamento,na.rm=TRUE),  
 "Tempo Variância Trabalho Samambaia"=survey\_var(deslocamento,na.rm=TRUE),  
 "Tempo Desvio Padrão Trabalho Samambaia"=survey\_sd(deslocamento,na.rm=TRUE),  
 "Tempo Q1 (<25%) Trabalho Samambaia"=survey\_quantile(deslocamento, 0.25, na.rm=TRUE),  
 "Tempo Q3 (<75%) Trabalho Samambaia"=survey\_quantile(deslocamento, 0.75, na.rm=TRUE),  
 "Tempo Q99 (<99%) Trabalho Samambaia"=survey\_quantile(deslocamento, 0.99, na.rm=TRUE))

## # A tibble: 1 x 13  
## `Tempo Médio Trabalho Samambaia` `Tempo Médio Trabalho Samambaia\_se`  
## <dbl> <dbl>  
## 1 34.7 0.851  
## `Tempo Mediana Trabalho Samambaia` `Tempo Mediana Trabalho Samambaia\_se`  
## <dbl> <dbl>  
## 1 37 3.73  
## `Tempo Variância Trabalho Samambaia` `Tempo Variância Trabalho Samambaia\_se`  
## <dbl> <dbl>  
## 1 629. 37.1  
## `Tempo Desvio Padrão Trabalho Samambaia`  
## <dbl>  
## 1 25.1  
## `Tempo Q1 (<25%) Trabalho Samambaia\_q25`  
## <dbl>  
## 1 22  
## `Tempo Q1 (<25%) Trabalho Samambaia\_q25\_se`  
## <dbl>  
## 1 3.73  
## `Tempo Q3 (<75%) Trabalho Samambaia\_q75`  
## <dbl>  
## 1 52  
## `Tempo Q3 (<75%) Trabalho Samambaia\_q75\_se`  
## <dbl>  
## 1 3.73  
## `Tempo Q99 (<99%) Trabalho Samambaia\_q99`  
## <dbl>  
## 1 120  
## `Tempo Q99 (<99%) Trabalho Samambaia\_q99\_se`  
## <dbl>  
## 1 1.99

###### vi) Número de automóveis no domicilio   
 # Cálculos para DF  
 amostra %>%   
 filter(E02 == 1) %>%   
 mutate(carro=case\_when(C011 == 88888 ~NA\_real\_,  
 TRUE ~ as.numeric(C011))) %>%  
 summarise("Total da Carros DF"=survey\_total(carro, na.rm=TRUE),  
 "Média de Carros DF"=survey\_mean(carro, na.rm=TRUE),  
 "Desvio de Carros DF"=survey\_sd(carro, na.rm=TRUE),  
 "Carros Q1 (<25%) DF"=survey\_quantile(carro, 0.25, na.rm=TRUE),  
 "Carros Q3 (<75%) DF"=survey\_quantile(carro, 0.75, na.rm=TRUE),  
 "Carros Q99 (<99%) DF"=survey\_quantile(carro, 0.99, na.rm=TRUE))

## # A tibble: 1 x 11  
## `Total da Carros DF` `Total da Carros DF\_se` `Média de Carros DF`  
## <dbl> <dbl> <dbl>  
## 1 846540. 6230. 0.959  
## `Média de Carros DF\_se` `Desvio de Carros DF` `Carros Q1 (<25%) DF\_q25`  
## <dbl> <dbl> <dbl>  
## 1 0.00705 0.869 0  
## `Carros Q1 (<25%) DF\_q25\_se` `Carros Q3 (<75%) DF\_q75`  
## <dbl> <dbl>  
## 1 0 1  
## `Carros Q3 (<75%) DF\_q75\_se` `Carros Q99 (<99%) DF\_q99`  
## <dbl> <dbl>  
## 1 0.249 4  
## `Carros Q99 (<99%) DF\_q99\_se`  
## <dbl>  
## 1 0.249

amostra %>% # Cálculos para o Plano Piloto  
 filter(E02 == 1 & A01ra == 1) %>%   
 mutate(carro=case\_when(C011 == 88888 ~NA\_real\_,  
 TRUE ~ as.numeric(C011))) %>%  
 summarise("Total da Carros Plano"=survey\_total(carro, na.rm=TRUE),  
 "Média de Carros Plano"=survey\_mean(carro, na.rm=TRUE),  
 "Desvio de Carros Plano"=survey\_sd(carro, na.rm=TRUE),  
 "Carros Q1 (<25%) Plano"=survey\_quantile(carro, 0.25, na.rm=TRUE),  
 "Carros Q3 (<75%) Plano"=survey\_quantile(carro, 0.75, na.rm=TRUE),  
 "Carros Q99 (<99%) Plano"=survey\_quantile(carro, 0.99, na.rm=TRUE))

## # A tibble: 1 x 11  
## `Total da Carros Plano` `Total da Carros Plano\_se` `Média de Carros Plano`  
## <dbl> <dbl> <dbl>  
## 1 108122. 1932. 1.27  
## `Média de Carros Plano\_se` `Desvio de Carros Plano`  
## <dbl> <dbl>  
## 1 0.0215 0.819  
## `Carros Q1 (<25%) Plano\_q25` `Carros Q1 (<25%) Plano\_q25\_se`  
## <dbl> <dbl>  
## 1 1 0.249  
## `Carros Q3 (<75%) Plano\_q75` `Carros Q3 (<75%) Plano\_q75\_se`  
## <dbl> <dbl>  
## 1 2 0.249  
## `Carros Q99 (<99%) Plano\_q99` `Carros Q99 (<99%) Plano\_q99\_se`  
## <dbl> <dbl>  
## 1 4 0.249

amostra %>% # Cálculos para Samambaia  
 filter(E02 == 1 & A01ra == 12) %>%   
 mutate(carro=case\_when(C011 == 88888 ~NA\_real\_,  
 TRUE ~ as.numeric(C011))) %>%  
 summarise("Total da Carros Samambaia"=survey\_total(carro, na.rm=TRUE),  
 "Média de Carros Samambaia"=survey\_mean(carro, na.rm=TRUE),  
 "Desvio de Carros Samambaia"=survey\_sd(carro, na.rm=TRUE),  
 "Carros Q1 (<25%) Samambaia"=survey\_quantile(carro, 0.25, na.rm=TRUE),  
 "Carros Q3 (<75%) Samambaia"=survey\_quantile(carro, 0.75, na.rm=TRUE),  
 "Carros Q99 (<99%) Samambaia"=survey\_quantile(carro, 0.99, na.rm=TRUE))

## # A tibble: 1 x 11  
## `Total da Carros Samambaia` `Total da Carros Samambaia\_se`  
## <dbl> <dbl>  
## 1 51261. 1687.  
## `Média de Carros Samambaia` `Média de Carros Samambaia\_se`  
## <dbl> <dbl>  
## 1 0.745 0.0232  
## `Desvio de Carros Samambaia` `Carros Q1 (<25%) Samambaia\_q25`  
## <dbl> <dbl>  
## 1 0.741 0  
## `Carros Q1 (<25%) Samambaia\_q25\_se` `Carros Q3 (<75%) Samambaia\_q75`  
## <dbl> <dbl>  
## 1 0 1  
## `Carros Q3 (<75%) Samambaia\_q75\_se` `Carros Q99 (<99%) Samambaia\_q99`  
## <dbl> <dbl>  
## 1 0.249 3  
## `Carros Q99 (<99%) Samambaia\_q99\_se`  
## <dbl>  
## 1 0.249

###### vii) Número de pessoas no domicilio   
 amostra %>% filter(E02==1) %>% #Cálculo para o Distrito Federal  
 summarise("Média p/ Domicílio DF"=survey\_mean(A01nPessoas,na.rm=TRUE),  
 "Mediana p/ Domicílio DF"=survey\_median(A01nPessoas,na.rm=TRUE),  
 "Variancia p/ Domicílio DF"=survey\_mean(A01nPessoas,na.rm=TRUE),  
 "Desvio Padrão p/ Domicílio DF"=survey\_sd(A01nPessoas,na.rm=TRUE),  
 "Q1 (<25%) p/ Domicílio DF"=survey\_quantile(A01nPessoas,0.25,na.rm=TRUE),  
 "Q3 (<75%) p/ Domicílio DF"=survey\_quantile(A01nPessoas,0.75,na.rm=TRUE),  
 "Q3 (<75%) p/ Domicílio DF"=survey\_quantile(A01nPessoas,0.99,na.rm=TRUE))

## # A tibble: 1 x 13  
## `Média p/ Domicílio DF` `Média p/ Domicílio DF\_se` `Mediana p/ Domicílio DF`  
## <dbl> <dbl> <dbl>  
## 1 3.16 0.0126 3  
## `Mediana p/ Domicílio DF\_se` `Variancia p/ Domicílio DF`  
## <dbl> <dbl>  
## 1 0.249 3.16  
## `Variancia p/ Domicílio DF\_se` `Desvio Padrão p/ Domicílio DF`  
## <dbl> <dbl>  
## 1 0.0126 1.45  
## `Q1 (<25%) p/ Domicílio DF\_q25` `Q1 (<25%) p/ Domicílio DF\_q25\_se`  
## <dbl> <dbl>  
## 1 2 0.249  
## `Q3 (<75%) p/ Domicílio DF\_q75` `Q3 (<75%) p/ Domicílio DF\_q75\_se`  
## <dbl> <dbl>  
## 1 4 0.249  
## `Q3 (<75%) p/ Domicílio DF\_q99` `Q3 (<75%) p/ Domicílio DF\_q99\_se`  
## <dbl> <dbl>  
## 1 7 0.249

amostra %>% filter(E02==1 & A01ra==1) %>% # Cálculo para o Plano Piloto  
 summarise("Média p/ Domicílio Plano"=survey\_mean(A01nPessoas,na.rm=TRUE),  
 "Mediana p/ Domicílio Plano"=survey\_median(A01nPessoas,na.rm=TRUE),  
 "Variancia p/ Domicílio Plano"=survey\_mean(A01nPessoas,na.rm=TRUE),  
 "Desvio Padrão p/ Domicílio Plano"=survey\_sd(A01nPessoas,na.rm=TRUE),  
 "Q1 (<25%) p/ Domicílio Plano"=survey\_quantile(A01nPessoas,0.25,na.rm=TRUE),  
 "Q3 (<75%) p/ Domicílio Plano"=survey\_quantile(A01nPessoas,0.75,na.rm=TRUE),  
 "Q3 (<75%) p/ Domicílio Plano"=survey\_quantile(A01nPessoas,0.99,na.rm=TRUE))

## # A tibble: 1 x 13  
## `Média p/ Domicílio Plano` `Média p/ Domicílio Plano\_se`  
## <dbl> <dbl>  
## 1 2.60 0.0384  
## `Mediana p/ Domicílio Plano` `Mediana p/ Domicílio Plano\_se`  
## <dbl> <dbl>  
## 1 2 0.249  
## `Variancia p/ Domicílio Plano` `Variancia p/ Domicílio Plano\_se`  
## <dbl> <dbl>  
## 1 2.60 0.0384  
## `Desvio Padrão p/ Domicílio Plano` `Q1 (<25%) p/ Domicílio Plano\_q25`  
## <dbl> <dbl>  
## 1 1.23 2  
## `Q1 (<25%) p/ Domicílio Plano\_q25\_se` `Q3 (<75%) p/ Domicílio Plano\_q75`  
## <dbl> <dbl>  
## 1 0.249 3  
## `Q3 (<75%) p/ Domicílio Plano\_q75\_se` `Q3 (<75%) p/ Domicílio Plano\_q99`  
## <dbl> <dbl>  
## 1 0.249 6  
## `Q3 (<75%) p/ Domicílio Plano\_q99\_se`  
## <dbl>  
## 1 0.249

amostra %>% filter(E02==1 & A01ra==12) %>% # Cálculo para Samambaia  
 summarise("Média p/ Domicílio Samambaia"=survey\_mean(A01nPessoas,na.rm=TRUE),  
 "Mediana p/ Domicílio Samambaia"=survey\_median(A01nPessoas,na.rm=TRUE),  
 "Variancia p/ Domicílio Samambaia"=survey\_mean(A01nPessoas,na.rm=TRUE),  
 "Desvio Padrão p/ Domicílio Samambaia"=survey\_sd(A01nPessoas,na.rm=TRUE),  
 "Q1 (<25%) p/ Domicílio Samambaia"=survey\_quantile(A01nPessoas,0.25,na.rm=TRUE),  
 "Q3 (<75%) p/ Domicílio Samambaia"=survey\_quantile(A01nPessoas,0.75,na.rm=TRUE),  
 "Q3 (<75%) p/ Domicílio Samambaia"=survey\_quantile(A01nPessoas,0.99,na.rm=TRUE))

## # A tibble: 1 x 13  
## `Média p/ Domicílio Samambaia` `Média p/ Domicílio Samambaia\_se`  
## <dbl> <dbl>  
## 1 3.26 0.0492  
## `Mediana p/ Domicílio Samambaia` `Mediana p/ Domicílio Samambaia\_se`  
## <dbl> <dbl>  
## 1 3 0.249  
## `Variancia p/ Domicílio Samambaia` `Variancia p/ Domicílio Samambaia\_se`  
## <dbl> <dbl>  
## 1 3.26 0.0492  
## `Desvio Padrão p/ Domicílio Samambaia` `Q1 (<25%) p/ Domicílio Samambaia\_q25`  
## <dbl> <dbl>  
## 1 1.49 2  
## `Q1 (<25%) p/ Domicílio Samambaia\_q25\_se`  
## <dbl>  
## 1 0.249  
## `Q3 (<75%) p/ Domicílio Samambaia\_q75`  
## <dbl>  
## 1 4  
## `Q3 (<75%) p/ Domicílio Samambaia\_q75\_se`  
## <dbl>  
## 1 0.249  
## `Q3 (<75%) p/ Domicílio Samambaia\_q99`  
## <dbl>  
## 1 7  
## `Q3 (<75%) p/ Domicílio Samambaia\_q99\_se`  
## <dbl>  
## 1 0.249

###### viii)Número de dormitórios no domicílio   
 amostra %>% filter(E02==1) %>% #Cálculo para o Distrito Federal  
 summarise("Média p/ Cômodo DF"=survey\_mean(B12,na.rm=TRUE),  
 "Mediana p/ Cômodo DF"=survey\_median(B12,na.rm=TRUE),  
 "Variancia p/ Cômodo DF"=survey\_mean(B12,na.rm=TRUE),  
 "Desvio Padrão p/ Cômodo DF"=survey\_sd(B12,na.rm=TRUE),  
 "Q1 (<25%) p/ Cômodo DF"=survey\_quantile(B12,0.25,na.rm=TRUE),  
 "Q3 (<75%) p/ Cômodo DF"=survey\_quantile(B12,0.75,na.rm=TRUE),  
 "Q3 (<75%) p/ Cômodo DF"=survey\_quantile(B12,0.99,na.rm=TRUE))

## # A tibble: 1 x 13  
## `Média p/ Cômodo DF` `Média p/ Cômodo DF\_se` `Mediana p/ Cômodo DF`  
## <dbl> <dbl> <dbl>  
## 1 2.49 0.00810 2  
## `Mediana p/ Cômodo DF\_se` `Variancia p/ Cômodo DF` `Variancia p/ Cômodo DF\_se`  
## <dbl> <dbl> <dbl>  
## 1 0.249 2.49 0.00810  
## `Desvio Padrão p/ Cômodo DF` `Q1 (<25%) p/ Cômodo DF\_q25`  
## <dbl> <dbl>  
## 1 1.13 2  
## `Q1 (<25%) p/ Cômodo DF\_q25\_se` `Q3 (<75%) p/ Cômodo DF\_q75`  
## <dbl> <dbl>  
## 1 0.249 3  
## `Q3 (<75%) p/ Cômodo DF\_q75\_se` `Q3 (<75%) p/ Cômodo DF\_q99`  
## <dbl> <dbl>  
## 1 0.249 6  
## `Q3 (<75%) p/ Cômodo DF\_q99\_se`  
## <dbl>  
## 1 0.249

amostra %>% filter(E02==1 & A01ra==1) %>% # Cálculo para o Plano Piloto  
 summarise("Média p/ Cômodo Plano"=survey\_mean(B12,na.rm=TRUE),  
 "Mediana p/ Cômodo Plano"=survey\_median(B12,na.rm=TRUE),  
 "Variancia p/ Cômodo Plano"=survey\_mean(B12,na.rm=TRUE),  
 "Desvio Padrão p/ Cômodo Plano"=survey\_sd(B12,na.rm=TRUE),  
 "Q1 (<25%) p/ Cômodo Plano"=survey\_quantile(B12,0.25,na.rm=TRUE),  
 "Q3 (<75%) p/ Cômodo Plano"=survey\_quantile(B12,0.75,na.rm=TRUE),  
 "Q3 (<75%) p/ Cômodo Plano"=survey\_quantile(B12,0.99,na.rm=TRUE))

## # A tibble: 1 x 13  
## `Média p/ Cômodo Plano` `Média p/ Cômodo Plano\_se` `Mediana p/ Cômodo Plano`  
## <dbl> <dbl> <dbl>  
## 1 2.72 0.0371 3  
## `Mediana p/ Cômodo Plano\_se` `Variancia p/ Cômodo Plano`  
## <dbl> <dbl>  
## 1 0.249 2.72  
## `Variancia p/ Cômodo Plano\_se` `Desvio Padrão p/ Cômodo Plano`  
## <dbl> <dbl>  
## 1 0.0371 1.14  
## `Q1 (<25%) p/ Cômodo Plano\_q25` `Q1 (<25%) p/ Cômodo Plano\_q25\_se`  
## <dbl> <dbl>  
## 1 2 0.249  
## `Q3 (<75%) p/ Cômodo Plano\_q75` `Q3 (<75%) p/ Cômodo Plano\_q75\_se`  
## <dbl> <dbl>  
## 1 3 0.249  
## `Q3 (<75%) p/ Cômodo Plano\_q99` `Q3 (<75%) p/ Cômodo Plano\_q99\_se`  
## <dbl> <dbl>  
## 1 6 0.249

amostra %>% filter(E02==1 & A01ra==12) %>% # Cálculo para Samambaia  
 summarise("Média p/ Cômodo Samambaia"=survey\_mean(B12,na.rm=TRUE),  
 "Mediana p/ Cômodo Samambaia"=survey\_median(B12,na.rm=TRUE),  
 "Variancia p/ Cômodo Samambaia"=survey\_mean(B12,na.rm=TRUE),  
 "Desvio Padrão p/ Cômodo Samambaia"=survey\_sd(B12,na.rm=TRUE),  
 "Q1 (<25%) p/ Cômodo Samambaia"=survey\_quantile(B12,0.25,na.rm=TRUE),  
 "Q3 (<75%) p/ Cômodo Samambaia"=survey\_quantile(B12,0.75,na.rm=TRUE),  
 "Q3 (<75%) p/ Cômodo Samambaia"=survey\_quantile(B12,0.99,na.rm=TRUE))

## # A tibble: 1 x 13  
## `Média p/ Cômodo Samambaia` `Média p/ Cômodo Samambaia\_se`  
## <dbl> <dbl>  
## 1 2.26 0.0353  
## `Mediana p/ Cômodo Samambaia` `Mediana p/ Cômodo Samambaia\_se`  
## <dbl> <dbl>  
## 1 2 0.249  
## `Variancia p/ Cômodo Samambaia` `Variancia p/ Cômodo Samambaia\_se`  
## <dbl> <dbl>  
## 1 2.26 0.0353  
## `Desvio Padrão p/ Cômodo Samambaia` `Q1 (<25%) p/ Cômodo Samambaia\_q25`  
## <dbl> <dbl>  
## 1 0.857 2  
## `Q1 (<25%) p/ Cômodo Samambaia\_q25\_se` `Q3 (<75%) p/ Cômodo Samambaia\_q75`  
## <dbl> <dbl>  
## 1 0.249 3  
## `Q3 (<75%) p/ Cômodo Samambaia\_q75\_se` `Q3 (<75%) p/ Cômodo Samambaia\_q99`  
## <dbl> <dbl>  
## 1 0.249 5  
## `Q3 (<75%) p/ Cômodo Samambaia\_q99\_se`  
## <dbl>  
## 1 0.249

##### 1.3. Faça um histograma (com barras e alisado) para as variáveis renda domiciliar   
 # per capita e número de automóveis no domicílio para a RA X´ com o Plano Piloto e o Distrito Federal