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**WCF - Introdução**

A Microsoft disponibiliza várias tecnologias para o desenvolvimento de aplicações distribuídas. Cada uma delas é voltada para uma necessidade específica, e entre essas tecnologias temos: *ASP.NET Web Services*, *WSE - Web Services Enhancements*, *.NET Remoting*, *COM+ - Enterprise Services* e *MSMQ - Message Queue*. Cada uma delas possui sua própria API, com vários tipos que devem ser estudados para que possamos desenvolver uma aplicação que exponha ou consuma recursos destas tecnologias.

Quando iniciou a criação do .NET Framework 3.0, um entre quatro dos grandes pilares que havia dentro dele era o *Indigo* que mais tarde recebeu o nome de [*Windows Communication Foundation*, ou simplesmente WCF](http://www.devmedia.com.br/curso/introducao-ao-windows-communication-fundations/314). O WCF unificou as várias tecnologias de programação distribuídas na plataforma Microsoft em um único modelo, baseando-se na arquitetura orientada à serviços (SOA). Essa nova API facilita consideravelmente o aprendizado e desenvolvimento, já que o WCF está totalmente desacoplado das regras de negócios que serão expostas pelo serviço. A finalidade deste artigo é mostrar uma introdução ao WCF, construindo passo-à-passo um exemplo simples de como criar e consumir um serviço.

Para começar a fazer uso do WCF, tudo o que precisamos é referenciar em nossa aplicação o *assembly System.ServiceModel.dll*. Esse *assembly* possui a maioria dos tipos necessários para a construção de um serviço ou de um cliente. Ainda há outros *assemblies* que complementam o WCF, como é o caso do suporte à serviços baseados em REST, mas que serão abordados em artigos específicos.

### Estrutura

A estrutura de um serviço WCF não é muito complexa, pois devemos utilizar conceitos puros de programação .NET para a criação do contrato e da classe que representará o serviço. Além disso, o WCF também suporta a utilização de tipos complexos, como classes que criamos para atender uma determinada necessidade.

O primeiro passo na criação do serviço é a definição do contrato. É o contrato que determinará quais operações estarão expostas, quais informações essas operações necessitam para ser executadas e também qual será o tipo de retorno. O contrato nada mais é que uma *Interface* que, por sua vez, deverá possuir os métodos (apenas a sua assinatura) que serão expostos. A *Interface* que servirá como contrato deverá ser obrigatoriamente decorada com o atributo *ServiceContractAttribute* pois, caso contrário, uma exceção do tipo *InvalidOperationException* será disparada antes da abertura do *host*.

Nem sempre todos os membros expostos pela *Interface* devem ser expostos para o serviço e, justamente por isso, todas as operações que serão disponibilizadas devem ser decoradas com o atributo *OperationContractAttribute*. Vale lembrar que o WCF obriga a termos no mínimo uma operação definida com este atributo, já que não faz sentido publicar um serviço que não tenha nenhuma operação a ser executada. Caso a *Interface* não possua nenhuma operação definida com este atributo, uma exceção do tipo *InvalidOperationException*também será disparada antes da abertura do *host*. O código abaixo exibe uma *Interface* simples, que servirá como exemplo para o artigo:

using System;

using System.ServiceModel;

[ServiceContract]

public interface IContrato

{

    [OperationContract]

    Usuario RecuperarUsuario(string nome);

}

Para fins de exemplo, esta *Interface* apenas terá um único membro, mas ela poderá conter vários outros e, como já dito acima, você controla a visibilidade destes membros através do atributo *OperationContractAttribute*. Como podemos notar, o método *RecuperarUsuario* retorna uma instância da classe *Usuario*. Neste momento dois novos atributos entram em cena: *DataContractAttribute* e *DataMemberAttribute*, ambos contidos no *namespace System.Runtime.Serialization*, fornecido pelo *assembly System.Runtime.Serialization.dll*.

Os *data contracts* são uma forma que se tem de publicar possíveis estruturas de dados que podem ser trocadas durante o envio e recebimento de uma mensagem. A utilização do atributo *DataContractAttribute* determina que uma classe poderá ser exposta através de um serviço WCF, e deve ser aplicado a todas as classes que estão referenciadas, como parâmetro ou tipo de retorno, em um contrato (*Interface*). Já os tipos primitivos, como *String*, *DateTime*, *Int32*, não precisam disso, já que podem ser serializados diretamente.

Já o atributo *DataMemberAttribute* deve ser aplicado nos campos e propriedades que o tipo possui e que devem ser expostos através do serviço. Esse atributo irá controlar a visibilidade do campo ou da propriedade para os clientes que consomem o serviço, não importando o modificador de acesso (*public*, *private*, etc.) que possui. O código abaixo define a classe *Usuario*:

using System;

using System.Runtime.Serialization;

[DataContract] //Opcional com .NET 3.5 + SP1

public class Usuario

{

    [DataMember] //Opcional com .NET 3.5 + SP1

    public string Nome { get; set; }

}

**Observação:** A partir do *Service Pack 1* do .NET Framework 3.5 esse comportamento foi mudado. Visando o suporte ao POCO (*Plain Old C# Objects*), a Microsoft tornou mais flexível a utilização de *data contracts* em serviços WCF, não obrigando às classes, propriedades e campos serem decorados com os atributos acima citados. Com isso, apenas propriedades do tipo escrita/leitura serão serializadas. A partir do momento que você decora a classe com o atributo *DataContractAttribute*, você também deverá especificar, via *DataMemberAttribute*, quais campos deverão ser serializados.

Vale lembrar também que o atributo *XmlSerializableAttribute* (*namespace System.Xml.Serialization*) e as *Interfaces IXmlSerializable*(*namespace System.Xml.Serialization*) e *ISerializable* (*namespace System.Runtime.Serialization*) também continuam sendo suportadas, permitindo que você customize como o objeto será serializados/deserializados pelo WCF ou qualquer outro recurso fornecido .NET Framework.

Uma vez que o contrato do serviço esteja definido e os possíveis tipos que ele expõe também estejam devidamente configurados, o próximo passo é a criação da classe que representa o serviço. Esta classe deverá implementar todos os membros expostos pela *Interface* que define o contrato do serviço, inclusive aqueles que não estão marcados com o atributo *OperationContractAttribute*, lembrando que a implementação de uma *Interface* em uma classe é uma imposição da linguagem, e não do WCF.

A implementação dos métodos poderá conter a própria regra de negócio, bem como pode servir de *wrapper* para algum outro componente ou serviço. Além disso, as classes que representam o serviço também podem configurar alguns outros recursos fornecidos pelo WCF e que estão acessíveis através de *behaviors*, como por exemplo: transações, sessões, segurança, etc., mas veremos isso mais detalhadamente abaixo. O WCF desacopla totalmente a regra do negócio de sua API e, justamente por isso, que é possível notar no código abaixo que a classe que representa o serviço não possui nenhuma configuração do WCF:

using System;

public class Servico : IContrato

{

    public Usuario RecuperarUsuario(string nome)

    {

        return new Usuario() { Nome = nome };

    }

}

Por si só esta classe não trabalha, pois deverá ser consumida pelo WCF. Mas afinal, como se determina que é esta classe responsável por atender as requisições? Isso é realizado através do *host*, ou melhor, da classe *ServiceHost*. Logo no construtor desta classe, você deverá passar uma instância da classe *Type*, apontando para a classe que representa o serviço e, obrigatoriamente, deverá implementar todos os possíveis contratos que são expostos através dos *endpoints*. A configuração do *host* para este exemplo será abordada na seção seguinte.

Grande parte dos atributos que vimos nesta seção disponibilizam várias propriedades que nos permitem interagir com o serializador/deserializador da mensagem e, além disso, permitem especificarmos algumas regras que serão validadas antes da abertura do *host* e, caso não sejam atendidas, uma exceção será disparada. Como essas propriedades influenciam nas mais variadas funcionalidades expostas pelo WCF, elas serão detalhadamente abordadas nos artigos que correspondem à sua utilização. Para conhecer os artigos disponíveis, consulte a listagem na seção *Explorando outras Funcionalidades*.

### Hosting

Uma das grandiosidades do WCF é a possibilidade de utilizar qualquer tipo de aplicação como *host*, ou seja, ele não tem uma dependência de algum software, como o IIS (*Internet Information Services*), como acontecia com os *ASP.NET Web Services*. O WCF pode expor serviços para serem acessados através dos mais diversos tipos de protocolos, como por exemplo: HTTP, TCP, IPC e MSMQ.

Atualmente temos três alternativas de *hosting*: *self-hosting*, IIS e o WPAS. Como há vários detalhes na criação e gerenciamento do *hosting*, ficaria muito extenso publicar cada detalhe, vantagens e desvantagens que cada uma das técnicas possui. Para maiores detalhes, consulte [este artigo](http://www.linhadecodigo.com.br/Artigo.aspx?id=1269) que explora cada uma das funcionalidades expostas pelo WCF para a interação com o *hosting*.

O *host* é representado dentro do WCF pela classe *ServiceHost* ou uma de suas variações e, é através dela que efetuamos várias configurações, como *endpoints*, segurança, etc. Em seu construtor, ela espera a classe que representa o serviço, podendo ser definida através de seu tipo (classe *Type*) ou através de uma instância desta mesma classe anteriormente criada (*Singleton*). Para o exemplo utilizado neste artigo, a configuração parcial do *host* fica da seguinte forma:

using System;

using System.ServiceModel;

using (ServiceHost host = new ServiceHost(typeof(Servico),

    new Uri[] { new Uri("net.<tcp://localhost:9393>") }))

{

    //endpoints

    host.Open();

    Console.ReadLine();

}

### Endpoints

Os *endpoints* são uma das características mais importantes de um serviço, pois é por onde toda a comunicação é realizada, pois fornece o acesso aos clientes do serviço WCF que está sendo disponibilizado. Para compor um *endpoint*, basicamente precisamos definir três propriedades que obrigatoriamente precisamos para poder trabalhar: *address* (A), *binding* (B) e *contract* (C) e, opcionalmente, definir alguns *behaviors*, que falaremos na sequência. A figura abaixo ilustra a estrutura dos *endpoints* e onde eles estão situados:

![http://www.linhadecodigo.com.br/artigos/img_artigos/israel_aece/WCFIntroducao/1.png](data:image/png;base64,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)

O *address* consiste em definir um endereço único que permitirá aos clientes saber onde o serviço está publicado. O endereço geralmente é definido através de uma instância da classe *Uri*. Essa classe fornece um construtor que recebe uma *string*, contendo o protocolo, o servidor, a porta e o endereço do serviço (usado para diferenciar entre muitos serviços no mesmo local), tendo a seguinte forma: *scheme://host[:port]/[path]*. Cada uma dessas configurações são representadas respectivamente pelas seguintes propriedades da classe *Uri*: *Scheme*, *Host*, *Port* e *AbsolutePath*.

O protocolo indica sob qual dos protocolos suportados pelo WCF o serviço será exposto. Atualmente temos os seguintes protocolos: HTTP (http://), TCP (net.tcp://), IPC (net.pipe://) e MSMQ (net.msmq://). O *host* refere-se à máquina onde o serviço irá ser executado, podendo inclusive referenciar o *localhost*. A porta permite especificarmos uma porta diferente do valor padrão e, quando omitida, ela sempre assumirá a porta padrão especificada pelo protocolo. E, finalmente, temos o *path*, que é utilizado quando desejamos diferenciar entre vários serviços expostos sob um mesmo protocolo, *host* e porta.

O *binding* indica como a comunicação será realizada com aquele *endpoint*, como por exemplo, qual transporte será utilizado (HTTP, TCP, etc), qual a codificação utilizada (*Binary* ou *Text*) para serializar a mensagem, segurança, suporte à transações, etc. O WCF disponibiliza vários *bindings*, e através da tabela abaixo podemos analisar as características de cada um deles (sendo as opções em negrito a configuração padrão):

|  |  |
| --- | --- |
| ***Binding*** | **Características** |
| *BasicHttpBinding* | * **Transporte:** HTTP. * **Segurança:** ***None***, *Transport*, *Message* e *Mixed*. * **Suporte à Transações:** Não. * ***Duplex*:** Não. * ***Sessions*:** Não. * ***Encoding*:** ***Text***. * **Modos de Transferência:** *Streaming* e ***Buffered***. |
| *WebHttpBinding* | * **Transporte:** HTTP. * **Segurança:** ***None*** e *Transport*. * **Suporte à Transações:** Não. * ***Duplex*:** Não. * ***Sessions*:** Não. * ***Encoding*:** ***Text*** e MTOM. * **Modos de Transferência:** *Streaming* e ***Buffered***. |
| *WSHttpBinding* | * **Transporte:** HTTP. * **Segurança:** *None*, *Transport*, ***Message*** e *Mixed*. * **Suporte à Transações:** Sim. * ***Duplex*:** Sim. * ***Sessions*:** Sim. * ***Encoding*:** ***Text*** e MTOM. * **Modos de Transferência:** ***Buffered***. |
| *WSDualHttpBinding* | * **Transporte:** HTTP. * **Segurança:** ***None***, ***Message*** e *Mixed*. * **Suporte à Transações:** Sim. * ***Duplex*:** Sim. * ***Sessions*:** Sim. * ***Encoding*:** ***Text*** e MTOM. * **Modos de Transferência:** ***Buffered***. |
| *WSFederationHttpBinding* | * **Transporte:** HTTP. * **Segurança:** ***None*** e *Message*. * **Suporte à Transações:** Sim. * ***Duplex*:** Não. * ***Sessions*:** Sim. * ***Encoding*:** ***Text*** e MTOM. * **Modos de Transferência:** ***Buffered***. |
| *NetTcpBinding* | * **Transporte:** TCP. * **Segurança:** *None*, ***Transport***, *Message* e *Mixed*. * **Suporte à Transações:** Sim. * ***Duplex*:** Sim. * ***Sessions*:** Sim. * ***Encoding*:** ***Binary****.* * ***Modos de Transferência:****Streaming e****Buffered****.* |
| *NetPeerTcpBinding* | * **Transporte:** Peer. * **Segurança:** ***Transport***. * **Suporte à Transações:** Não. * ***Duplex*:** Sim. * ***Sessions*:** Não. * ***Encoding*:** --. * **Modos de Transferência:** ***Buffered***. |
| *NetNamedPipeBinding* | * **Transporte:** IPC. * **Segurança:** *None* e ***Transport***. * **Suporte à Transações:** Não. * ***Duplex*:** Sim. * ***Sessions*:** Sim. * ***Encoding*:** ***Binary***. * **Modos de Transferência:** *Streaming* e ***Buffered***. |
| *NetMsmqBinding* | * **Transporte:** MSMQ. * **Segurança:** *None*, ***Transport*** e *Message*. * **Suporte à Transações:** Sim. * ***Duplex*:** Não. * ***Sessions*:** Sim. * ***Encoding*:** ***Binary***. * **Modos de Transferência:** ***Buffered***. |
| *MsmqIntegrationBinding* | * **Transporte:** MSMQ. * **Segurança:** ***Transport***. * **Suporte à Transações:** Sim. * ***Duplex*:** Não. * ***Sessions*:** Não. * ***Encoding*:** --. * **Modos de Transferência:** ***Buffered***. |

**Observação**: Além da lista de *bindings* que vimos acima, temos ainda a classe *CustomBinding* que, como o próprio nome indica, possibilita a criação de um *binding* customizado, definindo qual o meio de transporte, codificação, suporte ou não à transações, etc.

Finalmente, a última característica de um *endpoint* é o contrato. Como já vimos acima, o contrato é representado por uma *Interface* e, uma vez que ele é definido como um contrato de serviço, são esses membros que serão disponibilizados aos clientes em forma de operações, definindo os parâmetros de entrada e o tipo de retorno e o formato da mensagem (*request-reply*, *one-way* ou *duplex*).

O que diferencia uma *Interface* normal de uma *Interface* que será utilizada como contrato de serviço. Os atributos que devem ser decorados na mesma (*ServiceContractAttribute*) e também naqueles membros que farão parte do serviço (*OperationContractAttribute*), devendo também se atentar aos tipos que são expostos, pois tipos complexos também devem ser marcados com um atributo especial (*DataContractAttribute*), e as propriedades que ele irá expor devem ser decoradas com o atributo *DataMemberAttribute*, tudo como já foi explicado acima.

Depois de conhecer cada uma das características de um *endpoint*, é necessário entender como criar e configurar um *endpoint*. Cada *endpoint* é representado por uma classe chamada *ServiceEndpoint* (*namespace System.ServiceModel.Description*) e possui várias propriedades que expõem exatamente as configurações de um *endpoint* como *Address*, *Binding* e *Contract*. A criação pode ser realizada de duas formas: uma delas criando e configurando a instância da classe *ServiceEndpoint* e adicionando-a à coleção de *Endpoints* do *host*, e a segunda e mais convencional forma é através do método *AddServiceEndpoint* da classe *ServiceHost*. O código abaixo ilustra a configuração de um *endpoint*:

using System;

using System.ServiceModel;

using System.ServiceModel.Description;

using (ServiceHost host = new ServiceHost(typeof(Servico),

    new Uri[] { new Uri("net.<tcp://localhost:3933>") }))

{

    host.AddServiceEndpoint(typeof(IContrato), new NetTcpBinding(), "srv");

    host.Open();

    Console.ReadLine();

}

Entre os vários *overloads* que existem do método *AddServiceEndpoint*, um deles aceita uma instância da classe *Type* representando o contrato, a instância de um dos *bindings* disponíveis e, finalmente, o endereço que, por sua vez, poderá ser absoluto ou relativo. Outro detalhe importante é que precisamos ter um endereço (*base address*) definido no construtor da classe *ServiceHost* com o mesmo protocolo utilizado pelo *binding* que, no caso acima, deve ser net.tcp. E, para finalizar, você pode criar quantos *endpoints* desejar, inclusive com protocolos diferentes.

### Behaviors

Até o momento criamos o contrato, os tipos que fazem parte dele e também a classe que representa o serviço. Com exceção da configuração *host* e dos atributos, nenhuma outra funcionalidade do WCF foi adicionada ao serviço. Como o exemplo é muito simples, nenhuma configuração adicional foi necessária, mas e quando os serviços necessitam o suporte de sessões, transações, funcionalidades de segurança, etc.?

Através de *behaviors* podemos modificar como a mensagem será processada pelo WCF, e boa parte das funcionalidades do WCF são expostas por intermédio de *behaviors*, como segurança, transações, *throttle*, metadados, etc. Como os *behaviors* são aspectos de execução do WCF, a inserção ou remoção deles não afeta a comunicação entre as partes.

Atualmente temos três escopos diferentes de *behaviors*: *operation behavior*, *endpoint behavior* e *service behavior*. O primeiro deles afetará apenas a execução de uma operação específica. Os *endpoint behaviors* são usados exclusivamente para um *endpoint*. Finalmente, os *service behaviors* possibilita a execução de algo válido para o serviço como um todo, independentemente de quantos *endpoints* houverem. O WCF já traz vários *behaviors* criados prontos para serem utilizados e, possibilita também criarmos nossos próprios *behaviors*, apenas implementando as *Interfaces IOperationBehavior*, *IEndpointBehavior* ou *IServiceBehavior*. Os *behaviors*customizados serão abordados em um futuro artigo.

Alguns *behaviors* são implementados em forma de atributo, podendo ser aplicado diretamente no tipo ou membro onde ele deverá influenciar. Um exemplo disso são os atributos *OperationBehaviorAttribute* e *ServiceBehaviorAttribute*, onde o primeiro deles pode ser aplicado em uma operação e customiza informações relacionadas à segurança e transações. Já o atributo *ServiceBehaviorAttribute*fornece uma infinidade de detalhes relacionados ao serviço, tais como: modo de gerenciamento de instância, sincronização, transações, etc. Essas configurações não estão relacionadas ao contrato, mas sim à classe que representa o serviço, e justamente por isso que os *behaviors* devem ser aplicados nela, conforme é exibido abaixo:

using System;

using System.ServiceModel;

[ServiceBehavior(InstanceContextMode = InstanceContextMode.PerCall)]

public class Servico : IContrato

{

    [OperationBehavior(TransactionScopeRequired = true)]

    public Usuario RecuperarUsuario(string nome)

    {

        return new Usuario() { Nome = nome };

    }

}

Há ainda outros *behaviors* que não são expostos como atributos, como é o caso do *ServiceMetadataBehavior* que é um *behavior* que é aplicado no serviço como um todo, gerenciando como expor os metadados (mais detalhes sobre ele abaixo). Para criar um *behaviors*de serviço, você deverá instanciá-lo e adicionar na coleção de *Behaviors* da classe *ServiceHost*, coleção que é exposta através da propriedade *Description*.

A forma declarativa (via atributos) de adicionarmos os *behaviors* não se resume apenas a isso. O WCF permite que *behaviors* sejam adicionados a partir de arquivos de configuração, o que torna esse processo muito mais flexível. Veremos mais detalhes sobre esta técnica mais abaixo.

### Metadados - WSDL

Os metadados têm um papel importante dentro do WCF e de qualquer *web service*. Regidos por padrões mundialmente conhecidos, como WSDL (*Web Services Description Language*) ou o *WS-Policy/WS-MetadataExchange*, utilizam a linguagem XML/XSD para descrever um serviço, especificando suas operações e tipos de dados que ele suporta.

Por padrão, o WCF não publica os metadados, tendo que fazer isso explicitamente justamente para diminuir a superfície de ataque. Para efetuar essa publicação, basicamente adicionamos um *behavior* chamado *ServiceMetadataBehavior* que está contido no *namespace System.ServiceModel.Description* na coleção de *behaviors* do serviço. Esse *behavior* possui uma propriedade boleana chamada *HttpGetEnabled* que, quando definida como *True*, permite acessar o WSDL a partir de um navegador, ou melhor, de um endereço HTTP. Essa técnica é bastante utilizada para publicação deste documento, já que muitas vezes o serviço é exposto a partir de um protocolo que está inacessível devido às políticas de *firewall*.

Quando definimos a propriedade *HttpGetEnabled* como *True*, obrigatoriamente devemos ter um *base address* com um endereço HTTP especificado, caso contrário, uma exceção do tipo *InvalidOperationException* será disparada antes da abertura do *host*, informando a ausência de um endereço HTTP. Uma alternativa para isso é utilizar a propriedade *HttpGetUrl* da classe *ServiceMetadataBehavior*, especificando um endereço absoluto para o documento WSDL. O código a seguir exibe como efetuar essa configuração:

using System;

using System.ServiceModel;

using System.ServiceModel.Description;

using (ServiceHost host = new ServiceHost(typeof(Servico),

    new Uri[] { new Uri("net.<tcp://localhost:3933>") }))

{

    host.Description.Behaviors.Add(

        new ServiceMetadataBehavior()

        {

            HttpGetEnabled = true,

            HttpGetUrl = new Uri("<http://localhost:9393/>")

        });

    host.AddServiceEndpoint(typeof(IContrato), new NetTcpBinding(), "srv");

    host.Open();

    Console.ReadLine();

}

No exemplo acima, o WSDL estará disponível a partir do endereço *http://localhost:9393/*, ou seja, estamos publicando o WSDL em um protocolo diferente do qual o serviço será disponibilizado. É importante dizer que os metadados não necessariamente precisam ser expostos via HTTP. Serviços podem disponibilizar a sua descrição a partir de TCP ou IPC. A única exceção é quando utilizamos o *Message Queue* que, por sua vez, não permite a publicação de metadados, obrigando-nos a escolher um protocolo diferente, como o HTTP.

Há ainda uma outra forma de publicar o documento WSDL, que é criando um *endpoint* específico para isso, conhecido como *Metadata Exchange Endpoint* ou simplesmente *MEX Endpoint*. Como qualquer outro *endpoint*, este tipo especial exige também um endereço, um contrato e um *binding* e, com exceção do endereço, as duas outras características possuem algumas considerações.

A primeira delas, o contrato, deverá ser sempre a *Interface IMetadataExchange* que, por sua vez, também está contido no *namespace System.ServiceModel.Description*. Os membros desta *Interface* são irrelevantes para o desenvolvedor do serviço, já que ela será usada exclusivamente pelo *runtime* do WCF. É importante notar que, mesmo que ela faça parte do serviço, ela não deve ser implementada na classe que o representa mas, mesmo utilizando esta técnica, é necessário que o *behavior ServiceMetadataBehavior* também esteja adicionado.

Para expor os metadados também é necessário efetuar algumas mudanças no *binding*. Para evitar a configuração do *binding* a cada *endpoint* de metadados que criamos, a Microsoft disponibilizou uma classe estática chamada *MetadataExchangeBindings*, que possui vários métodos que retornam *bindings* devidamente configurados para suportar a publicação dos metadados. Entre estes métodos temos: *CreateMexHttpBinding*, *CreateMexHttpsBinding*, *CreateMexNamedPipeBinding* e *CreateMexTcpBinding*, e escolher um deles dependerá do protocolo onde se deseja publicar o documento. O código abaixo ilustra como efetuar a configuração de um *MEX Endpoint*:

using System;

using System.ServiceModel;

using System.ServiceModel.Description;

using (ServiceHost host = new ServiceHost(typeof(Servico),

    new Uri[] { new Uri("net.<tcp://localhost:3933>") }))

{

    host.Description.Behaviors.Add(new ServiceMetadataBehavior());

    host.AddServiceEndpoint(typeof(IContrato), new NetTcpBinding(), "srv");

    host.AddServiceEndpoint(

        typeof(IMetadataExchange),

        MetadataExchangeBindings.CreateMexTcpBinding(),

        "mex");

    host.Open();

    Console.ReadLine();

}

**Observação:** Ambas as formas de publicar os metadados também podem ser configuradas de forma declarativa, ou seja, através do arquivo de configuração. Veremos mais detalhes sobre isso na próxima seção deste artigo.

### Configuração Declarativa vs. Imperativa

Grande parte das configurações que vimos no decorrer deste artigo pode ser feita de duas formas: declarativa ou imperativa, onde cada uma das duas tem suas vantagens e desvantagens. Com a forma declarativa temos uma maior flexibilidade, já que qualquer alteração a nível de configuração do serviço pode ser realizada sem a necessidade de recompilar a aplicação. Podemos abrir e editar o arquivo de configuração através de um editor de texto, mas isso está propício à erros, já que não é fortemente tipado. Para contornar esse problema, podemos utilizar um software fornecido pela própria Microsoft, chamado *Microsoft Service Configuration Editor*, que fornece uma *interface* gráfica para isso.

Já no modo imperativo, toda criação e manipulação de qualquer configuração, seja do *binding*, *endpoints* ou *behaviors*, será realizada diretamente via código (C# ou VB.NET). Entre as vantagens que temos com este modo é a facilidade para montar as configurações de forma dinâmica, podendo essas configurações virem de algum repositório, efetuar condicionais, etc., situações que o modo declarativo não suporta. Como essa técnica não coloca nenhuma informação no arquivo de configuração, configurações acidentais não danificam o sistema.

Como todo o exemplo foi baseado na configuração de forma imperativa, esta seção mostrará como efetuar a configuração do *binding*, *behaviors* e *endpoints* a partir do arquivo de configuração (*App.config* ou *Web.config*). O fato de utilizá-lo não elimina a necessidade de criar e abrir um *host* (*ServiceHost*); ao detectar que existe um arquivo contendo as configurações do serviço, elas serão carregadas a partir dele. Essa "amarração" é efetuada a partir do atributo *name* do elemento *service*, como vemos abaixo:

|  |
| --- |
| <?xml version="1.0" encoding="utf-8" ?>  <configuration>    <system.serviceModel>      <services>        <service name="Host.Servico" behaviorConfiguration="srvBehaviorConfig">          <host>            <baseAddresses>              <add baseAddress="net.<tcp://localhost:9393/>"/>            </baseAddresses>          </host>          <endpoint            name="Srv"            address="srv"            contract="Host.IContrato"            binding="netTcpBinding"            bindingConfiguration="bindingConfig" />          <endpoint            name="Mex"            address="mex"            contract="IMetadataExchange"            binding="mexTcpBinding" />        </service>      </services>      <bindings>        <netTcpBinding>          <binding name="bindingConfig">            <security mode="None" />          </binding>        </netTcpBinding>      </bindings>      <behaviors>        <serviceBehaviors>          <behavior name="srvBehaviorConfig">            <serviceMetadata              httpGetEnabled="true"              httpGetUrl="<http://localhost:2322/>"/>          </behavior>        </serviceBehaviors>      </behaviors>    </system.serviceModel>  </configuration> |

No código acima, devemos notar que logo após o elemento *system.serviceModel* há um sub-elemento chamado *services* que é uma coleção de serviços, e cada serviço é representado pelo elemento *service*. Esse elemento possui um atributo chamado *name* que deve refletir o *full name* da classe que representa o serviço, incluindo o *namespace*. Na sequência definimos os possíveis *base address* do serviço e, como essa é uma configuração relacionada à um serviço específico, ela deverá estar dentro do elemento *service*.

Ainda dentro do elemento *service* há um sub-elemento chamado *endpoint*, onde podemos definir cada *endpoint* (*address*, *binding* e *contract*), podendo adicionar quantos forem necessários. Além da configuração do ABC, o elemento *endpoint* possui um atributo chamado *bindingConfiguration* que podemos apontar para uma outra seção dentro do mesmo arquivo de configuração, contendo a configuração do *binding*, como segurança, modos de transferência, etc. No exemplo acima, o *endpoint* "srv" define o atributo *bindingConfiguration* como *bindingConfig*.

O elemento *service* disponibiliza um atributo chamado *behaviorConfiguration* e que permite apontar para uma seção dentro do mesmo arquivo de configuração, contendo os possíveis *behaviors* de serviço e *endpoint* que, no exemplo acima, habilitamos a publicação dos metadados. A finalidade da configuração dos *bindings* e dos *behaviors* estar fora do elemento *service* é justamente por questões de reutilização, já que podemos ter a mesma configuração para vários serviços que são executados nesta mesma aplicação.

Como dito anteriormente, ainda é necessária a criação da classe *ServiceHost*, mas com uma pequena mudança. A classe que representa o serviço deve continuar sendo informada, enquanto o segundo parâmetro, um *array* de objetos do tipo *Uri*, deverá ser informado como um *array* vazio, caso contrário, uma exceção do tipo *ArgumentNullException* será disparada. Podemos notar através do código abaixo que não há mais a necessidade de configurar os *endpoints* ou os *behaviors*, pois eles serão carregados do arquivo de configuração.

using System;

using System.ServiceModel;

using (ServiceHost host = new ServiceHost(typeof(Servico), new Uri[] {  }))

{

    host.Open();

    Console.ReadLine();

}

### Configuração do Cliente

Para que possamos fazer o uso do serviço em aplicações cliente, é necessário efetuar a referência deste serviço. A referência consiste em criar uma classe que encapsulará todo o acesso para o serviço, que também é conhecida como *proxy*. Este processo irá ler os metadados do serviço, criando o *proxy* com os mesmos membros expostos, dando a impressão ao consumidor que está chamando uma classe local mas, em tempo de execução, a requisição será encaminhada para o serviço remoto.

Podemos efetuar a criação do *proxy* de três formas diferentes. A primeira delas é através da referência do serviço por meio da IDE do *Visual Studio .NET* que, por sua vez, fornece uma opção chamada *Add Service Reference* que exige a referência para o serviço. A segunda opção é fazer uso do utilitário **svcutil.exe** que, dada uma URL até o serviço, ele também é capaz de gerar a classe que representará o *proxy*. Ambas as opções também automatizam a criação do arquivo de configuração, que fornece de forma declarativa todas as configurações do serviço.

Ao efetuar a referência, será criada uma representação local do contrato (*Interface*), bem como os tipos complexos que fazem parte do serviço. Além disso, a classe que representa o *proxy* herda diretamente da classe abstrata e genérica ClientBase<TChannel> que fornece toda a implementação necessária para permitir aos clientes se comunicarem com o respectivo serviço. Essa classe irá configurar em tempo de execução as propriedades necessárias para efetuar a requisição, extraindo tais informações do arquivo de configuração. É a partir desta classe que começamos a criar o código cliente para efetuar a requisição:

using System;

using Client.Servico;

using (ContratoClient proxy = new ContratoClient())

{

    Usuario usuario = proxy.RecuperarUsuario("Israel Aece");

    Console.WriteLine(usuario.Nome);

}

**Observação:** Se envolvermos o *proxy* em um bloco *using* (lembre-se de que ele será transformado em *try/finally*), é necessário tomarmos um certo cuidado. Não porque o método *Dispose* não será chamado, mas sim onde a execução deste método afetará a aplicação cliente. Vamos supor que algum erro ocorra durante a execução da operação e, como já era de se esperar, o bloco *finally* será disparado, chamando o método *Dispose* do *proxy*. Neste caso, o método *Dispose* não faz mais nada a não ser invocar o método *Close*. O problema aqui é que o método *Close* poderá exigir algumas atividades extras, necessitando fazer alguma outra comunicação com o serviço e, se neste momento algum erro ocorrer, uma exceção do tipo *CommunicationObjectFaultedException* será disparada, mascarando o real problema. Finalmente, a opção para contornar esse possível problema é a chamada do método *Abort*, que encerra imediatamente a comunicação entre o cliente e o serviço, assim como é demonstrado [neste endereço](http://msdn.microsoft.com/en-us/library/aa355056.aspx).

A terceira e última forma que existe para efetuar a comunicação entre o cliente e o serviço é realizar toda a configuração de forma manual. Isso obriga a conhecer exatamente o *binding* e suas respectivas configurações, qual o endereço onde o serviço está publicado e, principalmente, a *Interface* do contrato e os tipos que ela expõe devem estar compartilhados entre o cliente e o serviço. Apesar deste compartilhamento ser simples de realizar, pois basta isolar os tipos em um *assembly* (DLL), o problema é quando o número de clientes aumenta consideravelmente, dificultando a distrubuição. De qualquer forma, abaixo consta um exemplo de como efetuar essa configuração:

using System;

using System.ServiceModel;

using (ChannelFactory<IContrato> srv =

    new ChannelFactory<IContrato>(new NetTcpBinding(),

    new EndpointAddress("net.<tcp://localhost:9393/>")))

{

    Usuario u = srv.CreateChannel().RecuperarUsuario("Israel Aece");

    Console.WriteLine(u.Nome);

}

### Explorando outras Funcionalidades

O WCF fornece diversas funcionalidades que visam performance, segurança, disponibilidade, entre outros que podemos incorporar em nossos serviços para torná-los muito mais ricos, flexíveis e de fácil manipulação. Cada uma das principais funcionalidades fornecidas por ele possui um artigo exclusivo que abordará na íntegra cada uma delas. Para acessar esses artigos, consulte a listagem abaixo:

[**Tipos de Mensagens**](http://www.linhadecodigo.com.br/Artigo.aspx?id=2154): Tradicionalmente, em qualquer tipo de aplicação, podemos criar um método que faz alguma tarefa. Ao criá-lo, podemos consumí-lo na mesma aplicação ao até mesmo referenciar a classe em que ele está contido e também consumí-los nos mais variados projetos. Ao realizar a chamada para este método, devemos esperar a sua execução e, quando finalizada, damos continuidade na execução do programa. Ao criar uma operação em um serviço WCF, ela também se comportará da mesma forma. Mas essa não é a única alternativa fornecida pelo WCF. O foco deste artigo é explorar tais alternativas e como elas influenciam na configuração e implementação e execução do serviço.

[**Hosting**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1269): Como já sabemos, WCF - Windows Communication Foundation - é parte integrante do .NET Framework 3.0. Ele fornece um conjunto de classes para a construção e hospedagem de serviços baseando-se na arquitetura SOA (Service Oriented Architecture), podendo expor tais serviços para serem acessados através dos mais diversos tipos de protocolos, como por exemplo: HTTP, TCP, IPC e MSMQ. Atualmente existem três tipos de hosts para serviços construídos em WCF: self-hosting (através da classe ServiceHost), IIS (Internet Information Services) e WAS (Windows Activation Services - Windows Vista) e, é exatamente isso que este artigo abordará, ou seja, como configurar cada um desses hosts para expor os serviços construídos em WCF.

[**Error Handling**](http://www.linhadecodigo.com.br/Artigo.aspx?id=2158): Independentemente de que tipo de aplicação estamos criando, erros sempre podem acontecer. O mesmo serve para serviços, não estando isentos disso. Em se tratando de serviços, os erros podem ser os mais variados possíveis, havendo problemas a nível de transporte (protocolo), na entrega/recebimento da mensagem, no runtime ou até mesmo (e é o mais comum) na execução da operação (método). O WCF fornece várias técnicas para analisar e tratar os possíveis erros que ocorrem durante a execução do serviço. O grande desafio aqui é como fazer com que este problema (erro) seja passado para o cliente que o consome independentemente da plataforma, dando à ele a capacidade de saber o que ocorreu e como contorná-lo, mantendo a aplicação cliente e proxy estáveis. Esse artigo abordará como devemos proceder para disparar erros, notificar o cliente e, como ele pode fazer para tratar os erros que ocorrem.

[**Gerenciamento de Instâncias**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1987): O gerenciamento de instância é uma técnica que é utilizada pelo WCF ou qualquer outra tecnologia de computação distribuída que determina como e por quem as requisições dos clientes serão atendidas. A escolha do modo de gerenciamento de instâncias interfere diretamente na escalabilidade, performance e transações de um serviço/componente, além de termos algumas mudanças à nível de implementação de contrato, que precisamos nos atentar para garantir que o mesmo funcione sob o modelo de gerenciamento escolhido. A finalidade do artigo consiste, basicamente, em mostrar cada uma das três técnicas disponíveis pelo WCF mas, também, abordando os seus respectivos benefícios e algumas técnicas que circundam esse processo e que, de alguma forma, estão ligadas e influenciam na escolha e/ou implementação. O artigo também abordará os cuidados que devemos ter na escolha e implementação de cada uma das técnicas fornecidas.

[**Sincronização**](http://www.linhadecodigo.com.br/Artigo.aspx?id=2153): Ao expor um serviço para que ele seja consumido, devemos nos atentar à possibilidade deste serviço ser acessado simultaneamente. Isso ocorre quando múltiplas requisições (threads) tentam acessar o mesmo recurso ao mesmo tempo. A possibilidade de acessos simultâneos poderá acontecer dependendo do tipo de gerenciamento de instância escolhido para o serviço. A finalidade deste artigo é mostrar as três opções fornecidas pelo WCF para tratar a concorrência e, além disso, exibir algumas das várias técnicas de sincronização fornecidas pelo .NET Framework e que poderão ser utilizadas em conjunto com o WCF.

[**Transferência e Codificação de Dados**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1983): Um dos maiores benefícios que serviços da Web tem em relação à tecnologias de comunicação distribuídas é o uso de XML como base da codificação, permitindo assim, a interoperabilidade entre as mais diversas plataformas. Entretanto, a escolha do padrão de codificação e a forma de transferência destas informações a serem adotados pelo serviço influenciará diretamente na performance e interoperabilidade do mesmo e também daqueles que o consomem. O WCF fornece algumas técnicas e alternativas que podemos adotar durante a configuração ou criação de um determinado serviço. A finalidade deste artigo é mostrar como implementar tal configuração/criação e analisar os impactos (inclusive a nível de contrato), benefícios e restrições de cada uma destas técnicas.

[**Chamadas Assíncronas**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1967): Muitas vezes desenvolvemos um método para desempenhar alguma tarefa e, depois de devidamente codificado, invocamos o mesmo a partir de algum ponto da aplicação. Dependendo do que este método faz, ele pode levar certo tempo para executar e, se o tempo for consideravelmente alto, podemos começar a ter problemas na aplicação, pois como a chamada é sempre realizada de síncrona, enquanto o método não retornar, a execução do sistema que faz o uso do mesmo irá congelar, aguardando o retorno do método para dar seqüência na execução. A finalidade deste artigo é mostrar como implementar o processamento assíncrono tanto do lado do cliente (*proxy*) bem como do lado do servidor (contrato) em serviços WCF.

[**Throttling e Pooling**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1996): Através do gerenciamento de instância de um serviço podemos definir qual a forma de criação de uma instância para servir uma determinada requisição. Essa configuração que fazemos à nível de serviço, através de um *behavior*, não impõe nenhuma restrição na quantidade de instância e/ou execuções concorrentes que são realizadas e, dependendo do volume de requisições que o serviço tenha ou até mesmo a quantidade de recursos que ele utiliza, podemos degradar consideravelmente a performance. O *Throttling* possibilita restringirmos a quantidade de sessões, instâncias e chamadas concorrentes que são realizadas para um serviço. Além do *Throttling*, ainda há outra funcionalidade que pode ser utilizada em um serviço, que é o *Pooling* de objetos. Este artigo explicará como proceder para efetuar a configuração do *Throttling* e suas implicações; também falaremos supercialmente sobre a estrutura do *Pooling* e como implementá-lo.

[**Transações**](http://www.linhadecodigo.com.br/Artigo.aspx?id=2199): Uma necessidade existente em muitas aplicações é assegurar a consistência dos dados durante a sua manipulação. Ao executar uma tarefa, precisaremos garantir que, se algum problema ocorrer, os dados voltem ao seu estado inicial. Dentro da computação isso é garantido pelo uso de transações. As transações já existem há algum tempo, e a finalidade deste artigo é mostrar as alternativas que temos para incorporá-las dentro de serviços e clientes que fazem o uso do WCF como meio de comunicação.

[**Transações**](http://www.linhadecodigo.com.br/Artigo.aspx?id=2199): Uma necessidade existente em muitas aplicações é assegurar a consistência dos dados durante a sua manipulação. Ao executar uma tarefa, precisaremos garantir que, se algum problema ocorrer, os dados voltem ao seu estado inicial. Dentro da computação isso é garantido pelo uso de transações. As transações já existem há algum tempo, e a finalidade deste artigo é mostrar as alternativas que temos para incorporá-las dentro de serviços e clientes que fazem o uso do WCF como meio de comunicação.

[**Reliable Messages**](http://www.linhadecodigo.com.br/Artigo.aspx?id=2198): Ao consumir um serviço WCF podemos interagir com o mesmo através de diferentes mecanismos, tais como, *request-reply* ou *one-way*. Sabemos que, independente do tipo que você utilize, a mensagem trafega entre o cliente e o serviço através da rede, utilizando o protocolo especificado pelo *binding*. Com isso, uma das principais preocupações que se tem é com relação a garantia de entrega da mensagem ao seu destinatário, pois problemas com a rede podem acontecer, fazendo com que a mensagem seja interceptada ou simplesmente perdida. A finalidade deste artigo é apresentar uma técnica disponibilizada pelo WCF, para evitar que problemas como estes comprometam a consistência e execução de um serviço.

[**Message Queue**](http://www.linhadecodigo.com.br/Artigo.aspx?id=2201): Ao efetuar uma chamada para uma operação de um determinado serviço, desejamos que ela seja sempre executada. Mas nem sempre há como garantir isso, já que o serviço que atende as requisições, por algum motivo, está indisponível naquele momento. Isso fará com que as requisições sejam rejeitadas e o cliente somente conseguirá executá-la quando o serviço estiver novamente no ar. Para garantir a entrega da mensagem e o processamento assíncrono da operação (mesmo quando o serviço estiver *offline*), o WCF faz uso do *Microsoft Message Queue*. Este artigo irá explorar as funcionalidades e, principalmente, os benefícios fornecidos por essa integração.

[**Serviços RESTFul**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1933): A versão 3.5 do Windows Communication Foundation introduziu uma nova forma de expor e consumir serviços. Esse novo modelo, também conhecido como Web Programming Model, permite o consumo destes serviços através dos mais variados clientes, como é o caso dos navegadores. A finalidade deste artigo é explorar os tipos que estão disponíveis para tornar isso possível.

[**Syndication**](http://www.linhadecodigo.com.br/Artigo.aspx?id=2306): *Web Syndication* é uma forma popularmente conhecida que temos para publicar um conteúdo de um determinado site para outros sites ou pessoas. Esta técnica fornece aos seus consumidores um pequeno sumário ou, às vezes, em sua íntegra, conteúdos que foram recentemente adicionados ao site. A partir da versão 3.5, o WCF disponibiliza uma API para suportar a criação de serviços que expõem o seu conteúdo em um dos formatos conhecidos para o *syndication* e esta API que será abordada no decorrer deste artigo.

[**Tracing**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1300): Toda e qualquer tipo de aplicação sempre exige uma forma de armazenar possíveis erros que possam acontecer durante a sua execução. Isso irá ajudar imensamente para diagnosticarmos problemas que ocorrem e, conseqüentemente, facilitar na sua solução. Isso não é diferente em serviços WCF. Esse artigo tem a finalidade de demonstrar a integração que os serviços WCF possibilitam para a captura e persistência dos erros para uma posterior análise.

[**Know Types**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1338): É muito comum em qualquer linguagem orientada a objetos, criarmos uma classe base e que, a partir dela, criar classes derivadas. Além disso, um dos grandes benefícios que temos com a orientação a objetos é a possibilidade de declararmos uma variável do tipo da classe base e atribuirmos a ela uma instância de uma classe concreta e, da mesma forma, podemos ter uma função em que em seus parâmetros os seus tipos são especificados com o tipo da classe base e, conseqüentemente, podemos também passar instâncias das classes derivadas. Infelizmente não funciona da mesma forma quando falamos de serviços que são expostos a partir do WCF. Neste cenário, por padrão, você não pode usar uma classe derivada ao invés de uma classe base. É justamente esta funcionalidade disponibilizada pelo WCF que iremos analisar neste artigo.

[**Segurança**](http://www.linhadecodigo.com.br/Artigo.aspx?id=2304): Um dos grandes desafios de um software é a segurança do mesmo. Em qualquer software hoje em dia a segurança não consiste apenas em autenticar um usuário, mas também que direitos ele tem dentro do software. As coisas ficam mais complicadas quando falamos de um ambiente distribuído, tornando o processo de autenticação e autorização um pouco mais complexo e, como se não bastasse, temos que nos preocupar com a proteção das requisições que viajam entre o cliente e o servidor. A finalidade deste artigo é exibir todas as possibilidades que temos para manipular a segurança em serviços WCF.

[**Integração com MembershipProvider e RoleProvider**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1297): Por padrão, serviços WCF utilizam as identidades e grupos do Windows para autenticação e autorização, respectivamente. Um dos grandes problemas é quando temos isso sendo disponibilizado através de uma aplicação web, pois iria requerer que todos os clientes que acessam via web estivessem devidamente cadastrados dentro do Windows; além disso, há o problema com relação aos grupos de usuários, já que muitas vezes não temos acesso para cadastrá-los e, quando isso não é um problema, podemos ter um problema adicional quando estivermos rodando em culturas de servidores diferentes. Com isso, dificilmente uma aplicação ou serviços que são expostos para a internet utilizam as contas e grupos do Windows. A solução é que felizmente o ASP.NET 2.0 fornece uma infraestrutura completa para o gerenciamento de autenticação e autorização, chamada de *Provider Model*. Essa integração é o tema deste artigo.

[**Autenticação e Autorização Customizada**](http://www.linhadecodigo.com.br/artigo/2314/wcf-introducao.aspx): O WCF fornece várias possibilidades de gerenciar a autenticação e autorização dentro dos serviços. Uma dessas possibilidades é customizar como o WCF deverá autenticar e autorizar o cliente, analisando as suas credenciais, verificando se essas são válidas em um determinado repositório, determinar quais são os direitos que o cliente tem no serviço e, finalmente, conceder ou negar o acesso à alguma operação baseando-se em seus privilégios. A finalidade deste artigo é analisar os passos necessários para essa customização.

[**Partial Trust**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1812): Na primeira versão do WCF - .NET Framework 3.0 - ele não era suportado em ambientes que estavam sob Partial Trust, o que obrigava muitos clientes a conceder mais direitos do que o necessário para poder executar/invocar um serviço escrito em WCF. Depois de muitas requisições, a Microsoft decidiu afrouxar essa segurança com o lançamento do .NET Framework 3.5, permitindo (com várias restrições) que serviços sejam invocados a partir de um ambiente parcialmente confiável. A finalidade deste artigo é exibir como criar um proxy para um serviço que expõe um endpoint não suportado neste ambiente.

[**Consumindo serviços no AJAX**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1383): Uma das grandes partes do .NET Framework 3.0 foi o WCF. Quando ele foi lançado, várias formas de acessar os serviços WCF também foram disponibilizadas. Entre as formas, conhecidas como *endpoints*, podemos citar algumas, tais como: HTTP, TCP e MSMQ. Com a vinda do ASP.NET AJAX, surgiu a necessidade de consumir serviços WCF diretamente dentro deste tipo de aplicação. Através do Visual Studio .NET 2008 e o .NET Framework 3.5, a Microsoft se preocupou com a necessidade de consumir serviços WCF no AJAX e aproveitou esta oportunidade para criar um *binding*. Este *binding*, chamado de *WebHttpBinding*, trata-se de um novo tipo de *binding* que permite a criação de um *endpoint* para ser consumido por aplicações AJAX e que será discutido neste artigo.

[**Expondo componente COM+**](http://www.linhadecodigo.com.br/Artigo.aspx?id=1903): Com o surgimento do WCF, uma plataforma de comunicação unificada, a Microsoft não se esqueceu do legado, ou seja, de componentes grandes e complexos hospedados no COM+ e, possibilita a utilização do WCF para expor esse componente através do HTTP (ou qualquer outra forma). Ao contrário do que acontecia anteriormente com Web Services, não precisamos recorrer ao *Component Services* para isso. Junto com o SDK do .NET Framework 3.X, a Microsoft disponibiliza uma ferramenta chamada *Microsoft Service Configuration Editor* que, dentre todas as funcionalidades disponibilizadas, uma delas é a possibilidade de integração de um componente COM+ a um serviço WCF, que será tema deste artigo.

### Conclusão:

O WCF fornece uma grande quantidade de funcionalidades que facilmente podem ser adicionadas em serviços. Além disso, grande parte dessas funcionalidades podem ser configuradas de forma declarativa, através de arquivos de configuração que, na maioria dos casos, traz uma enorme flexibilidade. O artigo mostrou os conceitos básicos necessários para a criação e consumo de um serviço WCF, que são informações importantes para dar sequência na leitura dos artigos acima, que exploram cada uma das principais funcionalidades.