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# R, R-Studio y repositorios

El objetivo principal de este laboratorio es introducirlos a [R](https://www.r-project.org/) y [RStudio](https://rstudio.com/), las herramientas computacionales que utilizaremos a lo largo del semestre para aprender a aplicar los conceptos más importantes de *Modelación estadística*, pero en especial, para aprender a procesar y analizar datos reales.

El programa [R](https://www.r-project.org/), sus versiones actualizadas y todos los paquetes con funciones, asi como otra información relevante se encuentre en los repositorios de R conocidos como **CRAN** (*Comprehensive R Archive Network*). Los distintos servidores distribuidos en todo el mundo, conforman el CRAN y son conocidos como los **CRAN mirrors** (de espejo). Para descargar los paquetes requieres antes escoger un **CRAN mirror**, y la función que te permite escogerlo de una lista que aparece en la consola es chooseCRANmirror. Alternativamente, se pueden descargar paquetes desde otros repositorios, como [GitHub](https://github.com/).

[RStudio](https://rstudio.com/) es un entorno de desarrollo integrado (IDE) para **R**. Incluye una consola, editor de comandos y líneas de programación que admite la ejecución directa de código, así como herramientas para graficar, documentar, registrar el historial de comandos ejecutados, acceder a archivos, y muchas cosas más desde la gestión de un espacio de trabajo. **RStudio** hace que el trabajar con **R** sea más poderoso, y a su vez simple. Para que tengan una idea, esta guía se escribió desde **RStudio**.

Para instalarlo estos programas, descarguen los archivos instaladores desde:

* [R](https://www.r-project.org/)
* [RStudio](https://rstudio.com/)

Lo que harán ahora es:

1. Descargar sus archivos de instalación y ejecutar los instaladores con las opciones que por omisión aparecen.
2. Luego, una vez que se cargue la interface de *Rstudio*, generen un archivo de códigos vacío, siguiendo el símbolo de hoja en blanco y cruz verde justo debajo del menú **File**, es la primera opción. Un atajo para crearlo es con las teclas **Ctrl+Shift+N**
3. Este archivo vacío es un editor de texto inteligente, que reconoce ciertos caracteres y palabras para autocompletar los comandos. Ese espacio será su borrador de comandos y notas. En este archivo irá pegando y ejecutando todos los códigos que a continuación se explican.
4. Acá un pequeño ejemplo, copien y peguen todo el código del recuadro de abajo en su editor de comandos. Luego, coloque el cursor al inicio de la primera línea de comando y presionen el botón **Run** en la esquina superior derecha de su achivo de comandos; alternativamente, presione **Ctrl+ENTER**. ¿Qué ocurrió? haga esto para las primeras seis líneas de comando. Cuando llegue a **p <- ggplot…** seleccione todas las líneas faltantes del código y presione **Run** o **Ctrl+ENTER**. ¿Qué ocurrió?

#Este código es para generar un gráfico sobre anomalías en la temperatura  
#del planeta en las últimas décadas. Estas líneas de código van a instalar   
#y carga tres paquetes, luego van a importar los datos y generar un gráfico  
#com varios elementos gráficos añadidos.  
  
#install.packages("gcookbook") #instalación del paquete tutorial de gráficos gcookbook  
#install.packages("grid") #instalación de paquete gráfico grid  
#install.packages("ggplot2") #instalación de paquete gráfico ggplot2  
library(gcookbook) #cargar paquete gcookbook en la sesión  
library(grid) #cargar paquete grid en la sesión  
library(ggplot2) #cargar paquete ggplot2 en la sesión  
  
data("climate") #importar datos de clima global del paquete gcookbook   
  
#Generación del gráfico  
p <- ggplot(subset(climate, Source == "Berkeley"), aes(x = Year, y = Anomaly10y)) +  
 geom\_line() +  
 annotate(  
 "segment",  
 x = 1850,  
 xend = 1820,  
 y = -.8,  
 yend = -.95,  
 colour = "blue",  
 size = 2,  
 arrow = arrow()  
 ) +  
 annotate(  
 "segment",  
 x = 1950,  
 xend = 1980,  
 y = -.25,  
 yend = -.25,  
 arrow = arrow(  
 ends = "both",  
 angle = 90,  
 length = unit(.2, "cm")  
 )  
 ) +  
 theme\_bw() +  
 xlab("Año") +  
 ylab("Anomalías de la temperatura global (°C)")  
p

![](data:image/png;base64,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)

#Fin del código

# Manos a la obra: Objetos, funciones y paquetes

## Parte 1

**R** es un lenguaje orientado a objetos, lo que significa que las variables, datos, funciones, resultados, etc., se guardan en la memoria activa del computador en forma de objetos con un nombre específico dado por el usuario en cada sesión. Los objetos se manipulan mediante funciones (que, a su vez, pueden ser tratados como objetos) y operadores. La ventana de la consola es donde se escriben los comandos, después de un indicador o prompt > que notifica cuando R está listo para recibir la siguiente instrucción. La tecla esc aborta la tentativa de esa línea de comando y da la señal para que aparezca un nuevo prompt. Dos prompts > > seguidos invalida esa línea de comando. Si aparece un signo de + es que la linea de comando está incompleta y requiere ser completada ante de devolver un resultado. Si aparece un mensaje de *Error* significa que él comando o instrucción no tuvo efecto. Si aparece un *Warning* significa que **R** efectuó la instrucción anterior, pero tuvo algún obstáculo mismo que es descrito inmediatamente. Con las flechas del arriba y abajo del teclado, aparece la linea de comando inmediata anterior y es una manera de no re-escribir dichas líneas cada vez. El signo de número # indica un comentario que no será tomado en cuenta hasta que aparezca un nuevo prompt.

Para poder ver los objetos que se encuentran en una sesión activa de **R**, se puede escribir la función de enlistar ls, o si estás en **R-Studio**, verifica directamente la pestaña **Environment** en el panel superior derecho.

ls()

El nombre de un objeto se asigna con el operador ‘<-’, ‘->’ o ‘=’, y puede estar hecho de letras, números y puntuación. Nota: Usar el mismo nombre para dos objetos distintos implica perder la asignación del primer objeto

y.y <- 10 \* 10  
z.12 <- 81 / 9  
unam <- "Universidad Nacional Autonoma de Mexico"  
  
xx <- 4  
xx  
xx <- "xx ya no es el mismo"  
xx

Para ver el tipo y longitud de un objeto se pueden usar las funciones mode, class, length o str. Úselas con los objetos creados:

#Solo con y.y, úsela con los otros dos objetos  
mode(y.y)  
class(y.y)  
length(y.y)  
str(y.y)

El ‘;’ sirve para separar comandos en una misma linea, sin darle enter, y los textos siempre van entre comillas dobles:

A <- "mandarina"; compar <- TRUE; mode(A)  
mode(compar)

Noten los números entre corchetes del lado izquierdo de la consola marcando el número de elementos que siguen en esa línea antes de llegar a una línea abajo. Luego de ejecutar las línea, ¿puede deducir qué hace seq?

muchos <- seq(0, 50)  
muchos

**R** es sensible a mayúsculas, pero no a los espacios:

compar  
Compar  
sum (3+2)  
sum(3+2)

En **R** se usan tres tipos de lementos: números (*numeric*), letras (*character*, siempre entre comillas), lógicos (*logical*). Estos elementos son usados para generar objetos. Los objetos pueden clasificarse como:

1. *Vector*: una columna o una fila de elementos, que pueden ser numéricos, de caracteres de texto, de operadores lógicos, etc. Cuando se trata de una variable categórica, el vector puede ser tratado como un factor, y los niveles del factor corresponden a las categorías de dicha variable. Un vector se crea con la funcion c, deguido de paréntesis () que incluyen todos los elementos del vector separados por coma.

vect1 <- c(2,4,6,3,7,8,9,2)  
vect1  
  
vect2 <-c("esp", "ing", "por")  
vect2  
  
#Puedes preguntar si un vector tiene elementos de un tipo en particular:  
is.numeric(vect1)  
is.numeric(vect2)  
is.character(vect1)  
is.character(vect2)  
  
#Qué hace esto:  
vect1[5]  
vect2[2]

Una de las grandes fortalezas de **R** es que permite el acceso a los elementos de un objeto a través de una selección de subconjuntos de éstos. El *sub-setting* es una manera eficiente y flexible de acceder selectivamente a los elementos de un objeto, y se hace mediante el uso de corchetes [].

1. *Matrix*: es un arreglo bidimensional de columnas y renglones, sobre el cual se pueden aplicar operaciones algebraicas. Cada elemento de una matriz puede ser accedido con [,], delante de la coma iría el número de la o las filas, luego de la coma, el número de la o las columnas. La combinación específica de una fila y columna lleva al valor de la celda.

#creando una matriz combinando tres vectores  
matr1 <- rbind(c(1,2,3),c(4,5,6),c(7,8,9))  
matr1  
is.factor(matr1)  
is.numeric(matr1)  
  
#creando una matriz con una función  
  
matr2 <- matrix(data = seq(1:9), nrow = 3, ncol = 3, byrow = TRUE)  
  
#Note la diferencia entre matr2 y matr3 si cambiamos el argumento byrow a FALSE  
matr3 <- matrix(data = seq(1:9), nrow = 3, ncol = 3, byrow = FALSE)  
  
#Selección de segunda y tercera columna de matr2  
matr2[,c(2,3)]  
  
#Selección de primera fila de matr2  
matr2[1,]  
  
#Selección el valor de la primera fila y segunda columna de matr2  
matr2[1,2]

1. *Array*: es un arreglo de dimensiones k>2.

n <- 3  
k <- 2  
j <- 4  
samp <- array(dim = c(n,k,j))  
samp  
  
is.factor(samp)  
is.numeric(samp)

Los vectores, matrices y arreglos solo pueden tener elementos del mismo tipo (e.g. numéricos, lógicos, letras)

1. *Dataframe*: es una tabla compuesta de uno o más vectores de la misma longitud, pero con elementos que pueden ser de diferentes tipos. Es el formato ideal para bases de datos, ya que las variables suelen ser de diferente naturaleza (i.e. continuas, nominales, etc.). Se puede acceder a ellas usando la sintaxis de matrices, pero también son el signo $ para identificar a la columna por su nombre.

iris  
data(iris)  
  
#haga click sobre <promise> de iris en su ambiente, luego explore visualmente.   
# ¿Qué es iris?  
  
dim(iris) #Pide las dimensiones de la tabla iris  
names(iris) #Pide los nombres de las columnas en iris  
iris[,"Species"] # Selecciona la columna por su nombre  
iris[,5] # Selecciona la columna por su número de columna  
iris$Species # Selecciona la columna por su asignación en la tabla 'iris'

1. *List*: Este objeto puede ser visto como un estante, ya que agrupa ordenadamente objetos de diferente tipo (e.g. vectores, arreglos, tablas, otras listas, etc). Se usa mucho para devolver los resultados de una función que se encuentran en la forma de una colección de objetos:

mi\_lista <- vector(mode = "list")  
  
mi\_lista[[1]] <- iris  
mi\_lista[[2]] <- y.y  
mi\_lista[[3]] <- unam  
  
mi\_lista

## Parte 2

Las funciones están organizadas en paquetes. El paquete denominado base constituye el núcleo de **R** y contiene las funciones básicas del lenguaje. Otro paquete muy importante es stats e incluye las funciones estadísticas más importantes y básicas de **R**. Ambos ya vienen preinstalados en **R**. Existen muchos paquetes, a medida que se requiera el uso de alguno específico se irá indicando para que lo descarguen e instalen. Por ahora les adelanto el uso de un set de paquetes agrupados en una familia de paquetes muy usados para ordenar, limpiar, modelar, reproducir, comunicar y graficar datos; este grupo de paquetes se les denomina [tidyverse](https://www.tidyverse.org/). Para instalarlos pueden escribir en la consola:

#Para instalar ggplot2 (realizar gráficos de alta calidad)  
install.packages("ggplot2")  
  
#Para depurar y reordenar bases de datos, instala: tidyr  
install.packages("tidyr")  
  
#Para administrar bases de datos: usa dplyr  
install.packages("dplyr")  
  
#Para importar datos desde Excel: readxl  
install.packages("readxl")  
  
#Para análisis en ecología de comunidades usa vegan  
install.packages("vegan")  
  
#para análissi de diversidad usa iNEXT  
install.packages("iNEXT")  
  
#Para instalar todos los paquetes del Tidyverse, incluyendo ggplot2, tidyr, dplyr, etc:  
install.packages("tidyverse")

Alternativamente, puedes usar la ventala *Tools/install packages…*, se desplegará una ventana para que escribas el nombre del paquete a instalar. Los paquetes se instalan una sola vez, siempre que estes en el mismo computador. Para usarlos debes incluirlos en tu sesión de trabajo cada vez que se inicia la sesión. Esto se logra con la función library:

library("tidyverse")

Antes de usar paquetes, hagamos un análisis exploratorio a los datos *iris*. Antes de copiar el código, busque en la pestaña *Help* qué es *iris*. Efectuamos un gráfico de dispersión entre las variables “largo”. Mida el grado de asociación ¿cómo lo haría?

plot(iris$Sepal.Length, iris$Petal.Length)  
  
#¿qué hace cor()?  
cor(iris$Sepal.Length, iris$Petal.Length)

Usemos el paquete ggplot2 para mejorar el gráfico:

pp <- ggplot(data = iris, aes(x = Sepal.Length, y = Petal.Length, colour = Species))+  
 geom\_point()  
   
pp   
   
#Mejoremos con capas, cada capa es agregada con el símbolo +  
pp + theme\_bw()+ #fondo blanco  
 xlab("Largo del sépalo (cm)")+ #edición del título del eje x  
 ylab("largo del pétalo (cm)")+ #edición del título del eje y  
 scale\_y\_continuous(breaks = seq(1,7,1))+ #especificación de unidades en y  
 scale\_x\_continuous(breaks = seq(4,8,1))+ #especificación de unidades en x  
 #agregar el valor de correlación al gráfico  
 annotate(geom = "text", x= 4.3, y = 6.5, parse=TRUE, label= "italic(r) == 0.87")   
   
  
#¿cuál gráfico le gustó más?

Llegados a este punto, vamos hacer algo de estadística descriptiva. Esta es la parte que deberán entregar como tarea. Calculen promedio, varianza y desviación estandar a la variable largo del sepalo (**Sepal.Length**). Usen para ello los códigos suminitrados y responda las preguntas en el cuadro.

## PREGUNTAS  
  
# 1. Copia el comando que sigue. ¿Qué se calculó?  
xx <- iris$Sepal.Length  
sum(xx) / length(xx)  
  
# 2. Busca y aplica una función que ejecute la linea de comando anterior.   
# (PISTA: escribe '?mean' en la cónsola y enter para ampliar tu búsqueda)  
  
# 3. Calcula la mediana de usando la función correspondiente.  
  
# 4. Calcula la varianza y desviación estándar de usando el comando 'var'  
  
# 5. ¿Cuál es la diferencia entre estas dos fórmulas? ¿Representan lo mismo?  
  
sum((xx - mean(xx)) ^ 2) / length(xx)  
sum((xx - mean(xx)) ^ 2) / (length(xx) - 1)  
  
# 6. Con base en el valor de la varianza y usando operadores aritméticos,   
# calcula la desviación estándar de ambas muestras.  
# Confirma tu resultado usando la función en R correspondiente.  
  
  
# 7. Todas estas estimaciones ignoran las posibles diferencias en el largo del sépalo  
# entre las especies. ¿Qué le dice este gráfico?  
boxplot(Sepal.Length~Species, data = iris)  
  
  
# 8. Calcule el promedio para cada especie usando la función aggregate.  
# (PISTA: escribe '?aggregate' en la cónsola y enter para ver cómo se usa la función;  
# de las cuatro formas de uso, recomiendo el modo S3 para fórmulas).  
# Nombre al resultado como prom.sep  
  
  
# 9. Calcule la desviación estándar para cada especie usando la función aggregate.   
# Nombre al resultado con el nombre sd.sep  
  
# 10. Combine ambos resultados en una data frame usando el siguiente código e interprete  
# la tabla con base en el gráfico previamente generado.  
  
resultado <- data.frame("Especies" = prom.sep$Species,  
 "Promedio" = prom.sep$Sepal.Length,  
 "Desv. Estandar" = sd.sep$Sepal.Length)

Recuerde cargar las respuestas a estas preguntas en el formato de Google Doc generado en el Google Classroom.